## **1. What is C#?**

C# is a computer programming language. C# was created by Microsoft in 2000 to provide a modern general-purpose programming language that can be used to develop all kind of software targeting various platforms including Windows, Web, and Mobile using just one programming language. Today, C# is one of the most popular programming languages in the world. Millions of software developers use C# to build all kind of software.

C# is the primary language for building Microsoft .NET software applications. Developers can build almost every kind of software using C# including Windows UI apps, console apps, backend services, cloud APIs, Web services, controls and libraries, serverless applications, Web applications, native iOS and Android apps, AI and machine learning software, and blockchain applications.

If you want to learn more about C# application types, read,

* [What can C# Do For You](https://www.c-sharpcorner.com/UploadFile/mahesh/what-can-C-Sharp-do-for-you/)

C# with the help of Visual Studio IDE, provides a rapid application development. C# is a modern, object-oriented, simple, versatile, and performance-oriented programming language. C# is developed based on the best features and use cases of several programming languages including C++, Java, Pascal, and SmallTalk.

C# syntaxes are like C++. .NET and C# library is similar to Java. C# supports modern object-oriented programming language features including Abstraction, Encapsulation, Polymorphism, and Inheritance. C# is a strongly typed language and most types are inherited by the Object class.

C# supports concepts of classes and objects. Classes have members such as fields, properties, events, and methods. Here is a detailed article on C# and OOP.

* [Object Oriented Programming using C#.NET](https://www.c-sharpcorner.com/UploadFile/84c85b/object-oriented-programming-using-C-Sharp-net/)

C# is versatile, modern and supports modern programming needs. Since its inception, C# language has gone through various upgrades. C# 8.0 is the latest build of C# language that is expected to release this year. Read the following article for some of the newest features of C#:

* [C# 7.0, 7.1, 7.2 and 7.3 and New Features](https://www.c-sharpcorner.com/article/c-sharp-7-0-and-c-sharp-7-1-new-features-part-two/)

## **2. What is an object in C#?**

C# language is an object-oriented programming language. Classes are the foundation of C#. A class is a template that defines how a data structure will look like, how data will be stored, managed, and transferred. A class has fields, properties, methods, and other members.

While classes are concepts, objects are real. Objects are created using class instances. A class defines the type of an object. Objects store real values in computer memory.

Any real-world entity, which can have some characteristics, or which can perform some work is called as Object. This object is also called as an instance i.e. a copy of an entity in programming language. Objects are instances of classes.

For example, we need to create a program that deals with cars. We need to create an entity for the car. Let’s call it a class, Car. A car has four properties, i.e., model, type, color, and size.

To represent a car in programming, we can create a class Car with four properties, Model, Type, Color, and Size. These are called members of a class. A class has several types of members, constructors, fields, properties, methods, delegates, and events. A class member can be private, protected, and pubic. Since these properties may be accessed outside the class, these can be public.

An object is an instance of a class. A class can have as many instances as needed. For example, Honda Civic is an instance of Car. In real programming, Honda Civic is an object. Honda Civic is an instance of class Car. The Model, Type, Color, and Size properties of Honda Civic are Civic, Honda, Red, 4 respectively. BMW 330, Toyota Carolla, Ford 350, Honda CR4, Honda Accord, and Honda Pilot are some examples of objects of Car.

To learn more about real world example of objects and instance, please read

* [Object Oriented Programming with Real World Scenario](https://www.c-sharpcorner.com/UploadFile/cda5ba/object-oriented-programming-with-real-world-scenario/)

## **3. What is Managed or Unmanaged Code?**

**Managed Code**

“The code is the code that is developed using the .NET framework and its supported programming languages such as C# or VB.NET. The manage code is directly executed by the Common Language Runtime (CLR or Runtime) and its lifecycle including object creation, memory allocation, and object disposal is managed by the Runtime. Any language that is written in .NET Framework is managed code”.  
  
**Unmanaged Code**  
  
The code, which is developed outside of the .NET framework is known as unmanaged code.  
  
“Applications that do not run under the control of the CLR are said to be unmanaged. The languages such as C or C++ or Visual Basic are unmanaged. The object creation, execution, and disposal on unmanaged code is directly managed by the programmers. If programmers write bad code, it may lead to the memory leaks and unwanted resource allocations.”  
  
The .NET Framework provides a mechanism for unmanaged code to be used in managed code and vice versa. The process is done with the help of wrapper classes.

Here is a detailed article on managed and unmanaged code.

* [Managed Code And Unmanaged Code In .NET](https://www.c-sharpcorner.com/uploadfile/puranindia/managed-code-and-unmanaged-code-in-net/)

## **4. What is Boxing and Unboxing in C#?**

Boxing and Unboxing both are used for type conversions.

The process of converting from a value type to a reference type is called boxing. Boxing is an implicit conversion. Here is an example of boxing in C#.

1. // Boxing
2. **int** anum = 123;
3. Object obj = anum;
4. Console.WriteLine(anum);
5. Console.WriteLine(obj);

The process of converting from a reference type to a value type is called unboxing. Here is an example of unboxing in C#.

1. // Unboxing
2. Object obj2 = 123;
3. **int** anum2 = (**int**)obj;
4. Console.WriteLine(anum2);
5. Console.WriteLine(obj);

Check out these two articles to learn more about boxing and unboxing.

* [Boxing and Unboxing in C#](https://www.c-sharpcorner.com/article/boxing-and-unboxing-in-C-Sharp/)
* [Type Conversions in C#](https://www.c-sharpcorner.com/uploadfile/puranindia/type-conversions-in-C-Sharp/)

## **5. What is the difference between a struct and a class in C#?**

**Answer**

Class and struct both are the user defined data type but have some major differences:  
 **Struct**

* The struct is value type in C# and it inherits from System.Value Type.
* Struct is usually used for smaller amounts of data.
* Struct can’t be inherited to other types.
* A structure can't be abstract.
* No need to create object by new keyword.
* Do not have permission to create any default constructor.

**Class**

* The class is reference type in C# and it inherits from the System.Object Type.
* Classes are usually used for large amounts of data.
* Classes can be inherited to other class.
* A class can be abstract type.
* We can create a default constructor.

Read the following articles to learn more on structs vs classes.

* [Some Real Differences Between Structures and Classes](https://www.c-sharpcorner.com/UploadFile/yougerthen/what-really-make-difference-between-structures-and-classes/)
* [Struct and Class Differences in C#](https://www.c-sharpcorner.com/blogs/difference-between-struct-and-class-in-c-sharp)

## **6. What is the difference between Interface and Abstract Class in C#?**

**Answer**

Here are some of the common differences between an interface and an abstract class in C#.

* A class can implement any number of interfaces but a subclass can at most use only one abstract class.
* An abstract class can have non-abstract methods (concrete methods) while in case of interface all the methods has to be abstract.
* An abstract class can declare or use any variables while an interface is not allowed to do so.
* In an abstract class all data member or functions are private by default while in interface all are public, we can’t change them manually.
* In an abstract class we need to use abstract keyword to declare abstract methods while in an interface we don’t need to use that.
* An abstract class can’t be used for multiple inheritance while interface can be used as multiple inheritance.
* An abstract class use constructor while in an interface we don’t have any type of constructor.

To learn more about the difference between an abstract class and an interface, visit the following articles.

* [Abstract Class vs Interface](https://www.c-sharpcorner.com/uploadfile/prasoonk/abstract-class-vs-interface/)
* [Explore Interface Vs Abstract Class](https://www.c-sharpcorner.com/UploadFile/c210df/explore-interface-vs-abstract-class/)

## **7. What is enum in C#?**

**Answer**

An enum is a value type with a set of related named constants often referred to as an enumerator list. The enum keyword is used to declare an enumeration. It is a primitive data type, which is user defined.  
  
An enum type can be an integer (float, int, byte, double etc.). But if you use it beside int it has to be cast.  
  
An enum is used to create numeric constants in .NET framework. All the members of enum are of enum type. Their must be a numeric value for each enum type.  
  
The default underlying type of the enumeration element is int. By default, the first enumerator has the value 0, and the value of each successive enumerator is increased by 1.

1. **enum** Dow {Sat, Sun, Mon, Tue, Wed, Thu, Fri};

**Some points about enum**

* Enums are enumerated data type in c#.
* Enums are not for the end-user, they are meant for developers.
* Enums are strongly typed constant. They are strongly typed, i.e. an enum of one type may not be implicitly assigned to an enum of another type even though the underlying value of their members are the same.
* Enumerations (enums) make your code much more readable and understandable.
* Enum values are fixed. Enum can be displayed as a string and processed as an integer.
* The default type is int, and the approved types are byte, sbyte, short, ushort, uint, long, and ulong.
* Every enum type automatically derives from System.Enum and thus we can use System.Enum methods on enums.
* Enums are value types and are created on the stack and not on the heap.

For more details follow the link,

* [Enums in C#](https://www.c-sharpcorner.com/uploadfile/puranindia/enums-in-C-Sharp/)
* [Enumeration In C#](https://www.c-sharpcorner.com/UploadFile/3d39b4/enumeration-in-C-Sharp/)

## **8. What is the difference between “continue” and “break” statements in C#?**

**Answer**

Using break statement, you can 'jump out of a loop' whereas by using continue statement, you can 'jump over one iteration' and then resume your loop execution.  
  
**Eg. Break Statement**

1. **using** System;
2. **using** System.Collections;
3. **using** System.Linq;
4. **using** System.Text;
5. **namespace** break\_example {
6. Class brk\_stmt {
7. **public** **static** **void** main(String[] args) {
8. **for** (**int** i = 0; i <= 5; i++) {
9. **if** (i == 4) {
10. **break**;
11. }
12. Console.WriteLine("The number is " + i);
13. Console.ReadLine();
14. }
15. }
16. }
17. }

**Output**  
  
The number is 0; The number is 1; The number is 2; The number is 3;

**Eg. Continue Statement**

1. **using** System;
2. **using** System.Collections;
3. **using** System.Linq;
4. **using** System.Text;
5. **namespace** continue\_example {
6. Class cntnu\_stmt {
7. **public** **static** **void** main(String[] {
8. **for** (**int** i = 0; i <= 5; i++) {
9. **if** (i == 4) {
10. **continue**;
11. }
12. Console.WriteLine(“The number **is** "+ i);
13. Console.ReadLine();
14. }
15. }
16. }
17. }

**Output**

The number is 1;The number is 2;The number is 3;The number is 5;  
For more details follow link,

* [Difference Between Break Statement and Continue Statement in C#](https://www.c-sharpcorner.com/blogs/difference-between-break-statement-and-continue-statement-in-c-sharp1)
* [Break and Continue Statements in C#](https://www.c-sharpcorner.com/UploadFile/2072a9/break-and-continue-statements-in-C-Sharp/)

## **9. What is the difference between constant and readonly in C#?**

**Answer**

Const is nothing but "constant", a variable of which the value is constant but at compile time. And it's mandatory to assign a value to it. By default, a const is static and we cannot change the value of a const variable throughout the entire program.

Readonly is the keyword whose value we can change during runtime or we can assign it at run time but only through the non-static constructor.

**See the example**  
  
We have a Test Class in which we have two variables, one is readonly and other is a constant.

1. **class** Test {
2. **readonly** **int** read = 10;
3. **const** **int** cons = 10;
4. **public** Test() {
5. read = 100;
6. cons = 100;
7. }
8. **public** **void** Check() {
9. Console.WriteLine("Read only : {0}", read);
10. Console.WriteLine("const : {0}", cons);
11. }
12. }

Here I was trying to change the value of both the variables in constructor but when I am trying to change the constant it gives an error to change their value in that block which I have to call at run time.
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So finally remove that line of code from class and call this Check() function like the following code snippet,

1. **class** Program {
2. **static** **void** Main(**string**[] args) {
3. Test obj = **new** Test();
4. obj.Check();
5. Console.ReadLine();
6. }
7. }
8. **class** Test {
9. **readonly** **int** read = 10;
10. **const** **int** cons = 10;
11. **public** Test() {
12. read = 100;
13. }
14. **public** **void** Check() {
15. Console.WriteLine("Read only : {0}", read);
16. Console.WriteLine("const : {0}", cons);
17. }
18. }

**Output**
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Learn more about const and readonly here:

* [Difference Between Const, ReadOnly and Static ReadOnly in C#](https://www.c-sharpcorner.com/UploadFile/c210df/difference-between-const-readonly-and-static-readonly-in-C-Sharp/)

## **10. What is the difference between ref and out keywords?**

**Answer**

The ref keyword passes arguments by reference. It means any changes made to this argument in the method will be reflected in that variable when control returns to the calling method.

The out keyword passes arguments by reference. This is very similar to the ref keyword.
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To learn more about ref and out keywords, read the following article:

* [Ref Vs Out Keywords in C#](https://www.c-sharpcorner.com/UploadFile/ff2f08/ref-vs-out-keywords-in-C-Sharp/)

## **11. Can “this” be used within a static method?**

**Answer**

We can't use this in a static method because the keyword 'this' returns a reference to the current instance of the class containing it. Static methods (or any static member) do not belong to a particular instance. They exist without creating an instance of the class and are called with the name of a class not by instance, so we can’t use this keyword in the body of static Methods, but in the case of Extension Methods we can use it the functions parameters.

Let’s have a look at the “this” keyword.  
  
The "this" keyword in C# is a special type of reference variable that is implicitly defined within each constructor and non-static method as a first parameter of the type class in which it is defined.

Learn more here on [The this Keyword In C#](https://www.c-sharpcorner.com/UploadFile/puranindia/this-keyword-in-C-Sharp/).

## **12. What are Properties in C#?**

**Answer**

C# properties are members of a C# class that provide a flexible mechanism to read, write or compute the values of private fields, in other words, by using properties, we can access private fields and set their values. Properties in C# are always public data members. C# properties use get and set methods, also known as accessors to access and assign values to private fields.  
  
**Now the question is what are accessors?**  
  
The get and set portions or blocks of a property are called accessors. These are useful to restrict the accessibility of a property, the set accessor specifies that we can assign a value to a private field in a property and without the set accessor property it is like a readonly field. By the get accessor we can access the value of the private field, in other words, it returns a single value. A Get accessor specifies that we can access the value of a field publically.  
  
We have three types of properties: Read/Write, ReadOnly and WriteOnly. Let's see each one by one.

Learn more here: [Property in C#](https://www.c-sharpcorner.com/UploadFile/3d39b4/property-in-C-Sharp/)

## **13. What are extension methods in C#?**

**Answer**

**What are extension methods?**

Extension methods enable you to add methods to existing types without creating a new derived type, recompiling, or otherwise modifying the original type.   
  
An extension method is a special kind of static method, but they are called as if they were instance methods on the extended type.

**How to use extension methods?**

An extension method is a static method of a static class, where the "this" modifier is applied to the first parameter. The type of the first parameter will be the type that is extended.  
  
Extension methods are only in scope when you explicitly import the namespace into your source code with a using directive.

For more details on extension methods, you can read these articles,

* [Extension Methods in C#](https://www.c-sharpcorner.com/uploadfile/puranindia/extension-methods-in-C-Sharp-3-0/)
* [Extension Method In C#](https://www.c-sharpcorner.com/UploadFile/3d39b4/extension-method-in-C-Sharp/)

## **14. What is the difference between dispose and finalize methods in C#?**

**Answer**

The finalize and dispose, both methods are used to free unmanaged resources. Here are the difference between the two.

**Finalize**

* Finalize used to free unmanaged resources those are not in use like files, database connections in application domain and more, held by an object before that object is destroyed.
* In the Internal process it is called by Garbage Collector and can’t called manual by user code or any service.
* Finalize belongs to System.Object class.
* Implement it when you have unmanaged resources in your code, and make sure that these resources are freed when the Garbage collection happens.

**Dispose**

* Dispose is also used to free unmanaged resources those are not in use like files, database connections in Application domain at any time.
* Dispose explicitly it is called by manual user code.
* If we need to dispose method so must implement that class by IDisposable interface.
* It belongs to IDisposable interface.
* Implement this when you are writing a custom class that will be used by other users.

For more details follow this link,

* [Back To Basics - Dispose Vs Finalize](https://www.c-sharpcorner.com/UploadFile/nityaprakash/back-to-basics-dispose-vs-finalize/)

## **15. What is the difference between string and StringBuilder in C#?**

**Answer**

StringBuilder and string both use to string value but both have many differences on the bases of instance creation and also for performance:  
  
**String**  
  
String is an immutable object. Immutable like when we create string object in code so we cannot modify or change that object in any operations like insert new value, replace or append any value with existing value in string object, when we have to do some operations to change string simply it will dispose the old value of string object and it will create new instance in memory for hold the new value in string object like,
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**Note**

* It’s an immutable object that hold string value.
* Performance wise string is slow because its’ create a new instance to override or change the previous value.
* String belongs to System namespace.

**StringBuilder**

System.Text.Stringbuilder is mutable object which also hold the string value, mutable means once we create a System.Text.Stringbuilder object we can use this object for any operation like insert value in existing string with insert functions also replace or append without creating new instance of System.Text.Stringbuilder for every time so it’s use the previous object so it’s work fast as compare than System.String. Let’s have an example to understand System.Text.Stringbuilder like,

![ASP.NET](data:image/png;base64,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)

**Note**

* StringBuilder is a mutable object.
* Performance wise StringBuilder is very fast because it will use same instance of StringBuilder object to perform any operation like insert value in existing string.
* StringBuilder belongs to System.Text.Stringbuilder namespace.

For More details read this article by following link:

* [Comparison of String and StringBuilder in C#](https://www.c-sharpcorner.com/UploadFile/19b1bd/comparison-of-string-and-stringbuilder-in-C-Sharp/)
* [String and StringBuilder Classes](https://www.c-sharpcorner.com/uploadfile/jitendra1987/string-and-stringbuilder-classes/)

## **16. What is delegates in C# and uses of delegates?**

**Answer**

A Delegate is an abstraction of one or more function pointers (as existed in C++; the explanation about this is out of the scope of this article). The .NET has implemented the concept of function pointers in the form of delegates. With delegates, you can treat a function as data. Delegates allow functions to be passed as parameters, returned from a function as a value and stored in an array. Delegates have the following characteristics,

* Delegates are derived from the System.MulticastDelegate class.
* They have a signature and a return type. A function that is added to delegates must be compatible with this signature.
* Delegates can point to either static or instance methods.
* Once a delegate object has been created, it may dynamically invoke the methods it points to at runtime.
* Delegates can call methods synchronously and asynchronously.

The delegate contains a couple of useful fields. The first one holds a reference to an object, and the second holds a method pointer. When you invoke the delegate, the instance method is called on the contained reference. However, if the object reference is null then the runtime understands this to mean that the method is a static method. Moreover, invoking a delegate syntactically is the exact same as calling a regular function. Therefore, delegates are perfect for implementing callbacks.  
  
**Why Do We Need Delegates**  
Historically, the Windows API made frequent use of C-style function pointers to create callback functions. Using a callback, programmers were able to configure one function to report back to another function in the application. So the objective of using a callback is to handle button-clicking, menu-selection, and mouse-moving activities. But the problem with this traditional approach is that the callback functions were not type-safe. In the .NET framework, callbacks are still possible using delegates with a more efficient approach. Delegates maintain three important pieces of information, as in the following,

* The parameters of the method.
* The address of the method it calls.
* The return type of the method.

A delegate is a solution for situations in which you want to pass methods around to other methods. You are so accustomed to passing data to methods as parameters that the idea of passing methods as an argument instead of data might sound a little strange. However, there are cases in which you have a method that does something, for instance, invoking some other method. You do not know at compile time what this second methods is. That information is available only at runtime hence Delegates are the device to overcome such complications.

Learn more about [Delegates and Events in C# .NET](https://www.c-sharpcorner.com/UploadFile/84c85b/delegates-and-events-C-Sharp-net/)

## **17. What are sealed classes in C#?**

**Answer**

Sealed classes are used to restrict the inheritance feature of object oriented programming. Once a class is defined as a sealed class, the class cannot be inherited.   
  
In C#, the sealed modifier is used to define a class as sealed. In Visual Basic .NET the Not Inheritable keyword serves the purpose of sealed. If a class is derived from a sealed class then the compiler throws an error.   
  
If you have ever noticed, structs are sealed. You cannot derive a class from a struct.   
  
The following class definition defines a sealed class in C#,

1. // Sealed class
2. **sealed** **class** SealedClass
3. {
4. }

Learn more about sealed classes here: [Sealed Class in C#](https://www.c-sharpcorner.com/article/sealed-class-in-C-Sharp/)

## **18. What are partial classes?**

**Answer**

A partial class is only use to splits the definition of a class in two or more classes in a same source code file or more than one source files. You can create a class definition in multiple files but it will be compiled as one class at run time and also when you’ll create an instance of this class so you can access all the methods from all source file with a same object.  
  
Partial Classes can be create in the same namespace it’s doesn’t allowed to create a partial class in different namespace. So use “partial” keyword with all the class name which you want to bind together with the same name of class in same namespace, let’s have an example,

To learn about partial classes, visit [Partial Classes in C# With Real Example](https://www.c-sharpcorner.com/UploadFile/3d39b4/partial-classes-in-C-Sharp-with-real-example/).

## **19. What is boxing and unboxing in C#?**

**Answer**

Boxing and Unboxing both using for type converting but have some difference:  
 **Boxing**  
  
Boxing is the process of converting a value type data type to the object or to any interface data type which is implemented by this value type. When the CLR boxes a value means when CLR converting a value type to Object Type, it wraps the value inside a System.Object and stores it on the heap area in application domain.   
  
**Example**

**Unboxing**  
Unboxing is also a process which is use to extracts the value type from the object or any implemented interface type. Boxing may be done implicit but unboxing have to be explicit by code.   
  
**Example**

The concept of boxing and unboxing underlies the C# unified view of the type system in which a value of any type can be treated as an object.

To learn more about boxing and unboding, visit [Boxing and Unboxing in C#.](https://www.c-sharpcorner.com/article/boxing-and-unboxing-in-C-Sharp/)

## **20. What is IEnumerable<> in C#?**

**Answer**

IEnumerable is the parent interface for all non-generic collections in System.Collections namespace like ArrayList, HastTable etc. that can be enumerated. For the generic version of this interface as IEnumerable<T> which a parent interface of all generic collections class in System.Collections.Generic namespace like List<> and more.   
  
In System.Collections.Generic.IEnumerable<T> have only a single method which is GetEnumerator() that returns an IEnumerator. IEnumerator provides the power to iterate through the collection by exposing a Current property and Move Next and Reset methods, if we doesn’t have this interface as a parent so we can’t use iteration by foreach loop or can’t use that class object in our LINQ query.

For more details, visit [Implement IEnumerable Interface in C#](https://www.c-sharpcorner.com/UploadFile/dacca2/implement-ienumerable-interface-in-C-Sharp/).

## **21. What is difference between late binding and early binding in C#?**

**Answer**

Early Binding and late Binding concepts belong to polymorphism in C#. Polymorphism is the feature of object oriented programming that allows a language to use same name in different forms. For example, a method name Add that can add integers, doubles, and decimals.

Polymorphism we have 2 different types to achieve that:

* Compile Time also known as Early Binding or Overloading.
* Run Time also known as Late Binding or Overriding.

**Compile Time Polymorphism or Early Binding**In Compile time polymorphism or Early Binding we will use multiple methods with same name but different type of parameter or may be the number or parameter because of this we can perform different-different tasks with same method name in the same class which is also known as Method overloading.  
  
See how we can do that by the following example,

**Run Time Polymorphism or Late Binding**

Run time polymorphism also known as late binding, in Run Time polymorphism or Late Binding we can do use same method names with same signatures means same type or same number of parameters but not in same class because compiler doesn’t allowed that at compile time so we can use in derived class that bind at run time when a child class or derived class object will instantiated that’s way we says that Late Binding. For that we have to create my parent class functions as partial and in driver or child class as override functions with override keyword.   
  
**Like as following example,**

* [Understanding Polymorphism in C#](https://www.c-sharpcorner.com/UploadFile/ff2f08/understanding-polymorphism-in-C-Sharp/)
* [Polymorphism in .NET](https://www.c-sharpcorner.com/UploadFile/mkagrahari/polymorphism-in-net/)

## **22. What are the differences between IEnumerable and IQueryable?**

**Answer**

Before we go into the differences, lets learn what the IEnumerable and IQueryable are.  
  
**IEnumerable**  
  
Is the parent interface for all non-generic collections in System.Collections namespace like ArrayList, HastTable etc. that can be enumerated. For the generic version of this interface as IEnumerable<T> which a parent interface of all generic collections class in System.Collections.Generic namespace like List<> and more.   
  
**IQueryable**  
As per MSDN IQueryable interface is intended for implementation by query providers. It is only supposed to be implemented by providers that also implement IQueryable<T>. If the provider does not also implement IQueryable<T>, the standard query operators cannot be used on the provider's data source.  
  
The IQueryable interface inherits the IEnumerable interface so that if it represents a query, the results of that query can be enumerated. Enumeration causes the expression tree associated with an IQueryable object to be executed. The definition of "executing an expression tree" is specific to a query provider. For example, it may involve translating the expression tree to an appropriate query language for the underlying data source. Queries that do not return enumerable results are executed when the Execute method is called.

* [IEnumerable vs IQuerable](https://www.c-sharpcorner.com/UploadFile/a3d5d0/ienumerable-vs-iquerable/)
* [IEnumerable Vs IQueryable](https://www.c-sharpcorner.com/UploadFile/rahul4_saxena/ienumerable-vs-iqueryable/)

## **23. What happens if the inherited interfaces have conflicting method names?**

**Answer**

If we implement multiple interfaces in the same class with conflict method names so we don’t need to define all or in other words we can say if we have conflict methods in same class so we can’t implement their body independently in the same class coz of same name and same signature so we have to use interface name before method name to remove this method confiscation let’s see an example,

1. **interface** testInterface1 {
2. **void** Show();
3. }
4. **interface** testInterface2 {
5. **void** Show();
6. }
7. **class** Abc: testInterface1,
8. testInterface2 {
9. **void** testInterface1.Show() {
10. Console.WriteLine("For testInterface1 !!");
11. }
12. **void** testInterface2.Show() {
13. Console.WriteLine("For testInterface2 !!");
14. }
15. }

Now see how to use those in a class,

1. **class** Program {
2. **static** **void** Main(**string**[] args) {
3. testInterface1 obj1 = **new** Abc();
4. testInterface1 obj2 = **new** Abc();
5. obj1.Show();
6. obj2.Show();
7. Console.ReadLine();
8. }
9. }

**Output**

For one more example follow the link:

* [Inherit Multiple Interfaces and They have Conflicting Method Name](https://www.c-sharpcorner.com/blogs/inherit-multiple-interfaces-and-they-have-conflicting-method-name1)

## **24. What are the Arrays in C#?**

**Answer**

In C#, an array index starts at zero. That means the first item of an array starts at the 0thposition. The position of the last item on an array will total number of items - 1. So if an array has 10 items, the last 10th item is at 9th position.   
  
In C#, arrays can be declared as fixed length or dynamic.

A fixed length array can store a predefined number of items.

A dynamic array does not have a predefined size. The size of a dynamic array increases as you add new items to the array. You can declare an array of fixed length or dynamic. You can even change a dynamic array to static after it is defined.

Let's take a look at simple declarations of arrays in C#. The following code snippet defines the simplest dynamic array of integer types that do not have a fixed size.

int[] intArray;

As you can see from the above code snippet, the declaration of an array starts with a type of array followed by a square bracket ([]) and name of the array.

The following code snippet declares an array that can store 5 items only starting from index 0 to 4.

1. **int**[] intArray;
2. intArray = **new** **int**[5];

The following code snippet declares an array that can store 100 items starting from index 0 to 99.

1. **int**[] intArray;
2. intArray = **new** **int**[100];

Learn more about Arrays in C#: [Working with Arrays In C#](https://www.c-sharpcorner.com/article/working-with-arrays-in-C-Sharp/)

## **25. What is the Constructor Chaining in C#?**

**Answer**

Constructor chaining is a way to connect two or more classes in a relationship as Inheritance, in Constructor Chaining every child class constructor is mapped to parent class Constructor implicitly by base keyword so when you create an instance of child class to it’ll call parent’s class Constructor without it inheritance is not possible.  
  
For more example follow the link:

* [Constructor Chaining In C#](https://www.c-sharpcorner.com/UploadFile/825933/constructor-chaining-in-C-Sharp/)
* [Constructors In C#](https://www.c-sharpcorner.com/article/constructors-in-C-Sharp/)

## **26. What’s the difference between the Array.CopyTo() and Array.Clone()?**

**Answer**

The Array.Clone() method creates a shallow copy of an array. A shallow copy of an Array copies only the elements of the Array, whether they are reference types or value types, but it does not copy the objects that the references refer to. The references in the new Array point to the same objects that the references in the original Array point to.  
  
The CopyTo() static method of the Array class copies a section of an array to another array. The CopyTo method copies all the elements of an array to another one-dimension array. The code listed in Listing 9 copies contents of an integer array to an array of object types.   
  
Learn more about arrays here,

* [Working with Arrays in C#](https://www.c-sharpcorner.com/article/working-with-arrays-in-C-Sharp/)

## **27. Can Multiple Catch Blocks executed in c#?**

**Answer**

We can use multiple catch blocks with a try statement. Each catch block can catch a different exception. The following code example shows how to implement multiple catch statements with a single try statement.

1. **using** System;
2. **class** MyClient {
3. **public** **static** **void** Main() {
4. **int** x = 0;
5. **int** div = 0;
6. **try** {
7. div = 100 / x;
8. Console.WriteLine("Not executed line");
9. } **catch** (DivideByZeroException de) {
10. Console.WriteLine("DivideByZeroException");
11. } **catch** (Exception ee) {
12. Console.WriteLine("Exception");
13. } **finally** {
14. Console.WriteLine("Finally Block");
15. }
16. Console.WriteLine("Result is {0}", div);
17. }
18. }

To learn more about Exception Handling in C#, please visit:

* [Exception Handling in C#](https://www.c-sharpcorner.com/article/exception-handling-in-C-Sharp/)

## **28. What is Singleton Design Patterns and How to implement in C#?**

**Answer**

**What isSingleton Design Pattern?**

1. Ensures a class has only one instance and provides a global point of access to it.
2. A singleton is a class that only allows a single instance of itself to be created, and usually gives simple access to that instance.
3. Most commonly, singletons don't allow any parameters to be specified when creating the instance, since a second request of an instance with a different parameter could be problematic! (If the same instance should be accessed for all requests with the same parameter then the factory pattern is more appropriate.)
4. There are various ways to implement the Singleton Pattern in C#. The following are the common characteristics of a Singleton Pattern.
   * A single constructor, that is private and parameterless.
   * The class is sealed.
   * A static variable that holds a reference to the single created instance, if any.
   * A public static means of getting the reference to the single created instance, creating one if necessary.

**This is the example how to write the code with Singleton,**

1. **namespace** Singleton {
2. **class** Program {
3. **static** **void** Main(**string**[] args) {
4. Calculate.Instance.ValueOne = 10.5;
5. Calculate.Instance.ValueTwo = 5.5;
6. Console.WriteLine("Addition : " + Calculate.Instance.Addition());
7. Console.WriteLine("Subtraction : " + Calculate.Instance.Subtraction());
8. Console.WriteLine("Multiplication : " + Calculate.Instance.Multiplication());
9. Console.WriteLine("Division : " + Calculate.Instance.Division());
10. Console.WriteLine("\n----------------------\n");
11. Calculate.Instance.ValueTwo = 10.5;
12. Console.WriteLine("Addition : " + Calculate.Instance.Addition());
13. Console.WriteLine("Subtraction : " + Calculate.Instance.Subtraction());
14. Console.WriteLine("Multiplication : " + Calculate.Instance.Multiplication());
15. Console.WriteLine("Division : " + Calculate.Instance.Division());
16. Console.ReadLine();
17. }
18. }
19. **public** **sealed** **class** Calculate {
20. **private** Calculate() {}
21. **private** **static** Calculate instance = **null**;
22. **public** **static** Calculate Instance {
23. **get** {
24. **if** (instance == **null**) {
25. instance = **new** Calculate();
26. }
27. **return** instance;
28. }
29. }
30. **public** **double** ValueOne {
31. **get**;
32. **set**;
33. }
34. **public** **double** ValueTwo {
35. **get**;
36. **set**;
37. }
38. **public** **double** Addition() {
39. **return** ValueOne + ValueTwo;
40. }
41. **public** **double** Subtraction() {
42. **return** ValueOne - ValueTwo;
43. }
44. **public** **double** Multiplication() {
45. **return** ValueOne \* ValueTwo;
46. }
47. **public** **double** Division() {
48. **return** ValueOne / ValueTwo;
49. }
50. }
51. }

To read more about Singleton in depth so follow the link:

* [Singleton Design Pattern in C#](https://www.c-sharpcorner.com/UploadFile/8911c4/singleton-design-pattern-in-C-Sharp/)
* [Implementing Singleton Design Patterns](https://www.c-sharpcorner.com/UploadFile/b430c7/implementing-singleton-design-patterns/)

## **29. Difference between Throw Exception and Throw Clause**

**Answer**

The basic difference is that the Throw exception overwrites the stack trace and this makes it hard to find the original code line number that has thrown the exception.  
  
Throw basically retains the stack information and adds to the stack information in the exception that it is thrown.  
  
Let us see what it means rather speaking so many words to better understand the differences. I am using a console application to easily test and see how the usage of the two differ in their functionality.

1. **using** System;
2. **using** System.Collections.Generic;
3. **using** System.Linq;
4. **using** System.Text;
5. **namespace** TestingThrowExceptions {
6. **class** Program {
7. **public** **void** ExceptionMethod() {
8. **throw** **new** Exception("Original Exception occurred in ExceptionMethod");
9. }
10. **static** **void** Main(**string**[] args) {
11. Program p = **new** Program();
12. **try** {
13. p.ExceptionMethod();
14. } **catch** (Exception ex) {
15. **throw** ex;
16. }
17. }
18. }
19. }

Now run the code by pressing the F5 key of the keyboard and see what happens. It returns an exception and look at the stack trace:  
  
To learn more about throw exceptions, please visit:

* [Difference Between Throw Exception and Throw Clause](https://www.c-sharpcorner.com/UploadFile/akkiraju/difference-between-throw-exception-and-throw-clause/)

## **30. What are Indexer in C#?**

**Answer**

C# introduces a new concept known as Indexers which are used for treating an object as an array. The indexers are usually known as smart arrays in C#. They are not essential part of object-oriented programming.  
  
Defining an indexer allows you to create classes that act like virtual arrays. Instances of that class can be accessed using the [] array access operator.  
  
**Creating an Indexer**

1. < modifier > <
2. **return** type > **this**[argument list] {
3. **get** {
4. // your get block code
5. }
6. **set** {
7. // your set block code
8. }
9. }

**In the above code,**  
  
<modifier>  
  
can be private, public, protected or internal.  
  
<return type>  
  
can be any valid C# types.  
  
To learn more about indexers in C#, visit [Indexers in C#](https://www.c-sharpcorner.com/uploadfile/puranindia/indexers-in-C-Sharp/).

## **31. What is multicast delegate in c#?**

**Answer**  
  
Delegate is one of the base types in .NET. Delegate is a class, which is used to create and invoke delegates at runtime.

A delegate in C# allows developers to treat methods as objects and invoke them from their code.

**Implement Multicast Delegates Example,**

1. **using** System;
2. **using** System.Collections.Generic;
3. **using** System.Linq;
4. **using** System.Text;
5. **delegate** **void** MDelegate();
6. **class** DM {
7. **static** **public** **void** Display() {
8. Console.WriteLine("Meerut");
9. }
10. **static** **public** **void** print() {
11. Console.WriteLine("Roorkee");
12. }
13. }
14. **class** MTest {
15. **public** **static** **void** Main() {
16. MDelegate m1 = **new** MDelegate(DM.Display);
17. MDelegate m2 = **new** MDelegate(DM.print);
18. MDelegate m3 = m1 + m2;
19. MDelegate m4 = m2 + m1;
20. MDelegate m5 = m3 - m2;
21. m3();
22. m4();
23. m5();
24. }
25. }

**Learn more about delegates in C# here,**

* [Delegates in C#](https://www.c-sharpcorner.com/UploadFile/puranindia/C-Sharp-net-delegates-and-events/)

## **32. Difference between Equality Operator (==) and Equals() Method in C#**

**Answer**  
  
Both the == Operator and the Equals() method are used to compare two value type data items or reference type data items. The Equality Operator (==) is the comparison operator and the Equals() method compares the contents of a string. The == Operator compares the reference identity while the Equals() method compares only contents. Let’s see with some examples.  
  
In this example we assigned a string variable to another variable. A string is a reference type and in the following example, a string variable is assigned to another string variable so they are referring to the same identity in the heap and both have the same content so you get True output for both the == Operator and the Equals() method.

1. **using** System;
2. **namespace** ComparisionExample {
3. **class** Program {
4. **static** **void** Main(**string**[] args) {
5. **string** name = "sandeep";
6. **string** myName = name;
7. Console.WriteLine("== operator result is {0}", name == myName);
8. Console.WriteLine("Equals method result is {0}", name.Equals(myName));
9. Console.ReadKey();
10. }
11. }
12. }

For more details go with this following Links,

* [Difference Between Equality Operator ( ==) and Equals() Method in C#](https://www.c-sharpcorner.com/UploadFile/3d39b4/difference-between-operator-and-equals-method-in-C-Sharp/)

## **33. Difference between is and as operator in C#**

**Answer**  
  
**"is" operator**  
In C# language, we use the "is" operator to check the object type. If two objects are of the same type, it returns true, else it returns false.

Let's understand this in our C# code. We declare two classes, Speaker and Author.

1. **class** Speaker {
2. **public** **string** Name {
3. **get**;
4. **set**;
5. }
6. }
7. **class** Author {
8. **public** **string** Name {
9. **get**;
10. **set**;
11. }
12. }

Now, let's create an object of type Speaker,

1. var speaker = **new** Speaker { Name="Gaurav Kumar Arora"};

Now, let’s check if the object is Speaker type,

1. var isTrue = speaker **is** Speaker;

In the preceding, we are checking the matching type. Yes, our speaker is an object of Speaker type.

1. Console.WriteLine("speaker is of Speaker type:{0}", isTrue);

So, the results as true.  
  
But, here we get false,

1. var author = **new** Author { Name = "Gaurav Kumar Arora" };
2. var isTrue = speaker **is** Author;
3. Console.WriteLine("speaker is of Author type:{0}", isTrue);

Because our speaker is not an object of Author type.  
  
**"as" operator**

The "as" operator behaves in similar way as the "is" operator. The only difference is it returns the object if both are compatible to that type. Else it returns a null.

Let's understand this in our C# code.

1. **public** **static** **string** GetAuthorName(dynamic obj)
2. {
3. Author authorObj = obj **as** Author;
4. **return** (authorObj != **null**) ? authorObj.Name : **string**.Empty;
5. }

We have a method that accepts a dynamic object and returns the object name property if the object is of the Author type.   
  
**Here, we’ve declared two objects,**

1. var speaker = **new** Speaker { Name="Gaurav Kumar Arora"};
2. var author = **new** Author { Name = "Gaurav Kumar Arora" };

**The following returns the "Name" property,**

1. var authorName = GetAuthorName(author);
2. Console.WriteLine("Author name is:{0}", authorName);

**It returns an empty string,**

1. authorName = GetAuthorName(speaker);
2. Console.WriteLine("Author name is:{0}", authorName);

**Learn more about is vs as operators here,**

* ["is" and "as" Operators of C#](https://www.c-sharpcorner.com/UploadFile/g_arora/discussing-is-and-as-operators-of-C-Sharp-language/)
* [The Is and As Operators in C#](https://www.c-sharpcorner.com/uploadfile/abhikumarvatsa/the-is-and-as-operators-in-C-Sharp/)

## **34. How to use Nullable<> Types in C#?**

**Answer**  
  
A nullable type is a data type is that contains the defined data type or the null value.  
  
This nullable type concept is not compatible with "var".  
  
Any data type can be declared nullable type with the help of operator "?".

For example, the following code declares int i as a null.

1. **int**? i = **null**;

As discussed in previous section "var" is not compatible with nullable types.   
  
So, if you declare the following, you will get an error.

1. var? i = **null**;

To learn more about nullable types in C#, read the following:

* [Getting started with Nullable Types in C#](https://www.c-sharpcorner.com/uploadfile/prasoonk/getting-started-with-nullable-types-in-C-Sharp/)

## **35. Different Ways of Method can be overloaded**

**Answer**  
  
Method overloading is a way to achieve compile time polymorphism where we can use a method with the same name but different signatures. For example, the following code example has a method volume with three different signatures base don the number and type of parameters and return values.

**Example**

1. **using** System;
2. **using** System.Collections.Generic;
3. **using** System.Linq;
4. **using** System.Text;
6. **namespace** Hello\_Word {
7. **class** overloding {
8. **public** **static** **void** Main() {
9. Console.WriteLine(volume(10));
10. Console.WriteLine(volume(2.5F, 8));
11. Console.WriteLine(volume(100L, 75, 15));
12. Console.ReadLine();
13. }
15. **static** **int** volume(**int** x) {
16. **return** (x \* x \* x);
17. }
19. **static** **double** volume(**float** r, **int** h) {
20. **return** (3.14 \* r \* r \* h);
21. }
23. **static** **long** volume(**long** l, **int** b, **int** h) {
24. **return** (l \* b \* h);
25. }
26. }
27. }

**Note**  
If we have a method that have two parameter object type and have a same name method with two integer parameter so when we call that method with int value so it’ll call that method have integer parameter instead of object type parameters method.  
  
Read the following article to learn more about method overloading in C#.

* [Method Overloading in C#](https://www.c-sharpcorner.com/UploadFile/2072a9/method-overloading-in-C-Sharp/)

## **36. What is an Object Pool in .Net?**

**Answer**  
  
Object Pooling in .NET allows objects to keep in the memory pool so the objects can be reused without recreating them. This article explains what object pooling is in .NET and how to implement object pooling in C#.

**What does it mean?**  
  
Object Pool is a container of objects that are ready for use. Whenever there is a request for a new object, the pool manager will take the request and it will be served by allocating an object from the pool.  
  
**How it works?**  
  
We are going to use the Factory pattern for this purpose. We will have a factory method, which will take care about the creation of objects. Whenever there is a request for a new object, the factory method will look into the object pool (we use Queue object). If there is any object available within the allowed limit, it will return the object (value object), otherwise a new object will be created and give you back.

To learn more about object pooling in C# and .NET, read the following,

* [Object Pooling in .NET](https://www.c-sharpcorner.com/article/object-pooling-in-net/)

## **37. What are Generics in C#?**

**Answer**  
  
Generics allow you to delay the specification of the data type of programming elements in a class or a method, until it is actually used in the program. In other words, generics allow you to write a class or method that can work with any data type.  
  
You write the specifications for the class or the method, with substitute parameters for data types. When the compiler encounters a constructor for the class or a function call for the method, it generates code to handle the specific data type.

Generic classes and methods combine reusability, type safety and efficiency in a way that their non-generic counterparts cannot. Generics are most frequently used with collections and the methods that operate on them. Version 2.0 of the .NET Framework class library provides a new namespace, System.Collections.Generic, that contains several new generic-based collection classes. It is recommended that all applications that target the .NET Framework 2.0 and later use the new generic collection classes instead of the older non-generic counterparts such as ArrayList.  
  
**Features of Generics**  
  
Generics is a technique that enriches your programs in the following ways,

* It helps you to maximize code reuse, type safety and performance.
* You can create generic collection classes. The .NET Framework class library contains several new generic collection classes in the System.Collections.Generic namespace. You may use these generic collection classes instead of the collection classes in the System.Collections namespace.
* You can create your own generic interfaces, classes, methods, events and delegates.
* You may create generic classes constrained to enable access to methods on specific data types.
* You may get information on the types used in a generic data type at run-time using reflection.

Learn more here about generic classes in C# here,

* [Using Generics In C#](https://www.c-sharpcorner.com/UploadFile/84c85b/using-generics-with-C-Sharp/)

## **38. Describe Accessibility Modifiers in C#**

**Answer**  
  
Access modifiers are keywords used to specify the declared accessibility of a member or a type.  
  
Access modifiers are keywords used to specify the scope of accessibility of a member of a type or the type itself. For example, a public class is accessible to the entiere world, while an internal class may be accessible to the assembly only.

**Why to use access modifiers?**

Access modifiers are an integral part of object-oriented programming. Access modifiers are used to implement encapsulation of OOP. Access modifiers allow you to define who does or who doesn't have access to certain features.

In C# there are 6 different types of Access Modifiers.

|  |  |
| --- | --- |
| Modifier | Description |
| public | There are no restrictions on accessing public members. |
| private | Access is limited to within the class definition. This is the default access modifier type if none is formally specified |
| protected | Access is limited to within the class definition and any class that inherits from the class |
| internal | Access is limited exclusively to classes defined within the current project assembly |
| protected internal | Access is limited to the current assembly and types derived from the containing class. All members in current project and all members in derived class can access the variables. |
| private protected | Access is limited to the containing class or types derived from the containing class within the current assembly. |

To learn more about access modifiers in C#, learn here,

* [What are Access Modifiers in C#?](https://www.c-sharpcorner.com/uploadfile/puranindia/what-are-access-modifiers-in-C-Sharp/)

## **39. What is a Virtual Method in C#?**

**Answer**  
A virtual method is a method that can be redefined in derived classes. A virtual method has an implementation in a base class as well as derived the class. It is used when a method's basic functionality is the same but sometimes more functionality is needed in the derived class. A virtual method is created in the base class that can be overridden in the derived class. We create a virtual method in the base class using the virtual keyword and that method is overridden in the derived class using the override keyword.  
  
When a method is declared as a virtual method in a base class then that method can be defined in a base class and it is optional for the derived class to override that method. The overriding method also provides more than one form for a method. Hence it is also an example for polymorphism.  
  
When a method is declared as a virtual method in a base class and that method has the same definition in a derived class then there is no need to override it in the derived class. But when a virtual method has a different definition in the base class and the derived class then there is a need to override it in the derived class.  
  
When a virtual method is invoked, the run-time type of the object is checked for an overriding member. The overriding member in the most derived class is called, which might be the original member, if no derived class has overridden the member.  
  
**Virtual Method**

1. By default, methods are non-virtual. We can't override a non-virtual method.
2. We can't use the virtual modifier with the static, abstract, private or override modifiers.

Learn more about virtual methods in C#,

* [Virtual Method in C#](https://www.c-sharpcorner.com/UploadFile/3d39b4/virtual-method-in-C-Sharp/)

## **40. What are the Difference between Array and ArrayList in C#?**

**Answer**  
  
Here is a list of difference between the two.

To learn more about arrays, collections, and ArrayList here,

* [Collections in C#: ArrayList and Arrays](https://www.c-sharpcorner.com/UploadFile/skumaar_mca/collections-in-C-Sharp-arraylist-and-arrays/)

## **41. What do you understand by Value types and Reference types in C#?**

**Answer**  
  
In C#, data types can be of two types, value types and reference types. Value type variables contain their object (or data) directly. If we copy one value type variable to another then we are actually making a copy of the object for the second variable. Both of them will independently operate on their values, Value type data types are stored on a stack and reference data types are stored on a heap.

In C#, basic data types such as int, char, bool, and long are value types. Classes and collections are reference types.

For more details follow this link,

* [C# Concepts: Value Type and Reference Type](https://www.c-sharpcorner.com/UploadFile/ca6c61/concepts-of-C-Sharp-value-type-and-reference-type/)
* [Value Types and Reference Types Variables](https://www.c-sharpcorner.com/UploadFile/2d4b04/value-types-and-reference-types-variables/)

## **42. What is Serialization in C#?**

**Answer**  
  
Serialization in C# is the process of converting an object into a stream of bytes to store the object to memory, a database, or a file. Its main purpose is to save the state of an object in order to be able to recreate it when needed. The reverse process is called deserialization.

**There are three types of serialization,**

1. Binary serialization (Save your object data into binary format).
2. Soap Serialization (Save your object data into binary format; mainly used in network related communication).
3. XmlSerialization (Save your object data into an XML file).

Learn more about serialization in C# here,

* [Serializing Objects in C#](https://www.c-sharpcorner.com/article/serializing-objects-in-C-Sharp/)

## **43. What is the use of the “using” statement in C#?**

**Answer**  
  
There are two ways to use the using keyword in C#. One is as a directive and the other is as a statement. Let's explain!

1. using Directive  
   Generally we use the using keyword to add namespaces in code-behind and class files. Then it makes available all the classes, interfaces and abstract classes and their methods and properties in the current page. Adding a namespace can be done in the following two ways:
2. Using Statement  
   This is another way to use the using keyword in C#. It plays a vital role in improving performance in Garbage Collection.

Learn more here,

* [The "Using" Statement in C#](https://www.c-sharpcorner.com/UploadFile/manas1/usage-and-importance-of-using-in-C-Sharp472/)

## **44. What is a Jagged Array in C#?**

**Answer**  
  
A jagged array is an array whose elements are arrays. The elements of a jagged array can be of different dimensions and sizes. A jagged array is sometimes called an "array of arrays."  
  
A special type of array is introduced in C#. A Jagged Array is an array of an array in which the length of each array index can differ.  
  
**Example**

1. **int**[][] jagArray = **new** **int**[5][];

In the above declaration the rows are fixed in size. But columns are not specified as they can vary.  
  
**Declaring and initializing jagged array.**

1. **int**[][] jaggedArray = **new** **int**[5][];
2. jaggedArray[0] = **new** **int**[3];
3. jaggedArray[1] = **new** **int**[5];
4. jaggedArray[2] = **new** **int**[2];
5. jaggedArray[3] = **new** **int**[8];
6. jaggedArray[4] = **new** **int**[10];
7. jaggedArray[0] = **new** **int**[] { 3, 5, 7, };
8. jaggedArray[1] = **new** **int**[] { 1, 0, 2, 4, 6 };
9. jaggedArray[2] = **new** **int**[] { 1, 6 };
10. jaggedArray[3] = **new** **int**[] { 1, 0, 2, 4, 6, 45, 67, 78 };
11. jaggedArray[4] = **new** **int**[] { 1, 0, 2, 4, 6, 34, 54, 67, 87, 78 };

Learn more here,

* [Jagged Array in C#](https://www.c-sharpcorner.com/UploadFile/puranindia/jagged-arrays-in-C-Sharp-net/)

## **45. What is Multithreading with .NET?**

**Answer**  
  
Multithreading allows a program to run multiple threads concurrently. This article explains how multithreading works in .NET. This article covers the entire range of threading areas from thread creation, race conditions, deadlocks, monitors, mutexes, synchronization and semaphores and so on.

The real usage of a thread is not about a single sequential thread, but rather using multiple threads in a single program. Multiple threads running at the same time and performing various tasks is referred as Multithreading. A thread is considered to be a lightweight process because it runs within the context of a program and takes advantage of resources allocated for that program.

A single-threaded process contains only one thread while a multithreaded process contains more than one thread for execution.  
  
To learn more about threading in .NET, visit,

* [Multithreading with .NET](https://www.c-sharpcorner.com/UploadFile/84c85b/multithreading-with-net/)

## **46. Explain Anonymous Types in C#?**

**Answer**  
  
Anonymous types allow us to create new type without defining them. This is way to defining read only properties into a single object without having to define type explicitly. Here Type is generating by the compiler and it is accessible only for the current block of code. The type of properties is also inferred by the compiler.  
  
We can create anonymous types by using “new” keyword together with the object initializer.   
  
**Example**

1. var anonymousData = **new**
2. {
3. ForeName = "Jignesh",
4. SurName = "Trivedi"
5. };
6. Console.WriteLine("First Name : " + anonymousData.ForeName);

**Anonymous Types with LINQ Example**  
  
Anonymous types are also used with the "Select" clause of LINQ query expression to return subset of properties.  
  
**Example**  
  
If Any object collection having properties called FirstName , LastName, DOB etc. and you want only FirstName and LastName after the Querying the data then.

1. **class** MyData {
2. **public** **string** FirstName {
3. **get**;
4. **set**;
5. }
6. **public** **string** LastName {
7. **get**;
8. **set**;
9. }
10. **public** DateTime DOB {
11. **get**;
12. **set**;
13. }
14. **public** **string** MiddleName {
15. **get**;
16. **set**;
17. }
18. }
19. **static** **void** Main(**string**[] args) {
20. // Create Dummy Data to fill Collection.
21. List < MyData > data = **new** List < MyData > ();
22. data.Add(**new** MyData {
23. FirstName = "Jignesh", LastName = "Trivedi", MiddleName = "G", DOB = **new** DateTime(1990, 12, 30)
24. });
25. data.Add(**new** MyData {
26. FirstName = "Tejas", LastName = "Trivedi", MiddleName = "G", DOB = **new** DateTime(1995, 11, 6)
27. });
28. data.Add(**new** MyData {
29. FirstName = "Rakesh", LastName = "Trivedi", MiddleName = "G", DOB = **new** DateTime(1993, 10, 8)
30. });
31. data.Add(**new** MyData {
32. FirstName = "Amit", LastName = "Vyas", MiddleName = "P", DOB = newDateTime(1983, 6, 15)
33. });
34. data.Add(**new** MyData {
35. FirstName = "Yash", LastName = "Pandiya", MiddleName = "K", DOB = newDateTime(1988, 7, 20)
36. });
37. }
38. var anonymousData = from pl **in** data
39. select **new** {
40. pl.FirstName, pl.LastName
41. };
42. **foreach**(var m **in** anonymousData) {
43. Console.WriteLine("Name : " + m.FirstName + " " + m.LastName);
44. }
45. }

Learn more about anonymous types here,

* [Anonymous Types in C#](https://www.c-sharpcorner.com/UploadFile/ff2f08/anonymous-types-in-C-Sharp/)
* [Return Anonymous Type in C#](https://www.c-sharpcorner.com/UploadFile/pranayamr/return-anonymous-type-in-C-Sharp/)

## **47. Explain Hashtable in C#?**

**Answer**  
  
A Hashtable is a collection that stores (Keys, Values) pairs. Here, the Keys are used to find the storage location and is immutable and cannot have duplicate entries in a Hashtable. The .Net Framework has provided a Hash Table class that contains all the functionality required to implement a hash table without any additional development. The hash table is a general-purpose dictionary collection. Each item within the collection is a DictionaryEntry object with two properties: a key object and a value object. These are known as Key/Value. When items are added to a hash table, a hash code is generated automatically. This code is hidden from the developer. All access to the table's values is achieved using the key object for identification. As the items in the collection are sorted according to the hidden hash code, the items should be considered to be randomly ordered.  
  
**The Hashtable Collection**  
  
The Base Class libraries offers a Hashtable Class that is defined in the System.Collections namespace, so you don't have to code your own hash tables. It processes each key of the hash that you add every time and then uses the hash code to look up the element very quickly. The capacity of a hash table is the number of elements the hash table can hold. As elements are added to a hash table, the capacity is automatically increased as required through reallocation. It is an older .Net Framework type.  
  
**Declaring a Hashtable**  
  
The Hashtable class is generally found in the namespace called System.Collections. So to execute any of the examples, we have to add using System.Collections; to the source code. The declaration for the Hashtable is,

1. Hashtable HT = **new** Hashtable ();

Learn more about HashTable, visit the following,

* [C# .Net : HashTable Class](https://www.c-sharpcorner.com/UploadFile/e83792/C-Sharp-nethash-table-class/)

## **48. What is LINQ in C#?**

**Answer**  
  
LINQ stands for Language Integrated Query. LINQ is a data querying methodology which provides querying capabilities to .NET languages with a syntax similar to a SQL query  
  
LINQ has a great power of querying on any source of data. The data source could be collections of objects, database or XML files. We can easily retrieve data from any object that implements the IEnumerable<T> interface.  
  
**Advantages of LINQ**

1. LINQ offers an object-based, language-integrated way to query over data no matter where that data came from. So through LINQ we can query database, XML as well as collections.
2. Compile time syntax checking.
3. It allows you to query collections like arrays, enumerable classes etc in the native language of your application, like VB or C# in much the same way as you would query a database using SQL.
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For more details follow the link,

* [Concept of LINQ with C#](https://www.c-sharpcorner.com/UploadFile/72d20e/concept-of-linq-with-C-Sharp/)
* [Using LINQ With C# 2012](https://www.c-sharpcorner.com/UploadFile/84c85b/using-linq-with-C-Sharp-2012/)

## **49. What is File Handling in C#.Net?**

**Answer**  
  
The System.IO namespace provides four classes that allow you to manipulate individual files, as well as interact with a machine directory structure. The Directory and File directly extends System.Object and supports the creation, copying, moving and deletion of files using various static methods. They only contain static methods and are never instantiated. The FileInfo and DirecotryInfo types are derived from the abstract class FileSystemInfo type and they are typically, employed for obtaining the full details of a file or directory because their members tend to return strongly typed objects. They implement roughly the same public methods as a Directory and a File but they are stateful and the members of these classes are not static.
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For more details follow the link,

* [File Handling in C# .NET](https://www.c-sharpcorner.com/UploadFile/ajyadav123/file-handling-in-C-Sharp-net/)
* [File handling in C#](https://www.c-sharpcorner.com/UploadFile/puranindia/file-handling-in-C-Sharp/)

## **50. What is Reflection in C#?**

**Answer**  
  
Reflection is the process of runtime type discovery to inspect metadata, CIL code, late binding and self-generating code. At run time by using reflection, we can access the same "type" information as displayed by the ildasm utility at design time. The reflection is analogous to reverse engineering in which we can break an existing \*.exe or \*.dll assembly to explore defined significant contents information, including methods, fields, events and properties.  
  
You can dynamically discover the set of interfaces supported by a given type using the System.Reflection namespace.

Reflection typically is used to dump out the loaded assemblies list, their reference to inspect methods, properties etcetera. Reflection is also used in the external disassembling tools such Reflector, Fxcop and NUnit because .NET tools don't need to parse the source code similar to C++.   
  
**Metadata Investigation**  
  
The following program depicts the process of reflection by creating a console based application. This program will display the details of the fields, methods, properties and interfaces for any type within the mscorlib.dll assembly. Before proceeeding, it is mandatory to import "System.Reflection".  
  
Here, we are defining a number of static methods in the program class to enumerate fields, methods and interfaces in the specified type. The static method takes a single "System.Type" parameter and returns void.

1. **static** **void** FieldInvestigation(Type t) {
2. Console.WriteLine("\*\*\*\*\*\*\*\*\*Fields\*\*\*\*\*\*\*\*\*");
3. FieldInfo[] fld = t.GetFields();
4. **foreach**(FieldInfo f **in** fld) {
5. Console.WriteLine("-->{0}", f.Name);
6. }
7. }
9. **static** **void** MethodInvestigation(Type t) {
10. Console.WriteLine("\*\*\*\*\*\*\*\*\*Methods\*\*\*\*\*\*\*\*\*");
11. MethodInfo[] mth = t.GetMethods();
12. **foreach**(MethodInfo m **in** mth) {
13. Console.WriteLine("-->{0}", m.Name);
14. }
15. }

**To learn more about reflection, read these articles,**

* [Using Reflection with C# .NET](https://www.c-sharpcorner.com/UploadFile/84c85b/using-reflection-with-C-Sharp-net/)
* [Reflection In C#](https://www.c-sharpcorner.com/UploadFile/009ee3/reflection-in-C-Sharp/)