![Image result for uta](data:image/png;base64,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)

**EE 6313**

**Advanced Microprocessor Systems**

**Project on**

**Design of 32-bit RISC microprocessor**

**Fall 2019**

**Done By**

**Kumar Ananda Chaya 1001671413**

**Surabhi Chythanya Kumar 1001678544**

**Chandrashekar Mohan 1001657329**

**CONTENTS**

|  |  |
| --- | --- |
| **TOPICS** | **PAGE NUMBERS** |
| INTRODUCTION | 3 |
| ALU INSTRUCTION SET | 4 |
| LD/ST INSTRUCTION SET | 6 |
| BRANCH INSTRUCTION | 9 |
| PIPELINE | 15 |
| INTERFACING | 26 |
| HAZARDS | 36 |
| EXTERNAL INTERRUPT HANDLING | 41 |

**INTRODUCTION:**

There are two types of microprocessor architecture namely, Reduced instruction set computer (RISC) architecture and complex instruction set computer (CISC) architecture.

As name indicates, instruction decoding in the CISC architecture will be complex and is mostly used for Application PC, laptop applications whereas there are relatively few instructions set in case of RISC architecture and is mostly used in smart phone processor architecture.

Our focus is to design a RISC architecture-based microprocessor.

**PROJECT OVERVIEW:**

The goal of this project is to design a 32-bit RISC microprocessor with load-store architecture with a 4-stage pipeline and Harvard architecture. The project also includes the instruction and data memory interfaces, register interface, and the entire pipeline control logic including full resolution of all structural, control, and data hazards.

The memory interface will only support a single asynchronous memory interface.

**SPECIFICATIONS:**

* Support 32-bit address bus, data bus and registers.
* All instructions in one fetch are 32-bit instructions.
* All instructions are aligned in 4N address.
* Harvard architecture constrained to one memory bus without cache.
* Supports 4 stages of pipeline.
* Thirty-two 32-bit registers are supported
* The memory space is provided with a single interface with A31..A2+BE3..0 addressing.
* The processor is of little-endian byte order.
* SP pointer convention that we have chosen as Pre decrement for PUSH and Post increment for POP

**ALU INSTRUCTION SET**
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|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| OPCODE | DEST(RA) | SRC B(RB) | SRC C(RC) | K12 |

* OPCODE is 5bits length(Bit 31-27).
* DEST(RA) is the destination register, SRC B(RB) and SRC C(RC) are the source registers which are of 5 bit length(Bit 26-12).
* K12 is an offset of 12 bits(Bit 11-0).
* All the registers are 32 bits.
* ALU operations are only between the registers.

OPERATION:

1. MOV

Ex: MOV RA, RB – Moves contents of Reg B to Reg A

Here, RC=31 (escape code) and K12=0

1. ADD

Ex: ADD RA, RB, RC – Adds the contents of Reg B and C and the result is stored in Reg A

Here K12=0.

1. SUB

Ex: SUB RA, RB, RC – Adds the contents of Reg B and C and the result is stored in Reg A

Here K12=0.

1. NEG

Ex: NEG RA, RB - Negates the contents of Reg B and stores the result is Reg A

1. AND

Ex: AND RA, RB, RC – Performs AND operation of contents of Reg B and Reg C and stores the result in Reg A

1. OR

Ex: OR RA, RB, RC – Performs OR operation of contents of Reg B and Reg C and stores the result in Reg A

1. XOR

Ex: XOR RA, RB, RC – Performs XOR operation of contents of Reg B and Reg C and stores the result in Reg A

1. NOT

Ex: NOT RA, RB – Performs 1’s compliment operation of the contents of Reg B and stores in Reg A.

1. ROL

Ex: ROL RA, RB, RC – Performs circular left shift operation of contents of Reg B and contents of Reg C tells the number of times the bits of Reg B to be left shifted and stores the result in Reg A

1. ROR

Ex: ROR RA, RB, RC – Performs circular right shift operation of contents of Reg B and contents of Reg C tells the number of times the bits of Reg B to be right shifted and stores the result in Reg A.

1. ASR

Ex: ASR RA, #4, RB - Performs arithmetic right shift operation (used for signed number) of contents of Reg B i.e., #4 and contents of Reg C(#4) tells the number of times the bits of Reg B to be right shifted and stores the result in Reg A.

1. LSR

Ex: LSR RA, #2, RB - Performs logical right shift operation (used for unsigned number) of contents of Reg B i.e., #2 and contents of Reg C(#2) tells the number of times the bits of Reg B to be right shifted and stores the result in Reg A.

1. ASL/SHL

Ex: LSR RA, #3, RB – Performs arithmetic/logical right left operation of contents of Reg B and contents of Reg C(#2) tells the number of times the bits of Reg B to be right shifted and stores the result in Reg A.

1. MUL

Ex: MUL RA, RB, RC – Multiplies the contents of Reg B and Reg C and stores the result in Reg A

1. NOP

It has no operation and it increments PC by 4.

**LD/ST INSTRUCTION SET**
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|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| OPCODE | DEST(RA) | SRC B(RB) | SRC C(RC) | OPT | K10 |

* OPCODE is 5bits length (Bit 31-27).
* DEST(RA) is the destination register, SRC B(RB) and SRC C(RC) are the source registers which are of 5bit length (Bit 26-12).
* Option field (OPT) is a 2bit field (Bit 11-10).
* K10 is a signed offset field of 10 bits (Bit 9-0).
* All the registers are 32 bits.
* Memory operations are done by LD/ST.

OPT Field

|  |  |  |
| --- | --- | --- |
| 0 | NOP | No operation |
| 1 | PUSH/POP | Reg B +/-4 |
| 2 | DEC | Reg C -1 |
| 3 | INC | Reg C +1 |

LD/ST operation

For LD, RA,[RB+2N\*RC+K10]

For ST, [RB+2N\*RC+K10], RA

This is indirect, indexed, offset addressing mode.

Consider C code

int16\_t y[100];

i=100;

y[--i]=0;

Equivalent Assembly code is:

MOV RA, #0

MOV RB, &y[100] //RB is the base register

MOV RC, i //RC is decrement register (according to our convention)

ST [RB+2\*RC], RA

**MAPPING OF ABOVE INSTRUCTION**
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| OPCODE | SRC(RA) | SRC B(RB) | SRC C(RC) | OPT | K10 |
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|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 10101 | #0 | &y[100] | i | 10 | 0000000000 |

The above example is indirect indexed addressing mode. Here offset is zero

Consider C code

int16\_t y[100];

Equivalent Assembly code is:

MOV RB, &y[0] //RB is the base register

MOV RC, i //RC is increment register (according to our convention)

LD RA, [RB+2\*RC]

**MAPPING OF ABOVE INSTRUCTION**
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| OPCODE | DEST(RA) | SRC B(RB) | SRC C(RC) | OPT | K10 |
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|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 10000 | RA | &y[0] | i | 11 | 0000000000 |

The above example is indirect indexed addressing mode. Here offset is zero

1. LD32

Ex: LD32 RA,[RB+4\*RC+#12]- Loads 32 bit value from memory to reg A

1. LDU16

Ex: LDU16 RA,[RB+2\*RC+#12]- Loads unsigned 16 bit value from memory to reg A

1. LDS16

Ex: LDS16 RA,[RB+2\*RC+#12]- Loads signed 16 bit value from memory to reg A

1. LDU8

Ex: LDU8 RA,[RB+2\*RC+#12]- Loads unsigned 8 bit value from memory to reg A

1. LDS8

Ex: LDS8 RA,[RB+2\*RC+#12]- Loads signed 8 bit value from memory to reg A

**MAPPING OF LD32 INSTRUCTION**
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|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| OPCODE | DEST(RA) | SRC B(RB) | SRC C(RC) | OPT | K10 |

0

31

9

10

11

12

16

17

21

22

26

27

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 10000 | RA | RB | RC | 00 | 0000001100 |

LD32 RA,[RB+4\*RC+#12]- Loads 32 bit value from memory to reg A

* Here OPCODE is (16)10
* OPT field is 00 which indicates there’s no special operation.
* From the above example, K10 offset field is (12)10

1. ST32

Ex: ST32 [RB+4\*RC+K10], RA Stores 32 bit value from Reg A to memory

1. ST16

Ex: ST16 [RB+2\*RC+K10], RA Stores 16 bit value from reg A to memory

1. ST8

Ex: ST8 [RB+RC+K10], RA Stores 8 bit value from reg A to memory

**MAPPING OF ST32 INSTRUCTION**
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| OPCODE | SRC A(RA) | SRC B(RB) | SRC C(RC) | OPT | K10 |
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|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 10101 | RA | RB | RC | 00 | 0000001100 |

ST32 [RB+4\*RC+#12], RA Stores 32 bit value from Reg A to memory

* Here OPCODE is (21)10
* OPT field is 00 which indicates there’s no special operation.
* From the above example, K10 offset field is (12)10

**MAPPING OF PUSH INSTRUCTION**
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|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| OPCODE | SRC A(RA) | SRC B(RB) | SRC C(RC) | OPT | K10 |
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|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 10101 | RA | 11100 | 11111 | 01 | 0000000100(+4) |

PUSH RA -> The SP is Pre decremented by 4 bytes and stores the 32-bit value from Reg A to stack memory

* PUSH operation is like store operation. Hence, OPCODE is (21)10
* RB is the stack pointer registers
* RC is 31 which is escape value since it is not used.
* OPT field is 01 which indicates the PUSH.
* From the above example, K10 offset field is +4.

**MAPPING OF POP INSTRUCTION**
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|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| OPCODE | SRC A(RA) | SRC B(RB) | SRC C(RC) | OPT | K10 |

0

31

9

10

11

12

16

17

21

22

26

27

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 10000 | RA | 11100 | 11111 | 01 | 0000000000 |

POP RA -> The SP is Post incremented by 4 bytes and stores the 32-bit value from stack memory to Reg A.

* POP operation is like load operation. Hence, OPCODE is (16)10
* RB is the stack pointer registers
* RC is 31 which is escape value since it is not used.
* OPT field is 01 which indicates the POP.
* From the above example, K10 offset field is 0.

**BRANCH INSTRUCTIONS**

**OPERATION:**

1. GOTO {LABEL}

Ex: GOTO #0x20000000.

|  |  |
| --- | --- |
| 1000 0000 | GOTO |
| 1000 0004 | 20000000 |

Here PC will be loaded with the absolute 32-bit value.

From the above example, OPCODE GOTO will occupy 5 bits so the 32-bit value won’t fit in the remaining 27 bits. Hence, the absolute 32-bit value is stored in next memory location (next instruction).

PC←abs32

The above operation is equivalent to LD32 PC,[PC]

**MAPPING OF GOTO INSTRUCTION**
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|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| OPCODE | DEST(RA) | SRC B(RB) | SRC C(RC) | OPT | K10 |
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|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 11000 | 11110 | 11110 | 11111 | 00 | 0000000000 |

GOTO #0x20000000- Loads 32 bit value from memory to reg A

* Here GOTO is like load operation (LD32 PC,[PC]). Hence, OPCODE is (16)10
* RA and RB are PC registers whose number is 30.
* OPT field is 00 which indicates there’s no special operation.
* From the above example, K10 offset field is (12)10

1. CALL {LABEL}

Ex: CALL #0x20000000.

|  |  |
| --- | --- |
| 1000 0000 | CALL |
| 1000 0004 | 20000000 |
| 1000 0008 | *“Returns here*” |

Here Initially, value of PC will be saved in PCT i.e., temporary PC and then PC will be loaded with the absolute 32-bit value.

The PC is incremented by 4bytes and it stores the contents to PCT (save PC). Then PC gets the next instruction that is the absolute 32-bit value.

PCT←PC+4

PC←abs32

To load PCT, we must add a custom logic.

The above operation is equivalent to LD32 PC,[PC]

**MAPPING OF CALL INSTRUCTION**
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|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| OPCODE | DEST(RA) | SRC B(RB) | SRC C(RC) | OPT | K10 |
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|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 11001 | 11110 | 11110 | 11111 | 00 | 0000000000 |

CALL #0x20000000- Loads 32 bit value from memory to reg A

* Here CALL is like load operation (LD32 PC,[PC]). Hence, OPCODE is (16)10
* RA and RB are PC registers whose number is 30.
* OPT field is 00 which indicates there’s no special operation.
* From the above example, K10 offset field will be zero

1. RETURN

Here PC gets PCT

PC←PCT

To execute this instruction, we need to add custom logic.

**MAPPING OF RETURN INSTRUCTION**
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|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| OPCODE | DEST(RA) | SRC B(RB) | SRC C(RC) | K12 |
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22
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27

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 11010 | ? | ? | ? | ? |

1. INT N

Ex: INT #12.

Here Initially, value of PC will be saved in PCI then FLAGS will be pushed to FLAGSI. Then PC will be loaded with respective interrupt vector address.

|  |
| --- |
| PCI[N]←PC |
| FLAGSI[N]←FLAGS |
| PC←ivt[N] |

To load PCI and FLAGSI, we need to add a custom logic.

The above operation is equivalent to LD32 PC,[BASE+N\*4]

**MAPPING OF INT INSTRUCTION**
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|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| OPCODE | DEST(RA) | SRC B(RB) | SRC C(RC) | OPT | K10 |
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|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 11011 | 11110 | 11010 | 11111 | 00 | 0000001100 |

INT #12

* Hence, OPCODE is (16)10  (LD32 PC,[BASE+N\*4]).
* RA is PC (30).
* RB is base register (26).
* RC is escape value 31.
* OPT field is 00 which indicates there’s no special operation.
* From the above example, K10 offset field will be #12.
* PCI[N] and FLAGSI[N] are fast registers and are only in WB stage of pipeline. These can be written into WB and read over WB and there are no extra pipeline signals
* No access to PCI and FLAGSI

1. RETI

Here Initially, flags will be Popped and the PC is PC will be restored by PCI.

|  |
| --- |
| FLAGS←FLAGSI[N] |
| PC←PCI[N] |

To load PC and FLAGS, we need to add a custom logic.

The above operation is equivalent to LD32 PC,[BASE+N\*4](?)

**MAPPING OF RETI INSTRUCTION**
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|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| OPCODE | DEST(RA) | SRC B(RB) | SRC C(RC) | OPT | K10 |
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|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 11100 | ? | ? | ? | ? | ? |

INT #12

* Hence, OPCODE is (16)10  (LD32 PC,[BASE+N\*4]).
* RA is PC (30).
* RB is base register (26).
* RC is escape value 31.
* OPT field is 00 which indicates there’s no special operation.
* From the above example, K10 offset field will be #12.

1. BRA rel27

Ex: BRA #8.

|  |  |
| --- | --- |
| BRA | #8 |

Here PC will be loaded with the PC and relative offset.

PC←PC + rel27\*4

We need to add custom logic to the above operation

**MAPPING OF BRA INSTRUCTION**

0

31
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|  |  |
| --- | --- |
| OPCODE | OFS27 |

0

31

27

|  |  |
| --- | --- |
| 11101 | 000 0000 0000 0000 0000 0000 1000 |

The branch instruction can jump in the range of +/-228 or +/- 256MB jump

1. B cond rel23

Ex: BRA Z #24.

|  |  |  |
| --- | --- | --- |
| BRA | cond | #24 |

When if condition is true PC will be loaded with the PC and relative offset.

If(cond),PC←PC + rel27\*4

Custom logic is needed added for the above operation

**MAPPING OF BRA Z INSTRUCTION**
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|  |  |  |
| --- | --- | --- |
| OPCODE | COND | OFS23 |

0

31

22
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27

|  |  |  |
| --- | --- | --- |
| 11110 | cond | 000 0000 0000 0000 0001 1000 |

The conditional branch instruction can jump in the range of +/-224 or +/- 16MB jump

1. RCALL rel27

Ex: RCALL #8.

|  |  |
| --- | --- |
| RCALL | #8 |

Here PC will be loaded with the PCT (save PC) and PC will be loaded with relative offset.

PCT←PC

PC←PC + rel27\*4

Custom logic is needed for the above operation

**MAPPING OF RCALL INSTRUCTION**
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31

26
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|  |  |
| --- | --- |
| OPCODE | OFS27 |

0

31

27

|  |  |
| --- | --- |
| 11111 | 000 0000 0000 0000 0000 0000 1000 |

**PIPELINE**

There are 4 stages of pipeline.

1. Instruction Fetch
2. Read Register/Address Generation
3. Execute/ Fetch Operands
4. Write Back

Memory Interface

Register Interface

DFF

DFF

DFF

Execute/ Fetch Operands

Read Register/ Address Generation

Instruction Fetch

Write Back

Flush

Stall

1. **INSTRUCTION FETCH (IF)**

This is the 1st stage of pipeline. It fetches next instructions.

PC\_INIT

XACT\_IF\_ADD

XACT\_IF\_DATA

0 Reset

1 Normal

2 Write PC/Flush

32

0

PC

+4

PC Fetch

* When reset, the PC Fetch is loaded with PC\_INIT which is reset vector address. Zero is the address of the first instruction to be executed. This can be written as: LD PC,[#0].
* During normal operation, PC Fetch will be incremented by 4.
* When write PC/Flush, the PC loads the new value to PC Fetch.

IF Operation:

PCF 0 4 8 12 16 24 28 32 36 40

PC 0 0 0 4 4 24 24 24 28 28

Branch

Flush

During normal operation, PC Fetch will be incrementing by 4. During branch instruction, PC will be loaded with new value, and then it writes to PC Fetch.

**Signal generated from IF**

OPCODE IR[31:27]

OPT IR[11:10] if(OPCODE = LD/ST|PUSH |POP)

K10 IR[9:0] if(OPCODE = LD/ST|PUSH|POP)

K12 IR[11:0] if(OPCODE = ALU)

COND IR[26:23] if(OPCODE = BRA COND)

N IR[9:2] if(OPCODE = INT)

RD\_REGA\_EN = 1 if(OPCODE != RET|RETI|BRA|

BRA COND|ALU)

RD\_REGA\_NUM IR[26:22] if(RD\_REGA\_EN)

RD\_REGB\_EN = 1 if(OPCODE != RETRETI|BRA|BRA COND)

RD\_REGB\_NUM IR[21:17] if(RD\_REGB\_EN)

RD\_REGC\_EN = 1 if(OPCODE != RET|RETI|BRA|BRA COND)

RD\_REGC\_NUM IR[16:12] if(RD\_REGC\_EN)

RD\_MEM\_EN = 1 if( OPCODE = POP|LD)

WR\_MEM\_EN = 1 if( OPCODE = PUSH|ST)

WR\_REG\_EN = 1 if( OPCODE! = POP|LD)

WR\_REG\_NUM if( WR\_REG\_EN)

WR\_REG\_DATA if( WR\_REG\_EN)

WR\_INCDEC\_REG\_EN = 1 if( OPCODE = LD|ST && OPT =2|OPT =3)

WR\_INCDEC\_REG\_NUM if(WR\_INCDEC\_REG\_EN)

WR\_SP\_EN = 1 if( OPCODE = PUSH|POP)

WR\_PCT\_EN = 1 if( OPCODE = CALL | RCALL)

WR\_PC\_EN=1 if( OPCODE = BRA|BRA COND|RETI|

INT|CALL|RESET)

WR\_FLAG\_EN = 1 if( OPCODE = RETI)

1. **READ REGISTER/ ADDRESS GENERATION (RR/ADGEN)**

RR part of RR/ADGEN

RR is used to get ALU arguments.

1. Signals to Register interface

RI\_RD\_REGA\_EN = SRC A != 31

RI\_RD\_REGA\_NUM = SRC A

RI\_RD\_REGB\_EN = SRC B != 31

RI\_RD\_REGB\_NUM = SRC B

RI\_RD\_REGC\_EN = SRC C != 31

RI\_RD\_REGC\_NUM = SRC C

* SRC A,B and C are the signals from IF stage.
* In this stage, the data dependency hazard can be detected.

1. Signals from Register interface

RI\_RD\_REGA\_DATA – This can be SRC A for ST or DEST for ALU

RI\_RD\_REGB\_DATA – This can be SRC B for ADGEN or ARG1 for ALU

RI\_RD\_REGC\_DATA – This can be SRC C for ADGEN or ARG2 for ALU

ARGUMENT GERATION TO EX STAGE

RI\_RD\_REGC\_DATA

RI\_RD\_REGB\_DATA

ARG1\_DATA

(TO EX)

ARG2\_DATA

(TO EX)

K12

K12

Fn(SRC C)

Fn(SRC B)

**Signals generated from RR**

RD\_REGB\_NUM|RR

ALU\_ARG1

If(REGB\_EN|RR&&opcode=ALU)

RD\_REGC\_NUM|RR

ALU\_ARG2

If(REGC\_EN|RR&&opcode=ALU)

RD\_REGB\_EN|RR

RD\_REGB\_NUM|RR&&opcode>15

RI\_RD\_REGB\_DATA

RI\_RD\_REGC\_DATA

RD\_REGC\_EN|RR

RD\_REGC\_NUM|RR&&opcode>15

RI\_RD\_REGA\_DATA

RD\_REGA\_EN|RR

RD\_REGA\_NUM|RR&&opcode=ST|PUSH

If(opcode=POP|PUSH)

WR\_SP\_DATA = SP+K10

RD\_REGB\_EN

If(RD\_REGB\_NUM=27)

WR\_PCT\_DATA

If(CALL|RCALL)

If(opcode=GOTO|CALL)

WR\_PC\_DATA = abs32

WR\_PC\_DATA = PCT|PCI

If(opcode=RET|RETI)

WR\_PC\_DATA=PC\_DATA + OFFSET

If(BRA|BRACOND|RCALL)

WR\_PC\_DATA=IVT[N]

If(opcode = INT N)

WR\_PC\_DATA=reset vector address = 0

If(RESET)

ADGEN part of RR/ADGEN

ADGEN is used to generate memory address for LD/ST operation

RI\_RD\_REGB\_DATA

ADDRESS

RW\_MEM\_ADD

SRC B

0

SRC B == 31

RI\_RD\_REGC\_DATA

SRC C

<<

SRC C == 31

K10

0

N

[SRCB + SRCC<<2+SIGNED(K10)]

* Some of the signals are denoted different in further pipelines stages but they are of the same function.

Ex: RI\_RD\_REG\_DATA in RR stage becomes WR\_REG\_DATA in FO stage.

**OVERVIEW**

|  |  |  |
| --- | --- | --- |
| **INPUTS** | **OUTPUTS** | **PASS THROUGH** |
| OPCODE | ALU\_ARG1 | RD\_MEM\_EN |
| OPT | ALU\_ARG2 | WR\_MEM\_EN |
| K10 | RI\_RD\_REGA\_DATA | WR\_REG\_EN |
| K12 | RI\_RD\_REGB\_DATA | WR\_REG\_NUM |
| N | RI\_RD\_REGC\_DATA | WR\_INCDEC\_REG\_EN |
| RD\_REGA\_NUM | WR\_PC\_DATA | WR\_INCDEC\_REG\_NUM |
| RD\_REGB\_NUM | WR\_PCT\_DATA | WR\_SP\_EN |
| RD\_REGC\_NUM | WR\_FLAG\_DATA | WR\_PCT\_EN |
| RD\_REGA\_EN | RW\_MEM\_ADD | WR\_PC\_EN |
| RD\_REGB\_EN | WR\_SP\_DATA | WR\_FLAG\_EN |
| RD\_REGC\_EN |  |  |
| COND |  |  |

1. **FETCH OPERAND/EXECUTION (FO/EX)**
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EX part of FO/EX

FLAG\_DATA

(TO WB)

ARG1\_DATA

(FROM RR)

32

5

32

32

32

ALU DATA

DONE\_EX

WR\_REG\_DATA

(TO WB)

Fn (OPCODE)

LD DATA

FROM FO

OPCODE

(FROM RR)

ARG2\_DATA

(FROM RR)

* ALU gets the operands from the RR stage and perform ALU operations depending on the OPCODE.
* The MUX selects the ALU data or LD data depending on the OPCODE logic which generates the WR\_REG\_DATA.

FO part of FO/EX

MEMORY INTERFACE

LD\_DATA

XACT\_FO\_ADD

XACT\_FO\_REQ

XACT\_FO\_DATA

XACT\_FO\_DONE

DONE\_FO

RD\_MEM\_EN

RD\_MEM\_ADD

RR

D Q

The LOAD DATA is generated from memory interface and DONE\_FO is obtained as soon as LOAD\_DATA is given from memory.

**Signals generated from FO/EX stage**

WR\_MEM\_DATA

RI\_RD\_REGA\_DATA

RI\_RD\_REGA\_DATA will become WR\_MEM\_DATA as it will be written into memory in WB stage.

RD\_MEM\_EN

WR\_REG\_DATA

RW\_MEM\_ADD

WR\_INCDEC\_REG\_DATA

RI\_RD\_REGC\_DATA

RI\_RD\_REGC\_DATA will become WR\_INCDEC\_REG\_DATA as it will be written into register in WB stage.

flag output

WR\_FLAG\_DATA

Flag output will become WR\_FLAG\_DATA as it will be written into flag in WB stage

DONE SIGNAL GENERATION

DONE\_EX

OP={ALU}

DONE\_FO

RD\_MEM\_EN

DONE\_FO

**OVERVIEW**

|  |  |  |
| --- | --- | --- |
| **INPUTS** | **OUTPUTS** | **PASS THROUGH** |
| RI\_RD\_REGA\_DATA | WR\_MEM\_DATA | WR\_PCT\_DATA |
| RD\_MEM\_EN | WR\_FLAG\_DATA | WR\_MEM\_EN |
| ALU\_ARG1 | WR\_REG\_DATA | WR\_SP\_EN |
| ALU\_ARG2 | WR\_INCDEC\_DATA | WR\_SP\_DATA |
| RI\_RD\_REGC\_DATA |  | WR\_PCT\_EN |
| RW\_MEM\_ADD |  | WR\_PCT\_DATA |
| OPCODE |  | WR\_PC\_EN |
| OPT |  | WR\_PC\_DATA |
| COND |  | WR\_REG\_EN |
| N |  | WR\_REG\_NUM |
|  |  | WR\_INCEDEC\_REG\_EN |
|  |  | WR\_INCEDEC\_REG\_NUM |
|  |  | WR\_FLAG\_EN |

1. **WRITE BACK (WB)**

This is the last stage in the pipeline and it writes to registers and memory.

INPUTS TO WB STAGE OF PIPELINE

**Write to registers signals**

WR\_REG\_EN (1 b)

WR\_REG\_NUM (5 b)

WR\_REG\_DATA (32 b)

**Write to memory signals**

WR\_MEM\_EN (1 b)

WR\_MEM\_ADD (32 b)

WR\_MEM\_DATA (32 b)

**Write to PC signals**

WR\_PC\_EN (1 b)

WR\_PC\_DATA (32 b)

**Write to flags signals**

WR\_FLAGS\_EN (1 b)

WR\_FLAGS\_DATA (32 b)

**Write to SP signals**

WR\_SP\_EN (1 b)

WR\_SP\_DATA (32 b)

**Increment and decrement registers**

INC\_DEC\_REG\_EN (1 b)

INC\_DEC\_REG\_NUM (5 b)

INC\_DEC\_REG\_DATA (32 b)

**Write to PCT signals**

WR\_PCT\_EN (1 b)

WR\_PCT\_DATA (32 b)

**INTERFACE TO MEMORY**

XACT\_WB\_REQ (1 b)

XACT\_WB\_ADD (32 b)

XACT\_WB\_DATA (32 b)

XACT\_WB\_DONE (1 b)

**INTERFACE TO REGISTERS**

RI\_WR\_REGA\_EN (1 b)

RI\_WR\_REGA\_NUM (5 b)

RI\_WR\_REGA\_DATA (32 b)

RI\_WR\_REGB\_EN (1 b)

RI\_WR\_REGB\_NUM (5 b)

RI\_WR\_REGB\_DATA (32 b)

RI\_WR\_SP\_EN (1 b)

RI\_WR\_SP\_DATA (32 b)

RI\_WR\_PC\_EN (1 b)

RI\_WR\_PC\_DATA (32 b)

RI\_WR\_PCT\_EN (1 b)

RI\_WR\_PCT\_DATA (32 b)

RI\_WR\_PCT\_EN (1 b)

RI\_WR\_PCT\_DATA (32 b)

**FEEDBACK SIGNAL**

DONE\_WB (1 b)

FLUSH (1 b)

* In WB it the writes to registers and memory and then PC is incremented by 4.
* During branch, WB writes to PC and sends the FLUSH signal.
* After write operation, DONE\_WB signal is generated.
* RI\_{}\_EN signal detects data hazards.

SIGNAL FLOW IN WB STAGE

Write to the register

WR\_REG\_NUM

WR\_REG\_EN

WR\_REG\_DATA

WR\_MEM\_EN

Write to the memory

RW\_MEM\_ADD

WR\_MEM\_DATA

WR\_INCDEC\_REG\_EN

WR\_INCDEC\_REG\_NUM

Write to inc/dec register

WR\_INCDEC\_REG\_DATA

WR\_FLAG\_EN

Write to flag register

WR\_REG\_NUM=26

WR\_FLAG\_DATA

WR\_SP\_EN

WR\_REG\_NUM=28

Write to SP register

WR\_SP\_DATA

WR\_PC\_EN

Write to PC register

WR\_REG\_NUM=30

WR\_PC\_DATA

WR\_PCT\_EN

WR\_PCT\_DATA

WR\_REG\_NUM=27

Write to PCT register

* Explicit write has highest priority over normal functionality.

Suppose if we write to FLAGS, the normal operation result of FLAGS is overwritten with the write operation result.

WR\_FLAG\_EN

WR\_FLAG\_DATA

NOT(WR\_REG\_EN&WR\_REG\_NUM==FLAGS)

Suppose if we write to SP, the normal operation result of SP is overwritten with the write operation result.

Ex : POP SP

WR\_SP\_EN

WR\_SP\_DATA

NOT(WR\_REG\_EN&WR\_REG\_NUM==SP)

Suppose if we write to PC, the normal operation result of PC is overwritten with the write operation result.

Ex : BRA COND

WR\_PC\_EN

WR\_PC\_DATA

NOT(WR\_REG\_EN&WR\_REG\_NUM==PC)

**INTERFACING**

**DESIGN OF EXTERNAL MEMORY INTERFACE**
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XACT\_{ }\_EN

ADD

ADD

32

DATA

DATA

XACT\_{ }\_ADD

XACT\_{ }\_DATA

RD

RD

XACT\_{ }\_DIR(R/W)

WR

WR

READY

XACT\_{ }\_DONE

* { } can be any of the 3 stages: IF, FO and WB.
* XACT\_{ }\_DIR indicates direction for read and write operation.

PRIORITY

HIGHER PRIORITY

IF

FO

WB

IF\_EN

EN

PRIORITY ENCODER

FO\_EN

EN

WB\_EN

EN

* WB stage always has the highest priority.
* IF stage is always hardwired to zero.

ADDRESS SELECTION

XACT\_IF\_ADD

XACT\_FO\_ADD

ADD

XACT\_WB\_ADD

32

3

{ } \_ EN

DIR GENERATION

DIR

XACT\_WB\_DIR

XACT\_IF\_DIR

XACT\_FO\_DIR

{ } \_ EN

3

* The Address and DIR signals are selected by enable signals that are selected by priority encoder.
* For read operation (IF, FO), DIR=1 and for write operation (WB), DIR=0.

**Truth table for priority encoder**

|  |  |  |  |
| --- | --- | --- | --- |
| **I2** | **I1** | **I0** | **STAGE** |
| X | X | 1 | WB |
| X | 1 | 0 | FO |
| 1 | 0 | 0 | IF |

GENERATION OF DONE SIGNAL

IF\_EN

READY

IF\_DONE

FO\_EN

FO\_DONE

READY

WB\_EN

READY

WB\_DONE

* Significance of DONE signal: As soon as any of the stage of the pipeline completes its operations, the respective stage sends a DONE signal in order to avoid overwriting.
* There is no DONE signal for RR stage of pipeline as it is only between registers and is fast.

DATA SELECTION

XACT\_IF\_DATA

DATA

XACT\_FO\_DATA

XACT\_WB\_DATA

* DIR signal indicates the direction of dataflow.
* To facilitate bidirectionality, transceiver is used.
* IF, FO and WB EN signals selects one of the stages according to the priority.

TIMING DIAGRAM

ADDRESS

DATA

READY

RD

DIR

WR

* Bus cycle runs 4 times faster than instruction cycle.
* Clock is stabilized by Phase Lock Loop.
* Read and write is based on DIR.

**GENERATION OF MEMORY INTERFACE SIGNALS**

IF STAGE

MEMORY

XACT\_IF\_REQ=1

XACT\_IF\_DONE

XACT\_IF\_DATA

XACT\_IF\_R/~W=1

XACT\_IF\_S/~U=0

XACT\_IF\_SIZE=3

XACT\_IF\_ADD

PC

IF\_DATA

IF\_DONE

FO STAGE

MEMORY

XACT\_FO\_SIZE

XACT\_FO\_REQ

XACT\_FO\_ADD

XACT\_FO\_S/~U

XACT\_FO\_R/~W=1

XACT\_FO\_DATA

XACT\_FO\_DONE

FO\_DONE

RD\_MEM\_EN

RW\_MEM\_ADD

Fn(OPCODE)

Fn(OPCODE)

WR\_REG\_DATA

WB STAGE

MEMORY

XACT\_WB\_REQ

XACT\_WB\_S/~U

XACT\_WB\_SIZE

XACT\_WB\_R/~W=0

XACT\_WB\_DONE

XACT\_WB\_DATA

XACT\_WB\_ADD

WR\_MEM\_EN

RW\_MEM\_ADD

Fn(OPCODE)

Fn(OPCODE)

WB\_DONE

WR\_MEM\_DATA

|  |
| --- |
| D R0 Q |
| R1 |
| R2 |
| R3 |
| R4 |
| R5 |
| R6 |
| R7 |
| R8 |
| R9 |
| R10 |
| R11 |
| R12 |
| R13 |
| R14 |
| R15 |
| R16 |
| R17 |
| R18 |
| R19 |
| R20 |
| R21 |
| R22 |
| R23 |
| R24 |
| R25 |
| R26 |
| R27 |
| R28 |
| R29 |
| R30 |

**REGISTER INTERFACE**

32

WR\_REG\_DATA

32

REG\_DATA

RI\_{}\_DATA

32

SPECIAL SIGNALS

32

RI\_{}\_NUM

5

OE=0

* Registers R0-R25 are general purpose registers.
* Registers R26-R30 are special registers.

|  |  |
| --- | --- |
| **REGISTERS** | |
| 0-25 | General Purpose |
| 26 | BASE |
| 27 | PCT |
| 28 | SP |
| 29 | FLAGS |
| 30 | PC |
| 31 | escape code |

* WR\_REG\_DATA is normal write signal.
* REG\_DATA is for increment/decrement operations.
* Output enable is always on.

OE=0

WR\_REG\_DATA NOTHING R26 BASE

REG\_DATA WR\_PCT R27 PCT

WR\_FLAGS R28 FLAGS

WR\_SP R29 SP

WR\_PC R30 PC

**MEMORY INTERFACE**

Memory interface for ST operations

For example,

STB [R0], R1

* Let’s assume that XACT\_ADD=12345679h i.e., R0=12345679h
* Since it is a byte operation, size=1. Opcode tells the size
* Data is LSB aligned
* Memory data is a function of DATA, SIZE and ADDRESS.

MEM\_DATA= fn(DATA, SIZE, ADD1:0)

Where ADD1:0 are bank enable bits and upper 30 bits are address

|  |  |  |
| --- | --- | --- |
| MEM\_BE0 | 0 | 0 |
| MEM\_BE1 | 0 | 1 |
| MEM\_BE2 | 1 | 0 |
| MEM\_BE3 | 1 | 1 |

MEM\_BE=fn(ADD1:0, SIZE)

MEM\_ADD=ADD31:2

BE

BE3 1

BE2 1

BE1 0

BE0 1

DATA7:0

XX

XX

REGISTER

MEMORY

XX

DATA23:16

DATA15:8

DATA7:0

DATA31:24

* Since last 2 bits of R0 is 01(0x12345679), BE1 is selected.
* The rest of the bytes are ignored(xx).

**All switch combinations**

REGISTER

DATA31:24

DATA23:17

MEMORY

DATA7:0

DATA15:8

There are totally 9 possible combinations.

Memory interface for LD operations

For example,

LDSB R1, [ R0]

* Let’s assume that XACT\_ADD=12345679h i.e., R0=12345679h
* Since it is a byte operation, size=1. Opcode tells the size
* Data is LSB aligned
* All registers are 32bits wide. Hence, it must be signed or unsigned extended.
* Signed or unsigned extension depends on OPCODE.

REGISTER

MEMORY

XX

XX

XX

DATA7:0

DATA15:8

DATA23:17

DATA31:24

DATA15:8

* A byte of data is loaded to lower 8 bits of register and the rest of the bits are sign extended for this example.
* It is a function of SIGNED/UNSIGNED, SIZE, ADDRESS1:0

**All switch combinations**

REGISTER

MEMORY

S

S

Z

Z

Z

4:1

5:1

2:1

2:1

5:1

(SSSSSSSS)

(00000000)

DATA15:8

DATA23:16

DATA31:24

fn(S/U, SIZE,ADD1:0)

* The lower 8 bits always gets data from 4:1 mux connected from any one of memory locations.
* The remaining bits will get either signed or unsigned extended bits depending upon the opcode and size which is selected by mux.

Overview of LD and ST memory interface switch combinations

MEMORY

REGISTER (32b)

|  |
| --- |
| ST32 |
| ST16 |
| ST8 |
| LD32 |
| LDU16 |
| LDS16 |
| LDU8 |
| LDS8 |

D31

D0-31

D0-15, D8-23, D16-31

(SSSSSSSSSSSSSSSSSSSSSSSS), D8-15, D16-23, D16-31

(0000000000000000), D8-15, D16-23, D16-31

(SSSSSSSSSSSSSSSS), D8-15, D16-23, D16-31

(000000000000000000000000), D8-15, D16-23, D16-31

D0

D0-31

D0-7, D8-15, D16-23, D16-31

**HAZARDS**

TYPES OF HAZARDS

1. Structural Hazards
2. Control Hazards
3. Data Hazards

**STRUCTURAL HAZARDS**

It is caused due to the fault in the structure/architecture of microprocessor. This is because pipeline stages(IF, FO, WB) will be communicating with only one memory.

Later this is resolved using STALL logic.

**CONTROL HAZARDS**

This is caused due to change in the normal operation of PC like BRA,BRA COND, RETI, CALL, GOTO, Write PC instructions.

This can be resolved by FLUSH logic in the pipelines.

**DATA HAZARDS**

This caused to due data dependencies like Read After Write(RAW),Write After Read(WAR), Write After Write(WAW) conditions in instructions.

This can be resolved by data forwarding.

**DATA HAZARDS**

Consider an example,

MOV R0, Z

MOV R1, R0

In first instruction, R0 is being written. In second instruction, R0 is being read. But, when R0 is read, it is not yet been updated by new value which will be written in first instruction. Hence, wrong (old value) value of R0 will be read. So, 2nd instruction is dependent on 1st instruction to get new value (correct value). This is known as DATA DEPENDENCY. This condition is called Read After Write (RAW) Hazard.

RAW Hazard Detection

If ((RD\_REGX\_NUM|RR==WR\_REGX\_NUM|EX) && (RD\_REGX\_EN|RR=1 && WR\_REGX\_EN|EX=1))

Where Xϵ [A,B,C]

If the above condition is true, RAW is detected.

This can be resolved by delaying reading R0 by 2 methods

Method 1: Stall

In this method, we delay by adding bubble (STALL) to 2nd instruction. A bubble does not increment PC by 4. This is added prior to RR stage so that reading R0 gets delayed and by this time R0 gets updated with new value.

Instruction 1: F1 RR1 EX1 WB1

Instruction 2: F2 RR2 EX2 WB2

STALL

Method 2: Adding NOP

Adding NOP increments PC by 4 and delays reading R0.

Instruction 1: F1 RR1 EX1 WB1

Instruction N: NOP NOP NOP NOP

Instruction 2: F2 RR2 EX2 WB2

By using the above 2 methods, we are wasting clock cycles unnecessarily and also in method 2, it makes the program bigger and busier. Hence, we use DATA FORWARDING as a solution.

**DATA FORWARDING**

Once the hazard is detected in RR stage, ALU knows about the hazard and then R0 is routed to that data from ALU and forward R0 directly to RR2 in the same clock telling RR2 not to read from register. Thus, ALU result i.e., new value is directly forwarded to R0 in RR2.

In this way, no clocks are wasted.

Instruction 1: F1 RR1 EX1 WB1

DATA FORWARDING

Instruction 2: F2 RR2 EX2 WB2

The data can be forwarded from ALU, WRITE\_REG\_DATA(memory read), PC, PCT, SP, INC/DEC REG, FLAGS.

Case1: From ALU

If ((RD\_REGA\_NUM|RR==WR\_REGA\_NUM|EX) && (RD\_REGA\_EN|RR=1 && WR\_REGA\_EN|EX=1)) then WR\_REGA\_DATA=RD\_REGA\_DATA

If ((RD\_REGB\_NUM|RR==WR\_REGB\_NUM|EX) && (RD\_REGB\_EN|RR=1 && WR\_REGB\_EN|EX=1)) then WR\_REGB\_DATA=RD\_REGB\_DATA

If ((RD\_REGC\_NUM|RR==WR\_REGC\_NUM|EX) && (RD\_REGC\_EN|RR=1 && WR\_REGC\_EN|EX=1)) then WR\_REGC\_DATA=RD\_REGC\_DATA

Case2: WRITE\_REG\_DATA(memory read)

If ((RD\_REGA\_NUM|RR==WR\_REGA\_NUM|EX) && (RD\_REGA\_EN|RR=1 && WR\_REGA\_EN|EX=1)) then WR\_REGA\_DATA=WR\_MEM\_DATA

If ((RD\_REGB\_NUM|RR==WR\_REGB\_NUM|EX) && (RD\_REGB\_EN|RR=1 && WR\_REGB\_EN|EX=1)) then WR\_REGB\_DATA=WR\_MEM\_DATA

If ((RD\_REGC\_NUM|RR==WR\_REGC\_NUM|EX) && (RD\_REGC\_EN|RR=1 && WR\_REGC\_EN|EX=1)) then WR\_REGC\_DATA=WR\_MEM\_DATA

Case 3: PC

If ((RD\_REGA\_NUM|RR==WR\_REGA\_NUM|EX) && (RD\_REGA\_EN|RR=1 && WR\_PC\_EN|EX=1)) then WR\_REGA\_DATA=WR\_PC\_DATA

If ((RD\_REGB\_NUM|RR==WR\_REGB\_NUM|EX) && (RD\_REGB\_EN|RR=1 && WR\_PC\_EN|EX=1)) then WR\_REGB\_DATA=WR\_PC\_DATA

Case 4: PCT

If ((RD\_REGA\_NUM|RR==WR\_REGA\_NUM|EX) && (RD\_REGA\_EN|RR=1 && WR\_PCT\_EN|EX=1)) then WR\_REGA\_DATA=WR\_PCT\_DATA

If ((RD\_REGB\_NUM|RR==WR\_REGB\_NUM|EX) && (RD\_REGB\_EN|RR=1 && WR\_PCT\_EN|EX=1)) then WR\_REGB\_DATA=WR\_PCT\_DATA

Case 5: SP

If ((RD\_REGA\_NUM|RR==WR\_REGA\_NUM|EX) && (RD\_REGA\_EN|RR=1 && WR\_SP\_EN|EX=1)) then WR\_REGA\_DATA=WR\_SP\_DATA

If ((RD\_REGB\_NUM|RR==WR\_REGB\_NUM|EX) && (RD\_REGB\_EN|RR=1 && WR\_SP\_EN|EX=1)) then WR\_REGB\_DATA=WR\_SP\_DATA

Case 6: INC\_DEC\_REG

If ((RD\_REGC\_NUM|RR==WR\_REGC\_NUM|EX) && (RD\_REGC\_EN|RR=1 && WR\_INC\_DEC\_EN|EX=1)) then WR\_REGC\_DATA=WR\_INC\_DEC\_DATA

Case 7: FLAGS

If ((RD\_REGA\_NUM|RR==WR\_REGA\_NUM|EX) && (RD\_REGA\_EN|RR=1 && WR\_FLAGS\_EN|EX=1)) then WR\_REGA\_DATA=WR\_FLAGS\_DATA

If ((RD\_REGB\_NUM|RR==WR\_REGB\_NUM|EX) && (RD\_REGB\_EN|RR=1 && WR\_FLAGS\_EN|EX=1)) then WR\_REGB\_DATA=WR\_FLAGS\_DATA

**STRUCTURAL HAZARD**

To resolve this hazard, we use STALL logic.

**STALL**

It is used in between the pipeline stages. A stage can be STALLED due to Self-Stall (when it is not Done) or when next stage or previous stages are STALLED.

RR stage cannot Self Stall.

CLK

STALLN+1

EN

Q

D

STAGE N+1

STAGE N

INSERT\_BUBBLE= STALLN v FLUSH

**CASE1:** When STAGE N is STALLED and STAGE N+1 is NOT STALLED

When STAGE N is STALLED, it inserts a bubble by making STALLN=1. No signals are sent to STAGE N+1 as STAGE N is not Done.

**CASE2**: When STAGE N+1 is STALLED and STAGE N is NOT STALLED

When STAGE N+1 is STALLED, it sends STALLN+1=1 making EN signal 0. Thus turning off DQ flip flop and thus prevents taking the data from previous stage as STAGE N+1 is not Done. Since DQ flip flop is disabled the inputs to it will be don’t care state.

**CASE3:** When both the stages are STALLED

When both the Stages are STALLED, the DQ flip flop will be disabled by STAGE N+1 and STAGE N will insert bubble. Since DQ flip flop is disabled the inputs(bubble) to it will be don’t care state.

**TRUTH TABLE**

|  |  |  |  |
| --- | --- | --- | --- |
| **STALLN** | **STALLN+1** | **EN** | **BUBBLE** |
| 0 | 0 | 1 | 0 |
| 0 | 1 | 0 | X |
| 1 | 0 | 1 | 1 |
| 1 | 1 | 0 | X |

EN=STALLN+1

BUBBLE=STALLN

STALL=DONE=NOT\_DONE

**CONTROL HAZARD**

This can be resolved by FLUSH logic.

**FLUSH**

In this, bubble is sent to all stages and the value that was calculated in those stages are flushed.

Memory Interface

Register Interface

DFF

DFF

DFF

Execute/ Fetch Operands

Read Register/ Address Generation

Instruction Fetch

Write Back

Flush

Stall

Bubble

Bubble

Bubble

When we write to PC, WB stage sends a FLUSH signal to all the stage by inserting bubble and all the old values are FLUSHED. Then new PC will be fetched by IF stage and normal operation continues.

PC Fetch will also be FLUSHED.

(WR\_PC\_EN|WB) v (WR\_REG\_EN|WB ^ WR\_REG\_NUM|WR=PC) FLUSH=1

**EXTERNAL INTERRUPT HANDLING**

When interrupt instruction (INT ) is fetched by IF stage, we have to make sure that it is not flushed when PC is changed. So it has to be not Flushable.

If ((OPCODE=INT ) ^ ((WR\_PC\_EN|WB) v (WR\_REG\_EN|WB ^ WR\_REG\_NUM|WR=PC)

DO\_NOT\_FLUSH=1

Here, when any pipeline gets FLUSH and it has INT instruction, DO\_NOT\_FLUSH is made 1 i.e., not Flushable. Thus, it is not lost.