**Java Stack**

The stack is a linear data structure that is used to store the collection of objects. It is based on Last-In-First-Out (LIFO). [Java collection](https://www.javatpoint.com/collections-in-java) framework provides many interfaces and classes to store the collection of objects. One of them is the Stack class that provides different operations such as push, pop, search, etc.

In this section, we will discuss the Java Stack class, its methods, and implement the stack data structure in a [Java program](https://www.javatpoint.com/java-programs). But before moving to the Java Stack class have a quick view of how the stack works.

The stack data structure has the two most important operations that are push and pop. The push operation inserts an element into the stack and pop operation removes an element from the top of the stack. Let's see how they work on stack.
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Let's push 20, 13, 89, 90, 11, 45, 18, respectively into the stack.
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Let's remove (pop) 18, 45, and 11 from the stack.
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Empty Stack: If the stack has no element is known as an empty stack. When the stack is empty the value of the top variable is -1.
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When we push an element into the stack the top is increased by 1. In the following figure,

Push 12, top=0

Push 6, top=1

Push 9, top=2
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When we pop an element from the stack the value of top is decreased by 1. In the following figure, we have popped 9.
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The following table shows the different values of the top.
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Java Stack Class

In Java, Stack is a class that falls under the Collection framework that extends the Vector class. It also implements interfaces List, Collection, Iterable, Cloneable, Serializable. It represents the LIFO stack of objects. Before using the Stack class, we must import the java.util package. The stack class arranged in the Collections framework hierarchy, as shown below.

![Java Stack](data:image/png;base64,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)

Stack Class Constructor

The Stack class contains only the default constructor that creates an empty stack.

public Stack()

Creating a Stack

If we want to create a stack, first, import the java.util package and create an object of the Stack class.

Stack stk = new Stack();

Or

Stack<type> stk = new Stack<>();

Where type denotes the type of stack like Integer, String, etc.

Methods of the Stack Class

We can perform push, pop, peek and search operation on the stack. The Java Stack class provides mainly five methods to perform these operations. Along with this, it also provides all the methods of the [Java Vector class](https://www.javatpoint.com/java-vector).

|  |  |  |
| --- | --- | --- |
| Method | Modifier and Type | Method Description |
| [empty()](https://www.javatpoint.com/java-stack#empty) | boolean | The method checks the stack is empty or not. |
| [push(E item)](https://www.javatpoint.com/java-stack#push) | E | The method pushes (insert) an element onto the top of the stack. |
| [pop()](https://www.javatpoint.com/java-stack#pop) | E | The method removes an element from the top of the stack and returns the same element as the value of that function. |
| [peek()](https://www.javatpoint.com/java-stack#peek) | E | The method looks at the top element of the stack without removing it. |
| [search(Object o)](https://www.javatpoint.com/java-stack#search) | int | The method searches the specified object and returns the position of the object. |

Stack Class empty() Method

The empty() method of the Stack class check the stack is empty or not. If the stack is empty, it returns true, else returns false. We can also use the [isEmpty() method of the Vector class](https://www.javatpoint.com/java-vector-isempty-method).

Syntax

public boolean empty()

Returns: The method returns true if the stack is empty, else returns false.

In the following example, we have created an instance of the Stack class. After that, we have invoked the empty() method two times. The first time it returns true because we have not pushed any element into the stack. After that, we have pushed elements into the stack. Again we have invoked the empty() method that returns false because the stack is not empty.

StackEmptyMethodExample.java

import java.util.Stack;

public class StackEmptyMethodExample

{

public static void main(String[] args)

{

//creating an instance of Stack class

Stack<Integer> stk= new Stack<>();

// checking stack is empty or not

boolean result = stk.empty();

System.out.println("Is the stack empty? " + result);

// pushing elements into stack

stk.push(78);

stk.push(113);

stk.push(90);

stk.push(120);

//prints elements of the stack

System.out.println("Elements in Stack: " + stk);

result = stk.empty();

System.out.println("Is the stack empty? " + result);

}

}

Output:

Is the stack empty? true

Elements in Stack: [78, 113, 90, 120]

Is the stack empty? false

Stack Class push() Method

The method inserts an item onto the top of the stack. It works the same as the method [addElement(item) method](https://www.javatpoint.com/java-vector-addelement-method) of the Vector class. It passes a parameter item to be pushed into the stack.

Syntax

public E push(E item)

Parameter: An item to be pushed onto the top of the stack.

Returns: The method returns the argument that we have passed as a parameter.

Stack Class pop() Method

The method removes an object at the top of the stack and returns the same object. It throws EmptyStackException if the stack is empty.

Syntax

public E pop()

Returns: It returns an object that is at the top of the stack.

Let's implement the stack in a Java program and perform push and pop operations.

StackPushPopExample.java

import java.util.\*;

public class StackPushPopExample

{

public static void main(String args[])

{

//creating an object of Stack class

Stack <Integer> stk = new Stack<>();

System.out.println("stack: " + stk);

//pushing elements into the stack

pushelmnt(stk, 20);

pushelmnt(stk, 13);

pushelmnt(stk, 89);

pushelmnt(stk, 90);

pushelmnt(stk, 11);

pushelmnt(stk, 45);

pushelmnt(stk, 18);

//popping elements from the stack

popelmnt(stk);

popelmnt(stk);

//throws exception if the stack is empty

try

{

popelmnt(stk);

}

catch (EmptyStackException e)

{

System.out.println("empty stack");

}

}

//performing push operation

static void pushelmnt(Stack stk, int x)

{

//invoking push() method

stk.push(new Integer(x));

System.out.println("push -> " + x);

//prints modified stack

System.out.println("stack: " + stk);

}

//performing pop operation

static void popelmnt(Stack stk)

{

System.out.print("pop -> ");

//invoking pop() method

Integer x = (Integer) stk.pop();

System.out.println(x);

//prints modified stack

System.out.println("stack: " + stk);

}

}

Output:

stack: []

push -> 20

stack: [20]

push -> 13

stack: [20, 13]

push -> 89

stack: [20, 13, 89]

push -> 90

stack: [20, 13, 89, 90]

push -> 11

stack: [20, 13, 89, 90, 11]

push -> 45

stack: [20, 13, 89, 90, 11, 45]

push -> 18

stack: [20, 13, 89, 90, 11, 45, 18]

pop -> 18

stack: [20, 13, 89, 90, 11, 45]

pop -> 45

stack: [20, 13, 89, 90, 11]

pop -> 11

stack: [20, 13, 89, 90]

Stack Class peek() Method

It looks at the element that is at the top in the stack. It also throws EmptyStackException if the stack is empty.

Syntax

public E peek()

Returns: It returns the top elements of the stack.

Let's see an example of the peek() method.

StackPeekMethodExample.java

import java.util.Stack;

public class StackPeekMethodExample

{

public static void main(String[] args)

{

Stack<String> stk= new Stack<>();

// pushing elements into Stack

stk.push("Apple");

stk.push("Grapes");

stk.push("Mango");

stk.push("Orange");

System.out.println("Stack: " + stk);

// Access element from the top of the stack

String fruits = stk.peek();

//prints stack

System.out.println("Element at top: " + fruits);

}

}

Output:

Stack: [Apple, Grapes, Mango, Orange]

Element at the top of the stack: Orange

Stack Class search() Method

The method searches the object in the stack from the top. It parses a parameter that we want to search for. It returns the 1-based location of the object in the stack. Thes topmost object of the stack is considered at distance 1.

Suppose, o is an object in the stack that we want to search for. The method returns the distance from the top of the stack of the occurrence nearest the top of the stack. It uses equals() method to search an object in the stack.

Syntax

public int search(Object o)

Parameter: o is the desired object to be searched.

Returns: It returns the object location from the top of the stack. If it returns -1, it means that the object is not on the stack.

Let's see an example of the search() method.

StackSearchMethodExample.java

import java.util.Stack;

public class StackSearchMethodExample

{

public static void main(String[] args)

{

Stack<String> stk= new Stack<>();

//pushing elements into Stack

stk.push("Mac Book");

stk.push("HP");

stk.push("DELL");

stk.push("Asus");

System.out.println("Stack: " + stk);

// Search an element

int location = stk.search("HP");

System.out.println("Location of Dell: " + location);

}

}

Java Stack Operations

Size of the Stack

We can also find the size of the stack using the [size() method of the Vector class](https://www.javatpoint.com/java-vector-size-method). It returns the total number of elements (size of the stack) in the stack.

Syntax

public int size()

Let's see an example of the size() method of the Vector class.

StackSizeExample.java

import java.util.Stack;

public class StackSizeExample

{

public static void main (String[] args)

{

Stack stk = new Stack();

stk.push(22);

stk.push(33);

stk.push(44);

stk.push(55);

stk.push(66);

// Checks the Stack is empty or not

boolean rslt=stk.empty();

System.out.println("Is the stack empty or not? " +rslt);

// Find the size of the Stack

int x=stk.size();

System.out.println("The stack size is: "+x);

}

}

Output:

Is the stack empty or not? false

The stack size is: 5

Iterate Elements

Iterate means to fetch the elements of the stack. We can fetch elements of the stack using three different methods are as follows:

Using iterator() Method

Using forEach() Method

Using listIterator() Method

Using the iterator() Method

It is the method of the Iterator interface. It returns an iterator over the elements in the stack. Before using the iterator() method import the java.util.Iterator package.

Syntax

Iterator<T> iterator()

Let's perform an iteration over the stack.

StackIterationExample1.java

import java.util.Iterator;

import java.util.Stack;

public class StackIterationExample1

{

public static void main (String[] args)

{

//creating an object of Stack class

Stack stk = new Stack();

//pushing elements into stack

stk.push("BMW");

stk.push("Audi");

stk.push("Ferrari");

stk.push("Bugatti");

stk.push("Jaguar");

//iteration over the stack

Iterator iterator = stk.iterator();

while(iterator.hasNext())

{

Object values = iterator.next();

System.out.println(values);

}

}

}

Output:

BMW

Audi

Ferrari

Bugatti

Jaguar

Using the forEach() Method

Java provides a forEach() method to iterate over the elements. The method is defined in the Iterable and Stream interface.

Syntax

default void forEach(Consumer<super T>action)

Let's iterate over the stack using the forEach() method.

StackIterationExample2.java

import java.util.\*;

public class StackIterationExample2

{

public static void main (String[] args)

{

//creating an instance of Stack class

Stack <Integer> stk = new Stack<>();

//pushing elements into stack

stk.push(119);

stk.push(203);

stk.push(988);

System.out.println("Iteration over the stack using forEach() Method:");

//invoking forEach() method for iteration over the stack

stk.forEach(n ->

{

System.out.println(n);

});

}

}

Output:

Iteration over the stack using forEach() Method:

119

203

988

Using listIterator() Method

This method returns a list iterator over the elements in the mentioned list (in sequence), starting at the specified position in the list. It iterates the stack from top to bottom.

Syntax

ListIterator listIterator(int index)

Parameter: The method parses a parameter named index.

Returns: This method returns a list iterator over the elements, in sequence.

Exception: It throws IndexOutOfBoundsException if the index is out of range.

Let's iterate over the stack using the listIterator() method.

StackIterationExample3.java

import java.util.Iterator;

import java.util.ListIterator;

import java.util.Stack;

public class StackIterationExample3

{

public static void main (String[] args)

{

Stack <Integer> stk = new Stack<>();

stk.push(119);

stk.push(203);

stk.push(988);

ListIterator<Integer> ListIterator = stk.listIterator(stk.size());

System.out.println("Iteration over the Stack from top to bottom:");

while (ListIterator.hasPrevious())

{

Integer avg = ListIterator.previous();

System.out.println(avg);

}

}

}

Output:

Iteration over the Stack from top to bottom:

988

203

119