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**Coin Flip**

All the experiments are running on the **Basic Amazon Linux AMI 2011.09** with m2.4xlarge type (8 cores with 64GB memory). The result of 100000000 coin tosses is showed as below:

Time of coin tosses

**Scaleup and speedup**

* 1. **Produce charts that show the scaleup and speedup of your program.**

1. **Speedup**

TS=time to execute task on small machine

TL=time to execute task on large machine

Thus we have speedup = TS / TL

Speedup Chart: From threads 1 to 8

Speedup Chart: From threads 9 to 16

1. **Scaleup**

TS=time to execute task on small machine

TL=time to execute N times bigger task on N times larger machine

Thus we have scaledup = TS / TL

Scaleup Chart: From threads 1 to 16

* 1. **Algorithm (true) speedup/scaleup measures the scaling performance of the algorithm as a function of processing elements. In this case, from 1..8. Characterize the algorithmic speedup/scaleup. If it is sub-linear, describe the potential sources of loss.**

From the chart we could know that the speedup/scaleup is sub-linear. The potential source of loss may be the following: 1) there’s startup cost in the serial part of the code including fixed startup cost shared by all the threads and startup cost per threads. 2) For the parallel part of the program, the time it cost to executing the coin slipping may not be linear when the threads are more than the number of cores, for instance, when there are 16 threads on a 8 cores computer, half of the threads have to wait the free resource being released.

* 1. **Why does the speedup not continue to increase past the number of cores? Does it degrade? Why?**

The speedup of the program does not always increase and even degrades when past the number of cores (in this case 8 cores). This is because when the threads are more than 8, the additional threads have to wait for the computer resources to execute as there’re only 8 cores on the computer, which means only 8 threads could execute at the same time. In this case, the additional threads have to wait until at least one of the first 8 threads complete processing and release the available resources. That’s why we have a ”gap” in the running time (see the first figure) when thread shift from 8 to 9, the running time for 9 threads on 8 cores machine is much longer than 8 threads.

**Design and run an experiment that measures the startup costs of this code.**

* 1. **Describe your experiment. Why does it measure startup?**

**The total running time of the program may be divided into the following 3 parts:**
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Given the ThreadsStartupCost(threads) is the same,
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In addition, as the processing time takes input as the only factor, we can guess the ProcessingCost has a linear relation with the input size.

To verify our guess, we can make an experiment that run the program for 1, 2, 3 threads at 10000000, 20000000, 30000000, 40000000, 50000000 and 100000000, 200000000, 300000000, 400000000, 500000000. The result is showed as following:

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Milliseconds** | | **Tosses** | | | | | | | | | |
| 1x107 | 2x107 | 3x107 | 4x107 | 5x107 | 1x108 | 2x108 | 3x108 | 4x108 | 5x108 |
| **Threads** | 1 | 138 | 266 | 395 | 523 | 651 | 1293 | 2576 | 3863 | 5145 | 6426 |
| 2 | 77 | 142 | 206 | 267 | 335 | 652 | 1297 | 1940 | 2584 | 3224 |
| 3 | 55 | 98 | 141 | 184 | 227 | 441 | 869 | 1297 | 1728 | 2160 |

The above table proves our guess is true: there’s a linear relationship between total number of input and processing. For example, when there is only 1 (or 2 or 3) thread, the running time difference between 1x107 and2x107 is the same to the difference between 1x108 and 2x108, that means:
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Thus we know the
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Use the above formula we have:
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For only 1 thread and input1 = 1x107, input2 = 2x107, we have:

![](data:image/x-wmf;base64,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)

Thus, we could calculate the average startup cost when there are 1, 2, 3 threads. The result is showed as following:

|  |  |  |  |
| --- | --- | --- | --- |
| **Threads** | 1 | 2 | 3 |
| **Avg. Startup Cost** | 7.89 | 11.19 | 14.54 |

We can further calculate the **per thread startup cost** by using the

Avg. Startup Cost of 2 - Avg. Startup Cost of 1 = 11.19 – 7.89 = 14.54 – 11.19 = 3.3 milliseconds

Then we can further calculate the **fixed startup costs** = 7.89 – 3.3 = 4.59 = 11.19 – 3.3\*3 = 4.59

* 1. **Estimate startup cost. Justify your answer.**

From above problem we had already calculate and justified the startup cost:

**Per Thread Startup Cost:** 3.3 milliseconds

**Fixed Startup Cost:** 4.59 milliseconds

* 1. **Assuming that the startup costs are the serial portion of the code and the remaining time is the parallel portion of the code,what speedup would you expect to realize on 100 threads? 500 threads? 1000 threads? (Use Amdahl's law.)**

From the Amdahl’s law, we have ![](data:image/x-wmf;base64,183GmgAAAAAAAAAGwAUBCQAAAADQXQEACQAAA3wCAAAFAKYAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADALABQAGCwAAACYGDwAMAE1hdGhUeXBlAACwARIAAAAmBg8AGgD/////AAAQAAAAwP///7j////ABQAAeAUAAAgAAAD6AgAACQAAAAAAAAIEAAAALQEAAAUAAAAUAuIDeAQFAAAAEwLiA54FCAAAAPoCAAATAAAAAAAAAgQAAAAtAQEABQAAABQCAAJAAAUAAAATAgACvAUFAAAACQIAAAACBQAAABQCbgGeAhwAAAD7AoD+AAAAAAAAkAEAAAAAAAIAEFRpbWVzIE5ldyBSb21hbgC83RIAeUivdUCRsnW2RWalBAAAAC0BAgAJAAAAMgoAAAAAAQAAADF5AAMFAAAAFAJCBC4AHAAAAPsCgP4AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuALzdEgB5SK91QJGydbZFZqUEAAAALQEDAAQAAADwAQIACQAAADIKAAAAAAEAAAAxeQADBQAAABQCVgOcBBwAAAD7AoD+AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgC83RIAeUivdUCRsnW2RWalBAAAAC0BAgAEAAAA8AEDAAkAAAAyCgAAAAABAAAAUHkAAwUAAAAUAkIELAIcAAAA+wKA/gAAAAAAAJABAQAAAAACABBUaW1lcyBOZXcgUm9tYW4AvN0SAHlIr3VAkbJ1tkVmpQQAAAAtAQMABAAAAPABAgAJAAAAMgoAAAAAAQAAAFB5AAMFAAAAFAJoBaIEHAAAAPsCgP4AAAAAAACQAQEAAAAAAgAQVGltZXMgTmV3IFJvbWFuALzdEgB5SK91QJGydbZFZqUEAAAALQECAAQAAADwAQMACQAAADIKAAAAAAEAAABTeQADBQAAABQCQgQMARwAAAD7AoD+AAAAAAAAkAEAAAABAAIAEFN5bWJvbAB1C0UKrcgDMgC83RIAeUivdUCRsnW2RWalBAAAAC0BAwAEAAAA8AECAAoAAAAyCgAAAAACAAAALS1SAgADpgAAACYGDwBBAUFwcHNNRkNDAQAaAQAAGgEAAERlc2lnbiBTY2llbmNlLCBJbmMuAAUBAAYFRFNNVDYAABNXaW5BbGxCYXNpY0NvZGVQYWdlcwARBVRpbWVzIE5ldyBSb21hbgARA1N5bWJvbAARBUNvdXJpZXIgTmV3ABEETVQgRXh0cmEAE1dpbkFsbENvZGVQYWdlcwARBsvOzOUAEgAIIS9Fj0QvQVD0EA9HX0FQ8h8eQVD0FQ9BAPRF9CX0j0JfQQD0EA9DX0EA9I9F9CpfSPSPQQD0EA9A9I9Bf0j0EA9BKl9EX0X0X0X0X0EPDAEAAQABAgICAgACAAEBAQADAAEABAAFAAoBAAMACwAAAQACAIgxAAABAAIAiDEAAgSGEiItAgCDUAACBIYSIi0DAAsAAAEAAgCDUAAAAQACAINTAAAAAAAAAAAKAAAAJgYPAAoA/////wEAAAAAAAgAAAD6AgAAAAAAAAAAAAAEAAAALQECABwAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQAAtkVmpQAACgA4AIoBAAAAAP/////w5xIABAAAAC0BBAAEAAAA8AEDAAMAAAAAAA==).

Also from the 2 tables we just created above, we have:

When the total tosses is 1x108, total time = 1293, startup cost = 7.89, thus:

![](data:image/x-wmf;base64,183GmgAAAAAAAIAQ4AMBCQAAAABwTQEACQAAA38CAAAEAMsAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADALgA4AQCwAAACYGDwAMAE1hdGhUeXBlAADAABIAAAAmBg8AGgD/////AAAQAAAAwP///7j///9AEAAAmAMAAAgAAAD6AgAAEwAAAAAAAAIEAAAALQEAAAUAAAAUAgACwgIFAAAAEwIAAqIKBQAAAAkCAAAAAgUAAAAUAm4B1AIcAAAA+wKA/gAAAAAAAJABAAAAAAACABBUaW1lcyBOZXcgUm9tYW4AvN0SAHlIr3VAkbJ1ZzlmmAQAAAAtAQEAFgAAADIKAAAAAAoAAAAoMTI5MzcuODkpYADAAMAAwAD+AcAAYADAAMAAAAMFAAAAFAJgAi4MHAAAAPsCgP4AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuALzdEgB5SK91QJGydWc5ZpgEAAAALQECAAQAAADwAQEAEAAAADIKAAAAAAYAAAAwLjk5MzjAAGAAwADAAMAAAAMFAAAAFAKMAykFHAAAAPsCgP4AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuALzdEgB5SK91QJGydWc5ZpgEAAAALQEBAAQAAADwAQIADQAAADIKAAAAAAQAAAAxMjkzwADAAMAAAAMFAAAAFAJgAkYAHAAAAPsCgP4AAAAAAACQAQEAAAAAAgAQVGltZXMgTmV3IFJvbWFuALzdEgB5SK91QJGydWc5ZpgEAAAALQECAAQAAADwAQEACQAAADIKAAAAAAEAAABQeQADBQAAABQCbgFkBhwAAAD7AoD+AAAAAAAAkAEAAAABAAIAEFN5bWJvbAB10DgKv1BVNQC83RIAeUivdUCRsnVnOWaYBAAAAC0BAQAEAAAA8AECAAkAAAAyCgAAAAABAAAALXkAAwUAAAAUAmACkAEKAAAAMgoAAAAAAgAAAD09eAkAA8sAAAAmBg8AiwFBcHBzTUZDQwEAZAEAAGQBAABEZXNpZ24gU2NpZW5jZSwgSW5jLgAFAQAGBURTTVQ2AAATV2luQWxsQmFzaWNDb2RlUGFnZXMAEQVUaW1lcyBOZXcgUm9tYW4AEQNTeW1ib2wAEQVDb3VyaWVyIE5ldwARBE1UIEV4dHJhABNXaW5BbGxDb2RlUGFnZXMAEQbLzszlABIACCEvRY9EL0FQ9BAPR19BUPIfHkFQ9BUPQQD0RfQl9I9CX0EA9BAPQ19BAPSPRfQqX0j0j0EA9BAPQPSPQX9I9BAPQSpfRF9F9F9F9F9BDwwBAAEAAQICAgIAAgABAQEAAwABAAQABQAKAQACAINQAAIEhj0APQMACwAAAQACAIIoAAIAiDEAAgCIMgACAIg5AAIAiDMAAgSGEiItAgCINwACAIIuAAIAiDgAAgCIOQACAIIpAAABAAIAiDEAAgCIMgACAIg5AAIAiDMAAAACBIY9AD0CAIgwAAIAgi4AAgCIOQACAIg5AAIAiDMAAgCIOAAAAAAKAAAAJgYPAAoA/////wEAAAAAAAgAAAD6AgAAAAAAAAAAAAAEAAAALQECABwAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQAAZzlmmAAACgA4AIoBAAAAAP/////w5xIABAAAAC0BAwAEAAAA8AEBAAMAAAAAAA==)

100 threads: ![](data:image/x-wmf;base64,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)

500 threads: ![](data:image/x-wmf;base64,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)

1000 threads: ![](data:image/x-wmf;base64,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)

**Brute Force a DES Key**

**For reasonable parameters and for however many cores you have on the system, measure the scaleup and speedup of this program on the cluster.**

Brute Force 20bit DES on 8 cores system with threads from 1 to 16

1. **Produce charts and interpret/describe the results. Is the speedup linear?**

The speed up is sublinear, as showed in the chart below:

The speedup of 20bit DES brute force from thread 1 to 16

The scale up is sublinear, as showed in the chart below:

The scaleup of 20, 21, 22, 23 bits DES brute force from thread 1, 2, 4, 8

1. **Why do you think that your scaleup/speedup are less than linear? What are the causes for the loss of parallel efficiency?**

From the chart we could know that the speedup/scaleup is sub-linear. The potential source of loss may be the following: 1) there’s startup cost in the serial part of the code including fixed startup cost shared by all the threads and startup cost per threads. 2) For the parallel part of the program, the time it cost to executing the brute force for each thread may not be linear when the threads are more than the number of cores, for instance, when there are 16 threads on a 8 cores computer, half of the threads have to wait the free resource being released. Thus less efficiency.

1. **Extrapolating from your scaleup analysis, how long would it take to brute force a 56 bit DES key on a machine with 64 cores? Explain your answer.**

For 56 bit DES key and a machine with 64 cores, the workload for each core is:
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Thus we know each core need to take a 50 bit DES work.

Also, when we apply 20 bit DES brute force on a single thread (core), the time it takes to find the key is 7282s.
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So we can measure the total time it takes to brute force a 56 bit DES key:
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