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**Vũ Tuấn Anh – 520V0016**

**Thái Gia Bảo – 52000014**

**Nguyễn Quế Chi – 51800016**

**Nguyễn Cao Phúc Hải - 52200175**

**BÁO CÁO CUỐI KÌ**

**NHẬP MÔN  
TRÍ TUỆ NHÂN TẠO**

Người hướng dẫn

**ThS. Nguyễn Thành An**

**THÀNH PHỐ HỒ CHÍ MINH, NĂM 2024**

# LỜI CẢM ƠN

Đầu tiên, chúng em xin gửi lời cảm ơn chân thành đến Thầy Nguyễn Thành An – Giảng viên khoa Công nghệ thông tin – Trường đại học Tôn Đức Thắng, đã hỗ trợ và giúp đỡ nhiệt tình trong quá trình thực hiện Dự án này.

Chúng em trân trọng cảm ơn Thầy Cô giảng viên Trường đại học Tôn Đức Thắng nói chung cũng như Thầy Cô giảng viên khoa Công nghệ thông tin nói riêng đã giảng dạy và truyền đạt nhiều kinh nghiệm quý trong suốt quá trình học tập tại trường.

Cuối cùng, xin cám ơn gia đình, bạn bè đã luôn động viên và đồng hành trong quá trình học tập cũng như quá trình thực hiện Dự án này.

Mặc dù rất cẩn thận trong quá trình thực hiện đồ án cũng như viết báo cáo nhưng cũng không tránh khỏi những thiếu sót. Chúng em rất mong nhận đựợc sự góp ý từ các Thầy để đồ án được hoàn thiện hơn.

Xin chân thành cám ơn!

*TP. Hồ Chí Minh, ngày 6 tháng 5 năm 2024*

*Tác giả*

*(Ký tên và ghi rõ họ tên)*

*Vũ Tuấn Anh*

*Thái Gia Bảo*

*Nguyễn Quế Chi*

*Nguyễn Cao Phúc Hải*

**CÔNG TRÌNH ĐƯỢC HOÀN THÀNH**

**TẠI TRƯỜNG ĐẠI HỌC TÔN ĐỨC THẮNG**

Tôi xin cam đoan đây là công trình nghiên cứu của riêng tôi và được sự hướng dẫn khoa học của ThS. Nguyễn Thành An. Các nội dung nghiên cứu, kết quả trong đề tài này là trung thực và chưa công bố dưới bất kỳ hình thức nào trước đây. Những số liệu trong các bảng biểu phục vụ cho việc phân tích, nhận xét, đánh giá được chính tác giả thu thập từ các nguồn khác nhau có ghi rõ trong phần tài liệu tham khảo.

Ngoài ra, trong Dự án còn sử dụng một số nhận xét, đánh giá cũng như số liệu của các tác giả khác, cơ quan tổ chức khác đều có trích dẫn và chú thích nguồn gốc.

**Nếu phát hiện có bất kỳ sự gian lận nào tôi xin hoàn toàn chịu trách nhiệm về nội dung Dự án của mình**. Trường Đại học Tôn Đức Thắng không liên quan đến những vi phạm tác quyền, bản quyền do tôi gây ra trong quá trình thực hiện (nếu có).

*TP. Hồ Chí Minh, ngày 6 tháng 5 năm 2024*
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Tóm tắt yêu cầu của bài đồ án:

**Câu 1: 8x8 Tic-Tac-Toe**

* Cài đặt trò chơi Tic-Tac-Toe trên bàn cờ 8x8, với mục tiêu là có 4 quân thẳng hàng để chiến thắng.
* Trò chơi hoạt động trên console, người chơi nhập toạ độ để chọn ô.
* Sử dụng thuật toán alpha-beta pruning để máy tính ra nước cờ.
* Tổ chức lớp Problem và lớp SearchStrategy để quản lý và thực hiện thuật toán.

**Câu 2: N-Queens with CNFs**

* Đặt N quân hậu trên bàn cờ kích thước N x N, N được nhập từ bàn phím.
* Gán biến logic cho mỗi ô, xác định ràng buộc và biểu diễn chúng dưới dạng CNFs.
* Sử dụng thư viện Glucose3 để tìm bộ giá trị cho các biến và suy ra đáp án của bài toán.

**Câu 3: Decision Trees**

* Sử dụng hai thư viện Pandas và Decision Tree (Scikit-learn).
* Thực hiện các yêu cầu như tính Entropy, Average Entropy và Information Gain cho các thuộc tính điểm số.
* Cài đặt, huấn luyện và đánh giá mô hình Decision Tree trên tập dữ liệu dt\_data.csv, và trực quan hoá cấu trúc cây quyết định.
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1. **Câu 1: 8x8 Tic-Tac-Toe**
   1. **Giới thiệu**

Bài toán 8x8 Tic-Tac-Toe là bài toán thuộc lĩnh vực Trí Tuệ Nhân Tạo. Bài toán được định nghĩa rằng, trên bàn cờ Tic-Tac-Toe sẽ có bên thi đấu đối kháng với nhau, một bên là người chơi và bên còn lại sẽ là máy tính.

Trong trò chơi, bàn cờ sẽ được thể hiện dưới dạng 8x8 và người chơi sẽ chọn nước đi cho mình bằng cách nhập tọa độ của hàng và cột vào màn hình Terminal, còn máy tính sẽ ra nước đi tự động dựa trên thuật toán Alpha Beta Prunning

* 1. **Mô hình hóa vấn đề**

**1.2.1 Biến logic cho mỗi ô trên bàn cờ**

Trong bài toán Tic Tac Toe 8x8, mỗi ô trên bàn cờ sẽ được gán hai biến logic để biểu diễn trạng thái của ô đó, hai biến logic đó là ‘X’ và ‘O’

Chúng ta sử dụng một ma trận 8x8, trong mỗi phần tử sẽ là hai biến logic

+ Biến Xij: tại hàng i, cột j biểu diễn biến logic ‘X’

+ Biến Oij: tại hàng i, cột j biểu diễn biến logic ‘O’

VD: Trong bàn cờ 8x8, biến logic cho ô trên hàng 3 cột 4 sẽ được kí hiệu là X34, O34

**1.2.2 Ràng buộc ở mỗi ô trên bàn cờ**

Mỗi ô trên bàn cờ chỉ có thể chứa một quân cờ ‘X’ hoặc ‘O’, hoặc không có quân cờ nào. Trong đó, với mỗi ô sẽ chỉ tồn tại chỉ một quân cờ duy nhất hoặc không tồn tại quân cờ nào, sẽ không có trường hợp hai quân cờ cùng chung một ô

**1.3 Thực thi bài toán**

**1.3.1 Khởi tạo bàn cờ**

|  |
| --- |
| class Problem:      def \_\_init\_\_(self, board\_size):          self.board\_size = board\_size          self.board = np.zeros((self.board\_size, self.board\_size), dtype = int)      def print\_board(self):          os.system('cls' if os.name == 'nt' else 'clear')          for row in self.board:              print(' '.join(map(str,row)).replace('0','-').replace('1','X').replace('2','O'))          print() |

Trong lớp này có các **hàm \_\_init\_\_(self, board\_size)** nhận tham số đầu vào là board\_size ( kích thước chiều ngang và dọc của bàn cờ ), từ đó tạo ra mảng 2 chiều với tất cả các ô trống khởi tạo ban đầu đều được gán bằng 0. Hàm print\_board(self) để in ra bàn cờ, trong đó có dòng lệnh ‘os.system('cls' if os.name == 'nt' else 'clear')‘ dùng để xóa bàn cờ sau mỗi lượt đánh để in ra bàn cờ mới

**1.3.2 Cài đặt thuật toán kiểm tra nước đi và tạo nước đi**

|  |
| --- |
| def is\_valid\_move(self, row, col):              return self.board[row, col] == 0     def make\_move(self,row,col,player):              if self.is\_valid\_move(row,col):                  self.board[row, col] = player                  return True              return False |

Ở phương thức **is\_valid\_move (self, row, col)** kiểm tra xem nước đi có hợp lệ không ( ô đó phải có giá trị bằng 0, tức ô trống )

Ở phương thức **make\_move (self,row,col,player)** để thực hiện nước đi của người chơi, nếu hợp lệ trả vè True, ngược lại trả về False.

**1.3.3 Thuật toán kiểm tra kết quả**

|  |
| --- |
| def has\_won(self, player):              directions = [(1,0), (0,1), (1,1), (1,-1)]              for row in range(self.board\_size):                  for col in range(self.board\_size):                      if self.board[row,col] == player:                          for direction in directions:                              count = 1                              for step in range(1,4):                                  new\_row = row + direction[0] \* step                                  new\_col = col + direction[1] \* step                                  if 0 <= new\_row < self.board\_size and 0 <= new\_col < self.board\_size and self.board[new\_row, new\_col] == player:                                      count += 1                                  else:                                      break                              if count == 4:                                  return True              return False     def is\_draw(self):              return not np.any(self.board == 0) |

Với phương thức **has\_won(self, player)** để kiểm tra người chơi có thắng hay không bằng cách kiểm tra các dãy 4 ô liên tiếp theo các hướng: dọc, ngang hoặc chéo. Phương thức này sẽ lặp qua từng ô trong bảng, nếu ô đó thuộc về người chơi thì kiểm tra 4 ô liên tiếp theo từng hướng, nếu 4 ô liên tiếp thuộc cùng nước giống nhau thì trả về **True**, ngược lại thì trả về **False**

Với phương thức **is\_draw(self)** để kiểm tra xem trên bàn cờ còn ô nào trống không, nếu không còn ô nào trống thì trả về kết quả là hòa.

**1.3.4 Thuật toán tìm kiếm, đưa ra nước đi cho máy tính**

|  |
| --- |
| def alpha\_beta\_search(self, depth, alpha, beta, maximizing\_player):          if self.problem.has\_won(1):              return -10          if self.problem.has\_won(2):              return 10          if self.problem.is\_draw() or depth == 0:              return 0            if maximizing\_player:              max\_eval = -float('inf')              for row in range(self.problem.board\_size):                  for col in range(self.problem.board\_size):                      if self.problem.is\_valid\_move(row, col):                              self.problem.board[row,col] = 2                              eval = self.alpha\_beta\_search(depth - 1, alpha, beta, False)                              self.problem.board[row, col] = 0                              max\_eval = max(max\_eval,eval)                              alpha = max(alpha, eval)                              if beta <= alpha:                                  break              return max\_eval          else:              min\_eval = float('inf')              for row in range(self.problem.board\_size):                  for col in range(self.problem.board\_size):                      if self.problem.is\_valid\_move(row, col):                          self.problem.board[row, col] = 1                          eval = self.alpha\_beta\_search(depth-1,alpha, beta, True)                          self.problem.board[row, col] = 0                          min\_eval = min(min\_eval, eval)                          beta = min (beta, eval)                          if beta <= alpha:                              break              return min\_eval |

Hàm **def alpha\_beta\_search(self, depth, alpha, beta, maximizing\_player)** là thuật toán tìm kiếm cho máy tính,trong đó có các tham số

depth: Độ sâu hiện tại của thuật toán tìm kiếm.

**alpha**: Giá trị alpha trong thuật toán alpha-beta.

**beta**: Giá trị beta trong thuật toán alpha-beta.

**maximizing\_player**: Biến boolean xác định lượt của người chơi (người chơi tối ưu hóa giá trị hay không).

Điều kiện kết thúc:

Nếu người chơi 1 thắng, trả về -10. Nếu người chơi 2 thắng, trả về 10. Nếu hòa hoặc độ sâu bằng 0, trả về 0. Trường hợp người chơi tối đa hóa giá trị: Khởi tạo giá trị max\_eval là âm vô cực. Lặp qua các ô trên bảng trò chơi. Nếu nước đi hợp lệ, thực hiện nước đi cho người chơi 2, gọi đệ quy alpha\_beta\_search với độ sâu giảm 1, sau đó hủy nước đi. Cập nhật max\_eval và giá trị alpha. Kiểm tra điều kiện cắt tỉa alpha-beta.

Trường hợp người chơi tối thiểu hóa giá trị: Khởi tạo giá trị min\_eval là dương vô cực. Lặp qua các ô trên bảng trò chơi. Nếu nước đi hợp lệ, thực hiện nước đi cho người chơi 1, gọi đệ quy alpha\_beta\_search với độ sâu giảm 1, sau đó hủy nước đi. Cập nhật min\_eval và giá trị beta.

|  |
| --- |
| def get\_best\_move(self):          best\_val = -float('inf')          best\_move = (-1,-1)          for row in range(self.problem.board\_size):              for col in range(self.problem.board\_size):                  if self.problem.is\_valid\_move(row,col):                      self.problem.board[row, col] = 2                      move\_val = self.alpha\_beta\_search(self.search\_depth, -float('inf'), -float('inf'), False)                      self.problem.board[row, col] = 0                      if move\_val > best\_val:                          best\_move = (row, col)  best\_val = move\_val  return best\_move |

Hàm **get\_best\_move:** Tìm kiếm nước đi tốt nhất cho người chơi 2 (người chơi tối đa hóa giá trị). Khởi tạo best\_val là âm vô cực và best\_move là một tuple (-1, -1). Lặp qua các ô trên bảng trò chơi. Nếu nước đi hợp lệ, thực hiện nước đi cho người chơi 2, gọi phương thức alpha\_beta\_search với độ sâu tìm kiếm, sau đó hủy nước đi. Cập nhật nước đi tốt nhất và giá trị tốt nhất nếu giá trị trả về lớn hơn best\_val. Trả về nước đi tốt nhất.

1. **Câu 2: N-Queens with CNFs**
   1. **Giới thiệu**

Bài toán N-Queens là một bài toán quen thuộc trong lĩnh vực Trí Tuệ Nhân Tạo, nơi mà mục tiêu chính là đặt N quân hậu trên một bàn cờ kích thước N x N sao cho không có hai quân hậu nào ăn được nhau.

Mục tiêu chính của bài toán là tìm ra một cách sắp xếp hợp lý của các quân hậu trên bàn cờ sao cho không có hai quân hậu nào ăn được nhau. Để đạt được mục tiêu này, chúng ta cần phải mô hình hóa vấn đề thành các biến logic và ràng buộc logic phù hợp.

* 1. **Mô hình hóa vấn đề**
     1. **Biến Logic cho mỗi ô trên bàn cờ**

Trong bài toán N-Queens, mỗi ô trên bàn cờ sẽ được gán một biến logic để biểu diễn trạng thái của ô đó, tức là có quân hậu ở ô đó hay không. Biến logic này có thể mang hai giá trị:

***True***: Nếu ô đó có quân hậu.

***False***: Nếu ô đó không có quân hậu.

Để thực hiện việc gán biến logic cho mỗi ô trên bàn cờ, chúng ta sẽ sử dụng một ma trận có kích thước N x N, trong đó mỗi phần tử sẽ là một biến logic. Cụ thể:

Biến logic tại vị trí (i, j) trong ma trận sẽ biểu diễn ô trên hàng i và cột j trên bàn cờ.

Biến logic này sẽ được ký hiệu là Xij​, trong đó i và j là chỉ số hàng và cột tương ứng.

Ví dụ: Trong một bàn cờ có kích thước 4x4, biến logic cho ô trên hàng thứ 2 và cột thứ 3 sẽ được ký hiệu là X23​.

Qua việc gán biến logic cho mỗi ô trên bàn cờ, chúng ta có thể mô hình hóa trạng thái của bàn cờ và sử dụng các ràng buộc logic để giải quyết bài toán N-Queens.

* + 1. **Ràng buộc giữa các ô trên bàn cờ**

Trong bài toán N-Queens, để đảm bảo rằng không có hai quân hậu nào ăn được nhau trên bàn cờ, chúng ta cần xác định và áp dụng các ràng buộc giữa các ô trên bàn cờ. Cụ thể:

**Ràng buộc cho các Hàng:**

* Mỗi hàng trên bàn cờ phải chứa đúng một quân hậu.
* Điều này có nghĩa là trong mỗi hàng, chỉ có một biến logic mang giá trị True, thể hiện việc có quân hậu ở một ô cụ thể.

**Ràng buộc cho các Cột:**

* Mỗi cột trên bàn cờ cũng phải chứa đúng một quân hậu.
* Tương tự như ràng buộc cho hàng, trong mỗi cột, chỉ có một biến logic mang giá trị True.

**Ràng buộc cho các Đường Chéo:**

* Không có hai quân hậu nào được phép nằm trên cùng một đường chéo.
* Để kiểm tra điều này, chúng ta sẽ xác định các đường chéo chính và phụ trên bàn cờ và áp dụng ràng buộc tương ứng.
  + 1. **Biểu diễn các ràng buộc thành CNFs**

Trong bài toán N-Queens, sau khi đã thiết lập ràng buộc giữa các ô trên bàn cờ, chúng ta cần biểu diễn các ràng buộc này dưới dạng Conjunctive Normal Form (CNF). Dưới đây là một ví dụ cụ thể về quá trình biểu diễn một ràng buộc đơn giản thành dạng CNF.

Ví dụ: Giả sử chúng ta có bàn cờ kích thước 4x4. Chúng ta muốn biểu diễn ràng buộc: "Ô 1 có quân hậu nếu và chỉ nếu các ô 2, 3, 4 không có quân hậu."

Biểu diễn mệnh đề ban đầu: Mệnh đề ban đầu có dạng:

1↔¬2∧¬3∧¬41↔¬2∧¬3∧¬4.

Chuyển đổi thành CNFs: Bước đầu tiên là chuyển biểu thức về dạng chỉ sử dụng phép tuyển (OR) và phủ định (NOT). Áp dụng quy tắc De Morgan, ta có:

¬(𝐴∧𝐵)≡¬𝐴∨¬𝐵¬(A∧B)≡¬A∨¬B

¬(𝐴∨𝐵)≡¬𝐴∧¬𝐵¬(A∨B)≡¬A∧¬B

Áp dụng quy tắc này cho mệnh đề ban đầu, ta có:

(1∨2∨3∨4)(1∨2∨3∨4)

(¬1∨¬2)∧(¬1∨¬3)∧(¬1∨¬4)(¬1∨¬2)∧(¬1∨¬3)∧(¬1∨¬4)

Đây là dạng CNF của mệnh đề ban đầu. Quá trình này cho thấy cách chuyển đổi ràng buộc thành dạng CNF, một bước quan trọng để giải quyết bài toán N-Queens bằng các thuật toán giải quyết bài toán SAT.

* 1. **Cài đặt và thực thi**

* + 1. **Khởi tạo biến Logic cho mỗi ô trên bàn cờ**

function initialize\_variables(N):

# Hàm này khởi tạo ma trận biến logic, mỗi ô trên bàn cờ sẽ được gán một biến logic.

# Tạo ma trận N x N với các giá trị ban đầu là 0

# Biến này dùng để đếm số biến logic đã được tạo

# Gán mỗi ô trên bàn cờ một biến logic duy nhất

    return variables

Hàm này nhận đầu vào là một số nguyên N, đại diện cho kích thước của bàn cờ và số lượng quân hậu.

Tạo ra một ma trận có kích thước N x N, trong đó mỗi phần tử ban đầu được gán giá trị là 0.

Biến “**num\_vars”** được sử dụng để đếm số biến logic đã được tạo.

Sử dụng hai vòng lặp for để duyệt qua từng ô trên bàn cờ và gán một biến logic duy nhất cho mỗi ô. Biến logic này được đánh số từ 1 đến N2, với cách gán số từ trái qua phải, từ trên xuống dưới.

[[1, 2, 3, 4],

[5, 6, 7, 8],

[9, 10, 11, 12],

[13, 14, 15, 16]]

Ví dụ, nếu N = 4, ma trận biến logic sẽ có dạng sau:

* + 1. **Tạo ràng buộc**

function generate\_constraints(N, variables):

    clauses = []  # Danh sách các mệnh đề logic (clauses)

    # Ràng buộc: Mỗi hàng phải có ít nhất một quân hậu

     # Ràng buộc: Mỗi cột chỉ có tối đa một quân hậu

  # Ràng buộc: Không có hai quân hậu nào tấn công nhau theo đường chéo

# Quân hậu không thể nằm trên đường chéo xuống phải

      # Quân hậu không thể nằm trên đường chéo lên trái

# Quân hậu không thể nằm trên đường chéo xuống trái

# Quân hậu không thể nằm trên đường chéo lên phải

    return clauses

Hàm này nhận hai đối số: N là kích thước của bàn cờ và “**variables**” là ma trận biến logic đã được khởi tạo trước đó.

Biến “**clauses**” là danh sách các mệnh đề logic, sẽ chứa các ràng buộc giữa các ô trên bàn cờ.

Ràng buộc đầu tiên đảm bảo rằng mỗi hàng trên bàn cờ phải chứa ít nhất một quân hậu. Điều này được biểu diễn bằng cách thêm vào “**clauses”** một mệnh đề cho mỗi hàng, trong đó mỗi mệnh đề chứa các biến logic của các ô trong hàng đó.

Ràng buộc thứ hai đảm bảo rằng mỗi cột trên bàn cờ chỉ có tối đa một quân hậu. Điều này được thực hiện bằng cách thêm vào “**clauses”** các mệnh đề phủ định cho các cặp ô trên cùng một cột.Ràng buộc cuối cùng đảm bảo rằng không có hai quân hậu nào tấn công nhau theo đường chéo. Điều này được thực hiện bằng cách thêm vào **lauses”** các mệnh đề phủ định cho các cặp ô trên cùng một đường chéo.**Giải bài toán N-Queens.**

function solve\_n\_queens(N):

    variables = initialize\_variables(N)  # Khởi tạo biến logic cho bàn cờ

    clauses = generate\_constraints(N, variables)  # Tạo các ràng buộc theo yêu cầu của bài toán

    # Khởi tạo solver Glucose3 để giải bài toán SAT

    # Thêm các mệnh đề vào solver

    # Giải bài toán SAT

    if solver.solve():  # Nếu có giải pháp

        model = solver.get\_model()  # Lấy mô hình giải pháp

        solution = [[0] \* N for \_ in range(N)]  # Tạo ma trận lưu giải pháp

# Nếu ô này có quân hậu (biến logic được gán True)

                    solution[i][j] = 1

        return solution  # Trả về giải pháp

    else:

        return None  # Trả về None nếu không có giải pháp cho bài toán

Hàm này nhận đối số **N**, kích thước của bàn cờ, và sử dụng nó để khởi tạo biến logic và tạo ra các ràng buộc theo yêu cầu của bài toán.

Biến “**solver”** được khởi tạo với solver SAT Glucose3.

Tiếp theo, các mệnh đề logic được thêm vào solver bằng cách sử dụng phương thức “**add\_clause**”.

Solver sau đó giải bài toán SAT để tìm một giải pháp.

Nếu có giải pháp (“**solver.solve()”** trả về True), thì một mô hình giải pháp được lấy ra và biến logic tương ứng với các ô trên bàn cờ được kiểm tra. Nếu một biến logic được gán giá trị True trong mô hình, ô tương ứng trên bàn cờ được đánh dấu là có quân hậu. Kết quả cuối cùng được trả về dưới dạng một ma trận lưu giải pháp.

Nếu không có giải pháp, hàm trả về None.

* + 1. **In kết quả**

function print\_solution(N, solution):

    if solution:

        for row in solution:

            for cell in row:

                if cell == 1:

                    print("Q", end=" ")  # Đánh dấu ô có quân hậu

                else:

                    print(".", end=" ")  # Đánh dấu ô trống

            print()

    else:

        print("Không có đáp án cho bài toán.")  # Thông báo nếu không có giải pháp cho bài toán

Hàm này nhận hai đối số: **N**, kích thước của bàn cờ, và “**solution”**, ma trận biểu diễn giải pháp của bài toán N-Queens.

Nếu “**solution”** khác None, tức là có giải pháp cho bài toán, hàm sẽ lặp qua từng hàng và từng ô trên bàn cờ. Nếu ô đó có quân hậu (biến logic được gán giá trị True trong giải pháp), nó sẽ in ra "Q" để đánh dấu ô đó có quân hậu. Ngược lại, nếu ô đó không có quân hậu (biến logic được gán giá trị False hoặc không có trong giải pháp), nó sẽ in ra "." để đánh dấu ô đó trống.

Nếu “**solution”** là None, tức là không có giải pháp cho bài toán, hàm sẽ in ra thông báo "Không có đáp án cho bài toán."

* + 1. **Hàm main**

function main():

    N = int(input("Nhập số lượng quân hậu (N ≥ 4): "))

    if N < 4:

       # Thông báo nếu đầu vào không hợp lệ

        return

    # Giải bài toán N-Queens

    # In ra kết quả

Đầu tiên, hàm main() yêu cầu người dùng nhập số lượng quân hậu **N** từ bàn phím, đảm bảo rằng **N** phải lớn hơn hoặc bằng 4.

Nếu **N** không thoả mãn điều kiện, chương trình sẽ in ra thông báo "N phải lớn hơn hoặc bằng 4" và kết thúc chương trình.

Nếu **N** hợp lệ, chương trình sẽ gọi hàm “**solve\_n\_queens(N)**” để giải bài toán N-Queens và lưu giải pháp vào biến “**solution**”.

Sau đó, chương trình gọi hàm “**print\_solution(N, solution**)” để in ra kết quả giải pháp trên bàn cờ.

* 1. **Chạy chương trình**
     1. **Trường hợp N < 4**
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* + 1. **Trường hợp N ≥ 4**
* **N = 4**

**![](data:image/png;base64,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)**

* **N = 10**

**![](data:image/png;base64,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)**

1. **Câu 3: Decision Trees**
   1. **Giới thiệu**

Mô hình cây quyết định là một mô hình được sử dụng khá phổ biến và hiệu quả trong cả hai lớp bài toán phân loại và dự báo của học có giám sát. Khác với những thuật toán khác trong học có giám sát, mô hình cây quyết định không tồn tại phương trình dự báo. Mọi việc chúng ta cần thực hiện đó là tìm ra một cây quyết định dự báo tốt trên tập huấn luyện và sử dụng cây quyết định này dự báo trên tập kiểm tra.

* 1. **Mô tả bài toán**

Tính toán thông tin (Entropy), trung bình Entropy (Average Entropy) và lợi ích thông tin (Information Gain) của một thuộc tính điểm cụ thể trong tập dữ liệu.

Cài đặt, huấn luyện và đánh giá mô hình Decision Tree với tập dữ liệu đã cho và trực quan hóa cấu trúc cây quyết định kết quả.

* 1. **Dữ liệu**

Tập dữ liệu được sử dụng là từ tệp CSV 'dt\_data.csv'. Dữ liệu bao gồm các cột sau:

* #: Số thứ tự.
* Thuộc tính: Q1 – Q9 là 9 thuộc tính điểm số
* Rank: Xếp hạng.
  1. **Quy trình phân tích**
     1. **Tiền xử lý dữ liệu**

Đọc dữ liệu từ tệp CSV và lưu vào DataFrame của pandas.

Kiểm tra và xử lý dữ liệu nếu có giá trị thiếu hoặc không hợp lệ.

* + 1. **Tính toán Entropy và Information Gain**

Người dùng được yêu cầu nhập tên của một thuộc tính điểm số.

Tính toán entropy cho thuộc tính này dựa trên công thức Shannon's entropy.

Tính toán entropy trung bình cho thuộc tính bằng cách tính tổng trọng số của từng nhóm dữ liệu.

Tính toán lợi ích thông tin bằng cách lấy sự khác biệt giữa entropy của toàn bộ dữ liệu và entropy trung bình của thuộc tính đã chọn.

* + 1. **Huấn luyện mô hình Decision Tree**

Chia dữ liệu thành features (X) và target variable (y).

Khởi tạo một mô hình Decision Tree Classifier từ scikit-learn.

Sử dụng cross-validation để đánh giá mô hình và in ra điểm số trung bình.

* + 1. **Trực quan hóa cây quyết định**

Huấn luyện mô hình Decision Tree với toàn bộ dữ liệu.

Trực quan hóa cấu trúc cây quyết định kết quả bằng matplotlib.

**THUẬN LỢI VÀ KHÓ KHĂN CỦA ĐỀ TÀI**

1. **Tic-Tac-Toe:**

**Thuận lợi:**

* Dễ triển khai: Tic-Tac-Toe là một trò chơi đơn giản và có thể được triển khai dễ dàng trên nhiều nền tảng khác nhau.
* Tập dữ liệu dễ thu thập: Tập dữ liệu cho Tic-Tac-Toe có thể được tạo ra một cách dễ dàng thông qua việc chơi với máy tính hoặc thu thập từ trò chơi thực tế.

**Khó khăn:**

* Chiến lược chơi phức tạp: Trong một số trường hợp, việc xác định chiến lược chơi tốt nhất cho Tic-Tac-Toe có thể trở nên phức tạp.
* Có thể dễ bị quá khớp: Nếu không kiểm soát cẩn thận, một mô hình học máy có thể dễ dàng quá khớp với dữ liệu huấn luyện và không tổng quát hóa tốt.

1. **N-Queens with CNFs (N-Queens sử dụng CNFs):**

**Thuận lợi:**

* Dễ hiểu về lý thuyết: Bài toán N-Queens là một bài toán cổ điển và có thể được hiểu dễ dàng về mặt lý thuyết.
* Sử dụng CNFs: Sử dụng CNFs để biểu diễn ràng buộc giữa các ô trên bàn cờ có thể giúp giảm bớt độ phức tạp của bài toán.

**Khó khăn:**

* Tính toán phức tạp: Đặc biệt là với các bàn cờ lớn, việc tính toán tất cả các ràng buộc có thể trở nên rất phức tạp và tốn thời gian.
* Có thể không có giải pháp: Trong một số trường hợp, không có giải pháp cho bài toán, đặc biệt là với các bàn cờ lớn.

1. **Decision Trees (Cây quyết định):**

**Thuận lợi:**

* Dễ hiểu và dễ diễn giải: Cây quyết định tạo ra các quy tắc quyết định đơn giản và dễ hiểu, phù hợp cho việc diễn giải cho người dùng không chuyên về học máy.
* Khả năng xử lý dữ liệu không hoàn chỉnh: Cây quyết định có khả năng xử lý các dữ liệu thiếu sót hoặc không đầy đủ mà không cần tiền xử lý nhiều.

**Khó khăn:**

* Dễ bị quá mức phức tạp: Trong một số trường hợp, cây quyết định có thể trở nên quá phức tạp và dễ bị quá mức.
* Dễ bị quá khớp (overfitting): Cây quyết định có thể dễ bị quá khớp với dữ liệu huấn luyện nếu không được kiểm soát cẩn thận.

# BẢNG TỰ ĐÁNH GIÁ MỨC ĐỘ HOÀN THÀNH

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **Yêu cầu** | **Người thực hiện** | **Mức độ hoàn thành** | | | |
| 0% | 25% | 50% | 100% |
| Câu 1:8x8 Tic-Tac-Toe | Nguyễn Cao Phúc Hải |  |  |  | 🗸 |
| Câu 2: N-Queens with CNFs | Thái Gia Bảo  Nguyễn Quế Chi |  |  |  | 🗸 |
| Câu 3: Decision Trees | Vũ Tuấn Anh |  |  |  | 🗸 |
| Viết báo cáo |  |  |  |  | 🗸 |
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