# 一、剑指offer

2019/10/1

## 1、二维数组中的查找

在一个二维数组中（每个一维数组的长度相同），每一行都按照从左到右递增的顺序排序，每一列都按照从上到下递增的顺序排序。请完成一个函数，输入这样的一个二维数组和一个整数，判断数组中是否含有该整数。

### （1）首答：左上角开始遍历

public class Solution {

public boolean Find(int target, int [][] array) {

if(array == null || array.length == 0 ||(array.length == 1 && array[0].length == 0)) return false;

int row = array.length;

int col = array[0].length;

boolean found = false;

for(int i=0; i<row && found != true; i++){

if(array[i][0] <= target){

for(int j=0; j<col; j++){

if(array[i][j] == target){

found = true;

break;

}

if(array[i][j] > target) break;

}

}

else{

break;

}

}

return found;

}

}

运行时间：134ms

占用内存：16796k

时间复杂度：

空间复杂度：

### （2）思路二：左下角开始遍历

最佳答案：没有之一。思路：首先我们选择从左下角开始搜寻，(为什么不从左上角开始搜寻，左上角向右和向下都是递增，那么对于一个点，对于向右和向下会产生一个岔路；如果我们选择从左下脚开始搜寻的话，如果大于就向右，如果小于就向下)。

public class Solution {

    public boolean Find(int [][] array,int target) {

int len = array.length-1;

        int i = 0;

        while((len >= 0)&& (i < array[0].length)){

            if(array[len][i] > target){

                len--;

            }else if(array[len][i] < target){

                i++;

            }else{

                return true;

            }

        }

        return false;

    }

}

运行时间：143ms

占用内存：17424k

时间复杂度：

空间复杂度：

## 2、字符串替换空格

请实现一个函数，将一个字符串中的每个空格替换成“%20”。例如，当字符串为We Are Happy.则经过替换之后的字符串为We%20Are%20Happy。

### （1）首答：从前往后遍历，好写但是效率低

public class Solution {

public String replaceSpace(StringBuffer str) {

int n = str.length();

for(int i=0; i<n; i++){

if(str.charAt(i) == ' '){

str.setCharAt(i, '%');

str.insert(i+1, 20);

i += 2;

n += 2;

}

}

return str.toString();

}

}

运行时间：19ms

占用内存：9308k

时间复杂度：

空间复杂度：

### （2）优化：从后往前遍历

小白：没看出来从后往前处理的方式有何用，跟前到后有啥区别？

小黑：从后往前，每个空格后面的字符只需要移动一次。从前往后，当遇到第一个空格时，要移动第一个空格后所有的字符一次；当遇到第二个空格时，要移动第二个空格后所有的字符一次；以此类推。所以总的移动次数会更多。

public class Solution {

public String replaceSpace(StringBuffer str) {

int n = str.length();

for(int i=n-1; i>=0; i--){

if(str.charAt(i) == ' '){

str.setCharAt(i, '%');

str.insert(i+1, 20);

}

}

return str.toString();

}

}

运行时间：18ms

占用内存：9676k

时间复杂度：

空间复杂度：

## 3、反转链表

### （1）递归

class Solution {

public ListNode reverseList(ListNode head) {

if(head == null || head.next == null) return head;

ListNode p = reverseList(head.next);

head.next.next = head;

head.next = null;

return p;

}

}

时间复杂度：

空间复杂度：

### （2）非递归

class Solution {

public ListNode reverseList(ListNode head) {

if(head == null) return head;

ListNode pre = null;

ListNode next = null;

while(head != null){

next = head.next;

head.next = pre;

pre = head;

head = next;

}

return pre;

}

}

时间复杂度：

空间复杂度：

## 4、从尾到头打印链表

输入一个链表，按链表从尾到头的顺序返回一个ArrayList。

### （1）首答：先反转链表，再遍历

import java.util.ArrayList;

public class Solution {

public ArrayList<Integer> printListFromTailToHead(ListNode listNode) {

ArrayList<Integer> list = new ArrayList<Integer>();

ListNode root = reverseList(listNode);

if(root == null) return list;

while(root != null){

list.add(root.val);

root = root.next;

}

return list;

}

public ListNode reverseList(ListNode head){

if(head == null || head.next == null) return head;

ListNode p = reverseList(head.next);

head.next.next = head;

head.next = null;

return p;

}

}

运行时间：18ms

占用内存：9452k

时间复杂度：，虽然需要遍历两遍，但复杂度不随n变化，仍为

空间复杂度：

### （2）优化：直接一次递归

这个直接递归需要在方法外定义一个ArrayList，这是一次遍历的关键，如果在方法内定义反而不好用递归，因为会涉及到递归定义的情况。

import java.util.ArrayList;

public class Solution {

ArrayList<Integer> arrayList = new ArrayList<Integer>();

public ArrayList<Integer> printListFromTailToHead(ListNode listNode) {

if(listNode != null){

printListFromTailToHead(listNode.next);

arrayList.add(listNode.val);

}

return arrayList;

}

}

运行时间：18ms

占用内存：9392k

时间复杂度：，比起上个方法的优势在于只需遍历一遍。

空间复杂度：

### （3）利用栈实现反向

很容易想到可以用栈来实现反向打印，但是由于这种方式同样会进行两次遍历，但是占用的内存资源更多，所以是三种方式中最差的。

import java.util.ArrayList;

import java.util.Stack;

public class Solution {

public ArrayList<Integer> printListFromTailToHead(ListNode listNode) {

ArrayList<Integer> arrayList = new ArrayList<Integer>();

if(listNode == null) return arrayList;

Stack<Integer> s = new Stack<Integer>();

while(listNode != null){

s.push(listNode.val);

listNode = listNode.next;

}

while(s.empty() != true){

arrayList.add(s.pop());

}

return arrayList;

}

}

运行时间：20ms

占用内存：9272k

时间复杂度：，比起上个方法的优势在于只需遍历一遍。

空间复杂度：

## 5、最小的k个数（topN问题）

2019/10/6 Special day!

输入n个整数，找出其中最小的K个数。例如输入4,5,1,6,2,7,3,8这8个数字，则最小的4个数字是1,2,3,4,。

### （1）法一：快速排序

可以将这n个数排序，最终得到排序后的前k个数即为所求 。

//法一：快速排序法

import java.util.ArrayList;

public class Solution {

public ArrayList<Integer> GetLeastNumbers\_Solution(int [] input, int k) {

int length = input.length;

ArrayList<Integer> list = new ArrayList<Integer>();

if(input == null || length == 0 || k > length) return list;

quickSort(input, 0, length-1);

for(int i=0; i<k; i++){

list.add(input[i]);

}

return list;

}

public void quickSort(int[] array, int start, int end){

if(start < end){

int key = array[start];

int i = start;

for(int j=start+1; j<=end; j++){

if(array[j] < key){

swap(array, j, ++i);

}

}

array[start] = array[i];

array[i] = key;

quickSort(array, start, i-1);

quickSort(array, i+1, end);

}

}

public void swap(int[] A, int a, int b){

if(a != b){

A[a] ^= A[b];

A[b] ^= A[a];

A[a] ^= A[b];

}

}

}

运行时间：21ms

占用内存：9692k

时间复杂度：

空间复杂度：

### （2）法二：利用patition函数

我们可以利用快速排序的思路解决这个问题。如果基于数组的第K个数字来调整，则使得比第K个数字小的所有数字 都位于数组的左边，比第K个数字大的都位于数组的右边。这样调整后，位于数组中左边K个数字就是最小的k个数字（这k个数字不一定是排序的）。这个思路的时间复杂度是O(n)，但是需要修改输入的数组。

//法二：使用Patition函数

import java.util.ArrayList;

public class Solution {

public ArrayList<Integer> GetLeastNumbers\_Solution(int [] input, int k) {

int length = input.length;

ArrayList<Integer> list = new ArrayList<Integer>();

if(input == null || length == 0 || k > length) return list;

int start = 0;

int end = length - 1;

int index = patition(input, start, end);

while(index != k-1){

if(index > k-1){

end = index - 1;

index = patition(input, start, end);

}

else{

start = index + 1;

index = patition(input, start, end);

}

}

for(int i=0; i<k; i++){

list.add(input[i]);

}

return list;

}

public int patition(int[] array, int start, int end){

int pivot = array[start];

while(start < end){

while(start < end && array[end] >= pivot){

--end;

}

swap(array, start, end);

while(start < end && array[start] <= pivot){

++start;

}

swap(array, start, end);

}

return start;

}

public void swap(int[] A, int a, int b){

if(a != b){

A[a] ^= A[b];

A[b] ^= A[a];

A[a] ^= A[b];

}

}

}

时间复杂度：

空间复杂度：

### （3）法三：建大顶堆

使用大小为k的容器，将数组前k个数先存放进去，然后遍历数组中的数和每次容器中的最大值比较，如果数组中的值小，则替换容器中的最大值   
\*   
\* 容器可以是最大堆，可以是ArrayList,也可以是红黑树   
\*   
\*/

详细思路：

我们可以先创建一个大小为k的数据容器来存储最小的k个数字，接下来每次从输入的n个整数中读入一个数。如果容器中已有的数字少于k个，则直接把这次读入的整数放入到容器中；如果容器中已经有k个数字了，此时需要替换已有的数字。找出这已有的k个数字中的最大值，然后拿这次待插入的整数和最大值进行比较，如果比当前的最大值小，则替换已有的最大值；如果大的话，可以抛弃这个整数。我们可以使用最大堆（堆排序），也可以使用红黑树来完成这个容器的创建。

这种思路的时间复杂度是O(nlogk)。这种解法虽然慢一些，但是有两个明显的优点：（1）没有修改输入的数据（2）该算法非常适合海量数据的输入。

关于海量数据处理

假设题目要求是从海量的数据中造出最小的k个数字，由于内存的大小是有限的，有可能不能把这些海量数据一次性全部载入内存。这个时候，我们可以从辅助存储空间（如硬盘）中每次读入一个数字，根据最小的k个数，判断这些数据是不是需要放入容器中，这种思路只要求内存能容下k个数即可。因此，它最适合的情形是n很大并且k较小的问题。

//法三：建大顶堆

import java.util.ArrayList;

public class Solution {

public ArrayList<Integer> GetLeastNumbers\_Solution(int [] input, int k) {

int length = input.length;

ArrayList<Integer> list = new ArrayList<Integer>();

if(input == null || length == 0 || k > length) return list;

buildMaxHeap(input, k);

for(int j=k; j<length; j++){

int maxValue = input[0];

if(input[j] < maxValue){

swap(input, j, 0);

heapAdjust(input, 0, k);

}

}

for(int i=0; i<k; i++){

list.add(input[i]);

}

return list;

}

public void buildMaxHeap(int[] array, int heapSize){

for(int i = (heapSize - 2) >> 1; i>=0; i--){

heapAdjust(array, i, heapSize);

}

}

public void heapAdjust(int[] array, int i, int heapSize){

int left = 2 \* i + 1;

int right = 2 \* i + 2;

int largest = i;

if(left < heapSize && array[left] > array[largest]){

largest = left;

}

if(right < heapSize && array[right] > array[largest]){

largest = right;

}

if(largest != i){

swap(array, i, largest);

heapAdjust(array, largest, heapSize);

}

}

public void swap(int[] A, int a, int b){

if(a != b){

A[a] ^= A[b];

A[b] ^= A[a];

A[a] ^= A[b];

}

}

}

运行时间：24ms

占用内存：9536k

时间复杂度：

空间复杂度：

## 6、求1+2+3+…+n

求1+2+3+...+n，要求不能使用乘除法、for、while、if、else、switch、case等关键字及条件判断语句（A?B:C）。

### （1）法一：短路求值定理

解题思路：

1.需利用逻辑与的短路特性实现递归终止。 2.当n==0时，(n>0)&&((sum+=Sum\_Solution(n-1))>0)只执行前面的判断，为false，然后直接返回0；

3.当n>0时，执行sum+=Sum\_Solution(n-1)，实现递归计算Sum\_Solution(n)。

public class Solution {

public int Sum\_Solution(int n) {

int ans = n;

boolean t = ((ans!=0) && ((ans += Sum\_Solution(n-1))!=0));

return ans;

}

}

运行时间：14ms

占用内存：9304k

时间复杂度：

空间复杂度：

### （2）法二：利用sizeof（）函数

用公式是不可以的，公式里有乘法！！实现乘法可以用sizeof多维数组，两行代码就可以

class Solution {

public:

int Sum\_Solution(int n) {

bool a[n][n+1];

return sizeof(a)>>1;

}

};

时间复杂度：

空间复杂度：

## 7、滑动窗口最大值

2019/10/8

给定一个数组和滑动窗口的大小，找出所有滑动窗口里数值的最大值。例如，如果输入数组{2,3,4,2,6,2,5,1}及滑动窗口的大小3，那么一共存在6个滑动窗口，他们的最大值分别为{4,4,6,6,6,5}； 针对数组{2,3,4,2,6,2,5,1}的滑动窗口有以下6个： {[2,3,4],2,6,2,5,1}， {2,[3,4,2],6,2,5,1}， {2,3,[4,2,6],2,5,1}， {2,3,4,[2,6,2],5,1}， {2,3,4,2,[6,2,5],1}， {2,3,4,2,6,[2,5,1]}。

### （1）法一：用数组实现

import java.util.ArrayList;

public class Solution {

public ArrayList<Integer> maxInWindows(int [] num, int size)

{

int length = num.length;

ArrayList<Integer> list = new ArrayList<Integer>();

if(num == null || size > length || size <= 0){

return list;

}

int[] result = new int[2];

result = findMax(num, 0, size-1);

list.add(result[0]);

for(int j=1; j+size-1 < length; j++){

if(num[j+size-1] > result[0]){

result[0] = num[j+size-1];

result[1] = j+size-1;

}

else if(result[1] < j){

result = findMax(num, j, j+size-1);

}

list.add(result[0]);

}

return list;

}

public int[] findMax(int[] array, int start, int end){

int[] arr = new int[2];

int maxValue = array[start];

int maxIndex = start;

for(int i=start+1; i<=end; i++){

if(array[i] > maxValue){

maxValue = array[i];

maxIndex = i;

}

}

arr[0] = maxValue;

arr[1] = maxIndex;

return arr;

}

}

运行时间：17ms

占用内存：9252k

时间复杂度：

空间复杂度：

### （2）法二：用双端队列

注意点：

双端队列里保存的是下标，begin > q.peekFirst()是为了判断滑动一次后，是不是把最大值划出去了。

begin是用于保存当前窗口的第一个值在原始数组中的【下标】，这样写的目的是为了少写一些判断边界条件的代码。

import java.util.\*;

/\*\*

用一个双端队列，队列第一个位置保存当前窗口的最大值，当窗口滑动一次

1.判断当前最大值是否过期

2.新增加的值从队尾开始比较，把所有比他小的值丢掉

\*/

public class Solution {

public ArrayList<Integer> maxInWindows(int [] num, int size)

{

ArrayList<Integer> res = new ArrayList<>();

if(size == 0) return res;

int begin;

ArrayDeque<Integer> q = new ArrayDeque<>();

for(int i = 0; i < num.length; i++){

begin = i - size + 1;

if(q.isEmpty())

q.add(i);

else if(begin > q.peekFirst())

q.pollFirst();

while((!q.isEmpty()) && num[q.peekLast()] <= num[i])

q.pollLast();

q.add(i);

if(begin >= 0)

res.add(num[q.peekFirst()]);

}

return res;

}

}

运行时间：19ms

占用内存：9224k

时间复杂度：

空间复杂度：

## 8、数据流中的中位数

2019/10/8

如何得到一个数据流中的中位数？如果从数据流中读出奇数个数值，那么中位数就是所有数值排序之后位于中间的数值。如果从数据流中读出偶数个数值，那么中位数就是所有数值排序之后中间两个数的平均值。我们使用Insert()方法读取数据流，使用GetMedian()方法获取当前读取数据的中位数。

### （1）法一：PriorityQueue来设置一个小顶堆和大顶堆

解题思路就是用两个堆，一个大顶堆，一个小顶堆来过滤数据。

**解题思路**

* 先用java集合PriorityQueue来设置一个小顶堆和大顶堆
* 主要的思想是：因为要求的是中位数，那么这两个堆，**大顶堆用来存较小的数，从大到小排列**；
* *小顶堆存较大的数，从小到大的顺序排序\**，显然中位数就是大顶堆的根节点与小顶堆的根节点和的平均数。
* ⭐保证：小顶堆中的元素都大于等于大顶堆中的元素，所以每次塞值，并不是直接塞进去，而是从另一个堆中poll出一个最大（最小）的塞值
* ⭐当数目为偶数的时候，将这个值插入大顶堆中，再将大顶堆中根节点（即最大值）插入到小顶堆中；
* ⭐当数目为奇数的时候，将这个值插入小顶堆中，再讲小顶堆中根节点（即最小值）插入到大顶堆中；
* ⭐取中位数的时候，如果当前个数为偶数，显然是取小顶堆和大顶堆根结点的平均值；如果当前个数为奇数，显然是取小顶堆的根节点

理解了上面所述的主体思想，下面举个例子辅助验证一下。

例如，传入的数据为：[5,2,3,4,1,6,7,0,8],那么按照要求，输出是"5.00 3.50 3.00 3.50 3.00 3.50 4.00 3.50 4.00 "

那么整个程序的执行流程应该是（用min表示小顶堆，max表示大顶堆）：

* 5先进入大顶堆，然后将大顶堆中最大值放入小顶堆中，此时min=[5],max=[无]，avg=[5.00]
* 2先进入小顶堆，然后将小顶堆中最小值放入大顶堆中，此时min=[5],max=[2],avg=[(5+2)/2]=[3.50]
* 3先进入大顶堆，然后将大顶堆中最大值放入小顶堆中，此时min=[3,5],max=[2],avg=[3.00]
* 4先进入小顶堆，然后将小顶堆中最小值放入大顶堆中，此时min=[4,5],max=[3,2],avg=[(4+3)/2]=[3.50]
* 1先进入大顶堆，然后将大顶堆中最大值放入小顶堆中，此时min=[3,4,5],max=[2,1]，avg=[3/00]
* 6先进入小顶堆，然后将小顶堆中最小值放入大顶堆中，此时min=[4,5,6],max=[3,2,1],avg=[(4+3)/2]=[3.50]
* 7先进入大顶堆，然后将大顶堆中最大值放入小顶堆中，此时min=[4,5,6,7],max=[3,2,1],avg=[4]=[4.00]
* 0先进入小顶堆，然后将小顶堆中最大值放入小顶堆中，此时min=[4,5,6,7],max=[3,2,1,0],avg=[(4+3)/2]=[3.50]
* 8先进入大顶堆，然后将大顶堆中最小值放入大顶堆中，此时min=[4,5,6,7,8],max=[3,2,1,0],avg=[4.00]

import java.util.PriorityQueue;

import java.util.Comparator;

public class Solution {

//小顶堆

private PriorityQueue<Integer> minHeap = new PriorityQueue<Integer>();

//大顶堆

private PriorityQueue<Integer> maxHeap = new PriorityQueue<Integer>(15, new Comparator<Integer>(){

@Override

public int compare(Integer o1, Integer o2){

return o2 - o1;

}

});

//记录偶数个还是奇数个

int count = 0;

//每次插入小顶堆的是当前大顶堆中最大的数

//每次插入大顶堆的是当前小顶堆中最小的数

//这样保证小顶堆中的数永远大于等于大顶堆中的数

//中位数就可以方便地从两者的根结点中获取了

public void Insert(Integer num) {

//总记录数为偶数的话，则先插入到大顶堆，然后将大顶堆中最大的数插入到小顶堆中

if(count % 2 == 0){

maxHeap.offer(num);

int max = maxHeap.poll();

minHeap.offer(max);

}

//总记录数为奇数的话，则先插入到小顶堆，然后将小顶堆中最小的数插入到大顶堆中

else{

minHeap.offer(num);

int min = minHeap.poll();

maxHeap.offer(min);

}

count++;

}

public Double GetMedian() {

//当前为偶数个，则取小顶堆和大顶堆的堆顶元素求平均

if(count % 2 == 0){

return new Double(minHeap.peek() + maxHeap.peek())/2;

}else{

//当前为奇数个，则直接从小顶堆中取元素即可

return new Double(minHeap.peek());

}

}

}

运行时间：22ms

占用内存：9668k

时间复杂度：

空间复杂度：

Q&A

为什么奇偶的时候要分别插入到大小顶堆中进行过滤？只插入到某一个顶堆中过滤不可以吗？  
只插入到一个顶堆中的话，如果快速地拿到中位数呢？因为输入长度也不确定，插入到顶堆再去遍历的话复杂度又高；这个方法的巧妙在于用了PriorityQueue，本质上是一个优先队列，可以分为最大优先队列和最小优先队列（这里就相当于排序了的大顶堆或小顶堆），优先队列的一个最大特性就是，当插入元素或者删除元素的时候，队列会自动进行调整，保证队首元素一定是优先权最大/最小。这个解法，保证最大优先队列取出的值是按照从大到小顺序排列，最小优先队列反之，那么我求中位数的时候，就特别简单了，偶数的时候直接取两个队列的头元素再一平均就好了，奇数的时候从其中一个队列中取头元素就好了。不知道有没有说清楚

## 9、连续子数组的最大和

2019/10/8

HZ偶尔会拿些专业问题来忽悠那些非计算机专业的同学。今天测试组开完会后,他又发话了:在古老的一维模式识别中,常常需要计算连续子向量的最大和,当向量全为正数的时候,问题很好解决。但是,如果向量中包含负数,是否应该包含某个负数,并期望旁边的正数会弥补它呢？例如:{6,-3,-2,7,-15,1,2,2},连续子向量的最大和为8(从第0个开始,到第3个为止)。给一个数组，返回它的最大连续子序列的和，你会不会被他忽悠住？(子向量的长度至少是1)。

### （1）思路一：分治法

解题思路：该题即求连续子段的最大和，采用分治法。

详见《算法分析与设计学习笔记》分治法一节。

public class Solution {

public int FindGreatestSumOfSubArray(int[] array) {

if(array == null || array.length == 0) return 0;

int length = array.length;

return maxSum(array, 0, length-1);

}

public int maxSum(int[] array, int left, int right){

if(left == right){

return array[left];

}

int mid = (left + right) / 2;

int sumLeft = maxSum(array, left, mid);

int sumRight = maxSum(array, mid+1, right);

int s1 = array[mid], lefts = array[mid];

for(int i=mid-1; i>=left; i--){

lefts += array[i];

if(lefts > s1){

s1 = lefts;

}

}

int s2 = array[mid+1], rights = array[mid+1];

for(int j=mid+2; j<=right; j++){

rights += array[j];

if(rights > s2){

s2 = rights;

}

}

int sum = s1 + s2;

if(sumLeft > sum){

sum = sumLeft;

}

if(sumRight > sum){

sum = sumRight;

}

return sum;

}

}

运行时间：13ms

占用内存：9360k

时间复杂度：

空间复杂度：

### （2）思路二：动态规划法

使用动态规划

F（i）：以array[i]为末尾元素的子数组的和的最大值，子数组的元素的相对位置不变

F（i）=max（F（i-1）+array[i] ， array[i]）

res：所有子数组的和的最大值

res=max（res，F（i））

如数组[6, -3, -2, 7, -15, 1, 2, 2]

初始状态：

    F（0）=6

    res=6

i=1：

    F（1）=max（F（0）-3，-3）=max（6-3，3）=3

    res=max（F（1），res）=max（3，6）=6

i=2：

    F（2）=max（F（1）-2，-2）=max（3-2，-2）=1

    res=max（F（2），res）=max（1，6）=6

i=3：

    F（3）=max（F（2）+7，7）=max（1+7，7）=8

    res=max（F（2），res）=max（8，6）=8

i=4：

    F（4）=max（F（3）-15，-15）=max（8-15，-15）=-7

    res=max（F（4），res）=max（-7，8）=8

以此类推

最终res的值为8

推导思路：

dp[i]表示以元素array[i]结尾的最大连续子数组和.

以[-2,-3,4,-1,-2,1,5,-3]为例

可以发现,

dp[0] = -2

dp[1] = -3

dp[2] = 4

dp[3] = 3

以此类推,会发现

dp[i] = max{dp[i-1]+array[i],array[i]}.

public class Solution {

public int FindGreatestSumOfSubArray(int[] array) {

int max = array[0]; //以array[i]为末尾元素的子数组的和的最大值

int res = array[0]; //当前所有子数组的和的最大值

for(int i=1; i<array.length; i++){

max = Math.max(max + array[i], array[i]);

res = Math.max(res, max);

}

return res;

}

}

运行时间：15ms

占用内存：9412k

时间复杂度：

空间复杂度：

## 10、重建二叉树

/\*\*

\* Definition for binary tree

\* struct TreeNode {

\* int val;

\* TreeNode \*left;

\* TreeNode \*right;

\* TreeNode(int x) : val(x), left(NULL), right(NULL) {}

\* };

\*/

class Solution {

public:

TreeNode\* reConstructBinaryTree(vector<int> pre, vector<int> vin) {

int inLen = vin.size();

if (inLen == 0) {

return NULL;

}

vector<int> left\_pre, right\_pre, left\_in, right\_in;

//创建根结点，根结点肯定是前序遍历的第一个数

TreeNode \*head = new TreeNode(pre[0]);

//找到中序遍历根结点所在位置，存放于变量gen中

int gen = 0;

for (int i = 0; i<inLen; i++) {

if (vin[i] == pre[0]) {

gen = i;

break;

}

}

//对于中序遍历，根结点左边的结点位于根结点左边，根结点右边的结点位于根结点右边

//利用上述这点，对二叉树结点进行归并

for (int i = 0; i<gen; i++) {

left\_pre.push\_back(pre[i + 1]); //前序第一个为根结点

left\_in.push\_back(vin[i]);

}

for (int i = gen + 1; i<inLen; i++) {

right\_in.push\_back(vin[i]);

right\_pre.push\_back(pre[i]);

}

//递归取出前序和中序遍历根结点左边和右边的子树

head->left = reConstructBinaryTree(left\_pre, left\_in);

head->right = reConstructBinaryTree(right\_pre, right\_in);

return head;

}

};

运行时间：5ms

占用内存：480k

时间复杂度：

空间复杂度：

## 11、用两个栈实现队列

用两个栈来实现一个队列，完成队列的Push和Pop操作。 队列中的元素为int类型。

class Solution

{

public:

void push(int node) {

while(!stack2.empty()){

stack1.push(stack2.top());

stack2.pop();

}

stack1.push(node);

}

int pop() {

while(!stack1.empty()){

stack2.push(stack1.top());

stack1.pop();

}

int temp = stack2.top();

stack2.pop();

return temp;

}

private:

stack<int> stack1;

stack<int> stack2;

};

运行时间：3ms

占用内存：476k

时间复杂度：

空间复杂度：

## 12、旋转数组的最小数字

把一个数组最开始的若干个元素搬到数组的末尾，我们称之为数组的旋转。  
输入一个非递减排序的数组的一个旋转，输出旋转数组的最小元素。  
例如数组{3,4,5,1,2}为{1,2,3,4,5}的一个旋转，该数组的最小值为1。  
NOTE：给出的所有元素都大于0，若数组大小为0，请返回0。

### （1）法一：从数组后面开始两两比较

这是比较容易想到的方法，由于旋转数组只是旋转了数组前面若干个元素，所以从数组尾部开始查找要比从数组头部查找需要的平均比较次数要少（一般情况下）。

class Solution {

public:

int minNumberInRotateArray(vector<int> rotateArray) {

if(rotateArray.empty()){

return 0;

}

int len = rotateArray.size();

for(int i=len-1; i>=1; i--){

if(rotateArray[i] < rotateArray[i-1]){

return rotateArray[i];

}

}

return rotateArray[0];

}

};

运行时间：27ms

占用内存：860k

时间复杂度：

空间复杂度：

### （2）法二：二分法

采用二分法解答这个问题，

mid = low + (high - low)/2

需要考虑三种情况：

(1)array[mid] > array[high]:

出现这种情况的array类似[3,4,5,6,0,1,2]，此时最小数字一定在mid的右边。

low = mid + 1

(2)array[mid] == array[high]:

出现这种情况的array类似 [1,0,1,1,1] 或者[1,1,1,0,1]，此时最小数字不好判断在mid左边

还是右边,这时只好一个一个试 ，

high = high - 1

(3)array[mid] < array[high]:

出现这种情况的array类似[2,2,3,4,5,6,6],此时最小数字一定就是array[mid]或者在mid的左

边。因为右边必然都是递增的。

high = mid

**注意这里有个坑：如果待查询的范围最后只剩两个数，那么mid** **一定会指向下标靠前的数字**

比如 array = [4,6]

array[low] = 4 ;array[mid] = 4 ; array[high] = 6 ;

如果high = mid - 1，就会产生错误， 因此high = mid

但情形(1)中low = mid + 1就不会错误

class Solution {

public:

int minNumberInRotateArray(vector<int> rotateArray) {

if(rotateArray.empty()){

return 0;

}

int low = 0, high = rotateArray.size() - 1;

while(low < high){

int mid = low + (high - low) / 2;

if(rotateArray[mid] > rotateArray[high]){

low = mid + 1;

}

else if(rotateArray[mid] == rotateArray[high]){

high = high - 1;

}

else{

high = mid;

}

}

return rotateArray[low];

}

};

运行时间：29ms

占用内存：596k

时间复杂度：

空间复杂度：

## 13、斐波那契数列

大家都知道斐波那契数列，现在要求输入一个整数n，请你输出斐波那契数列的第n项（从0开始，第0项为0）。

n<=39

注意考虑n=0和n=1的情况即可。

class Solution {

public:

int Fibonacci(int n) {

if(n == 0){

return 0;

}

if(n == 1){

return 1;

}

int pre\_pre = 0;

int pre = 1;

int ret = 0;

while(n > 1){

ret = pre + pre\_pre;

pre\_pre = pre;

pre = ret;

n--;

}

return ret;

}

};

运行时间：4ms

占用内存：472k

时间复杂度：O(n)

空间复杂度：

# 二、Leetcode

## 1、路径总和

给定一个二叉树和一个目标和，判断该树中是否存在根节点到叶子节点的路径，这条路径上所有节点值相加等于目标和。

说明: 叶子节点是指没有子节点的节点。

示例:

给定如下二叉树，以及目标和 sum = 22，

5

/ \

4 8

/ / \

11 13 4

/ \ \

7 2 1

返回 true, 因为存在目标和为 22 的根节点到叶子节点的路径 5->4->11->2。

### （1）思路一：递归

最直接的方法就是利用递归，遍历整棵树：如果当前节点不是叶子，对它的所有孩子节点，递归调用 hasPathSum 函数，其中 sum 值减去当前节点的权值；如果当前节点是叶子，检查 sum 值是否为 0，也就是是否找到了给定的目标和。

版本一：（自己写的）

/\*\*

\* Definition for a binary tree node.

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

class Solution {

public boolean hasPathSum(TreeNode root, int sum) {

int totalSum = 0;

return findPath(root, sum, totalSum);

}

public boolean findPath(TreeNode root, int sum, int totalSum){

if(root == null){

return false;

}

totalSum += root.val;

boolean bool1 = findPath(root.left, sum, totalSum);

boolean bool2 = findPath(root.right, sum, totalSum);

boolean bool3 = (root.left == null && root.right == null && totalSum == sum)? true : false;

if(bool3 || bool1 || bool2){

return true;

}

else{

return false;

}

}

}

版本二：官方题解（比上个我自己写的要简练一些…）

class Solution {

public boolean hasPathSum(TreeNode root, int sum) {

if(root == null){

return false;

}

sum -= root.val;

if(root.left == null && root.right == null){

return (sum == 0);

}

return hasPathSum(root.left, sum) || hasPathSum(root.right, sum);

}

}

两个版本时间复杂度和空间复杂度均相同，分析如下：

执行用时 :1 ms, 在所有 Java 提交中击败了99.11%的用户

内存消耗 :37.2 MB, 在所有 Java 提交中击败了68.56%的用户

时间复杂度：

空间复杂度：最好情况，最坏情况

复杂度分析

时间复杂度：我们访问每个节点一次，时间复杂度为 ，其中 n 是节点个数。

空间复杂度：最坏情况下，整棵树是非平衡的，例如每个节点都只有一个孩子，递归会调用 n 次（树的高度），因此栈的空间开销是 。但在最好情况下，树是完全平衡的，高度只有，因此在这种情况下空间复杂度只有 。

### （2）思路二：非递归（迭代）

使用两个栈进行实现，其中一个栈用来放结点，一个栈放剩余目标和。

我们可以用栈将递归转成迭代的形式。深度优先搜索在除了最坏情况下都比广度优先搜索更快。最坏情况是指满足目标和的 root->leaf 路径是最后被考虑的，这种情况下深度优先搜索和广度优先搜索代价是相通的。

利用深度优先策略访问每个节点，同时更新剩余的目标和。

所以我们从包含根节点的栈开始模拟，剩余目标和为 sum - root.val。

然后开始迭代：弹出当前元素，如果当前剩余目标和为 0 并且在叶子节点上返回 True；如果剩余和不为零并且还处在非叶子节点上，将当前节点的所有孩子以及对应的剩余和压入栈中。

/\*\*

\* Definition for a binary tree node.

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

class Solution {

public boolean hasPathSum(TreeNode root, int sum) {

if(root == null){

return false;

}

Stack<TreeNode> stackNode = new Stack<TreeNode>();

Stack<Integer> stackSum = new Stack<Integer>();

stackNode.push(root);

stackSum.push(sum - root.val);

while(!stackNode.empty()){

TreeNode node = (TreeNode)stackNode.pop();

int curSum = (Integer)stackSum.pop();

if(node.left == null && node.right == null && curSum == 0){

return true;

}

if(node.right != null){

stackNode.push(node.right);

stackSum.push(curSum - node.right.val);

}

if(node.left != null){

stackNode.push(node.left);

stackSum.push(curSum - node.left.val);

}

}

return false;

}

}

执行用时 :5 ms, 在所有 Java 提交中击败了7.77%的用户

内存消耗 :39.4 MB, 在所有 Java 提交中击败了18.84%的用户

时间复杂度：

空间复杂度：最好情况，最坏情况

复杂度分析

时间复杂度：和递归方法相同是 O(N)O(N)。

空间复杂度：当树不平衡的最坏情况下是 O(N)O(N) 。在最好情况（树是平衡的）下是 O(\log N)O(logN)。

小总结：比较以上两个递归和非递归的算法的运行时间，发现递归算法的运行时间居然更短一些，可见并不是非递归算法总是更快。

## 2、删除链表中的结点

请编写一个函数，使其可以删除某个链表中给定的（非末尾）节点，你将只被给定要求被删除的节点。

![](data:image/png;base64,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)现有一个链表 -- head = [4,5,1,9]，它可以表示为:

示例 1:

输入: head = [4,5,1,9], node = 5

输出: [4,1,9]

解释: 给定你链表中值为 5 的第二个节点，那么在调用了你的函数之后，该链表应变为 4 -> 1 -> 9.

示例 2:

输入: head = [4,5,1,9], node = 1

输出: [4,5,9]

解释: 给定你链表中值为 1 的第三个节点，那么在调用了你的函数之后，该链表应变为 4 -> 5 -> 9.

说明:

链表至少包含两个节点。

链表中所有节点的值都是唯一的。

给定的节点为非末尾节点并且一定是链表中的一个有效节点。

不要从你的函数中返回任何结果。

### （1）Java版本

/\*\*

\* Definition for singly-linked list.

\* public class ListNode {

\* int val;

\* ListNode next;

\* ListNode(int x) { val = x; }

\* }

\*/

class Solution {

public void deleteNode(ListNode node) {

node.val = node.next.val;

node.next = node.next.next;;

}

}

执行用时 :0 ms, 在所有 Java 提交中击败了100.00%的用户

内存消耗 :36 MB, 在所有 Java 提交中击败了68.47%的用户

时间复杂度：

空间复杂度：

### （2）以二级指针为参数（C++版本）

void deleteLLNode(LLNode \*\*pNode)

{

if(!pNode) return;

LLNode \*temp = \*pNode;

\*pNode = temp->pNext;

delete temp;

}

## 3、移除链表元素

删除链表中等于给定值 ***val***的所有节点。

**示例:**

**输入:** 1->2->6->3->4->5->6, ***val*** = 6

**输出:** 1->2->3->4->5

### （1）首答，很蠢

/\*\*

\* Definition for singly-linked list.

\* public class ListNode {

\* int val;

\* ListNode next;

\* ListNode(int x) { val = x; }

\* }

\*/

class Solution {

public ListNode removeElements(ListNode head, int val) {

if(head == null) return head;

ListNode root = head;

while(head.val == val){

head = head.next;

root = head;

if(head == null) return head;

}

while(head.next != null){

if(head.next.val == val){

head.next = head.next.next;

}

else{

head = head.next;

}

}

return root;

}

}

执行用时 :1 ms, 在所有 Java 提交中击败了100.00%的用户

内存消耗 :39.3 MB, 在所有 Java 提交中击败了94.47%的用户

时间复杂度：

空间复杂度：

### （2）巧妙：手动添加一个头结点

前两行增加一个header，这样避免前n个node 数据为val的情况，很巧妙，学习了。

/\*\*

\* Definition for singly-linked list.

\* public class ListNode {

\* int val;

\* ListNode next;

\* ListNode(int x) { val = x; }

\* }

\*/

class Solution {

public ListNode removeElements(ListNode head, int val) {

ListNode root = new ListNode(0);

root.next = head;

ListNode temp = root;

while(root.next != null){

if(root.next.val == val){

root.next = root.next.next;

}

else{

root = root.next;

}

}

return temp.next;

}

}

执行用时 :1 ms, 在所有 Java 提交中击败了100.00%的用户

内存消耗 :38.8 MB, 在所有 Java 提交中击败了95.02%的用户

时间复杂度：

空间复杂度：

## 4、删除排序链表中的重复元素 II

2019/10/10

给定一个排序链表，删除所有含有重复数字的节点，只保留原始链表中 没有重复出现 的数字。

示例 1:

输入: 1->2->3->3->4->4->5

输出: 1->2->5

示例 2:

输入: 1->1->1->2->3

输出: 2->3

### （1）思路一：非递归

/\*\*

\* Definition for singly-linked list.

\* public class ListNode {

\* int val;

\* ListNode next;

\* ListNode(int x) { val = x; }

\* }

\*/

class Solution {

public ListNode deleteDuplicates(ListNode head) {

if(head == null || head.next == null) return head;

ListNode root = new ListNode(0);

ListNode temp = root;

while(head != null){

boolean dup = false;

while(head != null && head.next != null && head.val == head.next.val){

head = head.next;

dup = true;

}

if(!dup){

root.next = head;

root = root.next;

}

head = head.next;

}

//如果链表最后以重复元素结尾

root.next = null;

return temp.next;

}

}

执行用时 :1 ms, 在所有 Java 提交中击败了99.49%的用户

内存消耗 :36.8 MB, 在所有 Java 提交中击败了60.18%的用户

时间复杂度：

空间复杂度：

### （2）思路二：递归写法

/\*\*

\* Definition for singly-linked list.

\* public class ListNode {

\* int val;

\* ListNode next;

\* ListNode(int x) { val = x; }

\* }

\*/

class Solution {

public ListNode deleteDuplicates(ListNode head) {

if(head == null) return head;

if(head.next != null && head.val == head.next.val){

while(head != null && head.next != null && head.val == head.next.val){

head = head.next;

}

return deleteDuplicates(head.next);

}

else{

head.next = deleteDuplicates(head.next);

}

return head;

}

}

执行用时 :1 ms, 在所有 Java 提交中击败了99.49%的用户

内存消耗 :36.8 MB, 在所有 Java 提交中击败了60.18%的用户

时间复杂度：

空间复杂度：，栈的深度最大为列表的长度

## 5、二叉树中的最大路径和

给定一个非空二叉树，返回其最大路径和。

本题中，路径被定义为一条从树中任意节点出发，达到任意节点的序列。该路径至少包含一个节点，且不一定经过根节点。

示例 1:

输入: [1,2,3]

1

/ \

2 3

输出: 6

示例 2:

输入: [-10,9,20,null,null,15,7]

  -10

   / \

  9  20

    /  \

   15   7

输出: 42

### （1）思路：递归

二叉树的问题一般都可以用递归做。

对于任意一个结点，如果最大和路径包含该结点，那么只可能是两种情况：

1、其左右子树中所构成的路径值较大的那个加上该结点的值后向父结点回溯构成最大路径。

2、左右子树都在最大路径中，加上该结点的值构成了最终的最大路径。

/\*\*

\* Definition for a binary tree node.

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

class Solution {

private int ret = Integer.MIN\_VALUE;

public int maxPathSum(TreeNode root) {

getMax(root);

return ret;

}

public int getMax(TreeNode root){

if(root == null) return 0;

//如果子树路径和为负则应当置0表示最大路径不包含子树

int left = Math.max(0, getMax(root.left));

int right = Math.max(0, getMax(root.right));

//判断在该结点包含左右子树的路径和（即情况2）是否大于当前最大路径和

ret = Math.max(ret, root.val + left + right);

return Math.max(root.val + left, root.val + right);

}

}

执行用时 :2 ms, 在所有 Java 提交中击败了92.75%的用户

内存消耗 :41.8 MB, 在所有 Java 提交中击败了80.93%的用户

时间复杂度：最好情况，最坏情况

空间复杂度：最好情况，最坏情况

注：这类题的复杂度往往与树的深度有关。

# 三、其他算法题

## 1、海量数据判断某个数据是否存在

1.布隆过滤器

白名单拦截

基于guava

需要二进制向量和一系列随机映射的hash函数

原理：

数据经过一系列hash算法，计算出具体位置，置为1

经典场景

字处理软件中，需要检查一个英语单词是否拼写正确（100w）

在 FBI，一个嫌疑人的名字是否已经在嫌疑名单上（100w）

在网络爬虫里，一个网址是否被访问过（5亿个网站）

### 题目一

**题目描述：**

在2.5亿个整数中判断一个数是否存在，注意，内存不足以容纳2.5亿个整数。

**分析解答：**

方法一：分治法

对于大数据相关的算法题，分治法是一个非常好的方法。针对这一题来说，主要思路为：可以根据实际可用内存的情况，确定一个Hash函数，比如：hash(value)%1000，通过这个Hash函数可以把这2.5亿个数字划分到1000个文件中去（a1，a2……，a1000），然后再对待查找的数字使用同样的Hash函数求出Hash值，假设计算出的Hash值为i，如果这个数存在，那么它一定在文件ai中。通过这种方法就可以把题目转化为文件ai中是否存在这个数。那么接下来的求解过程中可以选用的思路计较多，有：

（1）由于划分后的文件比较小了，就可以直接装载到内存中去，可以把文件中所有的数字都保存到hash\_set中，然后判断待查找的数字是否存在。

（2）如果这个文件中的数字占用的空间还是太大，那么可以用1相同的方法把这个文件继续划分为更小的文件，然后确定待查找的数字可能存在的文件，然后在相应的文件中继续查找。

方法二：位图法

对于这一类判断数字是否存在、判断数字是否重复的问题，位图法是一种非常高效的方法。以32位整型为例，它可以表示数字的个数为2^32（约43亿）.可以申请一个位图，让每个整数对应的位图中的一个bit，这样2^32个数需要的位图的大小为512MB。

512MB是怎么算出的？

总共有2^32个数，每个是1bit，所以

2^32 bit = 2^29 bytes = 2^19 KB = 2^9 MB = 512 MB

具体实现的思路为：申请一个512MB的位图，并把所有的位都初始化为0；接着遍历所有的整数，对遍历到的数字，把相应的位置上的bit设置为1.最后判断待查找的数对应的位图上的值是多少，如果是0，那么表示这个数字不存在，如果是1，那么表示这个数字存在。

### 题目二

1、题目描述

给定100亿个网址，如何检测出重复的文件？这里所谓的“重复”是指两个URL完全相同。

2、思路

100亿个网址（URL）要占用多少空间呢？如果每个网址平均长度为100个字符，每个字符要占用4字节，则这份100亿个网址的列表将占用约4兆兆字节（4TB）。在内存中可能放不下那么多数据。

不过，不防假装一下，这些数据真的奇迹般的放进了内存，毕竟先求解简化的题目是很有用的做法。对于此题的简化版，只要创建一个散列表（HashMap），第一次扫描所有网址，将URL作为key，将URL出现的次数作为value，统计所有URL出现的次数。第二次扫描所有URL,出现次数大于1的URL，则为重复的URL。（另一种做法是对列表进行排序，找出重复项，这需要额外耗费一些时间，几无优点可言）。

至此，我们得到此题简化版的解法，那么，假设我们手上有4000GB的数据，而且无法全部放入内存，该怎么办？倒也好办，我们可以将部分数据存储至磁盘，或者将数据分拆到多台机器上。

解法1：存储至磁盘

若将所有数据存储在一台机器上，可以对数据进行两次扫描。第一次扫描是将网址列表拆分为4000组，每组1GB。简单的做法是将每个网址u存放在名为<x>.txt的文件中，其中x=hash(u)%4000。也就是说，我们会根据网址的散列值（除以分组数量取余数）分割这些网址。这样一来，所有散列值相同的网址都会位于同一文件。

第二次扫描时，我们其实是在实现前面简化版问题的解法：将每个文件载入内存，创建网址的散列表（HashMap），找出重复的。

解法2：多台机器

另一种解法的基本流程是一样的，只不过要使用多台机器。在这种解法中，我们会将网址发送到机器x上，而不是储存至文件<x>.txt。

使用多台机器有优点也有缺点。

主要优点是可以并行执行这些操作，同时处理4000个分组。对于海量数据，这么做就能迅速有效的解决问题。

缺点是现在必须依靠4000台不同的机器，同时要做到操作无误。这可能不太现实（特别是对于数据量更大、机器更多的情况），我们需要开始考虑如何处理机器故障。此外，涉及这么多机器，无疑大幅度增加了系统的复杂性。

注：如果利用Hadoop，可以在mapper中，以x作为key，相应的url作为value发送到reducer，相同key的url会来到同一个reducer，利用前面简化版问题的解法，找出重复网址。

### 题目三

腾讯面试题：给40亿个不重复的unsigned int的整数，没排过序的，然后再给一个数，如何快速判断这个数是否在那40亿个数当中？

这个题目已经有一段时间了，但是腾讯现在还在用来面试。腾讯第一次面试的时候我听面试官问其他人了。我不是故意的。。。

**方案1：**申请512M的内存，一个bit位代表一个unsigned int值。读入40亿个数，设置相应的bit位，读入要查询的数，查看相应bit位是否为1，为1表示存在，为0表示不存在。

**方案2：**  
因为2^32为40亿多，所以给定一个数可能在，也可能不在其中；这里我们把40亿个数中的每一个用32位的二进制来表示。假设这40亿个数开始放在一个文件中。

    然后将这40亿个数分成两类:

      1.最高位为0  
      2.最高位为1  
并将这两类分别写入到两个文件中，其中一个文件中数的个数<=20亿，而另一个>=20亿（这相当于折半了）；与要查找的数的最高位比较并接着进入相应的文件再查找

      再然后把这个文件为又分成两类:  
      1.次最高位为0  
      2.次最高位为1

并将这两类分别写入到两个文件中，其中一个文件中数的个数<=10亿，而另一个>=10亿（这相当于折半了）； 与要查找的数的次最高位比较并接着进入相应的文件再查找。  
    .......  
    以此类推，就可以找到了,而且时间复杂度为O(logn)。

注：这个类推一般不会推到底的，否则需要的文件就太多了，每个数对应一个文件的话，需要2^32个文件？…