**一：根节点<configuration>包含的属性：**

scan:

当此属性设置为true时，配置文件如果发生改变，将会被重新加载，默认值为true。

scanPeriod:

设置监测配置文件是否有修改的时间间隔，如果没有给出时间单位，默认单位是毫秒。当scan为true时，此属性生效。默认的时间间隔为1分钟。

debug:

当此属性设置为true时，将打印出logback内部日志信息，实时查看logback运行状态。默认值为false。

例如：

**Xml代码**

1. **<configuration** scan="true" scanPeriod="60 seconds" debug="false"**>**
2. <!-- 其他配置省略-->
3. **</configuration>**

**二：根节点<configuration>的子节点：**
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**2.1设置上下文名称：<contextName>**

每个logger都关联到logger上下文，默认上下文名称为“default”。但可以使用<contextName>设置成其他名字，用于区分不同应用程序的记录。一旦设置，不能修改。

**Xml代码**

1. **<configuration** scan="true" scanPeriod="60 seconds" debug="false"**>**
2. **<contextName>**myAppName**</contextName>**
3. <!-- 其他配置省略-->
4. **</configuration>**

**2.2设置变量：** **<property>**

用来定义变量值的标签，<property> 有两个属性，name和value；其中name的值是变量的名称，value的值时变量定义的值。通过<property>定义的值会被插入到logger上下文中。定义变量后，可以使“${}”来使用变量。

例如使用<property>定义上下文名称，然后在<contentName>设置logger上下文时使用。

**Xml代码**

1. **<configuration** scan="true" scanPeriod="60 seconds" debug="false"**>**
2. **<property** name="APP\_Name" value="myAppName" **/>**
3. **<contextName>**${APP\_Name}**</contextName>**
4. <!-- 其他配置省略-->
5. **</configuration>**

**2.3获取时间戳字符串：<timestamp>**

两个属性 key:标识此**<timestamp>** 的名字；datePattern：设置将当前时间（解析配置文件的时间）转换为字符串的模式，遵循java.txt.SimpleDateFormat的格式。

       例如将解析配置文件的时间作为上下文名称：

**Xml代码**

1. **<configuration** scan="true" scanPeriod="60 seconds" debug="false"**>**
2. **<timestamp** key="bySecond" datePattern="yyyyMMdd'T'HHmmss"**/>**
3. **<contextName>**${bySecond}**</contextName>**
4. <!-- 其他配置省略-->
5. **</configuration>**

**2.4设置loger：**

**<loger>**

用来设置某一个包或者具体的某一个类的日志打印级别、以及指定<appender>。<loger>仅有一个name属性，一个可选的level和一个可选的addtivity属性。

name:

用来指定受此loger约束的某一个包或者具体的某一个类。

level:

用来设置打印级别，大小写无关：TRACE, DEBUG, INFO, WARN, ERROR, ALL 和 OFF，还有一个特俗值INHERITED或者同义词NULL，代表强制执行上级的级别。

如果未设置此属性，那么当前loger将会继承上级的级别。

addtivity:

是否向上级loger传递打印信息。默认是true。

<loger>可以包含零个或多个<appender-ref>元素，标识这个appender将会添加到这个loger。

**<root>**

也是<loger>元素，但是它是根loger。只有一个level属性，应为已经被命名为"root".

level:

用来设置打印级别，大小写无关：TRACE, DEBUG, INFO, WARN, ERROR, ALL 和 OFF，不能设置为INHERITED或者同义词NULL。

默认是DEBUG。

<root>可以包含零个或多个<appender-ref>元素，标识这个appender将会添加到这个loger。

例如：

LogbackDemo.java类

**Java代码**

1. **package** logback;
3. **import** org.slf4j.Logger;
4. **import** org.slf4j.LoggerFactory;
6. **public** **class** LogbackDemo {
7. **private** **static** Logger log = LoggerFactory.getLogger(LogbackDemo.**class**);
8. **public** **static** **void** main(String[] args) {
9. log.trace("======trace");
10. log.debug("======debug");
11. log.info("======info");
12. log.warn("======warn");
13. log.error("======error");
14. }
15. }

logback.xml配置文件

**第1种：只配置root**

**Xml代码**

1. **<configuration>**
3. **<appender** name="STDOUT" class="ch.qos.logback.core.ConsoleAppender"**>**
4. <!-- encoder 默认配置为PatternLayoutEncoder -->
5. **<encoder>**
6. **<pattern>**%d{HH:mm:ss.SSS} [%thread] %-5level %logger{36} - %msg%n**</pattern>**
7. **</encoder>**
8. **</appender>**
10. **<root** level="INFO"**>**
11. **<appender-ref** ref="STDOUT" **/>**
12. **</root>**
14. **</configuration>**

 其中appender的配置表示打印到控制台(稍后详细讲解appender )；

<root level="INFO">将root的打印级别设置为“INFO”，指定了名字为“STDOUT”的appender。

当执行logback.LogbackDemo类的main方法时，root将级别为“INFO”及大于“INFO”的日志信息交给已经配置好的名为“STDOUT”的appender处理，“STDOUT”appender将信息打印到控制台；

**打印结果如下：**

**Xml代码**

1. 13:30:38.484 [main] INFO  logback.LogbackDemo - ======info
2. 13:30:38.500 [main] WARN  logback.LogbackDemo - ======warn
3. 13:30:38.500 [main] ERROR logback.LogbackDemo - ======error

**第2种：带有loger的配置，不指定级别，不指定appender，**

**Xml代码**

1. **<configuration>**
3. **<appender** name="STDOUT" class="ch.qos.logback.core.ConsoleAppender"**>**
4. <!-- encoder 默认配置为PatternLayoutEncoder -->
5. **<encoder>**
6. **<pattern>**%d{HH:mm:ss.SSS} [%thread] %-5level %logger{36} - %msg%n**</pattern>**
7. **</encoder>**
8. **</appender>**
10. <!-- logback为java中的包 -->
11. **<logger** name="logback"**/>**
13. **<root** level="DEBUG"**>**
14. **<appender-ref** ref="STDOUT" **/>**
15. **</root>**
17. **</configuration>**

 其中appender的配置表示打印到控制台(稍后详细讲解appender )；

<logger name="logback" />将控制logback包下的所有类的日志的打印，但是并没用设置打印级别，所以继承他的上级<root>的日志级别“DEBUG”；

没有设置addtivity，默认为true，将此loger的打印信息向上级传递；

没有设置appender，此loger本身不打印任何信息。

<root level="DEBUG">将root的打印级别设置为“DEBUG”，指定了名字为“STDOUT”的appender。

当执行logback.LogbackDemo类的main方法时，因为LogbackDemo 在包logback中，所以首先执行<logger name="logback" />，将级别为“DEBUG”及大于“DEBUG”的日志信息传递给root，本身并不打印；

root接到下级传递的信息，交给已经配置好的名为“STDOUT”的appender处理，“STDOUT”appender将信息打印到控制台；

**打印结果如下：**

**Xml代码**

1. 13:19:15.406 [main] DEBUG logback.LogbackDemo - ======debug
2. 13:19:15.406 [main] INFO  logback.LogbackDemo - ======info
3. 13:19:15.406 [main] WARN  logback.LogbackDemo - ======warn
4. 13:19:15.406 [main] ERROR logback.LogbackDemo - ======error

**第3种：带有多个loger的配置，指定级别，指定appender**

**Xml代码**

1. **<configuration>**
2. **<appender** name="STDOUT" class="ch.qos.logback.core.ConsoleAppender"**>**
3. <!-- encoder 默认配置为PatternLayoutEncoder -->
4. **<encoder>**
5. **<pattern>**%d{HH:mm:ss.SSS} [%thread] %-5level %logger{36} - %msg%n**</pattern>**
6. **</encoder>**
7. **</appender>**
9. <!-- logback为java中的包 -->
10. **<logger** name="logback"**/>**
11. <!--logback.LogbackDemo：类的全路径 -->
12. **<logger** name="logback.LogbackDemo" level="INFO" additivity="false"**>**
13. **<appender-ref** ref="STDOUT"**/>**
14. **</logger>**
16. **<root** level="ERROR"**>**
17. **<appender-ref** ref="STDOUT" **/>**
18. **</root>**
19. **</configuration>**

其中appender的配置表示打印到控制台(稍后详细讲解appender )；

<logger name="logback" />将控制logback包下的所有类的日志的打印，但是并没用设置打印级别，所以继承他的上级<root>的日志级别“DEBUG”；

没有设置addtivity，默认为true，将此loger的打印信息向上级传递；

没有设置appender，此loger本身不打印任何信息。

 <logger name="logback.LogbackDemo" level="INFO" additivity="false">控制logback.LogbackDemo类的日志打印，打印级别为“INFO”；

additivity属性为false，表示此loger的打印信息不再向上级传递，

指定了名字为“STDOUT”的appender。

<root level="DEBUG">将root的打印级别设置为“ERROR”，指定了名字为“STDOUT”的appender。

 当执行logback.LogbackDemo类的main方法时，先执行<logger name="logback.LogbackDemo" level="INFO" additivity="false">，将级别为“INFO”及大于“INFO”的日志信息交给此loger指定的名为“STDOUT”的appender处理，在控制台中打出日志，不再向次loger的上级 <logger name="logback"/> 传递打印信息；

<logger name="logback"/>未接到任何打印信息，当然也不会给它的上级root传递任何打印信息；

**打印结果如下：**

**Xml代码**

1. 14:05:35.937 [main] INFO  logback.LogbackDemo - ======info
2. 14:05:35.937 [main] WARN  logback.LogbackDemo - ======warn
3. 14:05:35.937 [main] ERROR logback.LogbackDemo - ======error

 如果将<logger name="logback.LogbackDemo" level="INFO" additivity="false">修改为 <logger name="logback.LogbackDemo" level="INFO" additivity="true">那打印结果将是什么呢？

没错，日志打印了两次，想必大家都知道原因了，因为打印信息向上级传递，logger本身打印一次，root接到后又打印一次

**打印结果如下：**

**Xml代码**

1. 14:09:01.531 [main] INFO  logback.LogbackDemo - ======info
2. 14:09:01.531 [main] INFO  logback.LogbackDemo - ======info
3. 14:09:01.531 [main] WARN  logback.LogbackDemo - ======warn
4. 14:09:01.531 [main] WARN  logback.LogbackDemo - ======warn
5. 14:09:01.531 [main] ERROR logback.LogbackDemo - ======error
6. 14:09:01.531 [main] ERROR logback.LogbackDemo - ======error

**二 <appender>**

![http://logback.qos.ch/manual/images/chapters/configuration/appenderSyntax.png](data:image/png;base64,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)

**<appender>：**

<appender>是<configuration>的子节点，是负责写日志的组件。

<appender>有两个必要属性name和class。name指定appender名称，class指定appender的全限定名。

**1.ConsoleAppender:**

把日志添加到控制台，有以下子节点：

<encoder>：对日志进行格式化。（具体参数稍后讲解 ）

<target>：字符串 *System.out*或者 *System.err* ，默认 *System.out* ；

例如：

**Xml代码**

1. **<configuration>**
3. **<appender** name="STDOUT" class="ch.qos.logback.core.ConsoleAppender"**>**
4. **<encoder>**
5. **<pattern>**%-4relative [%thread] %-5level %logger{35} - %msg %n**</pattern>**
6. **</encoder>**
7. **</appender>**
9. **<root** level="DEBUG"**>**
10. **<appender-ref** ref="STDOUT" **/>**
11. **</root>**
12. **</configuration>**

**2.FileAppender:**

把日志添加到文件，有以下子节点：

<file>：被写入的文件名，可以是相对目录，也可以是绝对目录，如果上级目录不存在会自动创建，没有默认值。

<append>：如果是 true，日志被追加到文件结尾，如果是 false，清空现存文件，默认是true。

<encoder>：对记录事件进行格式化。（具体参数稍后讲解 ）

<prudent>：如果是 true，日志会被安全的写入文件，即使其他的FileAppender也在向此文件做写入操作，效率低，默认是 false。

例如：

**Xml代码**

1. **<configuration>**
3. **<appender** name="FILE" class="ch.qos.logback.core.FileAppender"**>**
4. **<file>**testFile.log**</file>**
5. **<append>**true**</append>**
6. **<encoder>**
7. **<pattern>**%-4relative [%thread] %-5level %logger{35} - %msg%n**</pattern>**
8. **</encoder>**
9. **</appender>**
11. **<root** level="DEBUG"**>**
12. **<appender-ref** ref="FILE" **/>**
13. **</root>**
14. **</configuration>**

**3.RollingFileAppender:**

滚动记录文件，先将日志记录到指定文件，当符合某个条件时，将日志记录到其他文件。有以下子节点：

<file>：被写入的文件名，可以是相对目录，也可以是绝对目录，如果上级目录不存在会自动创建，没有默认值。

<append>：如果是 true，日志被追加到文件结尾，如果是 false，清空现存文件，默认是true。

<encoder>：对记录事件进行格式化。（具体参数稍后讲解 ）

<rollingPolicy>:当发生滚动时，决定 **RollingFileAppender** 的行为，涉及文件移动和重命名。

<triggeringPolicy **>:**告知 **RollingFileAppender** 合适激活滚动。

<prudent>：当为true时，不支持FixedWindowRollingPolicy。支持TimeBasedRollingPolicy，但是有两个限制，1不支持也不允许文件压缩，2不能设置file属性，必须留空。

**rollingPolicy：**

**TimeBasedRollingPolicy：** 最常用的滚动策略，它根据时间来制定滚动策略，既负责滚动也负责出发滚动。有以下子节点：

<fileNamePattern>:

必要节点，包含文件名及“%d”转换符， “%d”可以包含一个java.text.SimpleDateFormat指定的时间格式，如：%d{yyyy-MM}。如果直接使用 %d，默认格式是 yyyy-MM-dd。**RollingFileAppender** 的file字节点可有可无，通过设置file，可以为活动文件和归档文件指定不同位置，当前日志总是记录到file指定的文件（活动文件），活动文件的名字不会改变；如果没设置file，活动文件的名字会根据**fileNamePattern**的值，每隔一段时间改变一次。“/”或者“\”会被当做目录分隔符。

<maxHistory>:

可选节点，控制保留的归档文件的最大数量，超出数量就删除旧文件。假设设置每个月滚动，且<maxHistory>是6，则只保存最近6个月的文件，删除之前的旧文件。注意，删除旧文件是，那些为了归档而创建的目录也会被删除。

**FixedWindowRollingPolicy：** 根据固定窗口算法重命名文件的滚动策略。有以下子节点：

<minIndex>:窗口索引最小值

<maxIndex>:窗口索引最大值，当用户指定的窗口过大时，会自动将窗口设置为12。

<fileNamePattern >:

必须包含“%i”例如，假设最小值和最大值分别为1和2，命名模式为 mylog%i.log,会产生归档文件mylog1.log和mylog2.log。还可以指定文件压缩选项，例如，mylog%i.log.gz 或者 没有log%i.log.zip

**triggeringPolicy:**

**SizeBasedTriggeringPolicy：** 查看当前活动文件的大小，如果超过指定大小会告知**RollingFileAppender**触发当前活动文件滚动。只有一个节点**:**

<maxFileSize>:这是活动文件的大小，默认值是10MB。

例如：每天生成一个日志文件，保存30天的日志文件。

**Java代码**

1. <configuration>
2. <appender name="FILE" **class**="ch.qos.logback.core.rolling.RollingFileAppender">
4. <rollingPolicy **class**="ch.qos.logback.core.rolling.TimeBasedRollingPolicy">
5. <fileNamePattern>logFile.%d{yyyy-MM-dd}.log</fileNamePattern>
6. <maxHistory>30</maxHistory>
7. </rollingPolicy>
9. <encoder>
10. <pattern>%-4relative [%thread] %-5level %logger{35} - %msg%n</pattern>
11. </encoder>
12. </appender>
14. <root level="DEBUG">
15. <appender-ref ref="FILE" />
16. </root>
17. </configuration>

  例如：按照固定窗口模式生成日志文件，当文件大于20MB时，生成新的日志文件。窗口大小是1到3，当保存了3个归档文件后，将覆盖最早的日志。

**Xml代码**

1. **<configuration>**
2. **<appender** name="FILE" class="ch.qos.logback.core.rolling.RollingFileAppender"**>**
3. **<file>**test.log**</file>**
5. **<rollingPolicy** class="ch.qos.logback.core.rolling.FixedWindowRollingPolicy"**>**
6. **<fileNamePattern>**tests.%i.log.zip**</fileNamePattern>**
7. **<minIndex>**1**</minIndex>**
8. **<maxIndex>**3**</maxIndex>**
9. **</rollingPolicy>**
11. **<triggeringPolicy** class="ch.qos.logback.core.rolling.SizeBasedTriggeringPolicy"**>**
12. **<maxFileSize>**5MB**</maxFileSize>**
13. **</triggeringPolicy>**
14. **<encoder>**
15. **<pattern>**%-4relative [%thread] %-5level %logger{35} - %msg%n**</pattern>**
16. **</encoder>**
17. **</appender>**
19. **<root** level="DEBUG"**>**
20. **<appender-ref** ref="FILE" **/>**
21. **</root>**
22. **</configuration>**

4.另外还有SocketAppender、SMTPAppender、DBAppender、SyslogAppender、SiftingAppender，并不常用，这些就不在这里讲解了，大家可以参考官方文档。当然大家可以编写自己的Appender。

**<encoder>：**

负责两件事，一是把日志信息转换成字节数组，二是把字节数组写入到输出流。

目前**PatternLayoutEncoder** 是唯一有用的且默认的**encoder** ，有一个<pattern>节点，用来设置日志的输入格式。使用“%”加“转换符”方式，如果要输出“%”，则必须用“\”对“\%”进行转义。

例如：

**Xml代码**

1. **<encoder>**
2. **<pattern>**%-4relative [%thread] %-5level %logger{35} - %msg%n**</pattern>**
3. **</encoder**