## Servlet概述

###### 1　什么是Servlet

Servlet是JavaWeb的三大组件之一，它属于动态资源。Servlet的作用是处理请求，服务器会把接收到的请求交给Servlet来处理，在Servlet中通常需要：

* 接收请求数据；
* 处理请求；
* 完成响应。

　　例如客户端发出登录请求，或者输出注册请求，这些请求都应该由Servlet来完成处理！Servlet需要我们自己来编写，每个Servlet必须实现javax.servlet.Servlet接口。

###### 2　实现Servlet的方式

实现Servlet有三种方式：

* 实现javax.servlet.Servlet接口；
* 继承javax.servlet.GenericServlet类；
* 继承javax.servlet.http.HttpServlet类；

　　通常我们会去继承HttpServlet类来完成我们的Servlet，但学习Servlet还要从javax.servlet.Servlet接口开始学习。

Servlet.java

|  |
| --- |
| **public** **interface** Servlet {  **public** **void** init(ServletConfig config) **throws** ServletException;  **public** ServletConfig getServletConfig();  **public** **void** service(ServletRequest req, ServletResponse res)  **throws** ServletException, IOException;  **public** String getServletInfo();  **public** **void** destroy();  } |

###### 3　创建helloservlet应用

我们开始第一个Servlet应用吧！首先在webapps目录下创建helloservlet目录，它就是我们的应用目录了，然后在helloservlet目录中创建准备JavaWeb应用所需内容：

* 创建/helloservlet/WEB-INF目录；
* 创建/helloservlet/WEB-INF/classes目录；
* 创建/helloservlet/WEB-INF/lib目录；
* 创建/helloservlet/WEB-INF/web.xml文件；

接下来我们开始准备完成Servlet，完成Servlet需要分为两步：

* 编写Servlet类；
* 在web.xml文件中配置Servlet；

HelloServlet.java

|  |
| --- |
| **public** **class** HelloServlet **implements** Servlet {  **public** **void** init(ServletConfig config) **throws** ServletException {}  **public** ServletConfig getServletConfig() {**return** **null**;}  **public** **void** destroy() {}  **public** String getServletInfo() {**return** **null**;}  **public** **void** service(ServletRequest req, ServletResponse res)  **throws** ServletException, IOException {  System.*out*.println("hello servlet!");  }  } |

　　我们暂时忽略Servlet中其他四个方法，只关心service()方法，因为它是用来处理请求的方法。我们在该方法内给出一条输出语句！

web.xml（下面内容需要背下来）

|  |
| --- |
| <servlet>  <servlet-name>hello</servlet-name>  <servlet-class>cn.itcast.servlet.HelloServlet</servlet-class>  </servlet>  <servlet-mapping>  <servlet-name>hello</servlet-name>  <url-pattern>/helloworld</url-pattern>  </servlet-mapping> |

在web.xml中配置Servlet的目的其实只有一个，就是把访问路径与一个Servlet绑定到一起，上面配置是把访问路径：“/helloworld”与“cn.itcast.servlet.HelloServlet”绑定到一起。

* <servlet>：指定HelloServlet这个Servlet的名称为hello；
* <servlet-mapping>：指定/helloworld访问路径所以访问的Servlet名为hello。

<servlet>和<servlet-mapping>通过<servlet-name>这个元素关联在一起了！

接下来，我们编译HelloServlet，注意，编译HelloServlet时需要导入servlet-api.jar，因为Servlet.class等类都在servlet-api.jar中。

javac -classpath F:/tomcat6/lib/servlet-api.jar -d . HelloServlet.java

然后把HelloServlet.class放到/helloworld/WEB-INF/classes/目录下，然后启动Tomcat，在浏览器中访问：http://localhost:8080/helloservlet/helloworld即可在控制台上看到输出！

* /helloservlet/WEB-INF/classes/cn/itcast/servlet/HelloServlet.class；

## Servlet接口

###### Servlet的生命周期

所谓xxx的生命周期，就是说xxx的出生、服务，以及死亡。Servlet生命周期也是如此！与Servlet的生命周期相关的方法有：

* void init(ServletConfig)；
* void service(ServletRequest,ServletResponse)；
* void destroy()；

1.1　Servlet的出生

服务器会在Servlet第一次被访问时创建Servlet，或者是在服务器启动时创建Servlet。如果服务器启动时就创建Servlet，那么还需要在web.xml文件中配置。也就是说默认情况下，Servlet是在第一次被访问时由服务器创建的。

而且一个Servlet类型，服务器只创建一个实例对象，例如在我们首次访问http://localhost:8080/helloservlet/helloworld时，服务器通过“/helloworld”找到了绑定的Servlet名称为cn.itcast.servlet.HelloServlet，然后服务器查看这个类型的Servlet是否已经创建过，如果没有创建过，那么服务器才会通过反射来创建HelloServlet的实例。当我们再次访问http://localhost:8080/helloservlet/helloworld时，服务器就不会再次创建HelloServlet实例了，而是直接使用上次创建的实例。

在Servlet被创建后，服务器会马上调用Servlet的void init(ServletConfig)方法。请记住， Servlet出生后马上就会调用init()方法，而且一个Servlet的一生。这个方法只会被调用一次。这好比小孩子出生后马上就要去剪脐带一样，而且剪脐带一生只有一次。

我们可以把一些对Servlet的初始化工作放到init方法中！

1.2　Servlet服务

　　当服务器每次接收到请求时，都会去调用Servlet的service()方法来处理请求。服务器接收到一次请求，就会调用service() 方法一次，所以service()方法是会被调用多次的。正因为如此，所以我们才需要把处理请求的代码写到service()方法中！

1.3　Servlet的离去

　　Servlet是不会轻易离去的，通常都是在服务器关闭时Servlet才会离去！在服务器被关闭时，服务器会去销毁Servlet，在销毁Servlet之前服务器会先去调用Servlet的destroy()方法，我们可以把Servlet的临终遗言放到destroy()方法中，例如对某些资源的释放等代码放到destroy()方法中。

1.4　测试生命周期方法

修改HelloServlet如下，然后再去访问http://localhost:8080/helloservlet/helloworld

|  |
| --- |
| **public** **class** HelloServlet **implements** Servlet {  **public** **void** init(ServletConfig config) **throws** ServletException {  System.*out*.println("Servlet被创建了！");  }  **public** ServletConfig getServletConfig() {**return** **null**;}  **public** **void** destroy() {  System.*out*.println("Servlet要离去了！");  }  **public** String getServletInfo() {**return** **null**;}  **public** **void** service(ServletRequest req, ServletResponse res)  **throws** ServletException, IOException {  System.*out*.println("hello servlet!");  }  } |

在首次访问HelloServlet时，init方法会被执行，而且也会执行service方法。再次访问时，只会执行service方法，不再执行init方法。在关闭Tomcat时会调用destroy方法。

###### 2　Servlet接口相关类型

在Servlet接口中还存在三个我们不熟悉的类型：

* ServletRequest：service() 方法的参数，它表示请求对象，它封装了所有与请求相关的数据，它是由服务器创建的；
* ServletResponse：service()方法的参数，它表示响应对象，在service()方法中完成对客户端的响应需要使用这个对象；
* ServletConfig：init()方法的参数，它表示Servlet配置对象，它对应Servlet的配置信息，那对应web.xml文件中的<servlet>元素。

2.1　ServletRequest和ServletResponse（第五天会详细讲解这两个对象）

ServletRequest和ServletResponse是Servlet#service() 方法的两个参数，一个是请求对象，一个是响应对象，可以从ServletRequest对象中获取请求数据，可以使用ServletResponse对象完成响应。你以后会发现，这两个对象就像是一对恩爱的夫妻，永远不分离，总是成对出现。

ServletRequest和ServletResponse的实例由服务器创建，然后传递给service()方法。如果在service() 方法中希望使用HTTP相关的功能，那么可以把ServletRequest和ServletResponse强转成HttpServletRequest和HttpServletResponse。这也说明我们经常需要在service()方法中对ServletRequest和ServletResponse进行强转，这是很心烦的事情。不过后面会有一个类来帮我们解决这一问题的。

HttpServletRequest方法：

* String getParameter(String paramName)：获取指定请求参数的值；
* String getMethod()：获取请求方法，例如GET或POST；
* String getHeader(String name)：获取指定请求头的值；
* void setCharacterEncoding(String encoding)：设置请求体的编码！因为GET请求没有请求体，所以这个方法只只对POST请求有效。当调用request.setCharacterEncoding(“utf-8”)之后，再通过getParameter()方法获取参数值时，那么参数值都已经通过了转码，即转换成了UTF-8编码。所以，这个方法必须在调用getParameter()方法之前调用！

HttpServletResponse方法：

* PrintWriter getWriter()：获取字符响应流，使用该流可以向客户端输出响应信息。例如response.getWriter().print(“<h1>Hello JavaWeb!</h1>”)；
* ServletOutputStream getOutputStream()：获取字节响应流，当需要向客户端响应字节数据时，需要使用这个流，例如要向客户端响应图片；
* void setCharacterEncoding(String encoding)：用来设置字符响应流的编码，例如在调用setCharacterEncoding(“utf-8”);之后，再response.getWriter()获取字符响应流对象，这时的响应流的编码为utf-8，使用response.getWriter()输出的中文都会转换成utf-8编码后发送给客户端；
* void setHeader(String name, String value)：向客户端添加响应头信息，例如setHeader(“Refresh”, “3;url=http://www.itcast.cn”)，表示3秒后自动刷新到http://www.itcast.cn；
* void setContentType(String contentType)：该方法是setHeader(“content-type”, “xxx”)的简便方法，即用来添加名为content-type响应头的方法。content-type响应头用来设置响应数据的MIME类型，例如要向客户端响应jpg的图片，那么可以setContentType(“image/jepg”)，如果响应数据为文本类型，那么还要台同时设置编码，例如setContentType(“text/html;chartset=utf-8”)表示响应数据类型为文本类型中的html类型，并且该方法会调用setCharacterEncoding(“utf-8”)方法；
* void sendError(int code, String errorMsg)：向客户端发送状态码，以及错误消息。例如给客户端发送404：response(404, “您要查找的资源不存在！”)。

2.1　ServletConfig

ServletConfig对象对应web.xml文件中的<servlet>元素。例如你想获取当前Servlet在web.xml文件中的配置名，那么可以使用servletConfig.getServletName()方法获取！
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ServletConfig对象是由服务器创建的，然后传递给Servlet的init()方法，你可以在init()方法中使用它！

* String getServletName()：获取Servlet在web.xml文件中的配置名称，即<servlet-name>指定的名称；
* ServletContext getServletContext()：用来获取ServletContext对象，ServletContext会在后面讲解；
* String getInitParameter(String name)：用来获取在web.xml中配置的初始化参数，通过参数名来获取参数值；
* Enumeration getInitParameterNames()：用来获取在web.xml中配置的所有初始化参数名称；

在<servlet>元素中还可以配置初始化参数：

|  |
| --- |
| <servlet>  <servlet-name>One</servlet-name>  <servlet-class>cn.itcast.servlet.OneServlet</servlet-class>  <init-param>  <param-name>paramName1</param-name>  <param-value>paramValue1</param-value>  </init-param>  <init-param>  <param-name>paramName2</param-name>  <param-value>paramValue2</param-value>  </init-param>//配置了两个初始化参数  </servlet> |

在OneServlet中，可以使用ServletConfig对象的getInitParameter()方法来获取初始化参数，例如：

String value1 = servletConfig.getInitParameter(“paramName1”);//获取到paramValue1

## GenericServlet

###### 1　GenericServlet概述

GenericServlet是Servlet接口的实现类，我们可以通过继承GenericServlet来编写自己的Servlet。下面是GenericServlet类的源代码：

GenericServlet.java

|  |
| --- |
| **public** **abstract** **class** GenericServlet **implements** Servlet, ServletConfig,  java.io.Serializable {  **private** **static** **final** **long** *serialVersionUID* = 1L;  **private** **transient** ServletConfig config;  **public** GenericServlet() {}  @Override  **public** **void** destroy() {}  @Override  **public** String getInitParameter(String name) {  **return** getServletConfig().getInitParameter(name);  }  @Override  **public** Enumeration<String> getInitParameterNames() {  **return** getServletConfig().getInitParameterNames();  }  @Override  **public** ServletConfig getServletConfig() {  **return** config;  }  @Override  **public** ServletContext getServletContext() {  **return** getServletConfig().getServletContext();  }  @Override  **public** String getServletInfo() {  **return** "";  }  @Override  //int实现了Servlet的init(ServletConfig)方法，把参数config赋给了本类的成员config，然后再调用本类自己的无参的init()方法。  **public** **void** init(ServletConfig config) **throws** ServletException {  **this**.config = config;  **this**.init();  }  **public** **void** init() **throws** ServletException {}这个方法是GenericServlet自己的方法，而不是从Servlet继承下来的。当我们自定义Servlet时，如果想完成初始化作用就不要再重复init(ServletConfig)方法了，而是应该去重写init()方法。因为在GenericServlet中的init(ServletConfig)方法中保存了ServletConfig对象，如果覆盖了保存ServletConfig的代码，那么就不能再使用ServletConfig了。  **public** **void** log(String msg) {  getServletContext().log(getServletName() + ": " + msg);  }  **public** **void** log(String message, Throwable t) {  getServletContext().log(getServletName() + ": " + message, t);  }  @Override  **public** **abstract** **void** service(ServletRequest req, ServletResponse res)  **throws** ServletException, IOException;  @Override  **public** String getServletName() {  **return** config.getServletName();  }  } |

###### 2　GenericServlet的init()方法

在GenericServlet中，定义了一个ServletConfig config实例变量，并在init(ServletConfig)方法中把参数ServletConfig赋给了实例变量。然后在该类的很多方法中使用了实例变量config。

如果子类覆盖了GenericServlet的init(StringConfig)方法，那么this.config=config这一条语句就会被覆盖了，也就是说GenericServlet的实例变量config的值为null，那么所有依赖config的方法都不能使用了。如果真的希望完成一些初始化操作，那么去覆盖GenericServlet提供的init()方法，它是没有参数的init()方法，它会在init(ServletConfig)方法中被调用。

###### 3　实现了ServletConfig接口

　　GenericServlet还实现了ServletConfig接口，所以可以直接调用getInitParameter()、getServletContext()等ServletConfig的方法。

## HttpServlet

###### 1　HttpServlet概述

HttpServlet类是GenericServlet的子类，它提供了对HTTP请求的特殊支持，所以通常我们都会通过继承HttpServlet来完成自定义的Servlet。

###### 2　HttpServlet覆盖了service()方法

HttpServlet类中提供了service(HttpServletRequest,HttpServletResponse)方法，这个方法是HttpServlet自己的方法，不是从Servlet继承来的。在HttpServlet的service(ServletRequest,ServletResponse)方法中会把ServletRequest和ServletResponse强转成HttpServletRequest和HttpServletResponse，然后调用service(HttpServletRequest,HttpServletResponse)方法，这说明子类可以去覆盖service(HttpServletRequest,HttpServletResponse)方法即可，这就不用自己去强转请求和响应对象了。

其实子类也不用去覆盖service(HttpServletRequest,HttpServletResponse)方法，因为HttpServlet还要做另一步简化操作，下面会介绍。

HttpServlet.java

|  |
| --- |
| **public** **abstract** **class** HttpServlet **extends** GenericServlet {  **protected** **void** service(HttpServletRequest req, HttpServletResponse resp)  **throws** ServletException, IOException {  ……  }  @Override  **public** **void** service(ServletRequest req, ServletResponse res)  **throws** ServletException, IOException {  HttpServletRequest request;  HttpServletResponse response;  **try** {  request = (HttpServletRequest) req;  response = (HttpServletResponse) res;  //强转  } **catch** (ClassCastException e) {  **throw** **new** ServletException("non-HTTP request or response");  }  service(request, response);// 调用上面service()方法  }  ……  } |

###### 3　doGet()和doPost()

在HttpServlet的service(HttpServletRequest,HttpServletResponse)方法会去判断当前请求是GET还是POST，如果是GET请求，那么会去调用本类的doGet()方法，如果是POST请求会去调用doPost()方法，这说明我们在子类中去覆盖doGet()或doPost()方法即可。

|  |
| --- |
| **public** **class** AServlet **extends** HttpServlet {  **public** **void** doGet(HttpServletRequest request, HttpServletResponse response)  **throws** ServletException, IOException {  System.*out*.println("hello doGet()...");  }  } |
| **public** **class** BServlet **extends** HttpServlet {  **public** **void** doPost(HttpServletRequest request, HttpServletResponse response)  **throws** ServletException, IOException {  System.*out*.println("hello doPost()...");  }  } |

## Servlet细节

###### 1　Servlet与线程安全

因为一个类型的Servlet只有一个实例对象，那么就有可能会现时出一个Servlet同时处理多个请求，那么Servlet是否为线程安全的呢？答案是：“不是线程安全的”。这说明Servlet的工作效率很高，但也存在线程安全问题！

所以我们不应该在Servlet中便宜创建成员变量，因为可能会存在一个线程对这个成员变量进行写操作，另一个线程对这个成员变量进行读操作。

###### 2　让服务器在启动时就创建Servlet

默认情况下，服务器会在某个Servlet第一次收到请求时创建它。也可以在web.xml中对Servlet进行配置，使服务器启动时就创建Servlet。

|  |
| --- |
| <servlet>  <servlet-name>hello1</servlet-name>  <servlet-class>cn.itcast.servlet.Hello1Servlet</servlet-class>  <load-on-startup>0</load-on-startup>  </servlet>  <servlet-mapping>  <servlet-name>hello1</servlet-name>  <url-pattern>/hello1</url-pattern>  </servlet-mapping>  <servlet>  <servlet-name>hello2</servlet-name>  <servlet-class>cn.itcast.servlet.Hello2Servlet</servlet-class>  <load-on-startup>1</load-on-startup>  </servlet>  <servlet-mapping>  <servlet-name>hello2</servlet-name>  <url-pattern>/hello2</url-pattern>  </servlet-mapping>  <servlet>  <servlet-name>hello3</servlet-name>  <servlet-class>cn.itcast.servlet.Hello3Servlet</servlet-class>  <load-on-startup>2</load-on-startup>  </servlet>  <servlet-mapping>  <servlet-name>hello3</servlet-name>  <url-pattern>/hello3</url-pattern>  </servlet-mapping> |

在<servlet>元素中配置<load-on-startup>元素可以让服务器在启动时就创建该Servlet，其中<load-on-startup>元素的值必须是大于等于的整数，它的使用是服务器启动时创建Servlet的顺序。上例中，根据<load-on-startup>的值可以得知服务器创建Servlet的顺序为Hello1Servlet、Hello2Servlet、Hello3Servlet。

###### 3　<url-pattern>

<url-pattern>是<servlet-mapping>的子元素，用来指定Servlet的访问路径，即URL。它必须是以“/”开头！

1. 可以在<servlet-mapping>中给出多个<url-pattern>，例如：

|  |
| --- |
| <servlet-mapping>  <servlet-name>AServlet</servlet-name>  <url-pattern>/AServlet</url-pattern>  <url-pattern>/BServlet</url-pattern>  </servlet-mapping> |

那么这说明一个Servlet绑定了两个URL，无论访问/AServlet还是/BServlet，访问的都是AServlet。

1. 还可以在<url-pattern>中使用通配符，所谓通配符就是星号“\*”，星号可以匹配任何URL前缀或后缀，使用通配符可以命名一个Servlet绑定一组URL，例如：

* <url-pattern>/servlet/\*<url-patter>：/servlet/a、/servlet/b，都匹配/servlet/\*；
* <url-pattern>\*.do</url-pattern>：/abc/def/ghi.do、/a.do，都匹配\*.do；
* <url-pattern>/\*<url-pattern>：匹配所有URL；

请注意，通配符要么为前缀，要么为后缀，不能出现在URL中间位置，也不能只有通配符。例如：/\*.do就是错误的，因为星号出现在URL的中间位置上了。\*.\*也是不对的，因为一个URL中最多只能出现一个通配符。

注意，通配符是一种模糊匹配URL的方式，如果存在更具体的<url-pattern>，那么访问路径会去匹配具体的<url-pattern>。例如：

|  |
| --- |
| <servlet>  <servlet-name>hello1</servlet-name>  <servlet-class>cn.itcast.servlet.Hello1Servlet</servlet-class>  </servlet>  <servlet-mapping>  <servlet-name>hello1</servlet-name>  <url-pattern>/servlet/hello1</url-pattern>  </servlet-mapping>  <servlet>  <servlet-name>hello2</servlet-name>  <servlet-class>cn.itcast.servlet.Hello2Servlet</servlet-class>  </servlet>  <servlet-mapping>  <servlet-name>hello2</servlet-name>  <url-pattern>/servlet/\*</url-pattern>  </servlet-mapping> |

　　当访问路径为http://localhost:8080/hello/servlet/hello1时，因为访问路径即匹配hello1的<url-pattern>，又匹配hello2的<url-pattern>，但因为hello1的<url-pattern>中没有通配符，所以优先匹配，即设置hello1。

###### 4　web.xml文件的继承（了解）

每个完整的JavaWeb应用中都需要有web.xml，但我们不知道所有的web.xml文件都有一个共同的父文件，它在Tomcat的conf/web.xml路径。

conf/web.xml

|  |
| --- |
| <?xml version=*"1.0"* encoding=*"ISO-8859-1"*?>  <web-app xmlns=*"http://java.sun.com/xml/ns/javaee"*  xmlns:xsi=*"http://www.w3.org/2001/XMLSchema-instance"*  xsi:schemaLocation=*"http://java.sun.com/xml/ns/javaee*  *http://java.sun.com/xml/ns/javaee/web-app\_3\_0.xsd"*  version=*"3.0"*>  <servlet>  <servlet-name>default</servlet-name>  <servlet-class>org.apache.catalina.servlets.DefaultServlet</servlet-class>  // DefaultServlet 当访问路径不存在时，会执行该Servlet！其实我们在访问index.html时也是在执行这个Servlet。  <init-param>  <param-name>debug</param-name>  <param-value>0</param-value>  </init-param>  <init-param>  <param-name>listings</param-name>  <param-value>false</param-value>  </init-param>  <load-on-startup>1</load-on-startup>  </servlet>  <servlet>  <servlet-name>jsp</servlet-name>  <servlet-class>org.apache.jasper.servlet.JspServlet</servlet-class>  <init-param>  <param-name>fork</param-name>  <param-value>false</param-value>  </init-param>  <init-param>  <param-name>xpoweredBy</param-name>  <param-value>false</param-value>  </init-param>  <load-on-startup>3</load-on-startup>  </servlet>  <servlet-mapping>  <servlet-name>default</servlet-name>  <url-pattern>/</url-pattern>//匹配所有URL，也就是说用户访问的URL路径没 有匹配的页面时，那么执行的就是名为default的Servlet，即 org.apache.catalina.servlets.DefaultServlet  </servlet-mapping>  <servlet-mapping>  <servlet-name>jsp</servlet-name>  <url-pattern>\*.jsp</url-pattern>//任何URL后缀为jsp的访问，都会执行名为jsp的Servlet，即org.apache.jasper.servlet.JspServlet  <url-pattern>\*.jspx</url-pattern>  </servlet-mapping>  <session-config>  <session-timeout>30</session-timeout>// session的默认超时时间为30分钟，后面讲session时再深入。  </session-config>  <!-- 这里省略了大概4000多行的MIME类型的定义,这里只给出两种MIME类型的定义 -->  //MIME类型用来标识网络上资源的媒体类型，这里举例为bmp和html两种MIME类型。  <mime-mapping>  <extension>bmp</extension>  <mime-type>image/bmp</mime-type>  </mime-mapping>  <mime-mapping>  <extension>htm</extension>  <mime-type>text/html</mime-type>  </mime-mapping>  <welcome-file-list>  <welcome-file>index.html</welcome-file>  <welcome-file>index.htm</welcome-file>  <welcome-file>index.jsp</welcome-file>  </welcome-file-list>//在应用的web.xml中如果没有对<welcome-file-list>进行覆盖，那么默认主页为index.html、index.html、index.jsp  </web-app> |

## ServletContext

###### 1　ServletContext概述

服务器会为每个应用创建一个ServletContext对象：

* ServletContext对象的创建是在服务器启动时完成的；
* ServletContext对象的销毁是在服务器关闭时完成的。

　　 ServletContext对象的作用是在整个Web应用的动态资源之间共享数据！例如在AServlet中向ServletContext对象中保存一个值，然后在BServlet中就可以获取这个值，这就是共享数据了。

###### 2　获取ServletContext

在Servlet中获取ServletContext对象：

* 在void init(ServletConfig config)中：ServletContext context = config.getServletContext();，ServletConfig类的getServletContext()方法可以用来获取ServletContext对象；

在GenericeServlet或HttpServlet中获取ServletContext对象：

* GenericServlet类有getServletContext()方法，所以可以直接使用this.getServletContext()来获取；

|  |
| --- |
| public class MyServlet implements Servlet {  public void init(ServletConfig config) {  ServletContext context = config.getServletContext();  }  …  } |
| public class MyServlet extends HttpServlet {  public void doGet(HttpServletRequest request, HttpServletResponse response) {  ServletContext context = this.getServletContext();  }  } |

###### 3　域对象的功能

ServletContext是JavaWeb四大域对象之一：

* PageContext；
* ServletRequest；
* HttpSession；
* ServletContext；

所有域对象都有存取数据的功能，因为域对象内部有一个Map，用来存储数据，下面是ServletContext对象用来操作数据的方法：

* void setAttribute(String name, Object value)：用来存储一个对象，也可以称之为存储一个域属性，例如：servletContext.setAttribute(“xxx”, “XXX”)，在ServletContext中保存了一个域属性，域属性名称为xxx，域属性的值为XXX。请注意，如果多次调用该方法，并且使用相同的name，那么会覆盖上一次的值，这一特性与Map相同；
* Object getAttribute(String name)：用来获取ServletContext中的数据，当前在获取之前需要先去存储才行，例如：String value = (String)servletContext.getAttribute(“xxx”);，获取名为xxx的域属性；
* void removeAttribute(String name)：用来移除ServletContext中的域属性，如果参数name指定的域属性不存在，那么本方法什么都不做；
* Enumeration getAttributeNames()：获取所有域属性的名称；

###### 4　获取应用初始化参数

还可以使用ServletContext来获取在web.xml文件中配置的应用初始化参数！注意，应用初始化参数与Servlet初始化参数不同：

web.xml

|  |
| --- |
| <web-app ...>  ...  // 配置了两个应用初始化参数  <context-param>  <param-name>paramName1</param-name>  <param-value>paramValue1</param-value>  </context-param>  <context-param>  <param-name>paramName2</param-name>  <param-value>paramValue2</param-value>  </context-param>  </web-app> |
| ServletContext context = **this**.getServletContext();//获取ServletContext对象  String value1 = context.getInitParameter("paramName1");  String value2 = context.getInitParameter("paramName2");//通过参数名，获取参数值  System.*out*.println(value1 + ", " + value2);    Enumeration names = context.getInitParameterNames();//获取所有应用初始化参数名称  **while**(names.hasMoreElements()) {  System.*out*.println(names.nextElement());  } |

###### 5　获取资源相关方法

![](data:image/png;base64,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)

5.1　获取真实路径

还可以使用ServletContext对象来获取Web应用下的资源，例如在hello应用的根目录下创建a.txt文件，现在想在Servlet中获取这个资源，就可以使用ServletContext来获取。

* 获取a.txt的真实路径：String realPath = servletContext.getRealPath(“/a.txt”)，realPath的值为a.txt文件的绝对路径：F:\tomcat6\webapps\hello\a.txt；
* 获取b.txt的真实路径：String realPath = servletContext.getRealPath(“/WEB-INF/b.txt”)；

5.2　获取资源流

不只可以获取资源的路径，还可以通过ServletContext获取资源流，即把资源以输入流的方式获取：

* 获取a.txt资源流：InputStream in = servletContext.getResourceAsStream(“/a.txt”)；
* 获取b.txt资源流：InputStream in = servletContext.getResourceAsStream(“/WEB-INF/b.txt”)；

5.3　获取指定目录下所有资源路径

还可以使用ServletContext获取指定目录下所有资源路径，例如获取/WEB-INF下所有资源的路径：

|  |
| --- |
| Set set = context.getResourcePaths("/WEB-INF");  System.*out*.println(set); |
| [/WEB-INF/lib/, /WEB-INF/classes/, /WEB-INF/b.txt, /WEB-INF/web.xml] |

注意，本方法必须以“/”开头！！！

## 获取类路径下资源

　　这里要讲的是获取类路径下的资源，对于JavaWeb应用而言，就是获取classes目录下的资源。
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|  |
| --- |
| InputStream in = **this**.getClass().getResourceAsStream("/xxx.txt");  System.*out*.println(IOUtils.*toString*(in)); |
| InputStream in = **this**.getClass().getClassLoader().getResourceAsStream("xxx.txt");  System.*out*.println(IOUtils.*toString*(in)); |

* Class类的getResourceAsStream(String path)：
* 路径以“/”开头，相对classes路径；
* 路径不以“/”开头，相对当前class文件所有路径，例如在cn.itcast.servlet.MyServlet中执行，那么相对/classes/cn/itcast/servlet/路径；
* ClassLoader类的getResourceAsStream(String path)：
* 相对classes路径；