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# CHALLENGE B

<https://github.com/charlottechemarin/Allier-Chemarin-ChallengeB.git> This is the link to our repository on GitHub.

# TASB 1B

# QUESTION 1:

We choose to use Random Forest. We read that it is a very efficient algorithm of machine learning to check links between the different variables. It classifies the explicative variables regarding their links to the dependent variable. It produces a set of classifications on a random fraction of the data, then he makes them vote and deduces the order and the importance of the different variables.

This is the link to the website we were inpired by. <http://mehdikhaneboubi.free.fr/random_forest_r.html#importation-des-donnees>

# QUESTION 2:

From the previous challenge, we take the datasets. We use the same code in order to clean the data (removing the missing values and changing the variables for factor ones). We choose to take Rossi’s code in order to be sure there will be no mistake. We also load all the libraries we will use.

library(tidyverse)

library(knitr)

library(randomForest)

train <- read.csv(file.choose("train.csv"),header=T)  
attach(train)  
  
remove.vars <- train %>% summarise\_all(.funs = funs(sum(is.na(.)))) %>% gather(key = "feature", value = "missing.observations") %>% filter(missing.observations > 100) %>% select(feature) %>% unlist  
  
train %>% summarise\_all(.funs = funs(sum(is.na(.)))) %>% gather(key = "feature", value = "missing.observations") %>% filter(missing.observations > 0)

## feature missing.observations  
## 1 LotFrontage 259  
## 2 Alley 1369  
## 3 MasVnrType 8  
## 4 MasVnrArea 8  
## 5 BsmtQual 37  
## 6 BsmtCond 37  
## 7 BsmtExposure 38  
## 8 BsmtFinType1 37  
## 9 BsmtFinType2 38  
## 10 Electrical 1  
## 11 FireplaceQu 690  
## 12 GarageType 81  
## 13 GarageYrBlt 81  
## 14 GarageFinish 81  
## 15 GarageQual 81  
## 16 GarageCond 81  
## 17 PoolQC 1453  
## 18 Fence 1179  
## 19 MiscFeature 1406

train <- train %>% select(- one\_of(remove.vars))  
  
train <- train %>% filter(is.na(GarageType) == FALSE, is.na(MasVnrType) == FALSE, is.na(BsmtFinType2) == FALSE, is.na(BsmtExposure) == FALSE, is.na(Electrical) == FALSE, is.na(LotFrontage) == FALSE, is.na(Alley) == FALSE, is.na(MasVnrType) == FALSE, is.na(MasVnrArea) == FALSE, is.na(BsmtQual) == FALSE, is.na(BsmtCond) == FALSE, is.na(BsmtExposure) == FALSE, is.na(BsmtFinType1) == FALSE, is.na(BsmtFinType2) == FALSE, is.na(Electrical) == FALSE)  
  
#We finally remove the Id column.  
train <- train[,-1]

Then, we chose to use the Random Forest method. We will here follw a process we found on the Internet.

fit <- randomForest(train$SalePrice~., data = train)  
print(fit)

##   
## Call:  
## randomForest(formula = train$SalePrice ~ ., data = train)   
## Type of random forest: regression  
## Number of trees: 500  
## No. of variables tried at each split: 24  
##   
## Mean of squared residuals: 684670684  
## % Var explained: 59.85

Then, we ask for the confusion matrix. In lines, we have the observations, in columns the data the model predicts.

summary(table(train$SalePrice, fit$predicted))

## Number of cases in table: 77   
## Number of factors: 2   
## Test for independence of all factors:  
## Chisq = 5236, df = 5168, p-value = 0.2506  
## Chi-squared approximation may be incorrect

We draw a graph to classify the explanatory variables according to their weight on the prediction.

varImpPlot(fit)
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T

he command below give us the importance of each variable in an increasing way. We can see that the explanatory variables that matter the most are : utilities, street, heating, miscval, garagecond…

head(fit$importance[order(fit$importance[, 1], decreasing = TRUE), ])

## OverallQual Neighborhood GrLivArea ExterQual TotalBsmtSF   
## 22879303096 10781099638 10413866445 7515706074 7003384426   
## X2ndFlrSF   
## 6231780939

# QUESTION 3:

We have to make predictions on the test data and compare them with the prediction we did for the last challenge. Once more, we use Rossi’s code to get the first prediction of our data.

First, the code for the prediction by the linear regression:

test <- read.csv(file.choose("test.csv"),header=T)  
attach(test)

test <- test %>% filter(is.na(GarageType) == FALSE, is.na(MasVnrType) == FALSE, is.na(BsmtFinType2) == FALSE, is.na(BsmtExposure) == FALSE, is.na(Electrical) == FALSE, is.na(LotFrontage) == FALSE, is.na(Alley) == FALSE, is.na(MasVnrType) == FALSE, is.na(MasVnrArea) == FALSE, is.na(BsmtQual) == FALSE, is.na(BsmtCond) == FALSE, is.na(BsmtExposure) == FALSE, is.na(BsmtFinType1) == FALSE, is.na(BsmtFinType2) == FALSE, is.na(Electrical) == FALSE)  
  
lm\_model <- lm(SalePrice ~ MSZoning + LotArea + Neighborhood + YearBuilt + OverallQual, data = train)  
summary(lm\_model)

##   
## Call:  
## lm(formula = SalePrice ~ MSZoning + LotArea + Neighborhood +   
## YearBuilt + OverallQual, data = train)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -54123 -12726 -4308 13475 103461   
##   
## Coefficients: (1 not defined because of singularities)  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) -1.366e+05 4.254e+05 -0.321 0.74919   
## MSZoningFV 1.772e+04 3.931e+04 0.451 0.65368   
## MSZoningRH 5.442e+04 4.916e+04 1.107 0.27248   
## MSZoningRL 2.066e+04 2.893e+04 0.714 0.47781   
## MSZoningRM 2.631e+04 2.498e+04 1.053 0.29622   
## LotArea 3.828e+00 1.422e+00 2.692 0.00908 \*\*   
## NeighborhoodCrawfor -7.101e+03 3.277e+04 -0.217 0.82914   
## NeighborhoodEdwards -4.829e+04 2.160e+04 -2.235 0.02896 \*   
## NeighborhoodIDOTRR -4.050e+04 2.753e+04 -1.471 0.14627   
## NeighborhoodNAmes -2.305e+04 3.289e+04 -0.701 0.48595   
## NeighborhoodOldTown -3.152e+04 2.285e+04 -1.380 0.17259   
## NeighborhoodSomerst NA NA NA NA   
## NeighborhoodSWISU -1.182e+04 3.410e+04 -0.347 0.73008   
## YearBuilt 7.294e+01 2.173e+02 0.336 0.73828   
## OverallQual 1.905e+04 3.851e+03 4.948 5.89e-06 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 27970 on 63 degrees of freedom  
## Multiple R-squared: 0.6247, Adjusted R-squared: 0.5472   
## F-statistic: 8.066 on 13 and 63 DF, p-value: 3.381e-09

predict1 <- data.frame(Id = test$Id, SalePrice\_predict = predict(lm\_model, test, type="response"))

head(predict1)

## Id SalePrice\_predict  
## 1 1497 174140.6  
## 2 1498 172992.2  
## 3 1499 170423.6  
## 4 1500 151442.1  
## 5 1503 229379.3  
## 6 1533 118440.6

Then, with Random Forest:

#First, we correct the levels of the variables in order to make the two datasets match.  
levels(test$Utilities) <- levels(train$Utilities)  
levels(test$Condition2) <- levels(train$Condition2)  
levels(test$HouseStyle) <- levels(train$HouseStyle)  
levels(test$RoofMatl) <- levels(train$RoofMatl)  
levels(test$Exterior2nd) <- levels(train$Exterior2nd)  
levels(test$Electrical) <- levels(train$Electrical)  
levels(test$GarageQual) <- levels(train$GarageQual)  
levels(test$Exterior1st) <- levels(train$Exterior1st)  
levels(test$Heating) <- levels(train$Heating)  
  
#Then, we predict  
predict2 <- data.frame(Id = test$Id, SalePrice\_predict = predict(fit, test, type="response"))  
head(predict2)

## Id SalePrice\_predict  
## 1 1497 169052.3  
## 2 1498 157502.1  
## 3 1499 155245.2  
## 4 1500 160368.2  
## 5 1503 189545.1  
## 6 1533 141489.2

To compare the two predictions, we make plots.

#First, we can compute the difference between the two predictions.  
diff <- data.frame(SalePrice\_predict = abs(predict1$SalePrice\_predict - predict2$SalePrice\_predict))  
head(diff)

## SalePrice\_predict  
## 1 5088.343  
## 2 15490.101  
## 3 15178.386  
## 4 8926.103  
## 5 39834.212  
## 6 23048.572

ggplot(diff, aes(x=test$Id, y=SalePrice\_predict)) + geom\_point()
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#We can see that the matching between the two predictions is unequal among the observations.

Then, we can compare the two predictions.

prediction1 <- predict1$SalePrice\_predict  
prediction2 <- predict2$SalePrice\_predict  
  
predictions <- data.frame(test$Id, prediction1 = predict1$SalePrice\_predict, prediction2 = predict2$SalePrice\_predict)  
head(predictions)

## test.Id prediction1 prediction2  
## 1 1497 174140.6 169052.3  
## 2 1498 172992.2 157502.1  
## 3 1499 170423.6 155245.2  
## 4 1500 151442.1 160368.2  
## 5 1503 229379.3 189545.1  
## 6 1533 118440.6 141489.2

ggplot(data= predictions) + geom\_point(data = predict1, aes(x= test$Id, y=prediction1, color = "predict1")) + geom\_point(data = predict2, aes(x=Id, y=prediction2, color = "predict2"))
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# TASK 2B

We have chosen to take the correct code from the Challenge A written by Rossi Abi-Rafeh to be sure that there will be no mistakes:

Indeed, here is the code of the Challenge A:

# We simulate an overfit:  
library(tidyverse)  
library(np)

library(caret)

# We compute the true model : y = x^3 + epsilon  
set.seed(1)  
Nsim <- 150  
b <- c(0,1)  
x0 <- rep(1, Nsim)  
x1 <- rnorm(n = Nsim)  
  
X <- cbind(x0, x1^3)  
y.true <- X %\*% b  
  
eps <- rnorm(n = Nsim)  
y <- X %\*% b + eps  
  
df <- tbl\_df(y[,1]) %>% rename(y = value) %>% bind\_cols(tbl\_df(x1)) %>% rename(x = value) %>% bind\_cols(tbl\_df(y.true[,1])) %>% rename(y.true = value)  
  
# We simulate Nsim = 100 points of (y,x)  
ggplot(df) + geom\_point(mapping = aes(x = x, y = y)) +   
 geom\_line(mapping = aes(x = x, y = y.true))
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# We split the sample into training and testing:  
training.index <- createDataPartition(y = y, times = 1, p = 0.8)  
df <- df %>% mutate(which.data = ifelse(1:n() %in% training.index$Resample1, "training", "test"))  
  
training <- df %>% filter(which.data == "training")  
test <- df %>% filter(which.data == "test")  
  
# We create the model lm.fit:  
lm.fit <- lm(y ~ x, data = training)  
summary(lm.fit)

##   
## Call:  
## lm(formula = y ~ x, data = training)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -4.7575 -1.0695 0.0419 1.0229 7.6216   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 0.1950 0.1649 1.183 0.239   
## x 2.4446 0.1846 13.241 <2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 1.82 on 120 degrees of freedom  
## Multiple R-squared: 0.5937, Adjusted R-squared: 0.5903   
## F-statistic: 175.3 on 1 and 120 DF, p-value: < 2.2e-16

df <- df %>% mutate(y.lm = predict(object = lm.fit, newdata = df))  
training <- training %>% mutate(y.lm = predict(object = lm.fit))

Now, we can compute all the steps of the Task 2B:

#Step 1:  
  
# We estimate a low-flexibility local linear model on the training data:  
ll.fit.lowflex <- npreg(y ~ x, data = training, method = "ll", bws = 0.5)  
summary(ll.fit.lowflex)

##   
## Regression Data: 122 training points, in 1 variable(s)  
## x  
## Bandwidth(s): 0.5  
##   
## Kernel Regression Estimator: Local-Constant  
## Bandwidth Type: Fixed  
## Residual standard error: 1.442574  
## R-squared: 0.8569977  
##   
## Continuous Kernel Type: Second-Order Gaussian  
## No. Continuous Explanatory Vars.: 1

#Step 2:  
  
# We estimate a high-flexibility local linear model on the training data:  
ll.fit.highflex <- npreg(y ~ x, data = training, method = "ll", bws = 0.01)  
summary(ll.fit.highflex)

##   
## Regression Data: 122 training points, in 1 variable(s)  
## x  
## Bandwidth(s): 0.01  
##   
## Kernel Regression Estimator: Local-Constant  
## Bandwidth Type: Fixed  
## Residual standard error: 0.5882872  
## R-squared: 0.9569811  
##   
## Continuous Kernel Type: Second-Order Gaussian  
## No. Continuous Explanatory Vars.: 1

#Step 3:  
  
#We create the predictions of the two models above:  
  
training <- training %>% mutate(y.ll.lowflex = predict(object = ll.fit.lowflex, newdata = training), y.ll.highflex = predict(object = ll.fit.highflex, newdata = training))  
  
#Then, we plot the scatterplot of x-y on training data:  
  
#First, we get the simple plot of training:  
  
ggplot(training) + geom\_point(mapping = aes(x = x, y = y))
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#Then, we add the true regression line:  
  
ggplot(training) + geom\_point(mapping = aes(x = x, y = y)) +   
 geom\_line(mapping = aes(x = x, y = y.true))

![](data:image/png;base64,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)

#And we can get the scatterplot of x-y with the predictions of the 2 models:  
  
ggplot(training) + geom\_point(mapping = aes(x = x, y = y)) +   
 geom\_line(mapping = aes(x = x, y = y.true)) +   
 geom\_line(mapping = aes(x = x, y = y.ll.lowflex), color = "red") +   
 geom\_line(mapping = aes(x = x, y = y.ll.highflex), color = "blue")
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#Step 4:  
  
#The predictions of fit.highflex are more variables than the predictions of fit.lowflex, indeed, we observe more variations from the fit.highflex line than from the fit.lowflex line. The predictions of fit.lowflex have then the least bias.  
  
#Step 5:  
  
#First, we create the predictions of the two models on the test data:  
  
test <- test %>% mutate(y.ll.lowflex = predict(object = ll.fit.lowflex, newdata = test), y.ll.highflex = predict(object = ll.fit.highflex, newdata = test))  
  
#Then, we plot the scatterplot of x-y on test data:  
  
#First, we get the simple plot of test:  
  
ggplot(test) + geom\_point(mapping = aes(x = x, y = y))
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#Then, we add the true regression line:  
  
ggplot(test) + geom\_point(mapping = aes(x = x, y = y)) +   
 geom\_line(mapping = aes(x = x, y = y.true))

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeAAAAGACAMAAABC/kH9AAAAnFBMVEUAAAAAADoAAGYAOpAAZrYzMzM6ADo6AGY6kNtNTU1NTW5NTY5NbqtNjshmAABmtv9uTU1uTW5uTY5ubqtuq+SOTU2OTW6OTY6OyP+QOgCQtpCQ2/+rbk2rbm6rbo6ryKur5P+2ZgC2/7a2///Ijk3I///bkDrb///kq27k///r6+v/tmb/yI7/25D/5Kv//7b//8j//9v//+T///+XSCPqAAAACXBIWXMAAA7DAAAOwwHHb6hkAAALQ0lEQVR4nO2da3sbtRZGRaEc3Kbl0DZtgAApJJC0OanJ/P//duykjsf2XCSNpNl6vfbDh5bHq1vWGknjGV1cQ0iHm7sARN5AsHggWDwQLB4IFg8Ei0eE4E9d0f1/hwMmI4NgcQbB4gyCxRkEizMIFmcQLM4gWJxBsDiDYHEGweIMgsUZBIszCBZnECzEOOcOP4RgGca5DsMI1mGmCb57c9U0y9PFyQ2CjTKTBN8uXl419+dnzfUrBFtlJozBly/+WLXg5Yerx5aMYIvMod1PgV303dubZvn+YvW356sYI4jCMejQS/DtyUbwOrJdiTBRTGcDjm3BCLbHJBDMGGyY6fYbJvj+/B130VaZFIL5HWyX6fHLkywVBsHaTJ9fBIswCNZmev0iWINBsDbT7xfBEgyCtZkBvwhWYBCszQz5RbAAg2BtZtAvgutnEKzNDPtFcPUMgrWZEb8Irp1BsDYz5hfBlTMIFmcQrM2M+kVw3QyCtZlxvwiumkGwNuPhF8E1MwjWZnz8IrhiBsHajPNiEFwtg2BtxvkxCK6VQbA24zwZBFfKIFibcb4MgutkEKzNOG8GwVUyCNZmnD+D4BoZBGszLoBBcIUMgrWZzWtCBIsyCNZmnt7zI1iTQbA2s52ok1swMUtEmqIF18KUa8ETCwoTxbSmUiJYkUGwNtOeC41gQQbB2szOYgYE6zEI1mZ2VyMhWI5BsDazt5wQwWoMgrWZ/fXACBZjEKzNHCzoR7AWg2Bt5nBHDgRLMQjWZjq21EGwEoNgbaZrTywECzEI1mY6N7VDsA6DYG2me1dKBMswCNZmeraVRbAKg2BxBsHaTN/G3wgWYRCszfTu3I9gDQbB2kz/0RsIlmAQrM0MnJ2DYAUGwdrM0OFXCBZgEKzNDJ5eh+D6GQRrM8PHTyK4egbB2szI+bEIrp1BsDYzdgA0gitnEKzNjJ7gjuC6mTkEXy8Wi5dXCC7BjPrNIfjyjBZciplD8P1vFwguxIz7zSB4ebrqoh8a8fNV+BBEbKQ+RMPr37v76aLViuOvKphRxqMB57qLfhqH45PCjDII1mZ8/GYQfHty09z/zs+k/MxMgte/g1883UjHJ4UZY+YSvBPxSWFGGC+/CK6XQbA24+cXwdUyCNZmPP0iuFYGwdqMr18EV8ogWJvx9ovgOhkEazP+fhFcJYNgbSbAL4JrZBCszYT4RXCFDIJVGefWboP8IrgixrkHwwhWZR4Fh/lFcEUMgtWZCL8Iro1BsDYT6hfBlTEI1maC/SK4LgbB2ky4XwRXxSBYm4nwi+CKGJctD4JNMAjWZly+PAg2wLiMeboEf3n9za8ILse4nHm6W/BH5779B8FlGJc1T7fgdSt27gcE6wp+VPzsLwTnZlzePH2C/3buu1VXPdRRxyeF2YbLnKdT8L8/O/fj+g+fh5pwfFKYx0mUn7ZPsArfRQ92zQiezHydRNl6QsnvYCkGweLMRvD2FQOCtZiDhQwIFmTarwgRrMfsvAJGsByz+4ofwXKMfcHElChd4bTgssz+HCyLLTg+KczBHDsESzGHcygRrMR0zJFFsBDTNQcawTpM5xx3BMsw3WsYEKzC9KxRQbAI07cGCcESjOtdY4ZgBWZgCSGCBZihJaIIrpjZn3+VK0/3hxCcm/HahxLB9TJe2xQiuF7GPU2SzZun50MIzs54+EVw3cz4FisIrpnx2EIHwRUzPlskIbhaZnz8TZOn70MITsRs76R2mJSneccwCE7EtH4LtZmkhz3HMAhOxHQLTnsWcAyD4ERMl2C/4TcsTyiD4P3YfSoxYQwO0Ivgcszec8X4PBkOuYphELwXiQQHNd8JecY/dAyCvyorJzhUL4InMRtnecfg9r8QziB4AhMmOD7PJt2W8XiNFJ8HwZsoKti19n72eREcm8eXqUhw/NgYMgbvRSCzeyEhOITZrS2LPcXBxqIIDmHsCz58VMkYHMBYF7wtXOD9QTATlKcewRPG4AJMZNmerloEm2Z2e2IET2MeqsT3qdSEPN7M/kCL4EnMY534Vfz0p1KjTMd9FGNwONOqRkuCu+e0mxo+6hDcrkczgh9XHHUYRnAws1ONFsbgp/IgOElBD6txzkpslwXBaQp6UIuzVeJ+SRiDExXUBOP36NHU95EX3HIyKY+FFwcxjLrgtpfoPP5up+XJwYQJXp4uTm6OTHCY3Pg8mZggwffnZ831K0XBhxbdJvKVrQgTJHj54aq5e3NVk2C/MXhj0rl9r+a+TygTJPju7U2zfH+x+tPzVfgQM4WLjLnLnTG8vtvtyUbwOspeiUPMgajQPP2QqdYYwwQJ3rbg2QV7+AzJ0/ePMAYXK+g2HjvTBHnG7cXdZdUr+P783bx30dsKT5DHw96xCZ71d/BuXSNY60nWQT2XEbz/4igqz7xMDYK7arbMGNxm/FszgkOYnlotX4kITl/QgSpFcPWCh6tzhkr0HrERPM70VKYz/Yx408ZNlc2k4L6m0uolTVXi10CwZ0F7e0IEhzMGBfePdMYFMwb7FHTwTsb2GGySsSZ49gXTaowxwQ9+w54wReU5HsaW4I3fGQ+xUGNMCe5f7pM2zzExlgR/tYrglIwdwXvLB72YmDxHxpgRbGV3VjXGimBfvwmn7BwHY0RwgF+DT4ssMzYEe/fPCA5lTAj2H38RHMoYEBw0b5ExOJCZX7DfjjnT8xwpM7tg3x1zpuY5VmZuwRNekAfPSTdV8aWYmQVPuGEKX3VgquJLMfMKnnLDVEBwokVuszJzCp42/Sa/4LiVSQjexNTtjbKPwQieVFDL2/M/BoKnFNTw9vxPsRmDAz2b+j5zCc6+UXdCJrQlm/o+MwkustV+KgbBoUkNbQ3swyA4MKnp/ZW7GMbgoKS291dWY8oLzrMdA0zfh0oL7ujsTFWIGlNacNdgZqpC1JjCgo1sqHJETFHBqht+WmZKCrazY84RMQUF9/6WNFUhakw5wf3PCkxViBpTTPDAsyBTFaLGlBJsbFOz42EmCA4I6dMQ6oisLXjkUb2pK16NKSF47FWMqQpRYwoIZjuGOZn8gtmOYVYmu2CPV+WmKkSNySy4vvN21Zi8givcIV2NSSp4fy1PjaeUqDEpBe/PPmRjUQNMRsHeMxFNVYgak0+w/0xTUxWixqQU3B6DQ2YSm6oQNSap4G3SeieKqzF5BLO1ghkmi2A2R7HD5BAcumjaVIWoMRkEBy+KN1UhakxywbUfqKzGpBZc/Z4WakxiwfXvK6XGpBXMxqLmmMQt2NaXg0GwPINgcQbB4gyCxRkEizMIFmcQLM4gWJxBsDiDYHEGweJMUsEKp5SoMSkFS5xxoMYgWJxBsDiTUjBjsEEmqeCcBYWJYxAsziBYnEGwOINgcQbB4gyCxRkEizMIFmcQLM4gWJxBsDgzQXCyeE6e/HkQLJ4HweJ5ECyeh3NvxAPB4oFg8UCweCBYPGYVfPfmKnuO5eni5CZ7lnWU+DarLP9dLM4CPj+n4NvFy+xVcn9+1ly/yp1lHSW+zep6fX/R3P104Q/MKPjyxR/5r/nlh6syTavIt1ldRuuL9TKgCat30Xdvbx6u+gJRpotumrDvoy749kRO8P35u4BPzyP4crFYdzW04IhYnob4lW/BxcbgcnfRIffQ+oLX/VmZu+gygkP9ygtW+x18vVhHLXfRRP5AsHggWDwQLB4IFg8EiweCxQPB4oFg8UCweCBYPBD89ze/Nl9e/zB3MXIFgpuP363/Uw0EN//7/pf//DV3IbIFgledtPtx7iLkCwSv+min20MjuGk+P/vztW4TRvCXld3Pz2QHYQR//Paf5t+fZTtpBIsHgsUDweKBYPFAsHggWDwQLB7/Bzx5Cez+NvoSAAAAAElFTkSuQmCC)

#And we can get the scatterplot of x-y with the predictions of the 2 models:  
  
ggplot(test) + geom\_point(mapping = aes(x = x, y = y)) +   
 geom\_line(mapping = aes(x = x, y = y.true)) +   
 geom\_line(mapping = aes(x = x, y = y.ll.lowflex), color = "red") +   
 geom\_line(mapping = aes(x = x, y = y.ll.highflex), color = "blue")
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#We see that the predictions of fit.highflex are more variables than the predictions of fit.lowflex too because we observe more variations from the fit.highflex line than from the fit.lowflex line. The predictions of fit.lowflex have then the least bias.  
  
#Step 6:  
  
# We create a vector of bandwidth going from 0.01 to 0.5 with a step of 0.001:  
  
bw <- seq(0.01, 0.5, by = 0.001)  
  
#Step 7:  
  
# We estimate a local linear model on the training data with each bandwidth:  
  
llbw.fit <- lapply(X = bw, FUN = function(bw) {npreg(y ~ x, data = training, method = "ll", bws = bw)})  
  
#Step 8:  
  
#We compute for each bandwidth the MSE on the training data:  
  
mse.training <- function(fit.model){  
 predictions <- predict(object = fit.model, newdata = training)  
 training %>% mutate(squared.error = (y - predictions)^2) %>% summarize(mse = mean(squared.error))  
}  
mse.train.results <- unlist(lapply(X = llbw.fit, FUN = mse.training))  
  
#Step 9:  
  
#We compute for each bandwidth the MSE on the test data:  
  
mse.test <- function(fit.model){  
 predictions <- predict(object = fit.model, newdata = test)  
 test %>% mutate(squared.error = (y - predictions)^2) %>% summarize(mse = mean(squared.error))  
}  
mse.test.results <- unlist(lapply(X = llbw.fit, FUN = mse.test))  
  
#Step 10:  
  
#We draw on the same plot how the MSE on training data and test data changes when the bandwidth increases:  
  
mse.df <- tbl\_df(data.frame(bandwidth = bw, mse.train = mse.train.results, mse.test = mse.test.results))  
  
ggplot(mse.df) +   
 geom\_line(mapping = aes(x = bandwidth, y = mse.train), color = "blue") +  
 geom\_line(mapping = aes(x = bandwidth, y = mse.test), color = "orange")
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# TASK 3B:

#Step 1:  
  
#We import the SIREN dataset:  
library(data.table)

siren <- system.time(table1 <- fread(file.choose(),sep=";",dec=".",header = T, select = c("SIREN", "LIBTEFEN")))

#Step 2:  
library(tidyverse)  
  
#We import the CNIL data set:  
library(readr)  
CNIL <- read\_delim("D:/Documents/M1 Economics/rporg/Challenges/Challenge B/OpenCNIL\_Organismes\_avec\_CIL\_VD\_20171115.csv",";", escape\_double = FALSE, trim\_ws = TRUE)

#First, we clean the table by removing all the NA present in it:  
CNIL2<-na.omit(CNIL)  
sum(is.na(CNIL2))

#Then, we create a new column called "Departement" with the first 2 numbers of the codepost:  
department <- substr(CNIL2$Code\_Postal, start =1, stop=2)  
CNIL2$Departement <- department  
  
#The new column is added in the table:  
head(CNIL2)

## # A tibble: 6 x 9  
## Siren Responsable Adresse  
## <chr> <chr> <chr>  
## 1 788349926 "\"\"\"LA RIVE BLEUE\"\"\"" 3/5 RUE BOILEAU  
## 2 421715731 01 DIRECT 58 AVENUE DE RIVESALTES  
## 3 409869708 01DB-METRAVIB 200 CHEMIN DES ORMEAUX  
## 4 444600464 1.2.3. SAS 57-59 -61 RUE HENRI BARBUSSE  
## 5 922002968 100 % ASNIERES 70 AVENUE D'ARGENTEUIL  
## 6 429621311 1000MERCIS 28 RUE DE CHATEAUDUN  
## # ... with 6 more variables: Code\_Postal <chr>, Ville <chr>, NAF <chr>,  
## # TypeCIL <chr>, Portee <chr>, Departement <chr>

#We create the table with the number of CNIL by department:  
table <- as.data.frame(table(department))  
colnames(table) <- c("Department", "Number of CNIL")  
head(table)

## Department Number of CNIL  
## 1 01 125  
## 2 02 100  
## 3 03 66  
## 4 04 70  
## 5 05 51  
## 6 06 244

#Step 3  
  
head(table1)

## SIREN LIBTEFEN  
## 1: 000325175 0 salarié  
## 2: 005420021 10 à 19 salariés  
## 3: 005420120 10 à 19 salariés  
## 4: 005420120 10 à 19 salariés  
## 5: 005420120 10 à 19 salariés  
## 6: 005420120 10 à 19 salariés

#We remove the duplicated rows:  
table1 <- table1[!duplicated(table1$SIREN),]  
  
#We need to rename the variable Siren in SIREN in the CNIL dataset otherwise we would not be able to merge the two datasets:  
colnames(CNIL2)[colnames(CNIL2) == 'Siren'] <-'SIREN'  
head(CNIL2)

## # A tibble: 6 x 9  
## SIREN Responsable Adresse  
## <chr> <chr> <chr>  
## 1 788349926 "\"\"\"LA RIVE BLEUE\"\"\"" 3/5 RUE BOILEAU  
## 2 421715731 01 DIRECT 58 AVENUE DE RIVESALTES  
## 3 409869708 01DB-METRAVIB 200 CHEMIN DES ORMEAUX  
## 4 444600464 1.2.3. SAS 57-59 -61 RUE HENRI BARBUSSE  
## 5 922002968 100 % ASNIERES 70 AVENUE D'ARGENTEUIL  
## 6 429621311 1000MERCIS 28 RUE DE CHATEAUDUN  
## # ... with 6 more variables: Code\_Postal <chr>, Ville <chr>, NAF <chr>,  
## # TypeCIL <chr>, Portee <chr>, Departement <chr>

#We can now merge the information from the SIREN dataset into the CNIL dataset using the merge function:  
library(dplyr)  
  
total <- merge(CNIL2, table1, by="SIREN")  
head(total)

## SIREN Responsable  
## 1 005520176 HERNAS CARTONNAGE  
## 2 005820378 DEMOUSELLE SAS  
## 3 006380158 ESPACE DOMICILE  
## 4 007080195 ENTREPRISES LANG  
## 5 015650617 DURUPT  
## 6 016250029 SOCIETE DES AUTOROUTES PARIS RHIN RHONE  
## Adresse Code\_Postal Ville  
## 1 50 RUE PASTEUR 80210 FEUQUIERES EN VIMEU  
## 2 140 RUE DU CHATEAU D'EAU 80100 ABBEVILLE  
## 3 13 AVENUE BARBARA 44570 TRIGNAC  
## 4 7 RUE EUGENE CORNET 44604 SAINT NAZAIRE  
## 5 4, AVENUE DE L'EUROPE 21600 LONGVIC  
## 6 36 RUE DU DOCTEUR SCHMITT 21850 SAINT APOLLINAIRE  
## NAF  
## 1 1721A Fabrication d'articles en papier ou en carton  
## 2 4321A Travaux d'installation électrique, plomberie et autres travaux d'installation  
## 3 6820A Location et exploitation de biens immobiliers propres ou loués  
## 4 4399C Autres travaux de construction spécialisés  
## 5 4674A Autres commerces de gros spécialisés  
## 6 5222Z Services auxiliaires des transports  
## TypeCIL Portee Departement LIBTEFEN  
## 1 INTERNE Etendue 80 50 à 99 salariés  
## 2 SALARIE Etendue 80 200 à 249 salariés  
## 3 EXTERNE Etendue 44 20 à 49 salariés  
## 4 MUTUALISE Générale 44 50 à 99 salariés  
## 5 SALARIE Etendue 21 20 à 49 salariés  
## 6 MUTUALISE Etendue 21 2 000 à 4 999 salariés

#Step 4:  
  
#We plot the histogram of the size of the companies that nominated a CNIL:  
  
#We first gather the variables we need in one table:  
data3 <-table1[(table1$SIREN %in% CNIL2$SIREN),]  
  
#And then we plot the histogram:  
plot(factor(data3$LIBTEFEN), las=2, cex.names= 0.5)
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