La serialización de objetos consiste en transformar los atributos de un objeto a datos para un fichero binario, esto nos hace ahorrar tiempo a la hora de programar.

Las clases para realizar una serializacion de objetos son ObjectInputStream para leer y ObjectOutputStream para escribir.

Para crear estos objetos deben pasarle como parámetro un **FileInputStream** para **ObjectInputStream** y **FileOutputStream** para **ObjectOutputStream**.

También debemos hacer que la clase que cree el objeto sea serializable, para ello implementaremos una interfaz llamada **Serializable**, debemos importarla desde el paquete **java.io**.

Vamos a usar la clase Empleado, recordemos esta clase antes, implementando la interfaz que hemos comentado anteriormente:

import java.io.Serializable;

/\*\*

 \* Clase Empleado

 \*

 \* Contiene informacion de cada empleado, es una clase abstracta

 \*

 \* @author Fernando

 \* @version 1.0

 \*/

public class Empleado implements Serializable{

    private static final long serialVersionUID = -2873344211410398459L;

    //Constantes

    /\*\*

     \* Constante SALARIO\_DEF

     \*/

    protected final static double SALARIO\_DEF=600;

    //Atributos

    /\*\*

     \* Nombre del empleado

     \*/

    protected String nombre;

    /\*\*

     \* Apellido del empleado

     \*/

    protected String apellido;

    /\*\*

     \* Edad del empleado

     \*/

    protected int edad;

    /\*\*

     \* Salario del empleado

     \*/

    protected double salario;

    //Metodos publicos

    /\*\*

     \* Devuelve el nombre del empleado

     \* @return nombre del empleado

     \*/

    public String getNombre() {

        return nombre;

    }

    /\*\*

     \* Modifica el nombre de un empleado

     \* @param nombre

     \*/

    public void setNombre(String nombre) {

        this.nombre = nombre;

    }

    /\*\*

     \* Devuelve la edad de un empleado

     \* @return edad del empleado

     \*/

    public int getEdad() {

        return edad;

    }

    /\*\*

     \* Modifica la edad de un empleado

     \* @param edad

     \*/

    public void setEdad(int edad) {

        this.edad = edad;

    }

    /\*\*

     \* Devuelve el salarioBase

     \* @return salarioBse

     \*/

    public double getSalario() {

        return salario;

    }

    /\*\*

     \* Modifica el salarioBase de los empleados

     \* @param salarioBase

     \*/

    public  void setSalario(double salario) {

        this.salario = salario;

    }

    public boolean plus (double sueldoPlus){

        boolean aumento=false;

        if (edad>40){

            salario+=sueldoPlus;

            aumento=true;

        }

        return aumento;

    }

    public boolean equals (Empleado a){

        if(a.getNombre().equals(nombre) && a.getApellido().equals(apellido)){

            return true;

        }else{

            return false;

        }

    }

    public int compareTo(Empleado a){

            int estado=-1;

            if(this.edad==a.getEdad()){

                //Los objetos son iguales

                estado=0;

            }else if(this.edad>a.getEdad()){

                //El objeto 1 es mayor que la pasada por parametro

                estado=1;

            }

            return estado;

    }

    public String toString (){

        String mensaje="El empleado se llama "+nombre+" "+apellido+" con "+edad+" años " +

                "y un salario de "+salario;

        return mensaje;

    }

    public String getApellido() {

        return apellido;

    }

    //Constructores

    /\*\*

     \* Constructor por defecto

     \*/

    public Empleado(){

        this ("", "", 0, SALARIO\_DEF);

    }

    /\*\*

     \* Constructor con 2 parametros

     \* @param nombre nombre del empleado

     \* @param apellido nombre del empleado

     \*/

    public Empleado(String nombre, String apellido){

        this (nombre, apellido, 0, SALARIO\_DEF);

    }

    /\*\*

     \* Constructor con 3 parametros

     \* @param nombre nombre del empleado

     \* @param apellido nombre del empleado

     \* @param edad edad del empleado

     \*/

    public Empleado (String nombre, String apellido, int edad){

        this (nombre, apellido, edad, SALARIO\_DEF);

    }

    /\*\*

     \* Constructor con 4 parametros

     \* @param nombre nombre del empleado

     \* @param apellido nombre del empleado

     \* @param edad edad del empleado

     \* @param salario salario del empleado

     \*/

    public Empleado(String nombre, String apellido, int edad, double salario){

        this.nombre=nombre;

        this.apellido=apellido;

        this.edad=edad;

        this.salario=salario;

    }

}

Veremos que cuando implementamos la interfaz **Serializable,** el nombre de la clase aparecerá subrayada en amarillo, indicando un warning, si pasamos el ratón por encima veremos una opción llamada **“Add generated serial version ID”** y nos añade un atributo con una serie de números, este atributo nos sirve para evitar problemas de deserializacion en un futuro, te recomiendo que siempre añadas este código.

Ahora escribiremos en un fichero binario, los datos de un objeto de la clase Empleado con ObjectOutputStream, usaremos el método **writeObject(objeto\_serializable)**.

import java.io.\*;

public class SerializacionApp {

    public static void main(String[] args) {

        //Creamos el objeto

        Empleado empleado1=new Empleado("Fernando", "Ureña", 23, 800);

        Empleado empleado2=new Empleado("Antonio", "Lopez", 35, 1000);

        try(ObjectOutputStream oos=new ObjectOutputStream(new FileOutputStream("D:\\empleados.ddr"))){

            //Escribimos en un fichero

            oos.writeObject(empleado1);

            oos.writeObject(empleado2);

        }catch(IOException e){

        }

    }

}

Si abrimos el bloc de notas, veremos que ha escrito los datos del objeto.

[![resultado escritura objeto fichero binario](data:image/png;base64,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)](http://www.discoduroderoer.es/wp-content/uploads/2013/07/resultado-escritura-objeto-fichero-binario-.png)

Si queremos que no se lea un atributo de una clase, deberemos usar la palabra reservada **transient.**

Ahora vamos a leer los datos del fichero binario con **ObjectInputStream**, usaremos el método **readObject()**, este devolverá un objeto que este leyendo, en nuestro caso, un objeto Empleado, por lo que debemos hacer un casting.

import java.io.\*;

public class SerializacionApp {

    public static void main(String[] args) {

        try(ObjectInputStream ois=new ObjectInputStream(new FileInputStream("D:\\empleados.ddr"))){

            //Cuando no haya mas objetos saltara la excepcion EOFException

            while(true){

                Empleado aux=(Empleado)ois.readObject();

                System.out.println(aux.getNombre());

                System.out.println(aux.getApellido());

                System.out.println(aux.getEdad());

                System.out.println(aux.getSalario());

                System.out.println("");

            }

        }catch(ClassNotFoundException e){

        }catch(EOFException e){

        }catch(IOException e){

        }

    }

}

También debemos controlar la excepción **ClassNotFoundException,** que saltara la excepción.

Debemos tener en cuenta que es posible que experimentemos un problema en el caso de que insertemos un objeto más a un fichero binario que contenga objetos serializados, este no sera leído. La pregunta es **¿Porque?** La respuesta es que cuando escribimos un objeto en un fichero binario **ObjectOutputStream** crea una cabecera al principio y cuando cerramos el fichero y volvemos a añadir un objeto crea de nuevo una cabecera, haciendo que la información a partir de esta no pueda ser leída.

Para conseguir que no cree esta cabecera debemos crear una versión de la clase **ObjectOutputStream**, sobrescribiendo el método que crea esta cabecera, es más fácil de lo que parece. Veamos como seria:

import java.io.\*;

//Esta clase hereda sus propiedades de ObjectOutputStream

public class MiObjectOutputStream extends ObjectOutputStream  {

    //Sobrescribimos el método que crea la cabecera

    protected void writeStreamHeader() throws IOException{

        // No hacer nada.

    }

    //Constructores

    public MiObjectOutputStream () throws IOException{

        super();

    }

    public MiObjectOutputStream(OutputStream out) throws IOException{

                super(out);

        }

}

La idea es que si el fichero binario existe, usaremos la clase original y si existe usamos nuestra clase creada antes. Para indicar si existe o no un fichero, se puede usar el método **exists()** de la clase **File.**