README

This README contains a technical explanation about how the WOF game has been implemented by group10.
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# 1. How the Game Works.

There are 3 Puzzles (Words, sentences) and 3 Rounds. At each Round one of the Puzzles will be hidden and the players need to guess consonants or buy vowels to reveal the Puzzle so guessing the entire Puzzle becomes easier. Before they are able to guess, they spin the wheel which can land on:

* Land on Lose Turn -> Lose Turn and next Player continues
* Land on Extra Turn -> Spin Again
* Land on Bankrupt -> Lose Turn and lose all Money from the Current Round
* Land on Money -> Able to now guess a consonant/or a Vowel -> Get Money TIMES the occurrences of the guessed consonant/vowel.

If a guess has been correct, the player will then be allowed to Guess the entire Puzzle. If he decides to do so, he has to enter the Puzzle (lower/upper-case does not matter). If he guesses correctly, the round ends and he is allowed to keep all the money he has earned in the Round, while the other players will end the Turn with 0.

If he decides to not guess the Puzzle, the wheel will be spun again.

A Round ends when the Puzzle has been GUESSED (Enter entire Puzzle) by a player.

If 3 Rounds have been played, the Game ends.

# 2. The Rules of the Game

You can not buy a vowel on your first turn in a Round.

You can not enter a vowel in the first turn in a Round.

If you land on a wedge containing money value, a correct guess of a letter will grant you the Occurrence of that Letter in the Puzzle \* The Money value you landed on

You can only guess the Puzzle if you are asked if you want to guess the Puzzle.

You don’t have to guess the “whitespaces” inbetween Words in the Puzzle.

# 3. Step by Step Terminal Input & Handling

* As soon as you launch the WOF Game, you will be asked to enter the first 3 Puzzles. You need to enter the sentences 1 by 1 and confirming each time with ENTER. Your entries will be trimmed of leading and trailing whitespaces.

Example (w means whitespace): “wwwwwwheyww” will become “hey”.

“wHello” will become “Hello”.

* Now you will be asked to enter the amount of players. The game has been designed to be played by 2 or 3 players.

Any INTEGER confirmed by Enter that is not 2 or 3, will be ignored and you will be prompted for the amount again.

Any decimal number (e.g. 3,9) will be accepted if the number before the decimal point contains ONLY 2 or 3.

Any character (unless 2 or 3) will be ignored and prompt you to enter the amount again.

Any string (e.g. ab!, de/.f) will be ignored unless it leads with 2 or 3 (e.g. 2dfgdfter, 2/, 3f!!2h).

* Now that you have entered the amount of players, you will be asked to enter the Name of the players 1 by 1. Here aswell, we have decided to trim leading and trailing whitespaces.

Any character/string entered here is accepted. People might have weird names like “X Æ A-12”!

* Now the game can start. First we will print the Puzzle that needs to be guessed. It will be hidden by dashes ‘-‘.

Example: “The Walking Dead” will be “--- ------- ----“

* A random player will be selected, and after that they will play one after the other.

Example: 3 Players, Player 2 starts. Therefore the order will be: (P2->P3->P1->P2->P3)

* The Wheel will be spun as soon as its a players turn. After the animation ends, the Terminal will print what you have landed on. The first 4 ‘-‘ in the Wheel are Lose Turn, Bankrupt, Bankrupt, Extra Turn. The following dashes are money values in an ascending fashion.

Based on what you land the following will happen:

* + - Lose Turn: Lose your turn, going to next Player
    - Bankrupt: Lose your turn and all the Money you have gathered in the round.
    - Extra Turn: The wheel will be spun again.
    - Money:
      * Is it the first time you are guessing in this Round?
        + Yes: You will be asked to enter a consonant. Vowels are not accepted, and if Entered, you will be prompted to enter a consonant again. Any character is accepted. Strings are also accepted, but only the first character is considered and therefore your guess.

Your consonant is in the Puzzle: You get the Money you landed on \* the occurrence of the consonant.

Your consonant is not in the Puzzle: You don’t get anything and it’s the next players turn now.

* + - * + No: You will be asked to enter a consonant OR buy a Vowel.

Any character is accepted. Strings are also accepted, but only the first character is considered and therefore your guess.

Same rules Apply to guessing as above.

You buy a vowel contained in the Puzzle: You lose 250 Dollars but get the Money you landed on \* the occurrence of the Vowel.

You buy a vowel NOT contained in the Puzzle: You lose 250 Dollars and it’s the next players turn now.

* What happens after a successful guess?
  + You will be asked if you want to guess the Puzzle.
    - You want to guess the Puzzle: You now need to enter the entire puzzle. Upper/lower-case does not matter.
      * You entered the wrong Puzzle: Next Player
      * You entered the correct Puzzle: You win the round and the round ends.
    - You don’t want to guess the Puzzle:
      * The Wheel will be spun again for you.
* What happens after a Round ends?

The person that correctly guessed the Puzzle finishes the Round with the Money he has gathered in that particular Round. Any other people will not have gained any Money in that Round. At the end of each Round, a Standing of the overall Game will be printed.

Example:

Round 2

Tim[700 $]

Josh[2000 $]

Alex[6000 $]

Josh’s turn and he guesses the Puzzle correctly.

The standing of Round 2 will be:

Round 2

1. Josh [2000 $]

2. Tim [0 $]

2. Alex [0 $]

The overall Standing of the Game will be: (EXAMPLE, NO MONEY VALUES)

(Highest amount of money overall should be the first)

1. Tim[Accumulated Money from Round 1 + Accumulated Money from Round 2]
2. Josh[Accumulated Money from Round 1 + Accumulated Money from Round 2]
3. Alex[Accumulated Money from Round 1 + Accumulated Money from Round 2]

* What happens if Round 3 ends?

The Final Standing of the Overall game is printed, and the Person who has accumulated the most amount of money over the course of the 3 Rounds will be the winner.

# 4. Special “Rules”

* If you don’t have enough money to buy a vowel, but have the option to buy one, you are allowed to go into negative money amount.
* If all consonants have been guessed in the Puzzle, and now it is your first turn in the current Round, you will be allowed to buy a vowel, even though it is your first time playing in the Round.
* If the puzzle has been fully revealed and the turn goes over to you due to the previous player “guessing (pronounciating)” the puzzle in a wrong manner, the Wheel will spin but you will only be allowed to enter your guess for the entire Puzzle since there a no more letters to be revealed. If you guessed correctly, you will receive the amount of money that you landed on, if guessed wrongly, it will be the next players turn.

# 5.Explanation Main.c

As explained in the section "4. Special Rules", when the puzzle is fully revealed the players don't have the choice to guess consonant or buy vowels. Hence we had to find a way to skip those steps when the puzzle was indeed revealed.

That's what is done in line 78. The Boolean correctCond is set to false which means that, the Boolean being false, the while loop (line 83) used for guessing consonant / buying vowel, won't be executed.

We also had to come up with a solution to skip the "Do you want to guess the puzzle ?" part.  
We thus assign a special value to the occ variable. If it's set to -1, it means that the puzzle is revealed otherwise (value between 0 and X) it represents the number of occurrences of the user guess.

The output asking if the user wants to guess the puzzle at line 100 is therefore skipped thanks to this special case value (occ = -1).

At line 115, we evaluate the code only if the users has found occurrences or if the puzzle is revealed (reason why we test if occ != 0).

At line 118, we only ask the user if he wants to guess the puzzle if the puzzle is not yet revealed.

Since the occ is set to -1, the guess = 'Y'/'N' is not set (because lines 118 to 125 are skipped).  
Therefore, at line 127 we ask the user for its puzzle guess if the guess='Y' OR if the occ = -1.

At the 135th line, we used a ternary inside the addMoney() function.  
This is following the special rule explained in section "4. Special Rules". If the user solves the puzzle after having guessed a letter or bought a vowel, he will be granted no money. On the other hand, if he guessed the puzzle when this later one was fully revealed (with occ=-1) he will be granted the amount of money he got from the wheel spin.

At line 142, when resetting the players' structures, we used a ternary for the total money computation. If the last value of currentPlayer is equal to i the currentTurnMoney money is added to the player's totalMoney otherwise nothing is added. Indeed, when finishing a round, the currentPlayer integer variable will keep the last player index namely the one from the player who solved the puzzle and thus won the round.

# 6.Explanation Game.c

In this file, one can found the loadingBar() method.

In this method we first set an array of size 27 (because there is one space for the trailing \n, 2 spaces for the [ ] and 24 for all the wedges).Then we add 27 to the random value generated by the method spinWheel(). We designed our loading bar in such way that the loading animation will spin once over the whole array and then, in the second "turn", stops on the wedge corresponding to the generated random number.

In example, if the spinWheel() method generates 17 then the animation in loadingBar() will spin over the 24 wedges + the 17th first wedges of the second wheel turn. That's the reason why we added 27 to the random number (one '[' + 24 wheel wedges + one ']' + one '[')

After this, we finally get to the spinning animation. The general idea is to change a dash into a pipe, return the carriage at the beginning of the line (to overwrite the previously written character) and then print the whole loading bar (with 1 pipe character and 23 dash characters).

At line 18 we use i%25. Like this if random = 41 (17+24), after the first spinning wheel turn when   
i = 25 (25 not 26 because we starting the for loop with i=1) the considered value is i%25 to return at the beginning of the loading bar array.

At line 21 we print all the characters. If the character printed is equal to the one changed into a pipe (j = (i%25)) then we print the next character in white ("\033[0m") otherwise we print it in bold red (\033[1;31m). Those codes are referring to ANSI colors.

After this for loop, we paused the program a bit for the animation to be printed correctly (using the sleep() function). Then we set the pipe character back to a dash to give the illusion that the pipe is moving in the array (among the dashes). And finally, if i = 24, meaning the next character is ']' we increment the variable by one so that the next character will be i=1 so the first dash (i=1 and not i=26 because we are using i%25 at line 18).