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# 搭建es6环境

1. npm install gulp gulp-if gulp-concat webpack webpack-stream vinyl-named gulp-livereload gulp-plumber gulp-rename gulp-uglify gulp-util yargs --save-dev
2. Npm install gulp-live-server del gulp-util --save-dev
3. Npm install babel-loader babel-core babel-preset-env webpack --save-dev
4. Npm install require-dir --save-dev
5. Npm install babel-preset-es2015 --save-dev
6. gulp-sequence
7. Gulp --watch

安装补丁处理兼容：

Npm install babel-polyfill --save-dev

# es6语法

# Let命令：

1.Let声明的变量只在它所在的代码块有效，例如：,for循环

for (let i = 0; i < 10; i++) {

// ...}

console.log(i)

Function user(){

For(let i =0; i<3; i++){

Consloe.log(i)

}

Console.log(i);//会报错，let声明的i只在{}内有效

}

1. 不存在变量提升:

Console.log(A);

Let A = 1;//这样会报错的，因为let定义的不会变量提升，打印的时候没有定义。

3.let变量不能重复定义变量，例如

Let a = 1;

Let b=2；//这样会报错

# Const命令:只能定义一个常量不能改，声明的时候必须赋值。

但是const定义的是一个数组的时候能够添加，例如：

Const k = { a:1 };

K.b= 3;

Console.log(K);//K指向的是{}里面的东西所以他是能变的

# 数组结构赋值：

let [a, b, c] = [1, 2, 3];

let [foo, [[bar], baz]] = [1, [[2], 3]];

foo // 1

bar // 2

baz // 3

let [ , , third] = ["foo", "bar", "baz"];

third // "baz"

let [x, , , y] = [1, 2, 3, 4];

x // 1

y // 4

let [head, ...tail] = [1, 2, 3, 4];

head // 1

tail // [2, 3, 4]

let [x, y, ...z] = ['a'];

x // "a"

y // undefined

z // []

let a,b;

({a,b}={a:1,b:2})

A//1

B//2

Let a,b,c;

[a,b,c=3]=[1,2];

a//1

B//2

C//3

‘...’可以截取后面的数组。 ’,’ 代表一个值。 ，和...是可以混合使用的。

默认值(一个数组成员不严格等于undefined，默认值是不会生效的。只有等于undefined的时候默认值才会生效)。

如果解构不成功，变量的值就等于undefined。例如：

let [foo] = [];//undefined

let [bar, foo] = [1];//undefined

另一种情况是不完全解构，即等号左边的模式，只匹配一部分的等号右边的数组。这种情况下，解构依然可以成功。

let [x, y] = [1, 2, 3];

x // 1

y // 2

let [a, [b], d] = [1, [2, 3], 4];

a // 1

b // 2

d // 4

对于 Set 结构，也可以使用数组的解构赋值。

let [x, y, z] = new Set(['a', 'b', 'c']);

x // "a"

# 对象结构赋值：

let o = { p:42 , q:true };

Let { p , q } = o;

p // 42;

q // true;

Let {a:10,b:5} = {a:3}

a //3

b //5

Let metaDate = {

Title:’abc’,

Test:[{

Title:’test’,

Desc:’dshlsf’

}]

}

Let { title:destitle , Test:[{retitle:Title}] } = metaDate;

destitle //abc

Retitle //test

# 正则方法：

## 1.修饰符：

如果RegExp构造函数第一个参数是一个正则对象，那么可以使用第二个参数指定修饰符

new RegExp(/abc/ig, 'i').flags

// "i"

原有正则对象的修饰符是ig，它会被第二个参数i覆盖。

## **2.字符串的正则方法**

String.prototype.match调用RegExp.prototype[Symbol.match]

String.prototype.replace调用RegExp.prototype[Symbol.replace]

String.prototype.search调用RegExp.prototype[Symbol.search]

String.prototype.split调用RegExp.prototype[Symbol.split]

## u修饰符（含义为“Unicode 模式”）

/^\uD83D/u.test('\uD83D\uDC2A') // false/^\uD83D/.test('\uD83D\uDC2A') // true

一旦加上u修饰符号，就会修改下面这些正则表达式的行为。

### 点字符

var s = '吉';

/^.$/.test(s)

// false

/^.$/u.test(s)

// true

### 上面代码表示，如果不添加u修饰符，正则表达式就会认为字符串为两个字符，从而匹配失败。

### **Unicode 字符表示法**

/\u{61}/.test('a') // false/\u{61}/u.test('a') // true/\u{20BB7}/u.test('馉') // true

上面代码表示，如果不加u修饰符，正则表达式无法识别\u{61}这种表示法，只会认为这匹配 61 个连续的u。

### 量词

![](data:image/png;base64,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)

使用u修饰符后，所有量词都会正确识别码点大于0xFFFF的 Unicode 字符。

### 预定义模式

/^\S$/.test('馉') // false

/^\S$/u.test('馉') // true

### i 修饰符

/[a-z]/i.test('\u212A') // false

/[a-z]/iu.test('\u212A') // true

上面代码中，不加u修饰符，就无法识别非规范的K字符。

## y修饰符

y修饰符的作用与g修饰符类似，也是全局匹配，后一次匹配都从上一次匹配成功的下一个位置开始。不同之处在于，g修饰符只要剩余位置中存在匹配就可，而y修饰符确保匹配必须从剩余的第一个位置开始，这也就是“粘连”的涵义。

var s = 'aaa\_aa\_a';

var r1 = /a+/g;

var r2 = /a+/y;

r1.exec(s) // ["aaa"]

r2.exec(s) // ["aaa"]

r1.exec(s) // ["aa"]

r2.exec(s) // null

## Stricky属性

表示是否设置了y修饰符。

## Flags属性

返回正则表达式的修饰符。

## s修饰符

正则新增特性:

G：在上一次匹配的之后的寻找相同字符开始匹配（直接跳过\_找到ss）

Y：匹配的第一个必须是匹配的下一个字符开始的(sss之后有个\_不能跳过)

{

Let s=”sss\_ss\_s”;

Let a1 = /b+/g;

Let a2 = /b+/y;

Console.log(‘one’,a1.exec(s),a2.exec(s));//sss sss

Console.log(‘two,a1.exec(s),a2.exec(s));//ss null

Let regex = new RegExp(‘xyz’,’’i’);

Let regex = new RegExp(‘xyz’,’’i’);

Console.log(a1.sticky,a2.sticky);//false true(是否开启y修饰符)

}

u修饰符：

{

console.log(‘u-1’,/^\uD83D/.test(‘\uD83D\uDC2A));

}

字符串：

Include

startsWITH

EndsWith

{

Let name = ‘list’;

Let info = ‘hello world’;

Let m = `i am ${name},${info}`;//1左右按键

}

补日期的，7-8——07-08

Console.log(‘1’.padStart(2,’0’));

Console.log(‘1’.padEnd(2,’0’));

# 字符串的拓展

## 字符串的unicode表示法

共有 6 种方法可以表示一个字符

'\z' === 'z' // true

'\172' === 'z' // true

'\x7A' === 'z' // true

'\u007A' === 'z' // true

'\u{7A}' === 'z' // true

## codePointAt方法

codePointAt方法会正确返回 32 位的 UTF-16 字符的码点。对于那些两个字节储存的常规字符，它的返回结果与charCodeAt方法相同。

codePointAt方法返回的是码点的十进制值，如果想要十六进制的值，可以使用toString方法转换一下。

let s = '馉a';

s.codePointAt(0).toString(16) // "20bb7"

s.codePointAt(2).toString(16) // "61"

## String.fromCharCode

# 数值的拓展

## 二进制与八进制的表示法

ES6 提供了二进制和八进制数值的新的写法，分别用前缀0b（或0B）和0o（或0O）表示。

0b111110111 === 503 // true

0o767 === 503 // true

## **Number.isFinite()和Number.isNaN()**

# 函数的拓展

## 默认值

默认值后面不能再有没有默认值的写法。例如：

这个y有默认值，后面若在给一个没有默认值的z就会出错，给一个z=”htl”就不会出错。

{

function test( x, y = ’hello’ ){

Console.log(x,y)

}

}

{

Let x = ‘test’;

function test( x , y=x ){

Console.log(x,y)

}

test(‘kill’);//kill kill

test();//undefined undefined

}

{

Let x = ‘test’;

function test( c, y = x ){

Console.log(c,y)

}

test();//test test 默认去外面x的值

}

如果传入undefined，将触发该参数等于默认值，null则没有这个效果。

function foo(x = 5, y = 6) {

console.log(x, y);}

foo(undefined, null)

// 5 null

上面代码中，x参数对应undefined，结果触发了默认值，y参数等于null，就没有触发默认值。

## rest参数

rest作用：不确定数组中有多少值的时候，把一系列的参数转换成了数组。是1开始的。

rest后面不能再有别的参数。

{

function test( ...arg ){

for(let v of arg){

Console.log(‘reset’,v);

}

test(1,2,3,4,’a’);

}

test();//reset 1 reset 2 reset 3 reset 4 reset a

}

{

Console.log(...[1,2,4]);//1 2 4

Console.log(‘a’,...[1,2,4]);//a 1 2 4

}

## 箭头函数（函数名+函数参数+函数返回值）

{

Let srrow = v => v\*2 //function srrow(v){ return v\*2 }

Let arrow2 = () => 5

console.log(srrow(3)) // 6

console.log(arrow2()) // 5

}

如果箭头函数的代码块部分多于一条语句，就要使用大括号将它们括起来，并且使用return语句返回。

var sum = (num1, num2) => { return num1 + num2; }

由于大括号被解释为代码块，所以如果箭头函数直接返回一个对象，必须在对象外面加上括号，否则会报错。

// 报错let getTempItem = id => { id: id, name: "Temp" };

// 不报错let getTempItem = id => ({ id: id, name: "Temp" });

箭头函数有几个使用注意点。

1. 函数体内的this对象，就是定义时所在的对象，而不是使用时所在的对象。（尤其值得注意。this对象的指向是可变的，但是在箭头函数中，它是固定的。）

箭头函数导致this总是指向函数定义生效时所在的对象（本例是{id: 42}），所以输出的是42

function foo() {

setTimeout(() => {

console.log('id:', this.id);

}, 100);}

var id = 21;

foo.call({ id: 42 });

// id: 42

（2）不可以当作构造函数，也就是说，不可以使用new命令，否则会抛出一个错误。

（3）不可以使用arguments对象，该对象在函数体内不存在。如果要用，可以用 rest 参数代替。

（4）不可以使用yield命令，因此箭头函数不能用作 Generator 函数。

## 伪调用（）

{

function tail(x){

Console.log(‘tail’,x);

}

function fx(x){

return tail(x)

}

fx(123) //tail 123

}

## 函数的length属性：

指定了默认值后，length属性将失真。

(function (a) {}).length // 1

(function (a = 5) {}).length // 0

(function (a, b, c = 5) {}).length // 2

length属性的返回值，等于函数的参数个数减去指定了默认值的参数个数。

如果设置了默认值的参数不是尾参数，那么length属性也不再计入后面的参数了。

(function (a = 0, b, c) {}).length // 0

(function (a, b = 1, c) {}).length // 1

## 作用域

在这个作用域里面，默认值变量x指向第一个参数x，而不是全局变量x，所以输出是2。

var x = 1;

function f(x, y = x) {

console.log(y);}

f(2) // 2

参数y = x形成一个单独的作用域。这个作用域里面，变量x本身没有定义，所以指向外层的全局变量x。函数调用时，函数体内部的局部变量x影响不到默认值变量x。

如果此时，全局变量x不存在，就会报错。

let x = 1;

function f(y = x) {

let x = 2;

console.log(y);}

f() // 1

# 数组的拓展

扩展运算符（spread）是三个点（...）

## 复制数组

a2都是a1的克隆。

const a1 = [1, 2];

const a2 = [...a1];// 写法一

const [...a2] = a1;// 写法二

合并数组

// ES5[1, 2].concat(more)

// ES6[1, 2, ...more]

var arr1 = ['a', 'b'];var arr2 = ['c'];var arr3 = ['d', 'e'];

// ES5的合并数组arr1.concat(arr2, arr3);

// [ 'a', 'b', 'c', 'd', 'e' ]

// ES6的合并数组[...arr1, ...arr2, ...arr3]

// [ 'a', 'b', 'c', 'd', 'e' ]

# 对象拓展

Let a = ‘b’; [a] 就是b的意思。

## 函数的name属性

const person = {

sayName() {

console.log('hello!');

},};

person.sayName.name // "sayName"

方法的name属性返回函数名（即方法名）

浅拷贝：object.assign , 只有自身对象的属性，如果又继承不会拷贝。