Tmsvm

Text Mining System Based on SVM

|  |  |
| --- | --- |
| 版本 | 0.9 |
| 作者 | 张知临 |
| 联系方式 | zhzhl202@163.com |
| 最后更新 | 2011/11/17 |
| 系统主页 | <http://code.google.com/p/tmsvm/> |

# 程序改进

1. 写一个示例程序。
2. 为模型增加一个配置文件。tms.config
3. 在java版，将local和global fun加入进去。
4. 修改java的词典配置，增加一个字段。
5. 整理现在的已经做的东西，准备上线。
6. 整理LSA部分的代码
7. 将libsvm、liblinear、mmseg进行封装，把这些文件放在dependence文件夹中(done)
8. 将result\_analysis.py中的numpy用其他代码替换。(done)
9. 将LSA与正常的SVM分离。做到即使不安装scipy、numpy也可以正常使用该系统(done)
10. 写代码调用封装程序，即import \*\* 这类的程序。创建tms\_train(),tms\_predict()等等。(done)
11. 完成java的liblinear的包装。(done)
12. 将分词、不使用grid写入程序。(done)
13. 实验程序的对gbk编码的是否适用？
14. 程序所用的mmseg分词工具，只对utf-8的文字适用。再去检测一下gbk编码，然后转换一下。

# 简介：

文本挖掘无论在学术界还是在工业界都有很广泛的应用场景。而文本分类是文本挖掘中一个非常重要的手段与技术。现有的分类技术都已经非常成熟，SVM、KNN、Decision Tree、AN、NB在不同的应用中都展示出较好的效果，前人也在将这些分类算法应用于文本分类中做出许多出色的工作。但在实际的商业应用中，仍然有很多问题没有很好的解决，比如文本分类中的高维性和稀疏性、类别的不平衡、小样本的训练、Unlabeled样本的有效利用、如何选择最佳的训练样本等。这些问题都将导致curve of dimension、过拟合等问题。

这个开源系统的目的是集众人智慧，将文本挖掘、文本分类前沿领域效果非常好的算法实现并有效组织，形成一条完整系统将文本挖掘尤其是文本分类的过程自动化。该系统提供了Python和Java两种版本。

## 主要特征

该系统在封装libsvm、liblinear的基础上，增加了特征选择、LSA特征抽取、SVM模型参数选择、libsvm格式转化模块以及一些实用的工具。其主要特征如下：

1. 封装并完全兼容libsvm、liblinear。
2. 基于Chi的feature selection
3. 基于Latent Semantic Analysis 的feature extraction
4. 支持Binary,Tf,Tf\*Idf,tf\*rf等多种特征权重
5. 文本特征向量的归一化
6. 利用交叉验证对SVM模型参数自动选择。
7. 支持macro-average、micro-average、F-measure、Recall、Precision、Accuracy等多种评价指标
8. 支持多个SVM模型同时进行模型预测
9. 采用python的csc\_matrix支持存储大稀疏矩阵。
10. 引入第三方分词工具自动进行分词
11. 将文本直接转化为libsvm、liblinear所支持的格式。

## 利用此系统可以做什么

1. 对文本自动做SVM模型的训练。包括Libsvm、Liblinear包的选择，分词，词典生成，特征选择，SVM参数的选优，SVM模型的训练等都可以一步完成。
2. 利用生成的模型对未知文本做预测。可自动识别libsvm和liblinear的模型。
3. 自动分析预测结果。计算结果的F值、召回率、准确率、Macro,Micro等指标，并会计算特定阈值、以及指定区间所有阈值下的相应指标。
4. 分词。对文本利用mmseg算法对文本进行分词。
5. 特征选择。对文本进行特征选择，选择最具代表性的词。
6. SVM参数的选择。利用交叉验证方法对SVM模型的参数进行识别，可以指定搜索范围，大于大数据，会自动选择子集做粗粒度的搜索，然后再用全量数据做细粒度的搜索，直到找到最优的参数。对libsvm会选择c,g(gamma)，对与liblinear会选择c。
7. 对文本直接生成libsvm、liblinear的输入格式。libsvm、liblinear以及其他诸如weka等数据挖掘软件都要求数据是具有向量格式，使用该系统可以生成这种格式：label index:value
8. SVM模型训练。利用libsvm、liblinear对模型进行训练。

## 本系统欲解决的问题：

1. 文本分类的高维性和稀疏性
2. Unbalance 样本的问题。实际应用中，各个类别的数据集大小往往是不平衡的，尤其在information filtering 领域。感兴趣的数据集相对于不感兴趣的数据集是非常小
3. Unlabeled 样本的利用问题。
4. 样本的Random sample 问题。

## 程序文件说明

**src:**即该系统的源代码，提供了5个可以在Linux下可以直接调用的程序:

auto\_train.py：SVM模型自动训练程序。从词典生成、特征选择、SVM模型参数选择、SVM模型训练一步完成。

train.py：SVM模型训练程序，可自动训练也可以分布训练，通过参数-s 设置。1为自动进行模型训练，和auto\_train.py功能相同。2为进行特征选择。3为生成SVM模型的输入格式。4为SVM模型的参数选择。5为SVM模型训练。

predict.py：SVM模型预测程序。

lsa\_train.py：LSA模型训练程序。

lsa\_predict.py：LSA模型预测程序。

ctm\_train\_model.py是模型训练的主程序，里面提供了多种训练的调用函数。ctm\_predict\_model.py是模型预测的主程序，里面提供了多种预测所用的函数。可以直接调用。

**lsa\_src**：LSA模型的源程序。

**dependence**:系统所依赖的一些包。

**tools:**提供的一些有用的工具，包括result\_analysis.py等。

**java：**java版本的模型预测程序，其中ctm\_predict.java为为社区帖子监控模型所写的预测程序。tms\_predict.java 为通用的模型预测程序。可以支持多个SVM模型同时预测。

## 调用方法：

该系统可以在命令行（Linux或cmd中）中直接使用，也可以在程序通过

本系统提供了多种调用方式：

1、对

$python auto\_train.py trainfile 对trainfile中数据自动进行SVM模型训练。从词典生成、特征选择、SVM模型参数选择、SVM模型训练一步完成。另外还有其他的参数可以设置。

$python train.py –s (1|2|3|4|5) trainfile 。对trainfile中的数据进行SVM模型训练。并支持分步进行。1为自动进行模型训练，和auto\_train.py功能相同。2为进行特征选择。3为生成SVM模型的输入格式。4为SVM模型的参数选择。5为SVM模型训练。另外还有其他的参数可以设置。

$python predict.py testfile dic\_path model\_path 。给定词典以及训练好的模型，对testfile进行训练。具体调用见

$python lsa \_train.py trainfile svmmodel M。指定已经训练好的svm模型以及词典的长度，即可以对trainfile进行LSA模型的训练。现在实现的LSA算法是在SVM模型预测的基础上划定local region，并进行local SVD,所以LSA模型训练的时候需要使用已经训练好的SVM模型。

$python lsa \_predict.py testfile dic\_path model\_path lsa\_path lsa\_model\_path 。给定词典、SVM模型、LSA中u矩阵保存路径、LSA模型路径，即可对testfile进行预测。

$python result\_analysis.py datafile ，对结果数据进行分析。可计算

macro-average,micro-average,f-measure,recall,precision,以及设定特定的阈值(binary classification)计算f-measure,recall,precision，以及对设定范围，对该范围的所有阈值计算f-measure,recall,precision，从而选定最好的阈值。

# 程序调用接口

## 使用前必看

1. 如果是在Linux环境下，将源代码下载下来就可以直接使用几乎所有的操作。
2. 如果想进一步使用LSA模型，需要安装scipy与numpy。
3. 如果是在Windows下，在**dependence**包中有3个dll文件，需要把这3个dll文件放置到C:\Windows\System32（一般情况下是这样，如果系统是在其他盘，请改一下盘符）

## 输入格式：

## 在程序中直接使用

tms.py 是模型的主程序，通过调用tms可以进行模型训练、模型预测、结果分析。还可以进行分词、特征选择、SVM参数选择、SVM模型训练等等。

注意如果要再IDLE中直接使用，需要把该系统路径放入到Python搜索路径中去。

### 自动训练SVM模型

1. 程序介绍

*训练的自动化程序，分词,先进行特征选择，重新定义词典，根据新的词典，自动选择SVM最优的参数。 然后使用最优的参数进行SVM分类，最后生成训练后的模型。*

1. 调用方法

import tms

tms.tms\_train(filename,options)

1. 结果文件

*模型文件（词典.key+模型.model+模型配置.config）和 临时文件（svm分类数据文件.train 和参数选择文件.param）*

1. 参数选择

*必须参数：*

1. *filename 训练文本所在的文件名*

*可选参数：*

* 1. *indexs需要训练的指标项 ，默认为[1]*
  2. *main\_save\_path 模型保存的路径.默认为"../"*
  3. *stopword\_filename 停用词的名称以及路径 ;默认不适用停用词*
  4. *svm\_type :svm类型：libsvm 或liblinear 。默认为"libsvm"*
  5. *svm\_param 用户自己设定的svm的参数,这个要区分libsvm与liblinear参数的限制。默认" "*
  6. *config\_name:模型配置文件的名称，默认为"tms.config"*
  7. *dic\_name 用户自定义词典名称;默认“dic.key”*
  8. *model\_name用户自定义模型名称 ;默认"svm.model"*
  9. *train\_name用户自定义训练样本名称 ；默认“svm.train”*
  10. *param\_name用户自定义参数文件名称 ；默认"svm.param"*
  11. *ratio 特征选择保留词的比例 ；默认 0.4*
  12. *delete对于所有特征值为0的样本是否删除,True or False，默认：True*
  13. *str\_splitTag 分词所用的分割符号 ，默认"^"*
  14. *tc\_splitTag训练样本中各个字段分割所用的符号 ，默认"\t"*
  15. *seg 分词的选择：0为不进行分词；1为使用mmseg分词；2为使用aliws分词，默认为0*
  16. *param\_select ;是否进行SVM模型参数的搜索。True即为使用SVM模型grid.搜索，False即为不使用参数搜索。默认为True*
  17. *local\_fun：即对特征向量计算特征权重时需要设定的计算方式:x(i,j) = local(i,j)\*global(i).可选的有tf,binary,logtf。默认为"tf"*
  18. *global\_fun :全局权重的计算方式：有"one","idf","rf","chi" ,默认为"one"*

### 模型预测

### 多模型预测

### 结果分析

### 分词

### 特征选择

### 构造libsvm与liblinear的输入格式

### SVM参数搜索

### SVM模型训练

## 在命令行中直接使用

### 自动文本SVM分类模型训练auto\_train.py

1. **说明**

此函数为文本SVM分类模型**自动**训练程序，给定训练文本及设置相应参数，即可得到训练好的模型。

1. **调用示例：**

*usage:%prog [options] filename*

*$python auto\_train.py [options] filename*

1. **输入格式**

label value1 [value2]

其中label是定义的类标签，如果是binary classification，建议positive样本为1，negative样本为-1。如果为multi-classification。label可以是任意的整数。

其中value为文本内容，可以有多个字段，如标题、内容。

label value之间需要用特殊字符进行分割，如”\t”。

1. **结果**

模型结果会放在指定保存路径下的“model”文件夹中，里面有两个文件，默认情况下为dic.key 和 tms.model 。其中dic.key为特征选择后的词典；tms.model为训练好的SVM分类模型。临时文件会放在“temp”文件夹中。里面有两个文件：tms.param和tms.train。其中tms.param为SVM模型参数选择时所实验的参数。tms.train是供libsvm和liblinear训练器所使用的输入格式。

1. **参数说明**：
2. *-p，--path，模型保存的路径。默认为 ”../”*
3. *-i，--indexes,输入文本中训练的模型的部分（从0开始编号）**，默认为[1]，输入时可用 –i 1,2,3 表示使用第1,2,3作为训练的内容*
4. *-w，**(布尔型)如果使用此参数代表词典中不去除停用词。如果使用，必须将停用词文件以stopwords.txt 命名，和训练文本放在同一路径下。默认情况下不使用此参数，即需将停用词文件stopwords.txt放在训练文本同一路径下*
5. *-A ,--tms\_param。即SVM训练的参数，完全兼容libtms，输入的格式为 –A “-s 0 –c 1.0 –g 0.25” 。为了避免和现在的参数相混淆，所以要加上双引号。*
6. *–n,--config\_name.指定模型配置文件的名称，默认为”tms.config”*
7. *-d，--dic\_name。指定特征选择后词典的名称,默认为dic.key*
8. *-m, --model\_name,指定生成的分类模型的名称，默认为tms.model*
9. *-t, --train\_name,指定生成的分类模型的名称，默认为tms.train*
10. *-a, --param\_name,指定生成的分类模型的名称，默认为tms.param*
11. *-r，--ratio。指定特征选择保留词的比例。默认为0.4*
12. *-T，--tc\_splitTag。训练文本中各部分分割的符号，默认为”\t”*
13. *-S*,*--str\_splitTag.训练文本中分词的分割词，默认为”^”*
14. *-v ，--svm\_type。SVM模型的类型，两个选项：”libsvm”和”liblinear”，默认情况下为libsvm.*
15. *-e --segment(**(布尔型))是否对文本进行分词，默认情况下不分词，如果输入-e，则表明对其进行分词。*
16. *-c --param\_select。(布尔型)是否进行参数选择，默认为选择，如果输入-c ，则表明不需要进行选择参数。*
17. *-g --global\_fun。特征权重中全局因子的计算方式，三个选择“idf”、”rf”、”one”。one是指对所有的term全局因子都为1.默认为”one”*
18. *-l --local\_fun。特征权重中全局因子的计算方式，1个选择“tf”。.默认为”tf”*

### 文本SVM分类模型训练 train.py

1. 说明

此函数为文本SVM分类模型训练程序，与auto\_train.py不同的是，该函数可以使模型训练分步进行。

1. 调用示例：

*usage:%prog [options] filename*

*filename* *在1),2),3)中代表输入训练文本，在4),5)中代表SVM的输入格式。*

1. 自动进行模型训练

*$python auto\_train.py [options] –s 1 filename*

1. 特征选择

*$python auto\_train.py [options] –s 2 filename*

1. 生成SVM模型的输入格式

*$python auto\_train.py [options] –s 3 filename*

1. SVM模型的参数选择

*$python auto\_train.py [options] –s 4 filename*

1. 模型训练

*$python auto\_train.py [options] –s 5 filename*

1. 输入格式

在**1),2),3)**步骤：

label value1 [value2]

其中label是定义的类标签，如果是binary classification，建议positive样本为1，negative样本为-1。如果为multi-classification。label可以是任意的整数。

其中value为文本内容，可以有多个字段，如标题、内容。

label value之间需要用特殊字符进行分割，如”\t”。

在4),5)步骤：

输入格式为libsvm、liblinear特有的格式。

<label> <index1>:<value1> <index2>:<value2>

1. 结果

模型结果会放在“model”文件夹中，里面有两个文件，默认情况下为dic.key 和 tms.model 。其中dic.key为特征选择后的词典；tms.model为训练好的SVM分类模型。

1. 参数说明：
   * 1. *-s ,--step,即选择要进行的操作。1为自动训练模型，即auto\_train.py的功能。2为特征选择。3为根据训练样本生成SVM的输入格式。4为SVM模型参数选择；5为SVM训练*
     2. *-p，--path，模型保存的路径，默认情况下为”../”*
     3. *-i，--indexes,输入文本中训练的模型的部分（从0开始编号），默认为[1]，输入时可用 –i 1,2,3 表示使用第1,2,3作为训练的内容*
     4. *-w，(布尔型)如果使用此参数代表词典中不去除停用词。如果使用，必须将停用词文件以stopwords.txt 命名，和训练文本放在同一路径下。默认情况下不使用此参数，即需将停用词文件stopwords.txt放在训练文本同一路径下*
     5. *-A ,--tms\_param。即SVM训练的参数，完全兼容libtms，输入的格式为 –A* *“-s 0 –c 1.0 –g 0.25” 。为了避免和现在的参数相混淆，所以要加上双引号。默认为“-s 0 –c 1.0 –g 0.25”.*
     6. *–n,--config\_name.指定模型配置文件的名称，默认为”tms.config”*
     7. *-d，--dic\_name。指定特征选择后词典的名称,默认为dic.key*
     8. *-D,--dic\_path。词典所在的路径及名称*
     9. *-m, --model\_name,指定生成的分类模型的名称，默认为tms.model*
     10. *-t, --train\_name,指定生成的分类模型的名称，默认为tms.train*
     11. *-a, --param\_name,指定生成的分类模型的名称，默认为tms.param*
     12. *-r，--ratio。指定特征选择保留词的比例。默认为0.4*
     13. *-T，--tc\_splitTag。训练文本中各部分分割的符号，默认为”\t”*
     14. *-S*,*--str\_splitTag.训练文本中分词的分割词，默认为”^”*
     15. *-v ，--svm\_type。SVM模型的类型，两个选项：”libsvm”和”liblinear”，默认情况下为libsvm.*
     16. *-e --segment((布尔型))是否对文本进行分词，默认情况下不分词，如果输入-e，则表明对其进行分词。*
     17. *-c --param\_select。(布尔型)是否进行参数选择，默认为选择，如果输入-c ，则表明不需要进行选择参数。*
     18. *-g --global\_fun。特征权重中全局因子的计算方式，三个选择“idf”、”rf”、”one”。one是指对所有的term全局因子都为1.默认为”one”*
     19. *-l --local\_fun。特征权重中全局因子的计算方式，1个选择“tf”。.默认为”tf”*

### 模型预测程序

1. **说明**

此函数为文本SVM分类模型**预测**程序，给定测试文本及设置相应参数，即可为样本进行预测。

1. **调用示例：**

*usage:%prog [options] filename dic\_path model\_path*

完整形式：

python predict.py -f ../ sample.test -R ../ result/score.result -i 1,2

-D ../model/dic.key -M ../model/tms.model -r 0,1,2

其含义为对sample.test 中的第1,2列(列从0开始，1,2要融合在一起)进行预测，结果放在score.result文件中，其中第一列为分数，其余列为指定的第0，1,2列。指定词典以及训练好的模型。

1. **输入格式**

没有特定的输入格式。具体需要预测的内容可以通过 –i 指定。

1. **结果**

预测的结果会写入到用户指定的文件中。其中第一列为预测的标签，第二列为预测的分数（属于该类的隶属度），其余列为指定的需要同结果一同输出的内容。

1. **参数说明**：

*-i，--indexes,输入文本中训练的模型的部分（从0开始编号），默认为1，输入时可用 –i 1,2,3 表示使用第1,2,3作为训练的内容*

*-r，----result\_indexes。指定与预测分数一块输出的文本的指标项，其中预测分数放在第一列，其余的依次排列。默认为1，调用方式为 –r 1,2,3*

*-R,--result\_save 。结果保存的路径及文件名称。*

*-T，--tc\_splitTag。训练文本中各部分分割的符号，默认为”\t”*

*-S*,*--str\_splitTag.训练文本中分词的分割词，默认为”^”*

### LSA模型训练程序

1. **说明**

此函数为LSA模型**训练**程序，给定测试文本及训练好的SVM模型和词典的长度，即可为LSA模型进行训练。

LSA模型虽然在实际实验中没有得到预想的效果，但是在某些场景下应该会有用，所以LSA模型训练与预测的程序仍然保留。

1. **调用示例：**

*usage:%prog [options] filename svm\_model M*

完整形式：

python lsa\_train.py -f ../ sample.test -R ../ result/score.result -i 1,2

-D ../model/dic.key -M ../model/tms.model -r 0,1,2

其含义为对sample.test 中的第1,2列(列从0开始，1,2要融合在一起)进行预测，结果放在score.result文件中，其中第一列为分数，其余列为指定的第0，1,2列。指定词典以及训练好的模型。

1. **输入格式**
2. **结果**

**参数说明**：

*-p，--path，模型保存的路径，默认情况下为”../”*

*-e, --threshold 。LSA模型选取top n阈值。默认情况下为1.0*

*-K,--K 。选取的前k个特征根。*

*-f,--for\_lsa\_train 。SVM模型预测训练文本，并构造适合LSA模型的训练文本。默认为“for\_lsa.train”*

*-t,--train\_name；LSA模型做出的SVM训练文本格式,默认为“lsa.train”*

*-m,--model\_name；LSA模型的名称.默认为“lsa.model”*

*-A,--tms\_param；即SVM训练的参数，完全兼容libtms，输入的格式为 –A “-s 0 –c 1.0 –g 0.25” 。为了避免和现在的参数相混淆，所以要加上双引号。默认为“-s 0 –c 1.0 –g 0.25”*

*-a, --param\_name,指定生成的分类模型的名称，默认为tms.param*

### LSA模型预测程序

1. **说明**

此函数为文本LSA模型**预测**程序，给定测试文本及设置相应参数，即可为样本进行预测。

1. **调用示例：**

*usage:%prog [options] filename dic\_path model\_path sa\_path lsa\_model\_path*

完整形式：

**Python lsa\_predict\_py -i 6 -r 0 -R** **im\_lsa\_20.result lsa.test im.key im.model lsa lsa.model**

其含义为对**lsa.test** 中的第6列(列从0开始)进行预测，结果放在**im\_lsa\_20.result**文件中，并将原文件的第0列和结果一起输出。其中词典为im.key，SVM模型为im.model，LSA 矩阵前缀为lsa，LSA模型为lsa.model。

1. **输入格式**

没有特定的输入格式。具体需要预测的内容可以通过 –i 指定。

1. **结果**

预测的结果会写入到指定的文件中。其中第0列为SVM模型预测的分数，第1列为LSA模型预测分数。其余列为指定的需要同结果一同输出的内容。

1. **参数说明**：

*-i，--indexes,输入文本中训练的模型的部分（从0开始编号），默认为1，输入时可用 –i 1,2,3 表示使用第1,2,3作为训练的内容*

*-r，----result\_indexes。指定与预测分数一块输出的文本的指标项，其中预测分数放在第一列，其余的依次排列。默认为1，调用方式为 –r 1,2,3*

*-R,--result\_save 。结果保存的路径及文件名称。*

## 系统使用示例

# 一些有用的工具

## 结果分析程序

Result\_anlaysis.py

如果需要对模型的参数进行调整，则需要对模型预测的指标进行计算。该模块主要读出程序的结果，然后计算相应的F值、召回率、正确率，以及做一些统计分析，并能根据相应的指标选择最优的阈值。

1. **说明**

可以对分类的结果进行统计分析。包括分类准确率、F值、召回率、准确率、宏观分类准确率、微观分类准确率、设定阈值的F值、召回率、准确率。

1. **调用示例：**

*usage:%prog [options] filename*

完整形式：

1. **输入格式**

没有特定的输入格式。具体需要预测的内容可以通过 –i 指定。

1. **结果**

预测的结果会写入到指定的文件中。其中第0列为SVM模型预测的分数，第1列为LSA模型预测分数。其余列为指定的需要同结果一同输出的内容。

1. **参数说明**：

默认情况下将会对分类准确率、F值、召回率、

*-s ，--step 。选择的步骤：*

*1为多分类以及二分类的微观分类准确率，宏观分类准确率，所有类的分类准确率。*

*2为多分类以及二分类中各个类别的F值、召回率、准确率。*

*3为计算多分类以及二分类中对指定的类别，对特定阈值下的F值、召回率、准确率。*

*4为多分类以及二分类中计算所有类别的在阈值区间中的每个阈值每个类别的F值、召回率、准确率，旨在为用户分析出每个类别最好的阈值。*

*-i，--indexes 。输入的数据文件字段。默认情况下位[0,1,2]，即第0列为类标签，第1列为预测分数，第2列为实际的类标签。*

*-p,-- predicted\_label\_index 。**指定预测类标签字段的位置，默认为第0列*

*-v,-- predicted\_value\_index 。指定预测分数字段的位置，默认为第1列*

*-t","--true\_label\_index。指定实际类标签字段的位置，默认为第2列*

*-e","--threshold"。在-s 3时设定的阈值.设定阈值，计算在该阈值下的指定类别的F值、召回率、准确率。默认情况下为0*

*-l","--label"。在-s 3时设定的类别.设定需要的计算的类别，计算类别下在设定阈值下的F值、召回率、准确率。默认情况下为1*

*-o","—output，指定分析结果输出位置，默认为标准屏幕输出*

*-m","—min，设定阈值的最小范围，在-s 4时，指定搜索阈值的最小范围*

*-M","—max，设定阈值的最大范围，在-s 4时，指定搜索阈值的最小范围*

*通常搜索会在[min,max）下取步长0.1进行搜索*

## 选择子集 subset.py(libsvm)

1. 说明

此函数为从大数据集总选择较小的子集。此工具由Chih-Jen Lin提供

1. 调用示例：

Usage: %s [options] dataset number [output1] [output2]

python subset.py –s 0 data.txt 3000 output1.txt output2.txt

即从data.txt中选择3000个样本，并将选择的子集输出到output1.txt，其余的部分输出到output2.txt中。其中参数-s 如果为0，则子集选择为分层抽样，即子集仍然会保持原数据集中各个类的比例。如果-s 为1，则从源数据集中随机选择，不会考虑各个类的比例。

1. 输入格式
2. 如果设置-s 0则，需要以下输入格式：

第一列为类别，如果为**binary**分类。最好Positive为1，Negative为-1。如果为**多**分类，正常样本为-1，其余的类可以选择1,2,3,4……

其余列为内容，可以有多列内容。

1. 如果设置-s 1,则输入格式没有限制
2. 结果

选择的子集输出到output1.txt，其余的部分输出到output2.txt中

1. 参数说明：

-s 子集选择的方法，默认为0

0 – 分层抽样

1 – 随机选择

output1 : 子集的输出(optional)

output2 : 剩余部分的输出 (optional)

## SVM参数选择 grid.py (libsvm)

1. 说明

此函数为从为SVM模型搜索最优的参数(c,g)。此工具由Chih-Jen Lin提供。

1. 调用示例：

Usage: grid.py [-log2c begin,end,step] [-log2g begin,end,step] [-v fold]

[-tmstrain pathname] [-gnuplot pathname] [-out pathname] [-png pathname]

[additional parameters for tms-train] dataset

示例：python grid.py –log2c -5,15,2 –log2g -3,13,2 –v 5 tms.train

即对tms.train进行参数搜索，c从-5到15，步长为2，g从-3到13，步长为2。其中tms.train是libtms特定的输入格式：

<label> <index1>:<value1> <index2>:<value2> ...

<label>为类标签。<index1>整数，必须要按升序排列。可以通过调用[OLE\_LINK19](#OLE_LINK19) 来生成相应的输入格式。

1. 输入格式

<label> <index1>:<value1> <index2>:<value2> ...

.

.

<label>为一个整数值，代表着类标签。<index>:<value>指定对应特征上的值。<index>是从1开始的整数值，必须保持升序。如果第i个特征上的值为0，则可以省略不写。

1. 结果

该程序产生的结果文件较多，多为一些中间结果，最优的c与g可以在控制台查看。

1. 参数说明：

-log2c begin,end,step 设置参数c搜索的范围及步长

-log2g begin,end,step设置参数g搜索的范围及步长

-v fold 设置交叉验证的folds，默认情况下为5

-tmstrain pathname 设置tms-train程序的路径,默认为当前路径

-gnuplot pathname设置gnuplot程序的路径，默认为/usr/bin/gnuplot

1. Note

对于大数据集(样本>5000)，一般要进行两步：先选取子集[选择子集 subset.py](#_选择子集_subset.py)然后进行粗粒度搜索，再对全数据集进行细粒度搜索。

粗粒度搜索是指在一个较大的范围内加大步长。细粒度搜索是指在进行粗粒度搜索后，得到最优的c,g，然后在这个值周围选取局部区域，调小步长，再进行搜索。即可得到最优的参数

# 技术细节

TSC：基于libtms的文本挖掘系统 TML：Text Mining System based on Libtms

特征选择使用的Chi方法，因为在参考文献的结果，Chi的方法时最好的。

term/feature weight 默认使用的是TF,另外还可以选择TF\*IDF,TF\*Chi等方法。根据参考文献的，TF是最便捷、有效的特征权重，而文献中常用的TF\*TDF反而会降低分类的效果。

Libsvm 3.0

Liblinear 1.8

Numpy 1.6.1

Scipy 0.9

# 源码剖析

请原谅作者在有些地方没有按照OOP思想设计程序，函数式的流程仅仅是为了能过更好的表达流程，并尽可能的做到函数的复用。

## Result\_analysis

### 递归保存结果dict

结果分析总共有4个不同的过程，这4个过程产生的结果统一用dict()进行存储，这样就产生一个问题：当写入文件时，对不同层次的dict该怎么处理，比如{1:2,2:3} 和{1:{0.1:1},2:{2:{2:3}}}和{1:{0.1:[1,2,3]},2:{0.2:2}} 这种不同深度且存储类型不一应该怎么才能以规范的形式写入到文件中呢？

OK，我们考虑使用递归来实现。

|  |  |
| --- | --- |
| 递归将不同层次的词典以规范的形式写入到文件 | |
| 1 | def **save\_result**(f,rate\_dic,count=0): |
| 2 | if type(rate\_dic)==types.DictType: |
| 3 | f.write(*"\t"*) |
| 4 | temp=count |
| 5 | for key in sorted(rate\_dic.keys()): |
| 6 | f.write(*"\n"*) |
| 7 | f.write(*"\t"*\*temp+str(key)) |
| 8 | count=temp |
| 9 | count+=1 |
| 10 | save\_result(f,rate\_dic[key],count) |
| 11 | else: |
| 12 | if type(rate\_dic) in(types.ListType,types.TupleType): |
| 13 | f.write(*"\t"*\*count) |
| 14 | for value in rate\_dic: |
| 15 | f.write(str(value)+*"\t"*) |
| 16 | else: |
| 17 | f.write(*"\t"*\*count) |
| 18 | f.write(str(rate\_dic)+*"\t"*) |

让我们来分析一下这段程序：

如果现在的rate\_dic变量类型为词典，就会对遍历所有的key,并将该key对应的value赋予rate\_dic再次进行递归调用保存函数。直到rate\_dic不是词典类型。第12、16行所示，对于不同的元素类型类型，以不同的方式写入。

如果仅仅是解析词典，将里面的元素写入文件很简单，但是如果要根据词典的层次输出缩进的个数就必须要由技巧了。

该函数还有另外一个参数count，其作用就是记录当前的深度，以便输出相应的缩进。而为了保证同一层次上的元素缩进相同就要记录当前的深度，第4行非常关键。他可以保证所有的同一层次上的key都有相同的缩进。第9行就负责将深度加1。而函数又使用了默认参数count=0,就意味着调用者可以不用管初始的缩进。

### 对特定类别计算指定阈值下的各种指标

|  |  |
| --- | --- |
| 对特定类别计算指定阈值下的F值、Recall、Precision | |
| 1 | def **cal\_f\_by\_threshold**(true\_lab,pre\_lab,pre\_value,label,threshold): |
| 2 | true\_sum , pre\_sum , right\_sum =0.0,0.0,0.0 |
| 3 | f\_sc,recall,precision=0.0,0.0,0.0 |
| 4 | rate = dict() |
| 5 | for j in range(len(true\_lab)): |
| 6 | if true\_lab[j]==label: |
| 7 | true\_sum+=1.0 |
| 8 | if pre\_lab[j]==label and pre\_value[j]>=threshold: |
| 9 | right\_sum+=1.0 |
| 10 | if pre\_lab[j]==label and pre\_value[j]>=threshold: |
| 11 | pre\_sum+=1.0 |
| 12 | recall = right\_sum/true\_sum |
| 13 | if pre\_sum!=0: |
| 14 | precision=right\_sum/pre\_sum |
| 15 | if recall+precision!=0: |
| 16 | f\_sc = 2\*recall\*precision/(recall+precision) |
| 17 | rate[label]=[f\_sc,recall,precision] |
| 18 | return rate |

该程序是十分简单的，只要是知道各个指标的计算公式就好了。

![](data:image/png;base64,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)

![F = 2 \cdot \frac{\mathrm{precision} \cdot \mathrm{recall}}{\mathrm{precision} + \mathrm{recall}}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAANUAAAAuBAMAAABNO0FqAAAAMFBMVEX///+enp5QUFAEBATMzMzm5uZ0dHSKioq2trYwMDAWFhZAQEAMDAwiIiJiYmIAAAAqydbGAAAAAXRSTlMAQObYZgAABEBJREFUWAnVl11oHFUUx//T+djZ7GZ3sT612CzSBETRVWz6EBtG8EWiZCDiQ+vHsKULIt0sFlPMgyyKDyGUzIMgFdQQQXAhNkKDtmncGnSgCO1gLX2xdCi44ke3CbRW7dp67sxmmcnu4Ex2BL0Pw+65/3t+nHvunf0vsLnBrdnr+jIBlk9dlN8rBdD5SbiH7ZmtQVjiIMY0v0RRxw0k/y8s4W67+MeVIHsQpi7ufDH/Nrat/aTjlXwW8vt1deQ3vF54UKhqeKPYjyO7J66uUz0yTLxMHQ3DQtrEVgW3ns1JJpbwpirpMAQdd1EfuFk8p2JISejrFbplMR1fhmTxJfSYeARIZzCDFcRnYcRmkSIWTRHmDFKn11lumZTD0fCs1CoGgb5a4eAz9tUyxMc+U4nVp0BaxVmbJfzBeB4ZV58Pz5JuYDcwrgDc7yyjgX3n1og1rkK6vs4aYjNumfgRlsOzqC5K0lcGZKcuWRVPbaiLkWxWS9aTxbIQ7mywfumMxVvUpBWgRP0qgW/2y2zW1WK1ZC+WcCkVkmXikMpYsV14gR1Jyz4bzxOLjshTykZWS8ZbwiUpJKueX8T0n/3AVF2j+1XEdOPHYqFfrp7F9vpx+pZ94FbZKcsjk78t7N050thZpb1g42pjaelY63Y4se0nF50PzpP2MJoh3wSkBU8u2cL37kBkrNQNQLDcqZEARt2RyFi9OUD0blJ6gb2WWoO1JZqR1qEIZU+upA7exfLMdfVlxoLWnmA02x7rPnKtTEeBjZMVNpr1PKTasYgfl5c+KLelFOwXUVu428AebGlP0VOimPPevhPRWKWEtyG1s95hIcF+b7dPbjoi2T8RbLmrX6kSypvO6L8wnuswNwF6vUY/eL09p/xJ/cq/wEpcHtLaYDwdB3Y4/IZjrZs+20/kipPHnrro+h7mo2Otmz47yMIxjYx2tEP0S0ce2/Cb22S8129dFyzHWjd9tit/16x7Bmv3KdyxHUcRG7iXuYAfyFrHanmLfLY8cEWVzx8ufucAHZZHi1jhU5AvCbiHf4F7FOnF/TiIxIK8Cy/R0ifBZWn5Nohfgz+OE26WV/sakpngLPJP8+CzwBrk1WQW79LSSXbZDWatToB+7X71sDza/YjroVjXwGvgbhcKF0YzlDapjX3zKmBw18kKI2ltZLm12PGzGYo1rpLlIC/tOF9aKp66k4FBxptsd5MVr1Q+rFTmSePR7tUS4VhUV8kx8jNOXW9h32n/utzaOSRMJfDZoKZ8zFgYpiZRv2JU12Eg5/RrucMeurTiTfSaVmDWHmatGeuQKlp0JNnfrkmIJrEmIXzVmdXSDuNpUwvMGq7dr8rVOZXMdY3uV80iDzdRy6vTDYv74hdFrq5sOfc5tQlw7pdHiyMDB+aeqK6MNLK25B8etIcBh8MKKO4oC86Kd1wfJhicFSZrRy21pWP8Px38G9J6wmf7x8X7AAAAAElFTkSuQmCC)![\text{Precision}=\frac{tp}{tp+fp} \, ](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAKgAAAAsBAMAAAADRO5JAAAAMFBMVEX///9QUFCKiop0dHQwMDAEBAS2trZiYmKenp7MzMwiIiIWFhYMDAxAQEDm5uYAAABlY7kCAAAAAXRSTlMAQObYZgAAAzBJREFUSA21lkFo01AYx/9rbZquXVrZQdBL2dipIClTFBlsoDBhDGQXncLoQTypi3QwcE5yUKaItAcPXqQR8eBhW4cHwSGb60EE3QZKh9PZKHgRxoYbOkE330vTLnlputTod8j3vt/3ff+8vCQvAdwaN+1WoUJ/XbYCdIuCEbcKFfrDcgXoEt0eX0qMjDU3upRh2ocA6anqSzPYXXgfXKIHQcmdCtO9ASGwCd8/FeU2Ae80MlHmXK5Cf1bArnm0uxJhm+vn/fBF8YTlruKgeAMZ0auYRJbnni2NMs9DSqYl/Iap0Cbgj8poa97DZImC/7uZXZdpzJ8yU/uo25Ki03ploTWBGUs1FR1nrt9SVBUIPy1pTVQ14bvaOQI3TdA+iK3LbJKKnuanRo7B07gbODt4NVAQPcm4dG8NXOMllXvYdOgR27RTTEQbZhH+eBBH0DDP9eEAQuId8BHkcAvCLHzv8JaKvJ+kpuykp+VTnYNvAF8E2AC3Goqgi4jGyNZDRHtA9EIduOJIyVCUitLAJ4L/0do6lpFJEBK/vN4P5HhyB9oRkljR8FZ1A3TRKLz0JqYSmqjwYUtGzks2i/a0VZSU7GBlUZ6+Av0yOYTEi1ieZmda05pGiQzdE3CSLCRZUw8RbQJOFNd0scLl04bqVp4pWlRB4nvhJ6IxCAoRjSHw8m9EP01NkEedK0yo4DqT5DlNSlzhRXMyrl74JfELw2mu8LxuLl99Yv8zyy9IbuTPV2xe+ZqtyB3CfcY6tRS0CeVhCdXiJ4zFSimw7quljCNv+iiURXOOem2K+MXfef7y57hYzJdEB9bzMGCbZlvsz8IfHEOvWZRbhRHbdtsk6iM4t/1dVvQq8k9hxDa9tjgsQ82o9L2mpmhHoKEDRqxTx65fBdoQ+EYauiYnz+hbt/aTpmPHUtuFQ1DRDS9ZQ2qKdgTI/GHAOnXsRsl3Yfv3UdH7yILAgHXq2D3m5cAa+aYVTdF9C/EGrFPH7tpheGfikl6v6H4v8Qas01oc+X0smaIPHhBvwKV0DT4ULRd3aCMu0Ue8AZfzzgcraaY2nKdzt2CmqmromTrO5OuGVaCI/wDVZ/V4pmZtXwAAAABJRU5ErkJggg==)![\text{Recall}=\frac{tp}{tp+fn} \, ](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJEAAAAsBAMAAACXoke7AAAAMFBMVEX///9QUFCKiorMzMy2trZ0dHQEBASenp5iYmIiIiIwMDAWFhYMDAxAQEDm5uYAAADEQvipAAAAAXRSTlMAQObYZgAAAppJREFUSA29ls9rE0EcxV+T3WSb2G2gCAUv8RAQvOw/IAkiHgrieqhUbWkRvChITuqlZC9CpJfUk0XQXAR/UMxFaAliFIs37UWwleqCKIqoQcVIsdHvNszGmUy7Oys4l9l5M+8z3wy78wJEaVojikvm6avJ1ChaOhPFJfMMFmVqBG36+lrhwrXczghW0TIDOItuwhJ19fEstMJJpB11p+howYy3kfh3ktYG9AbyWXEH5bFRM5FaxqSyscfQv2wgkcVCz4SykLbPI2/rFd746dn91Su8BIxc1m5lRbE7Tt4oYjw33BU6T6UiUk8F0TyFd7agCcN5YUxDIpnroryEHQGkR6Jlk4QfohxIMr+Jlk5NG6IcSNq7XhQ93q/7UAV2H8lAu1l2kZugNYGkHgwJpecTj+mVrWANB129GqviiU96WfdaRWaTaFTTUQt04xzGQ6Rq+hRu+yTJ8m0kIqVrKF0cPfam5S1LlhdlpN8Brbl54qkmJi1ifCeQeQ8rMtI2tbApqinVRqkAaF5NdEWvxNmJK5/TQMu7aww6J2S/ZDFnMBLbLVxPNcV+avvP4j3OWXASTnxOj0QyHiy4ODGGkbJN79MYtNnRj0P7fg29pgL/b5suK+8nT3CzfVWZxCW4y+x64zN7DN1zCe5/QHSdKzcuwX1S0DUm2YZPcEYy7s4XsKeau+RKLFtJXIIzEn32gH3aGshsZZPoXIL7pHEgZn310i984xLcJ63SN59sImGHB/2V4Hfq9TPs/vPSs6+CvBuexCe4X9Pm9eFglxmexCc4I9E/FmCwgCUjPIlPcEaKTRGhBLTfhifxCc5IdETAceCFE57krewmOCP122oEtrqb4NWOdCDhsjmlvjfBNw4pAfzFvQk+/MqfxB+Gttyfd15LwQAAAABJRU5ErkJggg==)

另一个值得注意的是，程序返回的结果仍然是dict形式，主要是为了结果的统一便于接收以及保存。

# 数据集

# FAQ

Q:在Window下的IDLE中运行 import tms时报错。

A:需要先将程序目录设置到python搜索的路径下。

import sys

sys.path.append(“your\_path/tmsvm/dependence”)

sys.path.append(“your\_path/tmsvm/src”)

sys.path.append(“your\_path/tmsvm/lsasrc”)

或者直接在系统环境变量增加PYTHONPATH ，然后将这几个路径加入进去。

# 关于我

浙江大学研究生，专注Data Mining、Text Mining、Recommendation System、Information Filtering。熟悉Python、Java，了解C++,喜欢Linux的高效、也喜欢windows的花哨。关注开源，爱好篮球，足球。

Contact me:

Mail： [zhzhl202@163.com](mailto:zhzhl202@163.com)

weibo:张知临Zjuer
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