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# 简介：

文本挖掘无论在学术界还是在工业界都有很广泛的应用场景。而文本分类是文本挖掘中一个非常重要的手段与技术。现有的分类技术都已经非常成熟，SVM、KNN、Decision Tree、AN、NB在不同的应用中都展示出较好的效果，前人也在将这些分类算法应用于文本分类中做出非常多的工作。但在实际的商业应用中，仍然有很多问题需要待解决，其中之一就是文本分类中的高维性和稀疏性，这个问题将导致curve of dimension，以及过拟合，导致训练的模型在预测未知数据时效果很差。

这个开源系统的目的是集众人智慧，将文本挖掘、文本分类效果非常好的算法实现并有效组织，并将文本分类的过程自动化，从词典生成、特征选择到分类模型参数选择、分类模型训练预测都可以一步完成。

## 主要特征

该系统在封装libsvm、liblinear的基础上，又增加了特征选择、LSA特征抽取、SVM模型参数选择、libsvm格式转化模块以及一些实用的工具。其主要特征如下：

1. 基于Chi的feature selection
2. 基于LSA的feature extraction
3. 文本特征向量的归一化
4. 支持Binary,Tf,Tf\*Idf,tf\*Chi等多种特征权重
5. 利用交叉验证对SVM模型参数自动选择。
6. 封装并完全兼容libsvm、liblinear。
7. 支持macro-average、micro-average、F-measure、Recall、Precision、Accuracy等多种评价指标
8. 将文本直接转化为libsvm、liblinear所支持的格式。
9. 采用python的csc\_matrix支持存储大稀疏矩阵。
10. 支持多个SVM模型同时进行模型预测。
11. 引入第三方分词工具自动进行分词

## 输入格式：

label value1 [value2]

其中label是定义的类标签，如果是binary classification，建议positive样本为1，negative样本为-1。如果为multi-classification。label可以是任意的整数。

其中value必须为已经分好词的文本。可以利用ICTCLAS等分词工具预先对文本进行分词。

## 调用方法：

本系统提供了多种调用方式：

1、对

$python auto\_tms\_train.py trainfile 对trainfile中数据自动进行SVM模型训练。从词典生成、特征选择、SVM模型参数选择、SVM模型训练一步完成。另外还有其他的参数可以设置。具体调用见

$python tms\_train.py –s (1|2|3|4|5) trainfile 。对trainfile中的数据进行SVM模型训练。并支持分步进行。1为自动进行模型训练，和auto\_tms\_train.py功能相同。2为进行特征选择。3为生成SVM模型的输入格式。4为SVM模型的参数选择。5为SVM模型训练。另外还有其他的参数可以设置。具体调用见

$python tms\_predict.py testfile dic\_path model\_path 。给定词典以及训练好的模型，对testfile进行训练。具体调用见

$python lsa \_tms\_train.py trainfile svmmodel M。指定已经训练好的svm模型以及词典的长度，即可以对trainfile进行LSA模型的训练。现在实现的LSA算法是在SVM模型预测的基础上划定local region，并进行local SVD,所以LSA模型训练的时候需要使用已经训练好的SVM模型。

$python lsa \_predict.py testfile dic\_path model\_path lsa\_path lsa\_model\_path 。给定词典、SVM模型、LSA中u矩阵保存路径、LSA模型路径，即可对testfile进行预测。

$python result\_analysis.py datafile ，对结果数据进行分析。可计算

macro-average,micro-average,f-measure,recall,precision,以及设定特定的阈值(binary classification)计算f-measure,recall,precision，以及对设定范围，对该范围的所有阈值计算f-measure,recall,precision，从而选定最好的阈值。

## 本系统欲解决的问题：

1. 文本分类的高维性和稀疏性
2. Unbalance 样本的问题。实际应用中，各个类别的数据集大小往往是不平衡的，尤其在information filtering 领域。感兴趣的数据集相对于不感兴趣的数据集是非常小
3. Unlabeled 样本的利用问题。
4. 样本的Random sample 问题。

## 程序文件说明

**src:**即该系统的源代码，提供了5个可以在Linux下可以直接调用的程序:

auto\_tms\_train.py：SVM模型自动训练程序。从词典生成、特征选择、SVM模型参数选择、SVM模型训练一步完成。

tms\_train.py：SVM模型训练程序，可自动训练也可以分布训练，通过参数-s 设置。1为自动进行模型训练，和auto\_tms\_train.py功能相同。2为进行特征选择。3为生成SVM模型的输入格式。4为SVM模型的参数选择。5为SVM模型训练。

tms\_predict.py：SVM模型预测程序。

lsa\_tms\_train.py：LSA模型训练程序。

lsa\_predict.py：LSA模型预测程序。

ctm\_train\_model.py是模型训练的主程序，里面提供了多种训练的调用函数。ctm\_predict\_model.py是模型预测的主程序，里面提供了多种预测所用的函数。可以直接调用。

**tools:**提供的一些有用的工具，包括result\_analysis.py等。

**java：**java版本的模型预测程序，其中ctm\_predict.java为为社区帖子监控模型所写的预测程序。tms\_predict.java 为通用的模型预测程序。可以支持多个SVM模型同时预测。

# 程序调用接口

## 自动文本SVM分类模型训练auto\_tms\_train.py

1. **说明**

此函数为文本SVM分类模型**自动**训练程序，给定训练文本及设置相应参数，即可得到训练好的模型。

1. **调用示例：**

*usage:%prog [options] filename*

完整形式：

Python auto\_tms\_train.py –p ../ -i 6,7,8,9,10 –w –d dic.key

–m im. model -t tms.train –a tms.param –r 0.4 –S ^ ../im.train

精简形式：

python auto\_tms\_train.py -i 6,7,8,9,10 ../im.train

其中im.train为训练文本的名称，其里面的内容如下，指定将第6,7,8,9,10位的内容一同放入模型训练。训练后的模型保存在源程序的上一层目录。

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 类别 | 编号 | 时间 | 发送方 | 接收方 | 文本内容 | 分词的的内容 | 链接形式 | 有无QQ | 商品是否属于其中一方 | 商品属性 |
| 1 | qizha1035577 | ######## | 4lile3uo842c | 李英0821 | 你好，这几天本店装修!旺旺不能打字！如要购买商品的请 加我 qq 61517891 联系我购买 ！为表示歉意！一律包邮费加优惠！谢谢 | 你好^^，^^这^^几^^天^^本^^店^^装修^^!^^旺旺^^不^^能^^打字^^！^^如^^要^^购买^^商品^^的^^请^^加^^我^^qq61517891^^联系^^我^^购买^^！^^为^^表示^^歉意^^！^^一律^^包邮费^^加^^优惠^^！^^谢谢 | no\_link\_msg | QQQQQQQ | no\_auction\_exist | no\_auction\_here |

1. **输入格式**

第一列为类别，如果为binary分类。最好Positive为1，Negative为-1。如果为多分类，正常样本为-1，其余的类可以选择1,2,3,4……

其余列为内容，可以有多列内容，然后在训练模型时指定训练的列数(

-i 3,4,5 即指定第4,5,6列训练—默认列数从0开始)。

1. **结果**

模型结果会放在“model”文件夹中，里面有两个文件，默认情况下为dic.key 和 tms.model 。其中dic.key为特征选择后的词典；tms.model为训练好的SVM分类模型。

临时文件会放在“temp”文件夹中。里面有两个文件：tms.param和tms.train。其中tms.param为SVM模型参数选择时所实验的参数。tms.train是供libtms训练器所使用的输入格式。

1. **参数说明**：

*-p，--path，模型保存的路径。默认为 ”../”*

*-i，--indexes,输入文本中训练的模型的部分（从0开始编号）**，默认为[1]，输入时可用 –i 1,2,3 表示使用第1,2,3作为训练的内容*

*-w，(布尔型)如果使用此参数代表词典中不去除停用词。如果使用，必须将停用词文件以stopwords.txt 命名，和训练文本放在同一路径下。默认情况下不使用此参数，即需将停用词文件stopwords.txt放在训练文本同一路径下*

*-A ,--tms\_param。即SVM训练的参数，完全兼容libtms，输入的格式为 –A “-s 0 –c 1.0 –g 0.25” 。为了避免和现在的参数相混淆，所以要加上双引号。*

*-d，--dic\_name。指定特征选择后词典的名称,默认为dic.key*

*-m, --model\_name,指定生成的分类模型的名称，默认为tms.model*

*-t, --train\_name,指定生成的分类模型的名称，默认为tms.train*

*-a, --param\_name,指定生成的分类模型的名称，默认为tms.param*

*-r，--ratio。指定特征选择保留词的比例。默认为0.4*

*-T，--tc\_splitTag。训练文本中各部分分割的符号，默认为”\t”*

*-S*,*--str\_splitTag.训练文本中分词的分割词，默认为”^”*

1. **Note:**

正常情况下，训练一个模型会经过特征选择，生成SVM输入格式，SVM参数选择，SVM模型训练这几个步骤。其中SVM参数选择将花费较长的时间(为了能训练出最好的模型，程序默认会进行两轮参数搜索，粗粒度和细粒度，共实验150对(c,g)，其中每对(c,g)都要经过4-flods的交叉验证。如果训练样本的个数在5000以下，整个模型的训练时间在十分钟左右，如果训练文本的数量级为万，则训练时间将达到几个小时。)。如果忍受不了这么长的时间。可以进行分步训练，或者是选择在晚上进行训练。

1. **调用示例**

**$ cat set.train**

1 ^台^军^人事^大幅^变动^ ^据^台湾^东森^新闻^报道 ^台^军^将领^将^有^大^调动^……

1 朝鲜^已经^准备^好^对^美国^进行^先发制人^的^打击 ^朝鲜^人民^武装^力量^部^部长^金一^哲^次帅^4月^8日^在^平壤^公开^表示……

1 ^伊朗^开始^大规模^投产^地对空导弹 报道^还^援引^伊朗^国防^部长^穆斯塔法^·^穆罕默德^·^纳贾尔^话说……

……

-1 五一^期间^外出^旅游^人数^仍然^保持^上升^趋势 记者^在^甘肃^、^宁夏^两^省^采访^时^发现^……

-1 承德^避暑山庄^永佑^寺^全新^的^面貌^与^游客^“^见面 ^记者^从^承德市^旅游局^获悉^，^目前^永佑^寺^内^“^陆^合^塔……

-1 强迫^购物^、^强迫^参加^自费^活动 许多^游客^游^完^泰国^回来^总会^表示^不满^。^“^去^之前^交^一次^团费……

……

训练文本总共有两类，每行代表一类的样本，总共有3个字段，第一个字段为类别，第二个类别为标题，第3个字段为内容。标号为1的类为军事类，-1的为旅游类。

## 文本SVM分类模型训练 tms\_train.py

1. 说明

此函数为文本SVM分类模型训练程序，与auto\_tms\_train.py不同的是，该函数可以使模型训练分步进行。

1. 调用示例：

*usage:%prog [options] filename*

*filename 在1),2),3)中代表输入训练文本，在4),5)中代表SVM的输入格式。*

其中im.train为训练文本的名称，其里面的内容如下，指定将第6,7,8,9,10位的内容一同放入模型训练。训练后的模型保存在源程序的上一层目录。

1. 自动进行模型训练

完整形式

python tms\_train.py -s 1 –p ../ -i 6,7,8,9,10 –w –d dic.key

–m im. model -t tms.train –a tms.param –r 0.4 –S ^ -T ^M ../im.train

精简形式：

python tms\_train.py –s 1 –p ../ -i 6,7,8,9,10 ../im.train

1. 特征选择

完整形式：

python tms\_train.py -s 2 –p ../ -i 6,7,8,9,10 –d dic.key

–r 0.4 –S ^ ../im.train

精简形式

python tms\_train.py -s 2 –p ../ -i 6,7,8,9,10 ../im.train

1. 生成SVM模型的输入格式

完整形式：

python tms\_train.py -s 3 –p ../ -i 6,7,8,9,10 –D ../dic.key

–S ^ ../im.train

简洁形式：

python tms\_train.py -s 3 –p ../ -i 6,7,8,9,10 –D ../dic.key ../im.train

1. SVM模型的参数选择

完整形式：

python tms\_train.py -s 4 –p ../ -P ../tms.train

其中tms.train 为第3步生成的SVM模型的输入格式

1. 模型训练

完整格式：

python tms\_train.py -s 5 –p ../ -P ../tms.train –A “-c 0 –t 2”

1. 输入格式

第一列为类别，如果为binary分类。最好Positive为1，Negative为-1。如果为多分类，正常样本为-1，其余的类可以选择1,2,3,4……

其余列为内容，可以有多列内容，然后在训练模型时指定训练的列数(

-i 3,4,5 即指定第4,5,6列训练—默认列数从0开始)。

1. 结果

模型结果会放在“model”文件夹中，里面有两个文件，默认情况下为dic.key 和 tms.model 。其中dic.key为特征选择后的词典；tms.model为训练好的SVM分类模型。

1. 参数说明：

*-s ,--step,即选择要进行的操作。1为自动训练模型，即auto\_tms\_train.py的功能。2为特征选择。3为根据训练样本生成SVM的输入格式。4为SVM模型参数选择；5为SVM训练*

*-p，--path，模型保存的路径，默认情况下为”../”*

*-i，--indexes,输入文本中训练的模型的部分（从0开始编号），默认为[1]，输入时可用 –i 1,2,3 表示使用第1,2,3作为训练的内容*

*-w，(布尔型)如果使用此参数代表词典中不去除停用词。如果使用，必须将停用词文件以stopwords.txt 命名，和训练文本放在同一路径下。默认情况下不使用此参数，即需将停用词文件stopwords.txt放在训练文本同一路径下*

*-A ,--tms\_param。即SVM训练的参数，完全兼容libtms，输入的格式为 –A* *“-s 0 –c 1.0 –g 0.25” 。为了避免和现在的参数相混淆，所以要加上双引号。默认为“-s 0 –c 1.0 –g 0.25”*

*-d，--dic\_name。指定特征选择后词典的名称,默认为dic.key*

*-D,--dic\_path。词典所在的路径及名称*

*-m, --model\_name,指定生成的分类模型的名称，默认为tms.model*

*-t, --train\_name,指定生成的分类模型的名称，默认为tms.train*

*-a, --param\_name,指定生成的分类模型的名称，默认为tms.param*

*-r，--ratio。指定特征选择保留词的比例。默认为0.4*

*-T，--tc\_splitTag。训练文本中各部分分割的符号，默认为”\t” -S*,*--str\_splitTag.训练文本中分词的分割词，默认为”^”*

1. Note:

## 模型预测程序

1. **说明**

此函数为文本SVM分类模型**预测**程序，给定测试文本及设置相应参数，即可为样本进行预测。

1. **调用示例：**

*usage:%prog [options] filename dic\_path model\_path*

完整形式：

python tms\_predict.py -f ../ sample.test -R ../ result/score.result -i 1,2

-D ../model/dic.key -M ../model/tms.model -r 0,1,2

其含义为对sample.test 中的第1,2列(列从0开始，1,2要融合在一起)进行预测，结果放在score.result文件中，其中第一列为分数，其余列为指定的第0，1,2列。指定词典以及训练好的模型。

1. **输入格式**

没有特定的输入格式。具体需要预测的内容可以通过 –i 指定。

1. **结果**

预测的结果会写入到用户指定的文件中。其中第一列为预测的标签，第二列为预测的分数（属于该类的隶属度），其余列为指定的需要同结果一同输出的内容。

1. **参数说明**：

*-i，--indexes,输入文本中训练的模型的部分（从0开始编号），默认为1，输入时可用 –i 1,2,3 表示使用第1,2,3作为训练的内容*

*-r，----result\_indexes。指定与预测分数一块输出的文本的指标项，其中预测分数放在第一列，其余的依次排列。默认为1，调用方式为 –r 1,2,3*

*-R,--result\_save 。结果保存的路径及文件名称。*

*-T，--tc\_splitTag。训练文本中各部分分割的符号，默认为”\t”*

*-S*,*--str\_splitTag.训练文本中分词的分割词，默认为”^”*

## 社区帖子监控模型预测程序

因为社区帖子需要为标题和标题+内容建立两个模型，所以在监控程序上需要做些修改，把两个模型都加入到检测上。其实调用两次[模型预测程序](#_模型预测程序)也可以实现，花费的时候也不会太多。

## LSA模型训练程序

1. **说明**

此函数为LSA模型**训练**程序，给定测试文本及训练好的SVM模型和词典的长度，即可为LSA模型进行训练。

LSA模型虽然在实际实验中没有得到预想的效果，但是在某些场景下应该会有用，所以LSA模型训练与预测的程序仍然保留。

1. **调用示例：**

*usage:%prog [options] filename svm\_model M*

完整形式：

python lsa\_tms\_train.py -f ../ sample.test -R ../ result/score.result -i 1,2

-D ../model/dic.key -M ../model/tms.model -r 0,1,2

其含义为对sample.test 中的第1,2列(列从0开始，1,2要融合在一起)进行预测，结果放在score.result文件中，其中第一列为分数，其余列为指定的第0，1,2列。指定词典以及训练好的模型。

1. **输入格式**
2. **结果**

**参数说明**：

*-p，--path，模型保存的路径，默认情况下为”../”*

*-e, --threshold 。LSA模型选取top n阈值。默认情况下为1.0*

*-K,--K 。选取的前k个特征根。*

*-f,--for\_lsa\_train 。SVM模型预测训练文本，并构造适合LSA模型的训练文本。默认为“for\_lsa.train”*

*-t,--train\_name；LSA模型做出的SVM训练文本格式,默认为“lsa.train”*

*-m,--model\_name；LSA模型的名称.默认为“lsa.model”*

*-A,--tms\_param；即SVM训练的参数，完全兼容libtms，输入的格式为 –A “-s 0 –c 1.0 –g 0.25” 。为了避免和现在的参数相混淆，所以要加上双引号。默认为“-s 0 –c 1.0 –g 0.25”*

*-a, --param\_name,指定生成的分类模型的名称，默认为tms.param*

## LSA模型预测程序

1. **说明**

此函数为文本LSA模型**预测**程序，给定测试文本及设置相应参数，即可为样本进行预测。

1. **调用示例：**

*usage:%prog [options] filename dic\_path model\_path sa\_path lsa\_model\_path*

完整形式：

**Python lsa\_predict\_py -i 6 -r 0 -R** **im\_lsa\_20.result lsa.test im.key im.model lsa lsa.model**

其含义为对**lsa.test** 中的第6列(列从0开始)进行预测，结果放在**im\_lsa\_20.result**文件中，并将原文件的第0列和结果一起输出。其中词典为im.key，SVM模型为im.model，LSA 矩阵前缀为lsa，LSA模型为lsa.model。

1. **输入格式**

没有特定的输入格式。具体需要预测的内容可以通过 –i 指定。

1. **结果**

预测的结果会写入到指定的文件中。其中第0列为SVM模型预测的分数，第1列为LSA模型预测分数。其余列为指定的需要同结果一同输出的内容。

1. **参数说明**：

*-i，--indexes,输入文本中训练的模型的部分（从0开始编号），默认为1，输入时可用 –i 1,2,3 表示使用第1,2,3作为训练的内容*

*-r，----result\_indexes。指定与预测分数一块输出的文本的指标项，其中预测分数放在第一列，其余的依次排列。默认为1，调用方式为 –r 1,2,3*

*-R,--result\_save 。结果保存的路径及文件名称。*

# 一些有用的工具

## 选择子集 subset.py

1. 说明

此函数为从大数据集总选择较小的子集。

1. 调用示例：

Usage: %s [options] dataset number [output1] [output2]

python subset.py –s 0 data.txt 3000 output1.txt output2.txt

即从data.txt中选择3000个样本，并将选择的子集输出到output1.txt，其余的部分输出到output2.txt中。其中参数-s 如果为0，则子集选择为分层抽样，即子集仍然会保持原数据集中各个类的比例。如果-s 为1，则从源数据集中随机选择，不会考虑各个类的比例。

1. 输入格式
2. 如果设置-s 0则，需要以下输入格式：

第一列为类别，如果为**binary**分类。最好Positive为1，Negative为-1。如果为**多**分类，正常样本为-1，其余的类可以选择1,2,3,4……

其余列为内容，可以有多列内容。

1. 如果设置-s 1,则输入格式没有限制
2. 结果

选择的子集输出到output1.txt，其余的部分输出到output2.txt中

1. 参数说明：

-s 子集选择的方法，默认为0

0 – 分层抽样

1 – 随机选择

output1 : 子集的输出(optional)

output2 : 剩余部分的输出 (optional)

## SVM参数选择 grid.py

1. 说明

此函数为从为SVM模型搜索最优的参数(c,g)。

1. 调用示例：

Usage: grid.py [-log2c begin,end,step] [-log2g begin,end,step] [-v fold]

[-tmstrain pathname] [-gnuplot pathname] [-out pathname] [-png pathname]

[additional parameters for tms-train] dataset

示例：python grid.py –log2c -5,15,2 –log2g -3,13,2 –v 5 tms.train

即对tms.train进行参数搜索，c从-5到15，步长为2，g从-3到13，步长为2。其中tms.train是libtms特定的输入格式：

<label> <index1>:<value1> <index2>:<value2> ...

<label>为类标签。<index1>整数，必须要按升序排列。可以通过调用[OLE\_LINK19](#OLE_LINK19) 来生成相应的输入格式。

1. 输入格式

<label> <index1>:<value1> <index2>:<value2> ...

.

.

<label>为一个整数值，代表着类标签。<index>:<value>指定对应特征上的值。<index>是从1开始的整数值，必须保持升序。如果第i个特征上的值为0，则可以省略不写。

1. 结果

该程序产生的结果文件较多，多为一些中间结果，最优的c与g可以在控制台查看。

1. 参数说明：

-log2c begin,end,step 设置参数c搜索的范围及步长

-log2g begin,end,step设置参数g搜索的范围及步长

-v fold 设置交叉验证的folds，默认情况下为5

-tmstrain pathname 设置tms-train程序的路径,默认为当前路径

-gnuplot pathname设置gnuplot程序的路径，默认为/usr/bin/gnuplot

1. Note

对于大数据集(样本>5000)，一般要进行两步：先选取子集[选择子集 subset.py](#_选择子集_subset.py)然后进行粗粒度搜索，再对全数据集进行细粒度搜索。

粗粒度搜索是指在一个较大的范围内加大步长。细粒度搜索是指在进行粗粒度搜索后，得到最优的c,g，然后在这个值周围选取局部区域，调小步长，再进行搜索。即可得到最优的参数

## 结果分析程序

Result\_anlaysis.py

如果需要对模型的参数进行调整，则需要对模型预测的指标进行计算。该模块主要读出程序的结果，然后计算相应的F值、召回率、正确率，以及做一些统计分析，并能根据相应的指标选择最优的阈值。

1. **说明**

可以对分类的结果进行统计分析。包括分类准确率、F值、召回率、准确率、宏观分类准确率、微观分类准确率、设定阈值的F值、召回率、准确率。

1. **调用示例：**

*usage:%prog [options] filename*

完整形式：

1. **输入格式**

没有特定的输入格式。具体需要预测的内容可以通过 –i 指定。

1. **结果**

预测的结果会写入到指定的文件中。其中第0列为SVM模型预测的分数，第1列为LSA模型预测分数。其余列为指定的需要同结果一同输出的内容。

1. **参数说明**：

默认情况下将会对分类准确率、F值、召回率、

*-s ，--step 。选择的步骤：*

*1为多分类以及二分类的微观分类准确率，宏观分类准确率，所有类的分类准确率。如果二分类中得到的结果是预测的类标签，也可以用该函数计算。*

*2为多分类以及二分类中各个类别的F值、召回率、准确率。*

*3为计算多分类以及二分类中对指定的类别，对特定阈值下的F值、召回率、准确率。*

*4为多分类以及二分类中计算所有类别的在阈值区间中的每个阈值每个类别的F值、召回率、准确率，旨在为用户分析出每个类别最好的阈值。*

*-i，--indexes 。输入的数据文件字段。默认情况下位[0,1,2]，即第0列为类标签，第1列为预测分数，第2列为实际的类标签。*

*-p,--predicted\_index 。**指定预测类标签字段的位置，默认为第0列*

*-v,--predicted\_value 。指定预测分数字段的位置，默认为第1列*

*-t","--true\_index。指定实际类标签字段的位置，默认为第2列*

*-e","--threshold"。在-s 3时设定的阈值.设定阈值，计算在该阈值下的指定类别的F值、召回率、准确率。默认情况下为0*

*-l","--label"。在-s 3时设定的类别.设定需要的计算的类别，计算类别下在设定阈值下的F值、召回率、准确率。默认情况下为1*

*-o","—output，指定分析结果输出位置，默认为标准屏幕输出*

*-m","—min，设定阈值的最小范围，在-s 4时，指定搜索阈值的最小范围*

*-M","—max，设定阈值的最大范围，在-s 4时，指定搜索阈值的最小范围*

*通常搜索会在[min,max）下取步长0.1进行搜索*

# 技术细节

TSC：基于libtms的文本挖掘系统 TML：Text Mining System based on Libtms

特征选择使用的Chi方法，因为在参考文献的结果，Chi的方法时最好的。

term/feature weight 默认使用的是TF,另外还可以选择TF\*IDF,TF\*Chi等方法。根据参考文献的，TF是最便捷、有效的特征权重，而文献中常用的TF\*TDF反而会降低分类的效果。

Libsvm 3.0

Liblinear 1.8

Numpy 1.6.1

Scipy 0.9

# 源码剖析

请原谅作者在有些地方没有按照OOP思想设计程序，函数式的流程仅仅是为了能过更好的表达流程，并尽可能的做到函数的复用。

## Result\_analysis

### 递归保存结果dict

结果分析总共有4个不同的过程，这4个过程产生的结果统一用dict()进行存储，这样就产生一个问题：当写入文件时，对不同层次的dict该怎么处理，比如{1:2,2:3} 和{1:{0.1:1},2:{2:{2:3}}}和{1:{0.1:[1,2,3]},2:{0.2:2}} 这种不同深度且存储类型不一应该怎么才能以规范的形式写入到文件中呢？

OK，我们考虑使用递归来实现。

|  |  |
| --- | --- |
| 递归将不同层次的词典以规范的形式写入到文件 | |
| 1 | def **save\_result**(f,rate\_dic,count=0): |
| 2 | if type(rate\_dic)==types.DictType: |
| 3 | f.write(*"\t"*) |
| 4 | temp=count |
| 5 | for key in sorted(rate\_dic.keys()): |
| 6 | f.write(*"\n"*) |
| 7 | f.write(*"\t"*\*temp+str(key)) |
| 8 | count=temp |
| 9 | count+=1 |
| 10 | save\_result(f,rate\_dic[key],count) |
| 11 | else: |
| 12 | if type(rate\_dic) in(types.ListType,types.TupleType): |
| 13 | f.write(*"\t"*\*count) |
| 14 | for value in rate\_dic: |
| 15 | f.write(str(value)+*"\t"*) |
| 16 | else: |
| 17 | f.write(*"\t"*\*count) |
| 18 | f.write(str(rate\_dic)+*"\t"*) |

让我们来分析一下这段程序：

如果现在的rate\_dic变量类型为词典，就会对遍历所有的key,并将该key对应的value赋予rate\_dic再次进行递归调用保存函数。直到rate\_dic不是词典类型。第12、16行所示，对于不同的元素类型类型，以不同的方式写入。

如果仅仅是解析词典，将里面的元素写入文件很简单，但是如果要根据词典的层次输出缩进的个数就必须要由技巧了。

该函数还有另外一个参数count，其作用就是记录当前的深度，以便输出相应的缩进。而为了保证同一层次上的元素缩进相同就要记录当前的深度，第4行非常关键。他可以保证所有的同一层次上的key都有相同的缩进。第9行就负责将深度加1。而函数又使用了默认参数count=0,就意味着调用者可以不用管初始的缩进。

### 对特定类别计算指定阈值下的各种指标

|  |  |
| --- | --- |
| 对特定类别计算指定阈值下的F值、Recall、Precision | |
| 1 | def **cal\_f\_by\_threshold**(true\_lab,pre\_lab,pre\_value,label,threshold): |
| 2 | true\_sum , pre\_sum , right\_sum =0.0,0.0,0.0 |
| 3 | f\_sc,recall,precision=0.0,0.0,0.0 |
| 4 | rate = dict() |
| 5 | for j in range(len(true\_lab)): |
| 6 | if true\_lab[j]==label: |
| 7 | true\_sum+=1.0 |
| 8 | if pre\_lab[j]==label and pre\_value[j]>=threshold: |
| 9 | right\_sum+=1.0 |
| 10 | if pre\_lab[j]==label and pre\_value[j]>=threshold: |
| 11 | pre\_sum+=1.0 |
| 12 | recall = right\_sum/true\_sum |
| 13 | if pre\_sum!=0: |
| 14 | precision=right\_sum/pre\_sum |
| 15 | if recall+precision!=0: |
| 16 | f\_sc = 2\*recall\*precision/(recall+precision) |
| 17 | rate[label]=[f\_sc,recall,precision] |
| 18 | return rate |

该程序是十分简单的，只要是知道各个指标的计算公式就好了。
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![F = 2 \cdot \frac{\mathrm{precision} \cdot \mathrm{recall}}{\mathrm{precision} + \mathrm{recall}}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAANUAAAAuBAMAAABNO0FqAAAAMFBMVEX///+enp5QUFAEBATMzMzm5uZ0dHSKioq2trYwMDAWFhZAQEAMDAwiIiJiYmIAAAAqydbGAAAAAXRSTlMAQObYZgAABEBJREFUWAnVl11oHFUUx//T+djZ7GZ3sT612CzSBETRVWz6EBtG8EWiZCDiQ+vHsKULIt0sFlPMgyyKDyGUzIMgFdQQQXAhNkKDtmncGnSgCO1gLX2xdCi44ke3CbRW7dp67sxmmcnu4Ex2BL0Pw+65/3t+nHvunf0vsLnBrdnr+jIBlk9dlN8rBdD5SbiH7ZmtQVjiIMY0v0RRxw0k/y8s4W67+MeVIHsQpi7ufDH/Nrat/aTjlXwW8vt1deQ3vF54UKhqeKPYjyO7J66uUz0yTLxMHQ3DQtrEVgW3ns1JJpbwpirpMAQdd1EfuFk8p2JISejrFbplMR1fhmTxJfSYeARIZzCDFcRnYcRmkSIWTRHmDFKn11lumZTD0fCs1CoGgb5a4eAz9tUyxMc+U4nVp0BaxVmbJfzBeB4ZV58Pz5JuYDcwrgDc7yyjgX3n1og1rkK6vs4aYjNumfgRlsOzqC5K0lcGZKcuWRVPbaiLkWxWS9aTxbIQ7mywfumMxVvUpBWgRP0qgW/2y2zW1WK1ZC+WcCkVkmXikMpYsV14gR1Jyz4bzxOLjshTykZWS8ZbwiUpJKueX8T0n/3AVF2j+1XEdOPHYqFfrp7F9vpx+pZ94FbZKcsjk78t7N050thZpb1g42pjaelY63Y4se0nF50PzpP2MJoh3wSkBU8u2cL37kBkrNQNQLDcqZEARt2RyFi9OUD0blJ6gb2WWoO1JZqR1qEIZU+upA7exfLMdfVlxoLWnmA02x7rPnKtTEeBjZMVNpr1PKTasYgfl5c+KLelFOwXUVu428AebGlP0VOimPPevhPRWKWEtyG1s95hIcF+b7dPbjoi2T8RbLmrX6kSypvO6L8wnuswNwF6vUY/eL09p/xJ/cq/wEpcHtLaYDwdB3Y4/IZjrZs+20/kipPHnrro+h7mo2Otmz47yMIxjYx2tEP0S0ce2/Cb22S8129dFyzHWjd9tit/16x7Bmv3KdyxHUcRG7iXuYAfyFrHanmLfLY8cEWVzx8ufucAHZZHi1jhU5AvCbiHf4F7FOnF/TiIxIK8Cy/R0ifBZWn5Nohfgz+OE26WV/sakpngLPJP8+CzwBrk1WQW79LSSXbZDWatToB+7X71sDza/YjroVjXwGvgbhcKF0YzlDapjX3zKmBw18kKI2ltZLm12PGzGYo1rpLlIC/tOF9aKp66k4FBxptsd5MVr1Q+rFTmSePR7tUS4VhUV8kx8jNOXW9h32n/utzaOSRMJfDZoKZ8zFgYpiZRv2JU12Eg5/RrucMeurTiTfSaVmDWHmatGeuQKlp0JNnfrkmIJrEmIXzVmdXSDuNpUwvMGq7dr8rVOZXMdY3uV80iDzdRy6vTDYv74hdFrq5sOfc5tQlw7pdHiyMDB+aeqK6MNLK25B8etIcBh8MKKO4oC86Kd1wfJhicFSZrRy21pWP8Px38G9J6wmf7x8X7AAAAAElFTkSuQmCC)![\text{Precision}=\frac{tp}{tp+fp} \, ](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAKgAAAAsBAMAAAADRO5JAAAAMFBMVEX///9QUFCKiop0dHQwMDAEBAS2trZiYmKenp7MzMwiIiIWFhYMDAxAQEDm5uYAAABlY7kCAAAAAXRSTlMAQObYZgAAAzBJREFUSA21lkFo01AYx/9rbZquXVrZQdBL2dipIClTFBlsoDBhDGQXncLoQTypi3QwcE5yUKaItAcPXqQR8eBhW4cHwSGb60EE3QZKh9PZKHgRxoYbOkE330vTLnlputTod8j3vt/3ff+8vCQvAdwaN+1WoUJ/XbYCdIuCEbcKFfrDcgXoEt0eX0qMjDU3upRh2ocA6anqSzPYXXgfXKIHQcmdCtO9ASGwCd8/FeU2Ae80MlHmXK5Cf1bArnm0uxJhm+vn/fBF8YTlruKgeAMZ0auYRJbnni2NMs9DSqYl/Iap0Cbgj8poa97DZImC/7uZXZdpzJ8yU/uo25Ki03ploTWBGUs1FR1nrt9SVBUIPy1pTVQ14bvaOQI3TdA+iK3LbJKKnuanRo7B07gbODt4NVAQPcm4dG8NXOMllXvYdOgR27RTTEQbZhH+eBBH0DDP9eEAQuId8BHkcAvCLHzv8JaKvJ+kpuykp+VTnYNvAF8E2AC3Goqgi4jGyNZDRHtA9EIduOJIyVCUitLAJ4L/0do6lpFJEBK/vN4P5HhyB9oRkljR8FZ1A3TRKLz0JqYSmqjwYUtGzks2i/a0VZSU7GBlUZ6+Av0yOYTEi1ieZmda05pGiQzdE3CSLCRZUw8RbQJOFNd0scLl04bqVp4pWlRB4nvhJ6IxCAoRjSHw8m9EP01NkEedK0yo4DqT5DlNSlzhRXMyrl74JfELw2mu8LxuLl99Yv8zyy9IbuTPV2xe+ZqtyB3CfcY6tRS0CeVhCdXiJ4zFSimw7quljCNv+iiURXOOem2K+MXfef7y57hYzJdEB9bzMGCbZlvsz8IfHEOvWZRbhRHbdtsk6iM4t/1dVvQq8k9hxDa9tjgsQ82o9L2mpmhHoKEDRqxTx65fBdoQ+EYauiYnz+hbt/aTpmPHUtuFQ1DRDS9ZQ2qKdgTI/GHAOnXsRsl3Yfv3UdH7yILAgHXq2D3m5cAa+aYVTdF9C/EGrFPH7tpheGfikl6v6H4v8Qas01oc+X0smaIPHhBvwKV0DT4ULRd3aCMu0Ue8AZfzzgcraaY2nKdzt2CmqmromTrO5OuGVaCI/wDVZ/V4pmZtXwAAAABJRU5ErkJggg==)![\text{Recall}=\frac{tp}{tp+fn} \, ](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJEAAAAsBAMAAACXoke7AAAAMFBMVEX///9QUFCKiorMzMy2trZ0dHQEBASenp5iYmIiIiIwMDAWFhYMDAxAQEDm5uYAAADEQvipAAAAAXRSTlMAQObYZgAAAppJREFUSA29ls9rE0EcxV+T3WSb2G2gCAUv8RAQvOw/IAkiHgrieqhUbWkRvChITuqlZC9CpJfUk0XQXAR/UMxFaAliFIs37UWwleqCKIqoQcVIsdHvNszGmUy7Oys4l9l5M+8z3wy78wJEaVojikvm6avJ1ChaOhPFJfMMFmVqBG36+lrhwrXczghW0TIDOItuwhJ19fEstMJJpB11p+howYy3kfh3ktYG9AbyWXEH5bFRM5FaxqSyscfQv2wgkcVCz4SykLbPI2/rFd746dn91Su8BIxc1m5lRbE7Tt4oYjw33BU6T6UiUk8F0TyFd7agCcN5YUxDIpnroryEHQGkR6Jlk4QfohxIMr+Jlk5NG6IcSNq7XhQ93q/7UAV2H8lAu1l2kZugNYGkHgwJpecTj+mVrWANB129GqviiU96WfdaRWaTaFTTUQt04xzGQ6Rq+hRu+yTJ8m0kIqVrKF0cPfam5S1LlhdlpN8Brbl54qkmJi1ifCeQeQ8rMtI2tbApqinVRqkAaF5NdEWvxNmJK5/TQMu7aww6J2S/ZDFnMBLbLVxPNcV+avvP4j3OWXASTnxOj0QyHiy4ODGGkbJN79MYtNnRj0P7fg29pgL/b5suK+8nT3CzfVWZxCW4y+x64zN7DN1zCe5/QHSdKzcuwX1S0DUm2YZPcEYy7s4XsKeau+RKLFtJXIIzEn32gH3aGshsZZPoXIL7pHEgZn310i984xLcJ63SN59sImGHB/2V4Hfq9TPs/vPSs6+CvBuexCe4X9Pm9eFglxmexCc4I9E/FmCwgCUjPIlPcEaKTRGhBLTfhifxCc5IdETAceCFE57krewmOCP122oEtrqb4NWOdCDhsjmlvjfBNw4pAfzFvQk+/MqfxB+Gttyfd15LwQAAAABJRU5ErkJggg==)

另一个值得注意的是，程序返回的结果仍然是dict形式，主要是为了结果的统一便于接收以及保存。

# 数据集

数据集中选用的搜狗语料库。所有文本

|  |  |  |
| --- | --- | --- |
| 类别 | 类别名称 | 数量 |
| 8.00 | 财经 | 1990 |
| 10.00 | IT | 1990 |
| 13.00 | 健康 | 1990 |
| 14.00 | 体育 | 1990 |
| 16.00 | 旅游 | 1990 |
| 20.00 | 教育 | 1990 |
| 22.00 | 招聘 | 1990 |
| 23.00 | 文化 | 1990 |
| 24.00 | 军事 | 1990 |

# 关于我