# JS用法

## 放入<head>或者<body>

<https://blog.csdn.net/lumeier/article/details/46398009>

<https://blog.csdn.net/Yy921117/article/details/51982159>

* 通常的做法是把函数放入 <head> 部分中，或者放在页面底部。这样就可以把它们安置到同一处位置，不会干扰页面的内容。
* 为什么我们经常看到有很多的人把js脚本放到head里面都不担心出问题？因为通常把javascript放在head里的话，一般都会绑定一个监听，当全部的html文档解析完之后，再执行代码。

## 外部JS

有时候你可能想在几个页面中运行同样的脚本程序， 而不需在各个页面中重复的写这些代码。这时你就要用到外部脚本。你可以把脚本写在一个外部文件中，保存在扩展名为 .js的文件中。例：

<script src="myScript.js"></script>

# JS注释

* 单行：//
* 多行：/\*…\*/

# JS输出

## window.alert()

使用 window.alert() 写入警告框

window.alert(5 + 6);

## document.write()

使用 document.write() 写入 HTML 输出

document.write(5 + 6);

## innerHTML

使用 innerHTML 写入 HTML 元素

document.getElementById("demo").innerHTML = 5 + 6;

## console.log()

使用 console.log()写入浏览器控制台

通过 F12 来激活浏览器控制台，并在菜单中选择“控制台”。

console.log(5 + 6);

# JS关键字

| 关键字 | 描述 |
| --- | --- |
| break | 用于跳出循环。 |
| catch | 语句块，在 try 语句块执行出错时执行 catch 语句块。 |
| continue | 跳过循环中的一个迭代。 |
| do ... while | 执行一个语句块，在条件语句为 true 时继续执行该语句块。 |
| for | 在条件语句为 true 时，可以将代码块执行指定的次数。 |
| for ... in | 用于遍历数组或者对象的属性（对数组或者对象的属性进行循环操作）。 |
| function | 定义一个函数 |
| if ... else | 用于基于不同的条件来执行不同的动作。 |
| return | 退出函数 |
| switch | 用于基于不同的条件来执行不同的动作。 |
| throw | 抛出（生成）错误 。 |
| try | 实现错误处理，与 catch 一同使用。 |
| var | 声明一个变量。 |
| while | 当条件语句为 true 时，执行语句块。 |

# JS运算符

其中位运算符处理 32 位数，运算中的任何数值运算数都会被转换为 32 位的数。结果会被转换回 64位JavaScript 数。

| 运算符 | 描述 | 例子 | 备注 |
| --- | --- | --- | --- |
| === | 等值等型 |  |  |
| !== | 不等值或不等型 |  |  |
| typeof | 返回变量的类型 | NaN 的数据类型是 number  数组(Array)的数据类型是object  日期(Date)的数据类型为 object  null 的数据类型是 object  未定义变量的数据类是undefined  new的数据类型是object | 始终返回字符串 |
| instanceof | 返回true，如果对象是对象类型的实例 |  |  |
| ^ | 异或 | 0101 ^ 0001  0100 | 计算一个数值的二进制补码，需要经过下列 3 个步骤： (1) 求这个数值绝对值的二进制码（例如，要求-18 的二进制补码，先求 18 的二进制码）； (2) 求二进制反码，即将 0 替换为 1，将 1 替换为 0； (3) 得到的二进制反码加 1。  位运算要对结果求补码。 |
| << | 零填充左位移  通过从右推入零向左位移，并使最左边的位脱落 | 1101 << 1  1010 |  |
| >> | 有符号右位移  通过从左推入最左位的拷贝来向右位移，并使最右边的位脱落 | 1101 >> 1  1110 |  |
| >>> | 零填充右位移  通过从左推入零向右位移，并使最右边的位脱落 | 1101 >>> 1  0110 |  |
| \*\* | 幂 | 5 \*\* 2  25 |  |

运算符优先级（从高到低）：

| 优先级 | 运算符 | 描述 | 例子 |
| --- | --- | --- | --- |
| 1 | ( ) | 表达式分组 | (3 + 4) |
| 2 | . | 成员 | person.name |
| 2 | [] | 成员 | person["name"] |
| 2 | () | 函数调用 | myFunction() |
| 2 | new | 创建 | new Date() |
| 3 | ++ | 后缀递增 | i++ |
| 3 | -- | 后缀递减 | i-- |
| 4 | ++ | 前缀递增 | ++i |
| 4 | -- | 前缀递减 | --i |
| 4 | ! | 逻辑否 | !(x == y) |
| 4 | typeof | 类型 | typeof x |
| 5 | \*\* | 求幂 (ES7) | 10 \*\* 2 |
| 6 | \* | 乘 | 10 \* 5 |
| 6 | / | 除 | 10 / 5 |
| 6 | % | 模数除法 | 10 % 5 |
| 7 | + | 加 | 10 + 5 |
| 7 | - | 减 | 10 - 5 |
| 8 | << | 左位移 | x << 2 |
| 8 | >> | 右位移 | x >> 2 |
| 8 | >>> | 右位移（无符号） | x >>> 2 |
| 9 | < | 小于 | x < y |
| 9 | <= | 小于或等于 | x <= y |
| 9 | > | 大于 | x > y |
| 9 | >= | 大于或等于 | x >= y |
| 9 | in | 对象中的属性 | "PI" in Math |
| 9 | instanceof | 对象的实例 | instanceof Array |
| 10 | == | 相等 | x == y |
| 10 | === | 严格相等 | x === y |
| 10 | != | 不相等 | x != y |
| 10 | !== | 严格不相等 | x !== y |
| 11 | & | 按位与 | x & y |
| 12 | ^ | 按位 XOR | x ^ y |
| 13 | | | 按位或 | x | y |
| 14 | && | 逻辑与 | x && y |
| 15 | || | 逻辑否 | x || y |
| 16 | ? : | 条件 | ? "Yes" : "No" |
| 17 | = | 赋值 | x = y |
| 17 | += | 赋值 | x += y |
| 17 | -= | 赋值 | x -= y |
| 17 | \*= | 赋值 | x \*= y |
| 17 | %= | 赋值 | x %= y |
| 17 | <<= | 赋值 | x <<= y |
| 17 | >>= | 赋值 | x >>= y |
| 17 | >>>= | 赋值 | x >>>= y |
| 17 | &= | 赋值 | x &= y |
| 17 | ^= | 赋值 | x ^= y |
| 17 | |= | 赋值 | x |= y |
| 18 | yield | 暂停函数 | yield x |
| 19 | , | 逗号 | 7 , 8 |

# JS数据类型

number、string、boolean、Object、undefined、null、function、Array、Date

在 JavaScript 中有 5 种不同的数据类型：

* string：与C++不同，C++string属于自定义类型，JS string属于内置基础类型之一；
* number
* boolean
* object
* function

3 种对象类型：

* Object
* Date
* Array

2 个不包含任何值的数据类型：

* null
* undefined

## JS原始数据类型

string、number、boolean、undefined

## JS复杂数据类型

function、Object、Date、数组Array和null都解释为Object

## JavaScript 拥有动态类型

这意味着相同变量可用作不同类型：

var x; // 现在 x 是 undefined

x = 7; // 现在 x 是数值

x = "Bill"; // 现在 x 是字符串值

## JavaScript 对象书写

JavaScript 对象用花括号来书写，对象属性是 *name*:*value* 对，由逗号分隔。

var person = {firstName:"Bill", lastName:"Gates", age:62, eyeColor:"blue"};

## 数组类型Array

数组在JS中被解释为对象，typeof 返回 object

## Undefined

任何变量均可通过设置为undefined来清空，清空后其类型也将是undefined。

Person = undefined;

## null

为“noting”，不过在JS中被解释为对象，typeof 也返回object，也可以使用null清空对象,清空后其类型为Object：

var person = null;

常用来主动释放一个变量引用的对象，表示一个变量不再指向任何对象地址。

## undefined与null的区别

typeof undefined // undefined

typeof null // object

null === undefined // false

null == undefined // true

## 使用new

使用new存放在堆中，尽量不要使用new创建对象。它会拖慢执行速度，并可能产生其他副作用。

new出来的数据类型都是对象：

var x = "John";

//返回”String”

typeof x;

var y = new String("John");

//返回”object”

typeof y;

var x = "John";

var y = new String("John");

// 结果为 false，因为 x 是字符串，y 是对象

x === y;

# JS对象

## 对象定义

var person =

{

firstName:"Joh

n",lastName:"Doe",

age:50,

eyeColor:"blue"

};

## 定义方法

var person = {

firstName: "John",

lastName : "Doe",

id : 5566,

//也可以简写为function(){…}

fullName : function()

{

return this.firstName + " " + this.lastName;

}

};

## 访问属性和方法

### 访问属性

person.first;

person[“first”];

### 访问方法

//返回function() { return this.firstName + " " + this.lastName; }

person.fullName;

//返回函数返回值John Doe

person.fullName();

# JS函数

实例：

<!DOCTYPE html>

<html>

<head>

<meta charset="utf-8">

<title>测试实例</title>

<script>

function myFunction()

{

alert("Hello World!");

}

</script>

</head>

<body>

<button onclick="myFunction()">点我</button>

</body>

</html>

## JavaScript 函数语法

函数就是包裹在花括号中的代码块，前面使用了关键词 function：function functionname(argument1,argument2…)  
{

    // 执行代码  
}

<button onclick="myFunction('Harry Potter','Wizard')">点击这里</button>

<script>

function myFunction(name,job)

{

alert("Welcome " + name + ", the " + job);

}

</script>

## 带有返回值的函数

通过使用 return 语句就可以实现，在使用 return 语句时，函数会停止执行，并返回指定的值。

<p id="demo"></p>

<script>

function myFunction(a,b)

{

return a\*b;

}

document.getElementById("demo").innerHTML=myFunction(4,3);

</script>

## 局部 JavaScript 变量

在 JavaScript 函数内部声明的变量（使用 var）是*局部*变量，所以只能在函数内部访问它。（该变量的作用域是局部的）。

您可以在不同的函数中使用名称相同的局部变量，因为只有声明过该变量的函数才能识别出该变量。

只要函数运行完毕，本地变量就会被删除。

## 全局 JavaScript 变量

在函数外声明的变量是*全局*变量，网页上的所有脚本和函数都能访问它。

## JavaScript 变量的生存期

* JavaScript 变量的生命期从它们被声明的时间开始。
* 局部变量会在函数运行以后被删除。
* 全局变量会在页面关闭后被删除。

## 向未声明的 JavaScript 变量分配值

如果您把值赋给尚未声明的变量，该变量将被自动作为 window 的一个属性。

//将声明 window 的一个属性 carname。

carname="Volvo";

非严格模式下给未声明变量赋值创建的全局变量，是全局对象的可配置属性，可以删除delete。

# JS作用域

## JavaScript 局部作用域

变量在函数内声明，变量为局部作用域。

局部变量：只能在函数内部访问。

## JavaScript 全局变量

变量在函数外定义，即为全局变量。全局变量有全局作用域: 网页中所有脚本和函数均可使用。

如果变量在函数内没有声明（没有使用 var 关键字），该变量为全局变量。如果你的变量没有声明，它将自动成为全局变量。

以下实例中 carName 在函数内，但是为全局变量：

<script>

myFunction();

document.getElementById("demo").innerHTML =

"我可以显示 " + carName;

function myFunction()

{

carName = "Volvo";

}

</script>

## JavaScript 变量生命周期

JavaScript 变量生命周期在它声明时初始化。

局部变量在函数执行完毕后销毁。

全局变量在页面关闭后销毁。

## HTML 中的全局变量

在 HTML 中, 所有全局变量都会成为window成员变量。例：

<script>

myFunction();

document.getElementById("demo").innerHTML =

"我可以显示 " + window.carName;

function myFunction()

{

carName = "Volvo";

}

</script>

# JS事件

HTML 事件是发生在 HTML 元素上的事情。

当在 HTML 页面中使用 JavaScript 时， JavaScript 可以触发这些事件。

## HTML 事件

HTML 事件可以是浏览器行为，也可以是用户行为。

以下是 HTML 事件的实例：

* HTML 页面完成加载
* HTML input 字段改变时
* HTML 按钮被点击

通常，当事件发生时，你可以做些事情。

在事件触发时 JavaScript 可以执行一些代码。

HTML 元素中可以添加事件属性，使用 JavaScript 代码来添加 HTML 元素。

单引号:

<*some-HTML-element* *some-event*='JavaScript 代码'>

双引号:

<*some-HTML-element* *some-event*="JavaScript 代码">

事件修改HTML元素：

<body>

<button onclick="getElementById('demo').innerHTML=Date()">现在的时间是?</button>

<p id="demo"></p>

</body>
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事件修改自身元素，使用this.innerHTML

<body>

<button onclick="this.innerHTML=Date()">现在的时间是?</button>

</body>

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAYYAAABFCAYAAABOi0FLAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAuSSURBVHhe7ZXZchVHEob78UBI4AeZi7ENOpLgJQAJbb6Yq7kcIx04MvIDeGxAi5EUcMEWbCEgxBLAbU1lLd2Z2dXVrYNFhHv+P+KLc7qW3Kq6s3j48KEBAAAAIoWBIAiCICY0BgiCIEgIjQGCIAgSQmOAIAiChNAYIAiCICE0BgiCIEgIjQGCIAgSQmOAIAiChNAYIAiCICE0BgiCIEgIjQGCIAgSQmOAIAiChNAYIAiCICE0BgiCIEgIjQGCIAgSQmOAIAiChNAYIAiCICE0BgiCIEgIjQGCIAgSQmOAIAiChNAYIAiCICE0BgiCIEjoRBvDjV1j/v0bAACAcaHv6LfWiTUGSub7fx2Z2dVdAAAAY0Lf0W/dHE6sMVCnm13ZNV++fAEAADAm9B2l7+m31Ik2hpnlHfP582cAAABjQt/R3jWGT58+AQAAGJPeNYbB0rb5+PEjAACAMaHvaO8aw4cPHwAAAIxJLxvD+/fvAQD/Dxysmqm5zfScY9NcKgpTdOKS2eR7f71kitJ2xk7G/+ZcYaZ+emD/0/4ps3qQXpeH9qrY3j8wq98V5tKv/pn8JGMjsvVJ07vGML24Zd69e5chHrAttJ6ji0Bz362aB3rua9m3F5gfVsQeWnL9V8Mvss5VXfJsvm1rc34q4gsixmO9W/YKXB1Ta+OLoscbcHbsi7rfNNcWT7e8s344ohYpm9Ffwpe6t20fCbG3kXx+woe2ye964m7xve3nReeaqR/5yuZk8+j0PlO+Ks/QGOS6ZlxefL2+Ryl7redOJGJzdLjz3Ocx8qHvaO8aw9HRUYZb5qJ9UafOFebippy7NRsO59yKuc/G/xL2VtwHYmWPj1Ms1t/sLTb21+ByCXb5/6Oj+2bF5j61el88p2NoX9vspyLWtbJjcfVgZ7B5sb3uYU9RXDS3xFyIi9vLEtfr87A0+pB0yTvrh3F/daq2pj423r1tji1PLj8XW+nL32F9R/wz/x9s0znH2vL/DZAvsV9D55XNz8ZHsTpfoU4JLm5SHjwuPa/tpnG1cfFUd7IRWke+yvhZDIL6OJ1Jp5iE/e77etcYLizeNW/fvs2wYeaKSTM3M2mKmQ02fmCWz4Xxc8vmQOz5C/hz2Uxav8t/dhz/KijHwsz9Ep6djzmzUVvnOVjpnrNc2+bHzxfn5sycfUkmVw7CeMqnr39THdx68jUzZ3+ZD+fT+rDjIpYcv1gb1peue6OPGh3r2+BHEOKvx0314DUb795uzFBt+HqFi1Hvy+enbYpnt5blq+zLvT7H5jOjOBJn3YXSh7WRzE+fV33M3Ydc7TK4PG0c+s7zZwfVh8dqY1gO9zBJyIXsx7pFX4JoU9i3UA0T90RD39HeNYY3b95kGNniT5qljSV32UdxfNc+n10yo2V7KPZ3X6yvCj63EcffmJG75P6D5Oet3d1qXkD2k/Pefs1utDkzYmstzk6LP+2r0bdnv5ZzM2Jtq5+RGbm89s3SWfuSLO+H8ZRPv4bXgbO/MfJrN+xFF+dmfTh/9TqWZy3ypjG7P1GTRh80R/HGs+hU32Y/nO61D7l0vrcef0fVHeJQrnpfS34yZlV3XTvxrO9B/V4IaC+PPeRaizX1jpRjNr5aXcLZZMd8bPEdFO9kDXW+oabuTJLribBH5JiKKz1O8cSa8/8OblPX0NlS8SboX2O4dte8fv06w8jMFmfM4s6eWbQHP7vhx/eWzpgzS3vutzi7aPbcWr+Gxt3ejVl7oLTX7xkN6IDVc7lXsbNozrC1FdJH1r+LvYrZxzNrRm6O4Xzx8ZgzWyPmuI8cam1nPzoPi4td59IhjqacdW0aiOfcfB6WRh+BDnl38mNxd2YwSs5Joo8u97ai1T7lqvd1OddwXvz+l+PcnrAlYycovqYzr82RrVSsOj8xZmN3e/z9qD7MHIqP5lnO1sbiwOZiqeWeiiNBeQcanh1lHTOx1J59bWId3RkLG5aYP9lX9cnVPELf0V41hvMLd8zh4WGGm/6gtw/NPXdQ9+zYPX9hR36MLvY9WrtNl9qv9Xv9Or/n0NykAxncDHNqr6ZmK8JtVnGU8yP/ojmb9N9ekJvl3gacL76uylmu9f4aYxYk1h7TT6xbxNWrvMj2RUysqdFYA/KtaqeheBvPltFW57a8u/qx6Dvk14eaEGW9j3FvGTX7Dl+r0gfD1a8lP2ez9KXOlt9XQtiq4vV2va30mdfXirryMZ2fGLOx1+pC+diY7LrZ0ncYC2vuLc2aRYurnc1JxBjj0LkSbKw6Jz+nn8v1PNYYQ9N4gOoWa8P/O/heYceTvhMS+o72rjG8evUqw9DMFBNmYcv+vzFjiqkFs7u1YCaKGTO087vXJvwYraX5MO737pqFqcJMXNt1z8NpW+DpYZhTezXOR/Ar5iiewszcqP7XX9hEbDm0r6Rvn0sne01rO/khZN3S8DpkqJ1JpH0/nVc53xirpdFHoCXvzn4suTOVc8e4twx9R2tEW3wsm1+izrxeunbiWd+D3L3wc8KPiyO+Ey2UOdt4a3WhHKq6eR/VWLmHYme1K8+V4nA2KUZ5trQm5uPOJBVbwNkSPngM/B7JcTkn/zu4TZUD4eJSY5reNYYf52+bly9fZhiaAV3yu9X/wQVbqAtDN78TXrAdWns3vBBuLbETLvKOex5esAcc9tX2amq2AsOBvSRx3NsfDNUasXZghqk5Ac/R4nzzfd4Pj72Z3No2PxFZtyRN9dE01oBiydQuzKde0Nqe1jrn8j6Gn3Jvek7eJ+7T/2+8twx9R2tQrrV97fmJeHm99B1Q9ime6h7k7ntijmzrWGlM5yfGbLx2z5Dqw85CM3FtweZV5bBAfin2aIfnweJwdee+WO40x++8fnZwH2p/RX2c6hhr485Y58TjLu2z9WpMQ9/R3jWGFy9eZFi3RZ4w83f883oo6mDon7cX7EFPzpttt3bbzE/aS7Ow7fdSkfXeC+t+rrZXcWfeffjiXg/FkrfhfJTPfn2MNW3Tw2PTcUqbedrW5vxUqDoSLvaBWWfz6b0KdwZxH0fVpo1M7Zp9VHTL25LzE3Bnrte4GKxdcfbVGuez8d5WZGMjyE/LPm3DPZd79Nnxs06cO69tS53Jj9ibguqby4/qlrm/FVRfFQvF52z7PMR7J86F5cNioTPh8etnh6uBrV9Jqh712Kg2MR7+v4aKiehS1142hufPn2dYM9PFaTN/OzyvT9vDmDZrYX57/rS/9GJ9dXDT63H8uVk7b8fOr5XP9b2M2/PmNLMTOT2/XVvr7JZrqtgcyg6PR8Lj5jZkPhXKT+e1TX44/sXSubp6xb1NddOo86rwcch60Bg7a46rY8NcwoeLlZ11t7wtOT+cxP3I5tJ6bz36jnYnl19oBnFe2+e5NMUU5pvvr4VybIudfGXX8DzaUHkG/7WzVz4pn+l1XxOej7jfKag2IkeKNXWX6uPeJ1/TQK2G6h410LvG8MPVP8yzZ88AAH97rrsP4vXkXOCPq/YjfT0957A2Jq+areQcJ+FrjT6qle0t9qE/Pb9VrWuA1ndZl2bLXBXNV+Z4nRrDGl/PoJrEfRaxjnLqUA/6jvauMTx9+hQA0APuXDllTl25k5wDx+fnHwtz/np6jtO7xvD91d/NkydPAAC94La5fOaUufxbag4ci5/Pm+KH/6TnFPQd7V1jePz4MQAAgDHpX2O48rt59OgRAACAMaHvaG8aw41dY/6xemj+efm/AAAAxoS+o/Q9/ZY6scZAomSo0wEAABiPb90USCfaGCAIgqC/n9AYIAiCICE0BgiCIEgIjQGCIAgSQmOAIAiChNAYIAiCICE0BgiCIEgIjQGCIAgSQmOAIAiChNAYIAiCICE0BgiCIEgIjQGCIAgSQmOAIAiChNAYIAiCICE0BgiCIEgIjQGCIAgSQmOAIAiChNAYIAiCICE0BgiCIEgIjQGCIAgSQmOAIAiCmIz5H5JCZbSmF4/1AAAAAElFTkSuQmCC)

JavaScript代码通常是几行代码。比较常见的是通过事件属性来调用JS函数：

<body>

<p>点击按钮执行 <em>displayDate()</em> 函数.</p>

<button onclick="displayDate()">点这里</button>

<script>

function displayDate(){

document.getElementById("demo").innerHTML=Date();

}

</script>

<p id="demo"></p>

</body>

## 常见的HTML事件

下面是一些常见的HTML事件的列表:

| 事件 | 描述 |
| --- | --- |
| onchange | HTML 元素改变 |
| onclick | 用户点击 HTML 元素 |
| onmouseover | 用户在一个HTML元素上移动鼠标 |
| onmouseout | 用户从一个HTML元素上移开鼠标 |
| onkeydown | 用户按下键盘按键 |
| onload | 浏览器已完成页面的加载 |

HTML DOM事件：

<https://www.runoob.com/jsref/dom-obj-event.html>

## JavaScript 可以做什么

* 事件可以用于处理表单验证，用户输入，用户行为及浏览器动作:
* 页面加载时触发事件
* 页面关闭时触发事件
* 用户点击按钮执行动作
* 验证用户输入内容的合法性
* 等等 ...

可以使用多种方法来执行 JavaScript 事件代码：

* HTML 事件属性可以直接执行 JavaScript 代码
* HTML 事件属性可以调用 JavaScript 函数
* 你可以为 HTML 元素指定自己的事件处理程序
* 你可以阻止事件的发生。
* 等等 ...

# JS字符串

## 字符串书写

字符串可用单引号或者双引号，假如引号需要嵌套，外层内层引号不能相同，单引号包含双引号，或者双引号包含单引号，或者使用转义符:”\”

## 转义字符表

| 代码 | 输出 |
| --- | --- |
| \' | 单引号 |
| \" | 双引号 |
| \\ | 反斜杠 |
| \n | 换行 |
| \r | 回车 |
| \t | tab(制表符) |
| \b | 退格符 |
| \f | 换页符 |

## 字符串长度

可以使用内置属性length来计算字符串的长度：

var txt = "ABCDEFGHIJKLMNOPQRSTUVWXYZ";

var sln = txt.length;

## 字符串属性和方法

原始值字符串(双引号字符串)，如 "John", 没有属性和方法(因为他们不是对象)。

//str1可以使用String的属性和方法，因为其为String类型对象

var str1 = “John”;

//str2不能使用String的属性和方法，因为其类型为Object

var str2 = new String(“John”);

String类型属性和方法（包括HTML包装方法）：

<https://www.runoob.com/jsref/jsref-obj-string.html>

## 数值和字符串相加

JavaScript将把数值视为字符串，不同的次序产生不同的结果：

var x = 911 + 7 + "Porsche"; //x = 918Porsche

var x = "Porsche" + 911 + 7; //x = Porsche9117

# JS语句

## 条件语句

与C++类似：

* if(){…}
* if(){…}else(…)
* if(){…}else if(){…}…else{…}

## switch

与C++类似。

## for循环

与C++类似，语句1、2、3均可以忽略：

for (语句 1; 语句 2; 语句 3)

{  
    //被执行的代码块

}

## for/In 循环

JavaScript for/in 语句循环遍历对象的属性：

var person={fname:"John",lname:"Doe",age:25};

// x 为属性名

for (x in person)

{

txt=txt + person[x];

}

## while

与C++类似。

## do/while

与C++类似。

## break

与C++类似，额外用法：

JS可以对代码块进行标记，break可通过标记用来跳出该代码块，例：

cars=["BMW","Volvo","Saab","Ford"];

list:

{

document.write(cars[0] + "<br>");

document.write(cars[1] + "<br>");

document.write(cars[2] + "<br>");

//跳出list

break list;

document.write(cars[3] + "<br>");

document.write(cars[4] + "<br>");

document.write(cars[5] + "<br>");

}

## continue

与C++类似。

# JS类型转换

## constructor 属性

**constructor**属性返回所有JavaScript变量的构造函数,类型为function。

//返回function String() { [native code] }

"John".constructor;

//返回function Number(){ [nativecode] }

(3.14).constructor;

//返回function Boolean() { [native code] }

false.constructor;

//返回function Array() { [native code] }

[1,2,3,4].constructor;

//返回function Object() { [native code] }

{name:'John', age:34}.constructor;

//返回function Date() { [native code] }

new Date().constructor;

//返回 function String() { [native code] }

思考：Date()返回字符串，因此相当于“字符串”.constructor

new Date()构造了Date类型对象且返回Date对象

Date().constructor;

//返回function Function() { [native code] }

function () {}.constructor;

可以使用 constructor 属性来查看对象是否为数组 (包含字符串 "Array"),同样此方法也可以查看是否为Date:

function isArray(myArray)

{

//先将构造函数转为String类型，调用String类型方法indexOf()通

//过函数返回下标位置判断构造函数的字符串中是否包含”Array”

return myArray.constructor.toString().indexOf("Array") > -1;

}

## JavaScript 类型转换方式

JavaScript 变量可以转换为新变量或其他数据类型：

* 通过使用 JavaScript 函数，包括全局方法和类成员方法
* 通过 JavaScript 自身自动转换，即隐式转换

## 将数字转换为字符串

* 全局方法**String()**可以将数字转换为字符串：

该方法可用于任何类型的数字，字母，变量，表达式：

String(x)          // 将变量 x 转换为字符串并返回

String(123)        // 将数字 123 转换为字符串并返回

String(100 + 23)   // 将数字表达式转换为字符串并返回

* Number 方法**toString()**也是有同样的效果：

x.toString()

(123).toString()

(100 + 23).toString()

## 将布尔值转换为字符串

* 全局方法**String()**可以将布尔值转换为字符串。

String(false)        // 返回 "false"

String(true)         // 返回 "true"

* Boolean 方法**toString()**也有相同的效果：

false.toString()     // 返回 "false"

true.toString()      // 返回 "true"

## 将日期转换为字符串

* Date() 函数本身返回字符串

//返回Thu Jul 17 2014 15:38:19 GMT+0200 (W. Europe Daylight Time)

Date()

* 全局方法 String() 可以将日期对象转换为字符串。

//返回Thu Jul 17 2014 15:38:19 GMT+0200 (W. Europe Daylight Time)

String(new Date())

* Date 方法**toString()**也有相同的效果。

obj = new Date()

//返回Thu Jul 17 2014 15:38:19 GMT+0200 (W. Europe Daylight Time)

obj.toString()

Date()方法：

<https://www.runoob.com/js/js-type-conversion.html>

## 将字符串转换为数字

全局方法**Number()**可以将字符串转换为数字。

Number("3.14")     // 返回 3.14

Number(" ")       // 返回 0

Number("")       // 返回 0

Number("99 88")    // 返回 NaN

其他全局方法：

| 方法 | 描述 |
| --- | --- |
| parseFloat() | 解析一个字符串，并返回一个浮点数。 |
| parseInt() | 解析一个字符串，并返回一个整数。 |

## 变量使用一元运算符+转为数字

**Operator +**可用于将变量（字符串、日期等）转换为数字，调用Number(),如果变量不能转换，它仍然会是一个数字，但值为 NaN (不是一个数字)：

var y = "5";      // y 是一个字符串

var x = + y;       // x 是一个数字

var y = "John";    // y 是一个字符串

var x = + y;       // x 是一个数字 (NaN)

## 将布尔值转换为数字

全局方法**Number()**可将布尔值转换为数字。

## 将日期转换为数字

全局方法Number()可将日期转换为数字，返回1970年1月1日至今的毫秒数，同Date类方法getTime()。

// Number(Date()) 不行，返回NaN

d = new Date();

Number(d)          // 返回 1404568027739

## 自动转换为字符串

* 当你尝试输出一个对象或一个变量时 JavaScript 会自动调用变量的 toString() 方法，例如：document.getElementById("demo").innerHTML = myVar;时：

myVar = {name:"Fjohn"} // toString 转换为 "[object Object]"

myVar = [1,2,3,4]    // toString 转换为 "1,2,3,4"

myVar = new Date()  // toString 转换为 "Fri Jul 18 2014 09:08:55 GMT+0200"

* 数字和布尔值也经常相互转换：

myVar = 123    // toString 转换为 "123"

myVar = true     // toString 转换为 "true"

myVar = false    // toString 转换为 "false"

## 类型转换表

使用不同的数值转换为数字(Number), 字符串(String),布尔值(Boolean):

| 原始值 | 转换为数字 | 转换为字符串 | 转换为布尔值 |
| --- | --- | --- | --- |
| false | 0 | "false" | false |
| true | 1 | "true" | true |
| 0 | 0 | "0" | false |
| 1 | 1 | "1" | true |
| "0" | 0 | "0" | true |
| "000" | 0 | "000" | true |
| "1" | 1 | "1" | true |
| NaN | NaN | "NaN" | false |
| Infinity | Infinity | "Infinity" | true |
| -Infinity | -Infinity | "-Infinity" | true |
| "" | 0 | "" | false |
| "20" | 20 | "20" | true |
| "Runoob" | NaN | "Runoob" | true |
| [ ] | 0 | "" | true |
| [20] | 20 | "20" | true |
| [10,20] | NaN | "10,20" | true |
| ["Runoob"] | NaN | "Runoob" | true |
| ["Runoob","Google"] | NaN | "Runoob,Google" | true |
| function(){} | NaN | "function(){}" | true |
| { } | NaN | "[object Object]" | true |
| null | 0 | "null" | false |
| undefined | NaN | "undefined" | false |

# JS正则表达式

正则表达式是由一个字符序列形成的搜索模式。

当你在文本中搜索数据时，你可以用搜索模式来描述你要查询的内容。

正则表达式可以是一个简单的字符，或一个更复杂的模式。

正则表达式可用于所有文本搜索和文本替换的操作。

## 语法

关于正则表达式的用法需额外学习，这里只做简单介绍。

/正则表达式主体/修饰符(可选)

实例：

var patt = /runoob/i

实例解析：

/runoob/i 是一个正则表达式。

runoob 是一个正则表达式主体 (用于检索)。

i 是一个修饰符 (搜索不区分大小写)。

## 使用字符串方法

在 JavaScript 中，支持正则表达式的 String 对象的方法: search()、replace()、match()和split()。

### search() 方法

search() 方法 用于检索字符串中指定的子字符串，或检索与正则表达式相匹配的子字符串，并返回子串的起始位置。

#### search() 方法使用正则表达式

var str = "Visit Runoob!";

//输出为6

var n = str.search(/Runoob/i);

#### search() 方法使用字符串

search 方法使用字符串作为参数实际上参数会转换为正则表达式/Runoob/：

var str = "Visit Runoob!";

//输出为6

var n = str.search("Runoob");

### match()方法

match() 方法用于检索字符串中指定的子字符串，或找到一个或多个正则表达式的匹配，返回数组或null。

#### match() 方法使用正则表达式

var str = "The best things in life are free"

//返回e,e,e,e,e,e

document.write(str.match(/e/g));

#### match() 方法使用字符串

同样也会把参数先转换为正则表达式/e/：

var str = "The best things in life are free"

//返回e

document.write(str.match(“e”));

### replace() 方法

replace() 方法 用于在字符串中用一些字符替换另一些字符，或替换一个与正则表达式匹配的子串，并返回替换后的字符串。

#### replace() 方法使用正则表达式

var str = "Visit Microsoft!";

var txt = str.replace(/microsoft/i,"Runoob");

//输出Runoob Microsoft!

document.getElementById("demo").innerHTML = txt;

#### replace() 方法使用字符串

同样也会把参数先转换为正则表达式/ Microsoft/：

var str = "Visit Microsoft!";

var txt = str.replace("Microsoft ","Runoob");

//输出Runoob Microsoft!

document.getElementById("demo").innerHTML = txt;

## 正则表达式修饰符

| 修饰符 | 描述 |
| --- | --- |
| i | 执行对大小写不敏感的匹配。 |
| g | 执行全局匹配（查找所有匹配而非在找到第一个匹配后停止）。 |
| m | 执行多行匹配。 |

## 正则表达式模式

### 表达式[]/()

|  |  |
| --- | --- |
| 表达式 | 描述 |
| [abc] | 查找方括号之间的任何字符。 |
| [0-9] | 查找任何从 0 至 9 的数字。 |
| (x|y) | 查找任何以 | 分隔的选项。 |

### 元字符

|  |  |
| --- | --- |
| 元字符 | 描述 |
| \d | 查找数字。 |
| \s | 查找空白字符。 |
| \b | 匹配单词边界。 |
| \uxxxx | 查找以十六进制数 xxxx 规定的 Unicode 字符。 |

### 量词

|  |  |
| --- | --- |
| 量词 | 描述 |
| n+ | 匹配任何包含至少一个 n 的字符串。 |
| n\* | 匹配任何包含零个或多个 n 的字符串。 |
| n? | 匹配任何包含零个或一个 n 的字符串。 |

## 使用RegExp对象

RegExp对象介绍：

<https://www.runoob.com/jsref/jsref-obj-regexp.html>

### 使用test()成员方法

test() 方法是一个正则表达式方法。

test() 方法用于检测一个字符串是否匹配某个模式，如果字符串中含有匹配的文本，则返回 true，否则返回 false。

以下实例用于搜索字符串中的字符 "e"：

var patt = /e/;

//返回true

//两行可以合并为一行：/e/.test("The best things in life are free!")

patt.test("The best things in life are free!");

### 使用exec()成员方法

exec() 方法是一个正则表达式方法。

exec() 方法用于检索字符串中的正则表达式的匹配。

该函数返回一个数组，其中存放匹配的结果。如果未找到匹配，则返回值为 null。

以下实例用于搜索字符串中的字母 "e":

//返回e，由于返回数组，所以返回的e的类型是object

//注意：与match()相比，返回的数组不是各匹配项子字符串，参见：

// <https://www.cnblogs.com/chunyangji/p/5953418.html>

/e/.exec("The best things in life are free!");

# JS错误

* try 语句测试代码块的错误。
* catch 语句处理错误。
* throw 语句创建自定义错误。
* finally 语句在 try 和 catch 语句之后，无论是否有触发异常，该语句都会执行。

## 基本语法

//异常的抛出

try {

…

throw

}

//异常的捕获与处理

catch(err) {

…

}

finally {

//结束处理

…

}

## throw 语句

throw exception;

异常可以是 JavaScript 字符串、数字、逻辑值或对象。

# 变量提升

* JavaScript 中，函数及变量的声明都将被提升到函数的最顶部。
* JavaScript 中，变量可以在使用后声明，也就是变量可以先使用再声明。
* JavaScript 只有声明的变量会提升，初始化的不会。

# 使用误区

## 比较运算符常见错误

var x = 10;

var y = "10";

// true

if (x == y)

var x = 10;

var y = "10";

// false

if (x === y)

## 加法与连接注意事项

数字与字符串相+，不论前后数字自动转为字符串，同时+从左至右结合律：

10 + “a” + 1 //10a1

10 + 1 + “a” //11a

## JavaScript 字符串分行

字符串断行需要使用反斜杠(\)，例：

var x = "Hello \

World!";

## return 语句使用注意事项

在 JavaScript 中，分号是可选的 。

由于 return 是一个完整的语句，所以 JavaScript 将关闭 return 语句。

function myFunction(a) {

var

power = 10;

// 分号结束，返回 undefined

return;

a \* power;

}

## 数组中使用名字来索引

在 JavaScript 中, 对象 使用 名字作为索引。

如果你使用名字作为索引，当访问数组时，JavaScript 会把数组重新定义为标准对象。

var person = [];

person["firstName"] = "John";

person["lastName"] = "Doe";

person["age"] = 46;

var x = person.length; // person.length 返回 0

var y = person[0]; // person[0] 返回 undefined

person.age //返回46 或person[“age”] = person.age

## 程序块作用域

在每个代码块中 JavaScript 不会创建一个新的作用域，一般各个代码块的作用域都是全局的。

for (var i = 0; i < 10; i++) {

var ii = 1;

}

//代码块外面可以访问 i 和 ii

return ii;