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**介绍：**

我们知道，在接口中有什么潜在的可扩展性的机会呢，比如像系统调用API？还有在任何实现之前，都可以通过考虑接口规范来确定可扩展性机会吗？本文介绍了以下规则：每当接口操作通勤，他们可以以规模的方式来实现。这一规则有助于开发人员从接口设计开始，通过实现、测试和评估来进行更具伸缩性的软件的构建。

为了帮助开发人员应用该规则，一个新的工具名为Cuffter接受高级接口模型并生成通勤的测试，因此可以缩放。使用这些测试，通勤者可以评估实现的可伸缩性。我们将通勤应用到18个POSIX调用，并使用这些结果来指导一个新的研究操作系统内核的执行，称为Sv6。对于这些呼叫的通勤者生成的13664个测试中，有68%个是Linux的，而通勤者发现了许多限制应用程序可伸缩性的问题。

评估多核软件的可扩展性的最新技术是选择工作负载，在不同数量的内核中绘制性能，并使用诸如差异分析这样的工具来识别可伸缩性瓶颈。这集中开发人员在实际问题上的努力，但有几个缺点。不同的工作负荷或更高的核心计数往往表现出新的瓶颈。目前还不清楚哪些瓶颈是根本性的，因此开发人员可能会放弃，而不知道可扩展的解决方案是可能的。最后，这个过程发生在发展的后期。

**规则方案：**

设计级解决方案如改进的接口可能是不切实际的。本文提出了一种新的可扩展性方法，它从更高的层次开始：软件接口。这使得在实现之前和在必要的硬件可用以测量实现的可扩展性之前可能对可伸缩性进行推理。它可以突出固有的可伸缩性问题，导致交替的接口设计。它为可扩展接口的实现设置了一个明确的缩放目标。

可伸缩性通常被认为是一种实现属性，而不是一种接口属性，尤其是因为什么比例取决于硬件。然而，如果我们假设共享存储器多核处理器具有类似于MESI协议的缓存，则一般的可伸缩性参数是可能的。在这样的处理器上，核心可以对其高速缓存的数据进行可缩放的读取和写入，并可缩放地读取它在共享模式下缓存的数据。然而，写入由另一个核心最后读取或写入的高速缓存行是不可扩展的，因为一致性协议对每个高速缓存行的所有权更改进行序列化，并且因为共享互连可以序列化无关的传输。因此，我们说，如果它们的实现具有无冲突的内存访问，则没有一组操作缩放，其中没有核心写入由另一个内核读取或写入的高速缓存行。当内存访问是无冲突的，添加更多的核将产生容量的线性增加。这不是现代硬件复杂现实的完美模型，但它是一个很好的近似。

我们的方法的核心是这个可扩展的交换性规则：在任何情况下，多个操作通勤意味着无法使用接口区分它们的执行顺序，它们有一个实现，在这些操作期间内存访问是无冲突的。或者，更简洁地说，每当接口操作通勤时，它们可以以规模的方式实现。

文献中很好地建立了交换性和并发性之间的联系。然而，以前的工作集中于使用交换性来同时考虑执行操作的安全性。我们的工作是互补的：我们使用可交换性来推理可伸缩性。

交换性规则具有直观意义：当操作通勤时，其结果（返回值和对系统状态的影响）与顺序无关。因此，交换操作之间的通信是不必要的，并且消除它产生无冲突的实现。这种直观的规则在实践中是有用的，但不够精确，不能正式推理。

这个陈述的一个重要结果是我们称之为SIM交换性的一种新形式的交换性。交换性的通常定义非常严格，很少适用于系统软件中常见的有状态的复杂接口。SIM交换性，相反，是状态依赖的和基于接口的，以及单调的。当操作在特定的系统状态、特定的操作参数和特定的并发操作的上下文中通勤时，我们表明存在对于该状态和这些参数和并发操作是冲突的实现。这暴露了更多的机会将规则应用到实际接口，从而发现可伸缩的实现方式，而不是更传统的交换性概念。尽管其逻辑状态依赖性，SIM交换性是基于接口的：而不是要求所有的操作命令产生相同的内部状态，它需要通过接口来区分所产生的状态。因此，SIM交换性与任何特定的实现无关，使开发人员能够直接将规则应用于接口设计。

交换性规则为设计可扩展软件提供了新的途径：首先，分析接口的可交换性，然后设计一个在交换情况下缩放的实现。例如，考虑在POSIX类文件系统中创建文件。假设多个进程同时在同一目录中创建文件。

系统调用修改同一个目录，所以这个实现必须序列化对目录的访问。但是，如果两个文件有不同的名称，并且没有涉及硬链接或符号链接，那么这些操作就会通勤，因此，有一个针对这些名称进行缩放的实现。一个这样的实现将每个目录表示为由文件名索引的哈希表，每个桶具有独立的锁，从而创建不同命名的文件是无冲突的，不受哈希冲突的影响。在规则之前，我们试图通过分析我们可以想到的所有实现来确定这些操作是否可以伸缩。这个过程是困难的，没有指导的，并且本身没有扩展到复杂的接口，这激发了我们在接口方面推理可扩展性的目标。

复杂的接口会使得很难发现和推理所有交换的情况，即使给出了规则。通勤者使这个推理自动化。通勤者采取一种简化的象征性实现形式的接口模型，计算操作集合通勤的精确条件，并在这些条件下测试冲突自由的实现。该工具可以集成到开发过程中，以驱动初始设计和实现，逐步改进现有的实现，或者帮助开发人员理解接口的交换性。

**方法：**

本文用两种方法证明了交换性规则和通勤者的价值。在第4章中，我们探讨POSIX的交换性，并使用这两种理解来建议设计操作通勤的接口的准则，并提出对POSIX的特定修改，以允许更大的可扩展性。

从业者经常遵循迭代过程来提高可扩展性：设计、实现、度量、重复。通过大量的努力，这种方法使得Linux等内核能够很好地适应许多重要的工作负载。然而，Linux仍然存在许多可扩展性瓶颈，并且缺乏一种推理接口级别可扩展性的方法，目前还不清楚哪些瓶颈是其系统调用接口固有的。本文识别POSIX允许或限制可伸缩性的情况，并指出允许更大的实现可扩展性的特定接口修改。

多核处理器的多内核旨在通过避免内核中的共享数据结构来实现可扩展性。这些系统在消息传递的顶部使用分布式系统技术（例如名称缓存和状态复制）实现共享抽象。可以将交换性规则推广到分布式系统，并且将共享抽象所暴露的接口与它的可扩展性联系起来，即使使用消息传递实现。

**小结：**

可扩展的交换性规则为软件开发人员从软件接口开始理解和开发多核可扩展性提供了一种新的方法。我们定义了SIM交换性，它允许开发人员将规则应用到复杂的、有状态的接口。我们进一步介绍了通勤者，帮助程序员分析接口的可交换性，并测试实现在交换的情况下规模。最后，使用Sv6，我们表明，通过应用规则实现POSIX的广泛可扩展的实现是可行的，并且交换性对于实现真实硬件上的可扩展性和性能是必不可少的。最后希望的是程序员会发现交换性规则有助于产生通过设计可伸缩的软件。