[一个简单RPC框架是如何炼成的(III)——实现带参数的RPC调用](http://blog.csdn.net/crylearner/article/details/46899687)

上一篇，我们制定了一个很简单的RPC消息 的格式，但是还遗留了两个问题

* 我们并没有实现相应的encode和decode方法，没有基于可以跨设备的字符串传输，而是直接的内存变量传递。
* **现在的RPC request不支持带参数的请求命令。如add(a, b), 如何在RPC消息中描述参数a,b 。**

我先来实现第二个问题，即带参数的RPC调用。

其实，也没什么太大不同。既然是要带参数，那只能扩展原来的Request消息了，加个parameter成员，用于表示参数，具体的格式采用字典方式，{ ’arg1‘， arg1, 'arg2', arg2 ,....}。 这样就可以解决多参数的表示问题。

**[python]** [view plain](http://blog.csdn.net/crylearner/article/details/46899687) [copy](http://blog.csdn.net/crylearner/article/details/46899687)

1. **class** Request(object):
2. '''''
3. @RPC请求，包含命令id和请求内容两部分。这个实现，与具体的RPC协议相关。
4. @这里是简化起见，采用python自身的字典作为其协议的数据结构
5. '''

8. **def** \_\_init\_\_(self):
9. '''''
10. Constructor
11. '''
12. self.id = 0 #id的作用在于将Request和Response建立绑定关系.在异步调用时就有用
13. self.command = None #sayHello
14. self.parameter = {}
16. **def** \_\_str\_\_(self):
17. **return** ''.join(('id: ', str(self.id),  '    command: ', str(self.command), '    parameter: ', str(self.parameter)))

add(a=1, b=2)的RPC 请求就是这个样子了

**[python]** [view plain](http://blog.csdn.net/crylearner/article/details/46899687) [copy](http://blog.csdn.net/crylearner/article/details/46899687)

1. Request : id = 3, command = 'add', parameter = {'a':1, 'b':2}

对应的，客户端的add方法，我们可以这么写

**[python]** [view plain](http://blog.csdn.net/crylearner/article/details/46899687) [copy](http://blog.csdn.net/crylearner/article/details/46899687)

1. **def** add(self, a, b):
2. req = Request()
3. req.id = 3
4. req.command = 'add'
5. req.parameter = {'a':a, 'b':b}
6. **return** self.request(req)

那么服务端收到这个RPC请求后，怎么处理得到参数呢？一个传统而稍显笨拙的方式是：

**[python]** [view plain](http://blog.csdn.net/crylearner/article/details/46899687) [copy](http://blog.csdn.net/crylearner/article/details/46899687)

1. **def** add(self, a, b):
2. **return** a + b
4. **def** procReqeust\_\_add(self, req):
5. parameter = req.parameter
6. a = parameter.get('a')
7. b = parameter.get('b')
8. **return** self.add(a, b)

这种方式的缺点就是没办法偷懒。（懒懒懒![大笑](data:image/gif;base64,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)），每一个RPC调用，都要怎么处理一下，烦死了，没有任何技术含量的纯苦力活，但还考验细心，一不小心搞错a或者b的名字了，呵呵，等着被请喝茶吧。

这时候，大杀器上场，脚本语言就是找个好。总有你想不到的方便。直接上代码

**[python]** [view plain](http://blog.csdn.net/crylearner/article/details/46899687) [copy](http://blog.csdn.net/crylearner/article/details/46899687)

1. **def** procReqeust\_\_add(self, req):
2. parameter = req.parameter
3. **return** self.add(\*\*parameter)

对上面\*\*parameter不懂的同学自行度娘。这里只是简单解释一下：\*\*parmater的作用同那块笨拙的代码一样，但有一个前提条件，即使add声明时，参数变量名a，b不能变。（c++同学可能晕了，竟然有语音有这样的说法![疑问](data:image/gif;base64,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)）

至此，使用这种新的方式，我们server的代码就是这个样子的，对没有参数的方法，上面\*\*也是可以放心使用的

**[python]** [view plain](http://blog.csdn.net/crylearner/article/details/46899687) [copy](http://blog.csdn.net/crylearner/article/details/46899687)

1. **def** procRequest(self,req):
2. rsp = Response()
3. rsp.id = req.id
4. **if** req.command == 'sayHello':
5. rsp.result = self.sayHello(\*\*req.parameter)
6. **elif** req.command == 'add':
7. rsp.result = self.add(\*\*req.parameter)
8. **else**:
9. **raise** Exception("unknown command")

over，搞定，还挺满意的