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Project status:

At the beginning of the project, we chose to use a dummy database as our analyzing object. We are in the progress of designing a prototype algorithms that can find common strings within two files.

Initial results:

In order to design an algorithms to find candidate identifiers, we need to use the dummy database first, which need to exact the some sample data to analyze. In the beginning, we chose to only look at cookies.

the following steps extract cookies that embedded in a request which behaves as third-party request (send from one domain to a different domain).As the dummy database provide four data tables, we exported the four tables to the following four txt files:

pages.txt

http\_requests.txt

redirects.txt

request.headers.txt

1) Extract id\_rootid.txt, which contain the page id and corresponding root page id.

*note*: we write a script “rootpage.py” to track each page to its root page and return the root id.

2) Import id\_rootid.txt to database, as table rootid2

3) Query the database and export url\_location\_id.txt, which contain the url a request is sending to, and the location from where the request initiated.

*note: the sql query is as following:*

*“select url, location, test.http\_requests.id from test.rootid2 cross join test.pages cross join test.http\_requests where test.rootid2.id = test.http\_requests.page\_id and test.rootid2.root\_id = test.pages.id;”*

4) Compare the domain name of the url and location in the url\_location\_id.txt file, find the url and request is which its domain name does not match to the domain name of the page who send the request.

*note: we write a script “third\_party.py” to compare the domain name and output the file “third\_party. txt”*

5) Import third\_party.txt to database, as table thirdParty2 (third\_domain, id)

6) Query the database and get the cookies embedded in the request which sent to third party, grouped by third party domains. The output file is “cookie\_domain.txt”

*note: The sql query is following:*

*“select value, third\_domain from test.thirdParty2 cross join test.http\_request\_headers where test.thirdParty2.requestID = test.http\_request\_headers.http\_request\_id and test.http\_request\_headers.name = “cookie" order by third\_domain;”*

After we got the cookie\_domain.txt file, we then can proceed to attacking the task of finding candidate identifiers. We tentatively formulate our problem to be a Longest Common Substring Problem (LCSP), which is defined as to find the longest string (or strings) that is a [substring](http://en.wikipedia.org/wiki/Substring) (or are substrings) of two or more strings.

**Problem definition:**

Given two strings, S of length m and T of length n, find the longest strings which are substrings of both S and T.

For our case, since we observed multiple requests from same domain, we decided to generalize our problem to the classic **k-common substring problem**, which defined as : given the set of strings S = {S1, S2, …., Sk}, where length of Si = ni, and ![](data:image/png;base64,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). Find for each 2<=*k*<=K, the longest strings which occur as substrings of at least *k* strings.

Problems encountered:

1. The comparison of the domain name. The domain name is consisted of