**Aim:** To implement –

1. Search nth element from a list
2. Add two numbers
3. Find minimum and maximum from a given list

**Theory:**

In this experiment we are performing three different types of programs. One is nth element where we have to search for an element from a list and giving the result. This is not performed using any sorting technique. The element to be searched is done by searching the entire list from position 0 to n-1.

The second type of program is adding up two numbers. This program is as simple as it looks. Like taking two numbers and adding them. But one modification done in this program is taking user input which is done using read and write.

The third type of code is finding the minimum and the maximum of the numbers from the list. This is also not done using any sorting technique. it searches from the list and provides with the result.

**Code:**

nth element.pl:

nth(0,[X|\_],X).

nth(N,[\_|T],R):- M is N-1, nth(M,T,R).

**Output:**
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**Code:**

Add.pl:

start:- sum, nl.

sum:- write('X= '), read(X),

write('Y= '), read(Y),

S is X+Y,

write('Sum is '), write(S).

**Output:**

![C:\Users\Yash Rathod\Downloads\add.png](data:image/png;base64,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)

**Code:**

Minmax.pl

min(A, B, C) :- A < B, !, C = A.

min(\_, B, B).

max(A, B, C) :- A > B, !, C = A.

max(\_, B, B).

minimumAcc(A, [], A) :- !.

minimumAcc(A, [H|T], M) :- min(A, H, B), minimumAcc(B, T, M).

maximumAcc(A, [], A) :- !.

maximumAcc(A, [H|T], M) :- max(A, H, B), maximumAcc(B, T, M).

minimum([H|T], Min) :- minimumAcc(H, T, Min).

maximum([H|T], Max) :- maximumAcc(H, T, Max).

**Output:**

?- consult(minmax).

% minmax compiled 0.00 sec, 11 clauses

true.

?- minimum([5,3,7,6,4,1,9,8,2], X).

X = 1.

?- maximum([5,3,7,6,4,1,9,8,2], X).

X = 9.

**Conclusion:** Hence we have implemented nth element, adding two numbers and finding the minimum and the maximum from a list in prolog and also done it by taking user input.