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**Install process:**  
**Step1:** create a file name as “requirements.txt”

**Step2:** List out the required python libraries in it.  
 numpy, pandas, matplotlib, plotly, scikit-learn.

**Step3:** Open terminal and use this command to install libraries at a time “pip install -r requirements.txt”

**Questions:**

1.**Scenario:** You are working on a project that involves analyzing student performance data for a class of 32 students. The data is stored in a NumPy array named student\_scores, where each row represents a student and each column represents a different subject. The subjects are arranged in the following order: Math, Science, English, and History. Your task is to calculate the average score for each subject and identify the subject with the highest average score.

**Question:** How would you use NumPy arrays to calculate the average score for each subject and determine the subject with the highest average score? Assume 4x4 matrix that stores marks of each student in given order.

**Program:**

import numpy as np

num\_students = int(input("Enter the number of students: "))

num\_subjects = int(input("Enter the number of subjects: "))

student\_scores = []

for i in range(num\_students):

print(f"Enter scores for student {i+1}:")

scores = [int(input(f"{subject}: ")) for subject in ['Math', 'Science', 'English', 'History']]

student\_scores.append(scores)

student\_scores = np.array(student\_scores)

average\_scores = np.mean(student\_scores, axis=0)

highest\_average\_subject\_index = np.argmax(average\_scores)

subjects = ['Math', 'Science', 'English', 'History']

subject\_with\_highest\_average\_score = subjects[highest\_average\_subject\_index]

print("Average Scores for each subject:")

for subject, average\_score in zip(subjects, average\_scores):

print(f"{subject}: {average\_score}")

print(f"\nThe subject with the highest average score is: {subject\_with\_highest\_average\_score}")

***EXCEL***:

import pandas as pd

import numpy as np

arr=pd.read\_csv("C:/Users/pvsd2/Downloads/pard.csv")

avg\_score=np.mean(arr,axis=0)

print(avg\_score)

h\_s=np.argmax(avg\_score)

sub=['Maths','Science','english','histroy']

print(sub[h\_s],'=',max(avg\_score))

**Output:**

Enter the number of students: 4

Enter the number of subjects: 4

Enter scores for student 1:

Math: 92

Science: 93

English: 95

History: 98

Enter scores for student 2:

Math: 72

Science: 73

English: 78

History: 81

Enter scores for student 3:

Math: 99

Science: 99

English: 92

History: 77

Enter scores for student 4:

Math: 78

Science: 86

English: 93

History: 99

Average Scores for each subject:

Math: 85.25

Science: 87.75

English: 89.5

History: 88.75

The subject with the highest average score is: English

**Result:**

Progarm run successfully with out fail.

2. **Scenario:** You are a data analyst working for a company that sells products online. You have been tasked with analyzing the sales data for the past month. The data is stored in a NumPy array.

**Question:** How would you find the average price of all the products sold in the past month? Assume 3x3 matrix with each row representing the sales for a different product

**Program:**

import numpy as np

sales\_data = []

for i in range(9):

b = int(input("Enter the sales data:"))

sales\_data.append(b)

c = np.array(sales\_data)

print(c)

average\_price = np.mean(sales\_data)

print("Average price of all products sold in the past month:", average\_price)

***EXCEL***:

**import numpy as np**

**sales\_data = np.array([**

**[100.0, 150.0, 120.0],**

**[80.0, 110.0, 90.0],**

**[130.0, 100.0, 140.0],**

**])**

**c = np.mean(sales\_data)**

**print("Average price of all products:", c)**

**Output:**

Enter the sales data:65

Enter the sales data:78

Enter the sales data:93

Enter the sales data:64

Enter the sales data:76

Enter the sales data:84

Enter the sales data:72

Enter the sales data:62

Enter the sales data:63

[65 78 93 64 76 84 72 62 63]

Average price of all products sold in the past month: 73.0

**Result:**

Progarm run successfully with out fail.

3. **Scenario:** You are working on a project that involves analyzing a dataset containing information about houses in a neighborhood. The dataset is stored in a CSV file, and you have imported it into a NumPy array named house\_data. Each row of the array represents a house, and the columns contain various features such as the number of bedrooms, square footage, and sale price.

**Question:** Using NumPy arrays and operations, how would you find the average sale price of houses with more than four bedrooms in the neighborhood?

**Program:**

import numpy as np

house\_data = np.array([

[3, 1200, 250000],

[4, 1500, 300000],

[5, 1800, 350000],

[4, 1600, 280000],

[5, 2000, 400000],

[6, 2200, 420000],

[3, 1400, 260000],

[4, 1700, 310000],

[5, 1900, 370000],

[4, 1800, 320000]

])

bedrooms\_column = house\_data[:, 0]

houses\_with\_more\_than\_four\_bedrooms = house\_data[bedrooms\_column > 4]

average\_sale\_price = np.mean(houses\_with\_more\_than\_four\_bedrooms[:, 2])

print("Average sale price of houses with more than four bedrooms:", average\_sale\_price)

***EXCEL***:

import numpy as np

beds=np.array([2,3,4,5,6])

sf=np.array([23,34,45,56,67])

sp=np.array([200,300,400,500,600])

average\_sp=sp[beds>4]

average\_price=np.mean(average\_sp)

print(average\_price)

**Output:**

Average sale price of houses with more than four bedrooms: 385000.0

**Result:**

Program run successfully with out fail.

4. **Scenario:** You are working on a project that involves analyzing the sales performance of a company over the past four quarters. The quarterly sales data is stored in a NumPy array named sales\_data, where each element represents the sales amount for a specific quarter. Your task is to calculate the total sales for the year and determine the percentage increase in sales from the first quarter to the fourth quarter.

**Question:** Using NumPy arrays and arithmetic operations calculate the total sales for the year and determine the percentage increase in sales from the first quarter to the fourth quarter?

**Program:**

import numpy as np

a=[]

for i in range(0,4):

sales = int(input("Enter the sales of the year:"))

a.append(sales)

sales\_data = np.array(a)

print(sales\_data)

total\_sales\_for\_year = np.sum(sales\_data)

percentage\_increase = ((sales\_data[3] - sales\_data[0]) / sales\_data[0]) \* 100

print("Total sales for the year:", total\_sales\_for\_year)

print("Percentage increase in sales from Q1 to Q4:", percentage\_increase, "%")

*EXCEL*:

import numpy as np

sales\_data = np.array([50000, 60000, 75000, 90000])

total\_sales\_year = np.sum(sales\_data)

first\_quarter\_sales = sales\_data[0]

fourth\_quarter\_sales = sales\_data[-1]

percentage\_increase = ((fourth\_quarter\_sales - first\_quarter\_sales) / first\_quarter\_sales) \* 100

print("Total sales for the year:", total\_sales\_year)

print("Percentage increase in sales from Q1 to Q4:", percentage\_increase, "%")

**Output:**

Enter the sales of the year:65

Enter the sales of the year:75

Enter the sales of the year:83

Enter the sales of the year:78

[65 75 83 78]

Total sales for the year: 301

Percentage increase in sales from Q1 to Q4: 20.0 %

**Result:**

The above program run successfully without fail.

5. **Scenario:** You are a data analyst working for a car manufacturing company. As part of your analysis, you have a dataset containing information about the fuel efficiency of different car models. The dataset is stored in a NumPy array named fuel\_efficiency, where each element represents the fuel efficiency (in miles per gallon) of a specific car model. Your task is to calculate the average fuel efficiency and determine the percentage improvement in fuel efficiency between two car models.

**Question:** How would you use NumPy arrays and arithmetic operations to calculate the average fuel efficiency and determine the percentage improvement in fuel efficiency between two car models?

**Program:**

import numpy as np

fuel\_efficiency\_data = []

a = int(input("Enter the size of data:"))

for i in range(0,a):

b = int(input("Enter the data:"))

fuel\_efficiency\_data.append(b)

fuel\_efficiency = np.array(fuel\_efficiency\_data)

average\_fuel\_efficiency = np.mean(fuel\_efficiency)

print("Average Fuel Efficiency: {:.2f} miles per gallon".format(average\_fuel\_efficiency))

model1\_index = 0

model2\_index = 1

fuel\_efficiency\_model1 = fuel\_efficiency[model1\_index]

fuel\_efficiency\_model2 = fuel\_efficiency[model2\_index]

percentage\_improvement = ((fuel\_efficiency\_model2 - fuel\_efficiency\_model1) / fuel\_efficiency\_model1) \* 100

print("Percentage improvement in fuel efficiency between Model {} and Model {}: {:.2f}%".format(model1\_index, model2\_index, percentage\_improvement))

***EXCEL***:

import numpy as np

num\_car\_models = int(input("Enter the number of car models: "))

fuel\_efficiency = np.empty(num\_car\_models)

for i in range(num\_car\_models):

fuel\_efficiency[i] = float(input(f"Enter the fuel efficiency (miles per gallon) for Car Model {i+1}: "))

average\_fuel\_efficiency = np.mean(fuel\_efficiency)

first\_model\_fuel\_efficiency = fuel\_efficiency[0]

last\_model\_fuel\_efficiency = fuel\_efficiency[-1]

percentage\_improvement = ((last\_model\_fuel\_efficiency - first\_model\_fuel\_efficiency) / first\_model\_fuel\_efficiency) \* 100

print("Average fuel efficiency:", average\_fuel\_efficiency)

print("Percentage improvement in fuel efficiency between the first and last car models:", percentage\_improvement, "%")

**Output:**

Enter the size of data:4

Enter the data:20

Enter the data:30

Enter the data:20

Enter the data:25

Average Fuel Efficiency: 23.75 miles per gallon

Percentage improvement in fuel efficiency between Model 0 and Model 1: 50.00%

**Result:**

The above program run successfully without fail.

6. **Scenario:** You are a cashier at a grocery store and need to calculate the total cost of a customer's purchase, including applicable discounts and taxes. You have the item prices and quantities in separate lists, and the discount and tax rates are given as percentages. Your task is to calculate the total cost for the customer.

**Question:** Use arithmetic operations to calculate the total cost of a customer's purchase, including discounts and taxes, given the item prices, quantities, discount rate, and tax rate?

**Program:**

import numpy as np

item\_prices = []

item\_size = int(input("Enter the size of the item:"))

for i in range(0,item\_size):

a = int(input("Enter the item price:"))

item\_prices.append(a)

quantities = []

quantities\_size = int(input("Enter the size for quantities:"))

for i in range(0,quantities\_size):

b = int(input("Enter the quantities data:"))

quantities.append(b)

discount\_rate = int(input("Enter the discount rate:"))

tax\_rate = int(input("Enter the tax\_rate:"))

subtotal = sum(item\_price \* quantity for item\_price, quantity in zip(item\_prices, quantities))

discount\_amount = subtotal \* (discount\_rate / 100)

total\_after\_discount = subtotal - discount\_amount

tax\_amount = total\_after\_discount \* (tax\_rate / 100)

final\_total\_cost = total\_after\_discount + tax\_amount

print("Total cost for the customer's purchase: {:.2f}".format(final\_total\_cost))

**Output:**

Enter the size of the item:4

Enter the item price:2.5

Enter the item price:1.8

Enter the item price:3.0

Enter the item price:4.5

Enter the size for quantities:4

Enter the quantities data:3

Enter the quantities data:2

Enter the quantities data:4

Enter the quantities data:1

Enter the discount rate:10

Enter the tax\_rate:8

Total cost for the customer's purchase: 26.83

**Result:**

The above program run successfully with out fail.

7. **Scenario:** You are working as a data analyst for an e-commerce company. You have been given a dataset containing information about customer orders, stored in a Pandas DataFrame named order\_data. The DataFrame has columns for customer ID, order date, product name, and order quantity. Your task is to analyze the data and answer specific questions about the orders.

**Question:** Using Pandas DataFrame operations, how would you find the following information from the order\_data DataFrame:

1. The total number of orders made by each customer.
2. The average order quantity for each product.
3. The earliest and latest order dates in the dataset.

**Program:**

import pandas as pd

data = {

'customer ID': [101, 102, 101, 103, 104, 102, 101],

'order date': ['2023-07-01', '2023-07-02', '2023-07-03', '2023-07-03', '2023-07-04', '2023-07-05', '2023-07-06'],

'product name': ['A', 'B', 'A', 'C', 'B', 'A', 'C'],

'order quantity': [3, 5, 2, 1, 2, 4, 3]

}

order\_data = pd.DataFrame(data)

order\_data['order date'] = pd.to\_datetime(order\_data['order date'])

total\_orders\_per\_customer = order\_data['customer ID'].value\_counts()

average\_order\_quantity\_per\_product = order\_data.groupby('product name')['order quantity'].mean()

earliest\_order\_date = order\_data['order date'].min()

latest\_order\_date = order\_data['order date'].max()

print("Total number of orders made by each customer:")

print(total\_orders\_per\_customer)

print("\nAverage order quantity for each product:")

print(average\_order\_quantity\_per\_product)

print("\nEarliest order date:", earliest\_order\_date)

print("Latest order date:", latest\_order\_date)

**Output:**

Total number of orders made by each customer:

customer ID

101 3

102 2

103 1

104 1

Name: count, dtype: int64

Average order quantity for each product:

product name

A 3.0

B 3.5

C 2.0

Name: order quantity, dtype: float64

Earliest order date: 2023-07-01 00:00:00

Latest order date: 2023-07-06 00:00:00

**Result:**

The above program run successfully without fail.

8. **Scenario:** You are a data scientist working for a company that sells products online. You have been tasked with analyzing the sales data for the past month. The data is stored in a Pandas data frame.

**Question:** How would you find the top 5 products that have been sold the most in the past month?

**Program:**

import pandas as pd

data = {

'product\_name': ['Product A', 'Product B', 'Product A', 'Product C', 'Product B', 'Product A', 'Product C'],

'quantity\_sold': [100, 80, 70, 50, 120, 90, 60]

}

sales\_data = pd.DataFrame(data)

product\_sales = sales\_data.groupby('product\_name')['quantity\_sold'].sum()

sorted\_product\_sales = product\_sales.sort\_values(ascending=False)

top\_5\_products = sorted\_product\_sales.head(5)

print("Top 5 products sold the most in the past month:")

print(top\_5\_products)

**Output:**

Top 5 products sold the most in the past month:

product\_name

Product A 260

Product B 200

Product C 110

Name: quantity\_sold, dtype: int64

**Result:**

The above program run successfully without fail.

9. **Scenario:** You work for a real estate agency and have been given a dataset containing information about properties for sale. The dataset is stored in a Pandas DataFrame named property\_data. The DataFrame has columns for property ID, location, number of bedrooms, area in square feet, and listing price. Your task is to analyze the data and answer specific questions about the properties.

**Question:** Using Pandas DataFrame operations, how would you find the following information from the property\_data DataFrame:

1. The average listing price of properties in each location.
2. The number of properties with more than four bedrooms.
3. The property with the largest area.

**Program:**

import pandas as pd

data = {

'property ID': [1, 2, 3, 4, 5, 6],

'location': ['City A', 'City B', 'City A', 'City C', 'City B', 'City C'],

'number of bedrooms': [3, 4, 3, 5, 2, 4],

'area in square feet': [1500, 1800, 1600, 2200, 1200, 2000],

'listing price': [250000, 320000, 280000, 420000, 180000, 380000]

}

property\_data = pd.DataFrame(data)

average\_listing\_price\_per\_location = property\_data.groupby('location')['listing price'].mean()

properties\_with\_more\_than\_four\_bedrooms = property\_data[property\_data['number of bedrooms'] > 4]

num\_properties\_with\_more\_than\_four\_bedrooms = len(properties\_with\_more\_than\_four\_bedrooms)

property\_with\_largest\_area = property\_data[property\_data['area in square feet'] == property\_data['area in square feet'].max()]

print("Average listing price of properties in each location:")

print(average\_listing\_price\_per\_location)

print("\nNumber of properties with more than four bedrooms:", num\_properties\_with\_more\_than\_four\_bedrooms)

print("\nProperty with the largest area:")

print(property\_with\_largest\_area)

**Output:**

Average listing price of properties in each location:

location

City A 265000.0

City B 250000.0

City C 400000.0

Name: listing price, dtype: float64

Number of properties with more than four bedrooms: 1

Property with the largest area:

property ID location number of bedrooms area in square feet listing price

3 4 City C 5 2200 420000

**Result:**

The above program run successfully without fail.

10. **Scenario:** You are working on a data visualization project and need to create basic plots using Matplotlib. You have a dataset containing the monthly sales data for a company, including the month and corresponding sales values. Your task is to develop a Python program that generates line plots and bar plots to visualize the sales data.

**Question:**

1. How would you develop a Python program to create a line plot of the monthly sales data?

2: How would you develop a Python program to create a bar plot of the monthly sales data?

**Program:**

import matplotlib.pyplot as plt

months = ['Jan', 'Feb', 'Mar', 'Apr', 'May', 'Jun']

sales = [1000, 1200, 1500, 900, 1800, 2000]

plt.figure(figsize=(8, 4))

plt.subplot(1, 2, 1)

plt.plot(months, sales, marker='o', linestyle='-', color='b')

plt.xlabel('Months')

plt.ylabel('Sales')

plt.title('Monthly Sales Data - Line Plot')

plt.grid(True)

plt.subplot(1, 2, 2)

plt.bar(months, sales, color='b')

plt.xlabel('Months')

plt.ylabel('Sales')

plt.title('Monthly Sales Data - Bar Plot')

plt.grid(True)

plt.tight\_layout()

plt.show()

**Output:**
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**Result:**

The above program run successfully without fail.

11. **Scenario :** You are a data scientist working for a company that sells products online. You have been tasked with creating a simple plot to show the sales of a product over time.

**Question:**

1.Write code to create a simple line plot in Python using Matplotlib to predict sales happened in a month?

**Program:**

import matplotlib.pyplot as plt

months = [1, 2, 3, 4, 5, 6]

sales = [1000, 1200, 900, 1500, 1800, 1300]

plt.plot(months, sales, marker='o', linestyle='-')

plt.xlabel('Month')

plt.ylabel('Sales')

plt.title('Sales of Product X Over Time')

plt.grid(True)

plt.show()

**Output:**
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2. Write code to create a scatter plot in Python using Matplotlib to predict sales happened in a month?

**Program:**

import matplotlib.pyplot as plt

months = [1, 2, 3, 4, 5, 6]

sales = [1000, 1200, 900, 1500, 1800, 1300]

plt.scatter(months, sales)

plt.xlabel('Month')

plt.ylabel('Sales')

plt.title('Sales of Product X Over Time')

plt.grid(True)

plt.show()

**Output:**
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3. Develop a Python program to create a bar plot of the monthly sales data.

**Program:**

import matplotlib.pyplot as plt

def plot\_monthly\_sales(months, sales):

plt.bar(months, sales)

plt.xlabel('Month')

plt.ylabel('Sales')

plt.title('Monthly Sales Data')

plt.grid(True)

plt.show()

if \_\_name\_\_ == "\_\_main\_\_":

months = [1, 2, 3, 4, 5, 6]

sales = [1000, 1200, 900, 1500, 1800, 1300]

plot\_monthly\_sales(months, sales)

**Output:**

![](data:image/png;base64,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)

12. **Scenario:** You are working on a data analysis project that involves analyzing the monthly temperature and rainfall data for a city. You have a dataset containing the monthly temperature and rainfall values for each month of a year. Your task is to develop a Python program that generates line plots and scatter plots to visualize the temperature and rainfall data.

**Question:**

1. Develop a Python program to create a line plot of the monthly temperature data.

2: Develop a Python program to create a scatter plot of the monthly rainfall data.

**Program:**

import matplotlib.pyplot as plt

def plot\_monthly\_data(months, temperatures, rainfall):

plt.figure(figsize=(10, 4))

plt.subplot(1, 2, 1)

plt.plot(months, temperatures, marker='o', linestyle='-')

plt.xlabel('Month')

plt.ylabel('Temperature (Celsius)')

plt.title('Monthly Temperature Data')

plt.grid(True)

plt.subplot(1, 2, 2)

plt.scatter(months, rainfall)

plt.xlabel('Month')

plt.ylabel('Rainfall (mm)')

plt.title('Monthly Rainfall Data')

plt.grid(True)

plt.tight\_layout()

plt.show()

if \_\_name\_\_ == "\_\_main\_\_":

months = ['Jan', 'Feb', 'Mar', 'Apr', 'May', 'Jun', 'Jul', 'Aug', 'Sep', 'Oct', 'Nov', 'Dec']

temperatures = [25, 27, 28, 30, 32, 35, 36, 34, 33, 30, 28, 26]

rainfall = [50, 45, 70, 80, 90, 110, 120, 100, 95, 85, 60, 55]

plot\_monthly\_data(months, temperatures, rainfall)

***#ONLY RAINFALL:***

***import pandas as pd***

***import matplotlib.pyplot as plt***

***# Sample dataset (you can replace this with your actual data)***

***data = {***

***'Month': ['Jan', 'Feb', 'Mar', 'Apr', 'May', 'Jun', 'Jul', 'Aug', 'Sep', 'Oct', 'Nov', 'Dec'],***

***'Rainfall (mm)': [50, 45, 60, 75, 80, 90, 100, 110, 95, 80, 65, 55]***

***}***

***# Create a DataFrame from the data***

***df = pd.DataFrame(data)***

***# Create a scatter plot for monthly rainfall***

***plt.figure(figsize=(10, 6))***

***plt.scatter(df['Month'], df['Rainfall (mm)'], color='g', marker='o')***

***plt.title('Monthly Rainfall Data')***

***plt.xlabel('Month')***

***plt.ylabel('Rainfall (mm)')***

***plt.grid(True)***

***plt.show()***

**Output:**
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**Result:**

The above program runs successfully without fail.

13. **Scenario:** You are working on a text analysis project and need to determine the frequency distribution of words in a given text document. You have a text document named "sample\_text.txt" containing a paragraph of text. Your task is to develop a Python program that reads the text document, processes the text, and generates a frequency distribution of the words.

**Question:** How would you develop a Python program to calculate the frequency distribution of words in a text document?

**Program:**

import string

def process\_text(text):

text = text.translate(str.maketrans('', '', string.punctuation)).lower()

words = text.split()

return words

def calculate\_frequency(words):

word\_freq = {}

for word in words:

if word in word\_freq:

word\_freq[word] += 1

else:

word\_freq[word] = 1

return word\_freq

def display\_frequency\_distribution(word\_freq):

print("Word Frequency Distribution:")

for word, freq in word\_freq.items():

print(f"{word}: {freq}")

if \_\_name\_\_ == "\_\_main\_\_":

file\_path = "https://raw.githubusercontent.com/Muttamatam-Sreeharsha-0471/Data-Science-programs/main/sample\_text.txt"

import urllib.request

with urllib.request.urlopen(file\_path) as url:

text = url.read().decode()

words = process\_text(text)

word\_freq = calculate\_frequency(words)

display\_frequency\_distribution(word\_freq)

**Output:**

Run the program as it is you will get the output perfectly.

14. **Scenario**: You are a data analyst working for a company that sells products online. You have been tasked with analyzing the sales data for the past month. The data is stored in a Pandas data frame.

**Question:** Develop a code in python to find the frequency distribution of the ages of the customers who have made a purchase in the past month.

**Program:**

import pandas as pd

def calculate\_age\_frequency\_distribution(df):

purchases\_df = df[df['Purchase']]

age\_freq = purchases\_df['Age'].value\_counts().sort\_index()

return age\_freq

if \_\_name\_\_ == "\_\_main\_\_":

data = {

'Customer\_ID': [],

'Age': [],

'Purchase': []

}

n = int(input("Enter the number of customers: "))

for i in range(n):

customer\_id = i + 1

age = int(input(f"Enter the age of customer {customer\_id}: "))

purchase = input(f"Did customer {customer\_id} make a purchase (yes/no)? ").lower() == 'yes'

data['Customer\_ID'].append(customer\_id)

data['Age'].append(age)

data['Purchase'].append(purchase)

df = pd.DataFrame(data)

age\_distribution = calculate\_age\_frequency\_distribution(df)

print("\nFrequency Distribution of Customer Ages:")

for age, freq in age\_distribution.items():

print(f"{age}: {freq}")

**Output:**

Enter the number of customers: 6

Enter the age of customer 1: 25

Did customer 1 make a purchase (yes/no)? yes

Enter the age of customer 2: 30

Did customer 2 make a purchase (yes/no)? no

Enter the age of customer 3: 40

Did customer 3 make a purchase (yes/no)? yes

Enter the age of customer 4: 22

Did customer 4 make a purchase (yes/no)? yes

Enter the age of customer 5: 27

Did customer 5 make a purchase (yes/no)? yes

Enter the age of customer 6: 35

Did customer 6 make a purchase (yes/no)? no

Frequency Distribution of Customer Ages:

22: 1

25: 1

27: 1

30: 0

35: 0

40: 1

**Result:**

The above program runs successfully without fail.

15. **Scenario:** You are a data analyst working for a social media platform. As part of your analysis, you have a dataset containing user interaction data, including the number of likes received by each post. Your task is to develop a Python program that calculates the frequency distribution of likes among the posts.

**Question:** Develop a Python program to calculate the frequency distribution of likes among the posts?

**Program:**

import numpy as np

def calculate\_likes\_frequency\_distribution(likes):

unique\_likes, frequency = np.unique(likes, return\_counts=True)

likes\_freq\_dist = dict(zip(unique\_likes, frequency))

return likes\_freq\_dist

if \_\_name\_\_ == "\_\_main\_\_":

n = int(input("Enter the number of posts: "))

likes = []

for i in range(n):

likes\_count = int(input(f"Enter the number of likes for post {i + 1}: "))

likes.append(likes\_count)

likes\_frequency\_distribution = calculate\_likes\_frequency\_distribution(likes)

print("\nFrequency Distribution of Likes:")

for likes\_count, frequency in likes\_frequency\_distribution.items():

print(f"{likes\_count} likes: {frequency} posts")

**Output:**

Enter the number of posts: 10

Enter the number of likes for post 1: 1000

Enter the number of likes for post 2: 1232

Enter the number of likes for post 3: 2342

Enter the number of likes for post 4: 2123

Enter the number of likes for post 5: 2354

Enter the number of likes for post 6: 7632

Enter the number of likes for post 7: 3546

Enter the number of likes for post 8: 1263

Enter the number of likes for post 9: 7821

Enter the number of likes for post 10: 23451

Frequency Distribution of Likes:

1000 likes: 1 posts

1232 likes: 1 posts

1263 likes: 1 posts

2123 likes: 1 posts

2342 likes: 1 posts

2354 likes: 1 posts

3546 likes: 1 posts

7632 likes: 1 posts

7821 likes: 1 posts

23451 likes: 1 posts

**Result:**

The above program runs successfully without fail.

16. **Scenario:** You are working on a project that involves analyzing customer reviews for a product. You have a dataset containing customer reviews, and your task is to develop a Python program that calculates the frequency distribution of words in the reviews.

**Question:** Develop a Python program to calculate the frequency distribution of words in the customer reviews dataset?

**Program:**

import string

from collections import Counter

def process\_text(text):

text = text.translate(str.maketrans('', '', string.punctuation)).lower()

return text

def calculate\_word\_frequency(reviews):

word\_frequency = Counter()

for review in reviews:

processed\_review = process\_text(review)

words = processed\_review.split()

word\_frequency.update(words)

return word\_frequency

if \_\_name\_\_ == "\_\_main\_\_":

customer\_reviews = [

"Great product, I love it!",

"Not satisfied with the quality.",

"The customer service was excellent.",

"Amazing experience with this product."

]

word\_frequency = calculate\_word\_frequency(customer\_reviews)

print("Word Frequency Distribution:")

for word, frequency in word\_frequency.items():

print(f"{word}: {frequency}")

**Output:**

Word Frequency Distribution:

great: 1

product: 2

i: 1

love: 1

it: 1

not: 1

satisfied: 1

with: 2

the: 2

quality: 1

customer: 1

service: 1

was: 1

excellent: 1

amazing: 1

experience: 1

this: 1

**Result:**

The above program runs successfully without fail.

17. **Scenario:** You are a data analyst working for a marketing research company. Your team has collected a large dataset containing customer feedback from various social media platforms. The dataset consists of thousands of text entries, and your task is to develop a Python program to analyze the frequency distribution of words in this dataset. Your program should be able to perform the following tasks:

* Load the dataset from a CSV file (data.csv) containing a single column named "feedback" with each row representing a customer comment.
* Preprocess the text data by removing punctuation, converting all text to lowercase, and eliminating any stop words (common words like "the," "and," "is," etc. that don't carry significant meaning).
* Calculate the frequency distribution of words in the preprocessed dataset.
* Display the top N most frequent words and their corresponding frequencies, where N is provided as user input.
* Plot a bar graph to visualize the top N most frequent words and their frequencies.

**Question**: Create a Python program that fulfills these requirements and helps your team gain insights from the customer feedback data.

**Program:**

import pandas as pd

import nltk

from nltk.corpus import stopwords

from nltk.tokenize import word\_tokenize

import string

import matplotlib.pyplot as plt

file\_path = 'C:/Users/mailm/Downloads/data.csv'

df = pd.read\_csv(file\_path)

def preprocess\_text(text):

text = text.lower()

text = text.translate(str.maketrans('', '', string.punctuation))

tokens = word\_tokenize(text)

stop\_words = set(stopwords.words('english'))

filtered\_tokens = [token for token in tokens if token not in stop\_words]

processed\_text = " ".join(filtered\_tokens)

return processed\_text

df['processed\_feedback'] = df['feedback'].apply(preprocess\_text)

word\_freq\_dist = nltk.FreqDist(

word\_tokenize(" ".join(df['processed\_feedback'])))

def display\_top\_words(freq\_dist, top\_n):

top\_words = freq\_dist.most\_common(top\_n)

print(f"Top {top\_n} most frequent words:")

for word, freq in top\_words:

print(f"{word}: {freq}")

try:

N = int(input("Enter the number of top words to display: "))

display\_top\_words(word\_freq\_dist, N)

top\_words, frequencies = zip(\*word\_freq\_dist.most\_common👎)

plt.figure(figsize=(10, 6))

plt.bar(top\_words, frequencies)

plt.xlabel('Words')

plt.ylabel('Frequencies')

plt.title(f'Top {N} Most Frequent Words')

plt.xticks(rotation=45, ha='right')

plt.tight\_layout()

plt.show()

except ValueError:

print("Invalid input. Please enter a valid integer for N.")

18. Suppose a hospital tested the age and body fat data for 18 randomly selected adults with the following result.
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Question:

* Calculate the mean, median and standard deviation of age and %fat using Pandas.
* Draw the boxplots for age and %fat.
* Draw a scatter plot and a q-q plot based on these two variables

**Program:**

import pandas as pd

import numpy as np

import matplotlib.pyplot as plt

import seaborn as sns

from scipy import stats

age\_data = []

body\_fat\_data = []

persons = int(input("Enter the noof persons:"))

for i in range(0,persons):

b = int(input("Enter the age:"))

age\_data.append(b)

c = float(input("Enter the fat percentage:"))

body\_fat\_data.append(c)

data = pd.DataFrame({'Age': age\_data, '%Fat': body\_fat\_data})

mean\_age = data['Age'].mean()

median\_age = data['Age'].median()

std\_age = data['Age'].std()

mean\_fat = data['%Fat'].mean()

median\_fat = data['%Fat'].median()

std\_fat = data['%Fat'].std()

print("Age - Mean:", mean\_age)

print("Age - Median:", median\_age)

print("Age - Standard Deviation:", std\_age)

print("%Fat - Mean:", mean\_fat)

print("%Fat - Median:", median\_fat)

print("%Fat - Standard Deviation:", std\_fat)

plt.figure(figsize=(8, 6))

sns.boxplot(data=data)

plt.title("Boxplots for Age and %Fat")

plt.xlabel("Variables")

plt.ylabel("Values")

plt.show()

plt.figure(figsize=(8, 6))

sns.scatterplot(data=data, x='Age', y='%Fat')

plt.title("Scatter Plot of Age vs %Fat")

plt.xlabel("Age")

plt.ylabel("%Fat")

plt.show()

plt.figure(figsize=(8, 6))

stats.probplot(data['Age'], plot=plt)

plt.title("Q-Q Plot of Age")

plt.xlabel("Theoretical Quantiles")

plt.ylabel("Sample Quantiles")

plt.show()

plt.figure(figsize=(8, 6))

stats.probplot(data['%Fat'], plot=plt)

plt.title("Q-Q Plot of %Fat")

plt.xlabel("Theoretical Quantiles")

plt.ylabel("Sample Quantiles")

plt.show()

**Result:**

The above program runs successfully without fail.

19. **Scenario:**

You are a medical researcher investigating the effectiveness of a new drug in reducing blood pressure. You conduct a clinical trial with a sample of 50 patients who were randomly assigned to receive either the new drug or a placebo. After measuring their blood pressure levels at the end of the trial, you obtain the data for both groups. Now, you want to determine the confidence intervals for the mean reduction in blood pressure for both the drug and placebo groups.

**Question:**

"What is the 95% confidence interval for the mean reduction in blood pressure for patients who received the new drug? Also, what is the 95% confidence interval for the mean reduction in blood pressure for patients who received the placebo?

**Program:**

import numpy as np

from scipy import stats

# Sample data for the new drug group (replace this with your actual data)

new\_drug\_data = []

new\_drug = int(input("Enter the noof new drugs came in this year:"))

for i in range(0,new\_drug):

a = int(input("Enter the drug data:"))

new\_drug\_data.append(a)

print(new\_drug\_data)

# Sample data for the placebo group (replace this with your actual data)

placebo\_data = []

placebo = int(input("Enter the noof new placeholders came in this year:"))

for i in range(0,new\_drug):

b = int(input("Enter the placebo data:"))

placebo\_data.append(b)

print(placebo\_data)

def calculate\_confidence\_interval(data):

confidence\_level = 0.95

mean = np.mean(data)

std\_dev = np.std(data, ddof=1)

sample\_size = len(data)

margin\_of\_error = stats.t.ppf((1 + confidence\_level) / 2, df=sample\_size - 1) \* std\_dev / np.sqrt(sample\_size)

lower\_bound = mean - margin\_of\_error

upper\_bound = mean + margin\_of\_error

return lower\_bound, upper\_bound

if \_\_name\_\_ == "\_\_main\_\_":

# Calculate confidence interval for the new drug group

new\_drug\_lower, new\_drug\_upper = calculate\_confidence\_interval(new\_drug\_data)

print(f"95% Confidence Interval for mean reduction in blood pressure (New Drug Group): [{new\_drug\_lower:.2f}, {new\_drug\_upper:.2f}]")

# Calculate confidence interval for the placebo group

placebo\_lower, placebo\_upper = calculate\_confidence\_interval(placebo\_data)

print(f"95% Confidence Interval for mean reduction in blood pressure (Placebo Group): [{placebo\_lower:.2f}, {placebo\_upper:.2f}]")

**Output:**

Enter the noof new drugs came in this year:10

Enter the drug data:123

Enter the drug data:124

Enter the drug data:125

Enter the drug data:126

Enter the drug data:127

Enter the drug data:128

Enter the drug data:129

Enter the drug data:130

Enter the drug data:131

Enter the drug data:132

[123, 124, 125, 126, 127, 128, 129, 130, 131, 132]

Enter the noof new placeholders came in this year:10

Enter the placebo data:124

Enter the placebo data:125

Enter the placebo data:126

Enter the placebo data:127

Enter the placebo data:128

Enter the placebo data:129

Enter the placebo data:13

Enter the placebo data:131

Enter the placebo data:132

Enter the placebo data:133

[124, 125, 126, 127, 128, 129, 13, 131, 132, 133]

95% Confidence Interval for mean reduction in blood pressure (New Drug Group): [125.33, 129.67]

95% Confidence Interval for mean reduction in blood pressure (Placebo Group): [90.62, 142.98]

**Result:**

The above program runs successfully without fail.

20. **Scenario:**

You are a data scientist working for an e-commerce company. The marketing team has conducted an A/B test to evaluate the effectiveness of two different website designs (A and B) in terms of conversion rate. They randomly divided the website visitors into two groups, with one group experiencing design A and the other experiencing design B. After a week of data collection, you now have the conversion rate data for both groups. You want to determine whether there is a statistically significant difference in the mean conversion rates between the two website designs.

**Question:**

"Based on the data collected from the A/B test, is there a statistically significant difference in the mean conversion rates between website design A and website design B?"

**Program:**

import numpy as np

from scipy import stats

def perform\_ttest(data\_A, data\_B):

t\_statistic, p\_value = stats.ttest\_ind(data\_A, data\_B)

return t\_statistic, p\_value

if \_\_name\_\_ == "\_\_main\_\_":

design\_A\_data = [0.1, 0.2, 0.15, 0.25, 0.18]

design\_B\_data = [0.12, 0.22, 0.14, 0.20, 0.17]

t\_statistic, p\_value = perform\_ttest(design\_A\_data, design\_B\_data)

alpha = 0.05

print(f"t-statistic: {t\_statistic:.3f}")

print(f"p-value: {p\_value:.3f}")

if p\_value < alpha:

print("There is a statistically significant difference in the mean conversion rates between website design A and website design B.")

else:

print("There is no statistically significant difference in the mean conversion rates between website design A and website design B.")

**Output:**

t-statistic: 0.193

p-value: 0.852

There is no statistically significant difference in the mean conversion rates between website design A and website design B.

**Result:**

The above program runs successfully without fail.

21.**Scenario:**

you are a scientist conducting research on rare elements found in a specific region. Your goal is to estimate the average concentration of a rare element in the region using a random sample of measurements. You will use the NumPy library to perform point estimation and calculate confidence intervals for the population mean.The rare element concentration data is stored in a CSV file named "rare\_elements.csv," where each row contains a single measurement of the concentration.

**Question:**

write a Python program that allows the user to input the sample size, confidence level, and desired level of precision.

**Program:**

import math

def calculate\_sample\_size(confidence\_level, precision, population\_stddev=None):

z\_score = stats.norm.ppf(1 - (1 - confidence\_level) / 2)

if population\_stddev:

sample\_size = (z\_score \*\* 2 \* population\_stddev \*\* 2) / precision \*\* 2

else:

sample\_size = (z\_score \*\* 2) / precision \*\* 2

return math.ceil(sample\_size)

def main():

sample\_size = int(input("Enter the sample size: "))

confidence\_level = float(input("Enter the confidence level (between 0 and 1): "))

precision = float(input("Enter the desired level of precision: "))

if confidence\_level <= 0 or confidence\_level >= 1:

print("Error: Confidence level must be between 0 and 1.")

return

if precision <= 0:

print("Error: Precision must be greater than 0.")

return

margin\_of\_error = (precision / 2) \* 100

required\_sample\_size = calculate\_sample\_size(confidence\_level, precision)

print(f"Margin of Error: {margin\_of\_error:.2f}%")

print(f"Required Sample Size (at {confidence\_level:.0%} confidence level and {precision:.2f} precision): {required\_sample\_size}")

if \_\_name\_\_ == "\_\_main\_\_":

main()

22.**Scenario:**

Imagine you are an analyst for a popular online shopping website. Your task is to analyze customer reviews and provide insights on the average rating and customer satisfaction level for a specific product category.

**Question:**

You will use the pandas library to calculate confidence intervals to estimate the true population mean rating.

You have been provided with a CSV file named "customer\_reviews.csv," which contains customer ratings for products in the chosen category.

**Program:**

import pandas as pd

import numpy as np

from scipy import stats

def calculate\_confidence\_interval(data, confidence=0.95):

n = len(data)

mean = np.mean(data)

std\_error = stats.sem(data)

t\_critical = stats.t.ppf((1 + confidence) / 2, df=n-1)

margin\_of\_error = t\_critical \* std\_error

lower\_bound = mean - margin\_of\_error

upper\_bound = mean + margin\_of\_error

return (lower\_bound, upper\_bound)

def main():

ratings\_data = [4.5, 4.8, 4.2, 4.9, 4.6, 4.7, 4.3, 4.8, 4.4, 4.6]

confidence\_interval = calculate\_confidence\_interval(ratings\_data)

print("Sample Mean Rating:", np.mean(ratings\_data))

print("95% Confidence Interval:", confidence\_interval)

if \_\_name\_\_ == "\_\_main\_\_":

main()

23.**Scenario:**

You are a researcher working in a medical lab, investigating the effectiveness of a new treatment for a specific disease. You have collected data from a clinical trial with two groups: a control group receiving a placebo, and a treatment group receiving the new drug.Your goal is to analyze the data using hypothesis testing and calculate the p-value to determine if the new treatment has a statistically significant effect compared to the placebo. You will use the matplotlib library to visualize the data and the p-value.

**Program:**

import numpy as np

import matplotlib.pyplot as plt

from scipy import stats

import pandas as pd

import csv

with open("names.csv", mode="w", newline='') as csvfile:

fieldnames = ["Group", "Value"]

writer = csv.DictWriter(csvfile, fieldnames=fieldnames)

writer.writeheader()

writer.writerow({"Group": "Control", "Value": 10.2})

writer.writerow({"Group": "Control", "Value": 9.8})

writer.writerow({"Group": "Control", "Value": 7.2})

writer.writerow({"Group": "Control", "Value": 6.9})

writer.writerow({"Group": "Control", "Value": 11.8})

writer.writerow({"Group": "Treatment", "Value": 12.1})

writer.writerow({"Group": "Treatment", "Value": 11.4})

writer.writerow({"Group": "Treatment", "Value": 13.4})

writer.writerow({"Group": "Treatment", "Value": 11.8})

writer.writerow({"Group": "Treatment", "Value": 12.2})

if \_\_name\_\_ == "\_\_main\_\_":

file\_name =("names.csv")

data = pd.read\_csv(file\_name)

control\_group = data[data["Group"] == "Control"]["Value"]

treatment\_group = data[data["Group"] == "Treatment"]["Value"]

plt.boxplot([control\_group, treatment\_group], labels=["Control Group", "Treatment Group"])

plt.ylabel("Values")

plt.title("Box Plot of Control Group vs. Treatment Group")

plt.show()

t\_stat, p\_value = stats.ttest\_ind(control\_group, treatment\_group)

print("P-value:", p\_value)

alpha = 0.05

if p\_value < alpha:

print("The new treatment has a statistically significant effect compared to the placebo.")

else:

print("There is no statistically significant effect of the new treatment compared to the placebo.")

24.**Question:** K-Nearest Neighbors (KNN) Classifier

You are working on a classification problem to predict whether a patient has a certain medical condition or not based on their symptoms. You have collected a dataset of patients with labeled data (0 for no condition, 1 for the condition) and various symptom features.

Write a Python program that allows the user to input the features of a new patient and the value of k (number of neighbors). The program should use the KNN classifier from the scikit-learn library to predict whether the patient has the medical condition or not based on the input features.

**Program:**

import numpy as np

from sklearn.neighbors import KNeighborsClassifier

data = np.array([

[30, 120, 200, 80, 150],

[35, 118, 210, 85, 160],

[40, 122, 190, 90, 170],

[45, 123, 190, 75, 130],

[50, 152, 180, 90, 170],

[45, 142, 190, 92, 140],

[23, 112, 140, 70, 120],

[31, 122, 140, 68, 140],

[48, 142, 195, 92, 150],

])

target = np.array([0, 0, 1, 1,1,1,0,0,1])

def predict\_medical\_condition(features, k):

knn = KNeighborsClassifier(n\_neighbors=k)

knn.fit(data, target)

prediction = knn.predict([features])

return prediction[0]

age = float(input("Enter the age of the patient: "))

blood\_pressure = float(input("Enter the blood pressure of the patient: "))

cholesterol = float(input("Enter the cholesterol level of the patient: "))

weight = float(input("Enter the weight of the patient: "))

blood\_sugar = float(input("Enter the blood sugar level of the patient: "))

k = int(input("Enter the value of k (number of neighbors): "))

new\_patient\_features = [age, blood\_pressure, cholesterol, blood\_sugar, weight]

prediction = predict\_medical\_condition(new\_patient\_features, k)

if prediction == 0:

print("The patient is not predicted to have the medical condition.")

else:

print("The patient is predicted to have the medical condition.")

25.**Question 2:** Decision Tree for Iris Flower Classification

You are analyzing the famous Iris flower dataset to classify iris flowers into three species based on their sepal and petal dimensions. You want to use a Decision Tree classifier to accomplish this task.

Write a Python program that loads the Iris dataset from scikit-learn, and allows the user to input the sepal length, sepal width, petal length, and petal width of a new flower. The program should then use the Decision Tree classifier to predict the species of the new flower.

**Program:**

from sklearn.datasets import load\_iris

from sklearn.model\_selection import train\_test\_split

from sklearn.tree import DecisionTreeClassifier

from sklearn.metrics import accuracy\_score

import numpy as np

def get\_user\_input():

sepal\_length = float(input("Enter sepal length: "))

sepal\_width = float(input("Enter sepal width: "))

petal\_length = float(input("Enter petal length: "))

petal\_width = float(input("Enter petal width: "))

return np.array([[sepal\_length, sepal\_width, petal\_length, petal\_width]])

def main():

iris = load\_iris()

X = iris.data

y = iris.target

X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size=0.2, random\_state=42)

clf = DecisionTreeClassifier()

clf.fit(X\_train, y\_train)

new\_flower = get\_user\_input()

predicted\_species = clf.predict(new\_flower)

species\_names = iris.target\_names

predicted\_species\_name = species\_names[predicted\_species[0]]

print(f"The predicted species for the new flower is: {predicted\_species\_name}")

if \_\_name\_\_ == "\_\_main\_\_":

main()

26.**Question 3**: Linear Regression for Housing Price Prediction

You are a real estate analyst trying to predict housing prices based on various features of the houses, such as area, number of bedrooms, and location. You have collected a dataset of houses with their respective prices.

Write a Python program that allows the user to input the features (area, number of bedrooms, etc.) of a new house. The program should use linear regression from scikit-learn to predict the price of the new house based on the input features.

**Program:**

import numpy as np

import matplotlib.pyplot as plt

x=np.array([1995,1998,2001,2004,2007,2010,2013,2016,2019,2022])

y=np.array([55,72,48,77,78,68,97,42,100,97])

n=np.size(x)

mx=np.mean(x)

my=np.mean(y)

mxy=np.sum(x\*y)-n\*mx\*my

mxx=np.sum(x\*x)-n\*mx\*mx

b=mxy/mxx

a=my-b\*mx

ypred=a+b\*x

plt.scatter(x,y)

plt.plot(x,ypred)

plt.show()

27.**Question:** Logistic Regression for Customer Churn Prediction

You are working for a telecommunications company, and you want to predict whether a customer will churn (leave the company) based on their usage patterns and demographic data. You have collected a dataset of past customers with their churn status (0 for not churned, 1 for churned) and various features.

Write a Python program that allows the user to input the features (e.g., usage minutes, contract duration) of a new customer. The program should use logistic regression from scikit-learn to predict whether the new customer will churn or not based on the input features.

**Program:**

from sklearn.linear\_model import LogisticRegression

import numpy as np

def get\_user\_input():

usage\_minutes = float(input("Enter usage minutes: "))

contract\_duration = int(input("Enter contract duration (in months): "))

return np.array([[usage\_minutes, contract\_duration]])

def main():

X = np.array([[100, 12], [200, 6], [50, 24], [300, 3]])

y = np.array([0, 1, 0, 1])

clf = LogisticRegression()

clf.fit(X, y)

new\_customer\_features = get\_user\_input()

predicted\_churn = clf.predict(new\_customer\_features)

if predicted\_churn[0] == 0: print("The new customer is predicted not to churn.")

else:

print("The new customer is predicted to churn.")

if \_\_name\_\_ == "\_\_main\_\_":

main()

28.**Question:** K-Means Clustering for Customer Segmentation

You are working for an e-commerce company and want to segment your customers into distinct groups based on their purchasing behavior. You have collected a dataset of customer data with various shopping-related features.

Write a Python program that allows the user to input the shopping-related features of a new customer. The program should use K-Means clustering from scikit-learn to assign the new customer to one of the existing segments based on the input features.

**Program:**

from sklearn.cluster import KMeans

import numpy as np

def get\_user\_input():

feature1 = float(input("Enter shopping feature 1: "))

feature2 = float(input("Enter shopping feature 2: "))

return np.array([[feature1, feature2]])

def main():

X = np.array([[10, 20], [15, 18], [5, 25], [30, 5], [8, 15]])

num\_clusters = 3

kmeans = KMeans(n\_clusters=num\_clusters)

kmeans.fit(X)

new\_customer\_features = get\_user\_input()

segment = kmeans.predict(new\_customer\_features)

print(f"The new customer belongs to segment {segment[0]}.")

if \_\_name\_\_ == "\_\_main\_\_":

main()

29.**Question:** Evaluation Metrics for Model Performance

You have trained a machine learning model on a dataset, and now you want to evaluate its performance using various metrics.

Write a Python program that loads a dataset and trained model from scikit-learn. The program should ask the user to input the names of the features and the target variable they want to use for evaluation. The program should then calculate and display common evaluation metrics such as accuracy, precision, recall, and F1-score for the model's predictions on the test data.

**Program:**

from sklearn.datasets import load\_iris

from sklearn.model\_selection import train\_test\_split

from sklearn.linear\_model import LogisticRegression

from sklearn.metrics import accuracy\_score, precision\_score, recall\_score, f1\_score

import numpy as np

def get\_user\_input():

feature\_names = input("Enter the names of the features separated by commas: ").split(',')

target\_name = input("Enter the name of the target variable: ")

return feature\_names, target\_name

def main():

iris = load\_iris()

X = iris.data

y = iris.target

feature\_names, target\_name = get\_user\_input()

feature\_indices = [list(iris.feature\_names).index(feature.strip()) for feature in feature\_names]

target\_index = iris.target\_names.tolist().index(target\_name.strip())

X\_selected = X[:, feature\_indices]

y\_selected = (y == target\_index).astype(int)

X\_train, X\_test, y\_train, y\_test = train\_test\_split(X\_selected, y\_selected, test\_size=0.2, random\_state=42)

clf = LogisticRegression()

clf.fit(X\_train, y\_train)

y\_pred = clf.predict(X\_test)

accuracy = accuracy\_score(y\_test, y\_pred)

precision = precision\_score(y\_test, y\_pred)

recall = recall\_score(y\_test, y\_pred)

f1 = f1\_score(y\_test, y\_pred)

print(f"Accuracy: {accuracy:.2f}")

print(f"Precision: {precision:.2f}")

print(f"Recall: {recall:.2f}")

print(f"F1-score: {f1:.2f}")

if \_\_name\_\_ == "\_\_main\_\_":

main()

30.**Question**: Classification and Regression Trees (CART) for Car Price Prediction

You are working for a car dealership, and you want to predict the price of used cars based on various features such as the car's mileage, age, brand, and engine type. You have collected a dataset of used cars with their respective prices.

Write a Python program that loads the car dataset and allows the user to input the features of a new car they want to sell. The program should use the Classification and Regression Trees (CART) algorithm from scikit-learn to predict the price of the new car based on the input features.

The CART algorithm will create a tree-based model that will split the data into subsets based on the chosen features and their values, leading to a decision path that eventually predicts the price of the car. The program should output the predicted price and display the decision path (the sequence of conditions leading to the prediction) for the new car.

**Program:**

from sklearn.model\_selection import train\_test\_split

from sklearn.tree import DecisionTreeRegressor

import numpy as np

def get\_user\_input(feature\_names):

features = []

for feature\_name in feature\_names:

feature\_value = float(input(f"Enter the {feature\_name}: "))

features.append(feature\_value)

return np.array([features])

def main():

X = np.array([[10000, 5, 1, 0], [20000, 3, 2, 1], [15000, 4, 0, 0]]) # Sample feature data

y = np.array([25000, 30000, 20000]) # Sample target data (car prices)

feature\_names = ["mileage", "age", "brand", "engine\_type"]

X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size=0.2, random\_state=42)

regressor = DecisionTreeRegressor()

regressor.fit(X\_train, y\_train)

new\_car\_features = get\_user\_input(feature\_names)

predicted\_price = regressor.predict(new\_car\_features)

print(f"The predicted price of the new car is: {predicted\_price[0]:.2f}")

if \_\_name\_\_ == "\_\_main\_\_":

main()

31. **Scenario:** You work as a data scientist for an e-commerce company that sells a wide range of products online. The company collects vast amounts of data about its customers, including their purchase history, browsing behavior, demographics, and more. The marketing team wants to understand their customer base better and improve their targeted marketing strategies. They have asked you to perform customer segmentation using clustering techniques to identify distinct groups of customers with similar characteristics.

**Question:** Your task is to use Python and clustering algorithms to segment the customers into different groups based on their behavior and characteristics. The marketing team will use these segments to tailor their marketing campaigns and promotions effectively.

***PROGRAM***:

import numpy as np

import pandas as pd

from sklearn.cluster import KMeans

from sklearn.preprocessing import StandardScaler

import matplotlib.pyplot as plt

# Load and preprocess the data

data = pd.read\_csv('customer\_data.csv') # Replace with your data source

selected\_features = data[['purchase\_history', 'browsing\_behavior', 'demographics']]

scaled\_features = StandardScaler().fit\_transform(selected\_features)

# Choosing the number of clusters using the Elbow Method

inertia = []

for k in range(1, 11):

kmeans = KMeans(n\_clusters=k, random\_state=0)

kmeans.fit(scaled\_features)

inertia.append(kmeans.inertia\_)

# Plot the Elbow Method graph

plt.plot(range(1, 11), inertia, marker='o')

plt.xlabel('Number of Clusters')

plt.ylabel('Inertia')

plt.title('Elbow Method')

plt.show()

# Based on the Elbow Method, choose a suitable number of clusters and apply K-means

num\_clusters = 4 # You can adjust this based on the elbow method graph

kmeans = KMeans(n\_clusters=num\_clusters, random\_state=0)

cluster\_labels = kmeans.fit\_predict(scaled\_features)

# Add the cluster labels to the original data

data['cluster'] = cluster\_labels

# Analyze and visualize the clusters

for cluster in range(num\_clusters):

cluster\_data = data[data['cluster'] == cluster]

print(f"Cluster {cluster}:\n{cluster\_data.describe()}")

32. **Scenario:** You work as a data scientist for a real estate company. The company has collected data on various houses, including features such as the size of the house, number of bedrooms, location, and other relevant attributes. The marketing team wants to build a predictive model to estimate the price of houses based on their features. They believe that linear regression modeling can be an effective approach for this task.

**Question:** Your task is write a Python program to perform bivariate analysis and build a linear regression model to predict house prices based on a selected feature (e.g., house size) from the dataset. Additionally, you need to evaluate the model's performance to ensure its accuracy and reliability.

***PROGRAM***:

import numpy as np

import pandas as pd

from sklearn.model\_selection import train\_test\_split

from sklearn.linear\_model import LinearRegression

from sklearn.metrics import mean\_squared\_error, r2\_score

import matplotlib.pyplot as plt

# Load and preprocess the data

data = pd.read\_csv('house\_data.csv') # Replace with your data source

# Selecting features and target

selected\_feature = 'house\_size'

X = data[[selected\_feature]]

y = data['price']

# Split the data into training and testing sets

X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size=0.2, random\_state=0)

# Build the linear regression model

model = LinearRegression()

model.fit(X\_train, y\_train)

# Make predictions on the test data

y\_pred = model.predict(X\_test)

# Evaluate the model's performance

mse = mean\_squared\_error(y\_test, y\_pred)

rmse = np.sqrt(mse)

r2 = r2\_score(y\_test, y\_pred)

print(f"Mean Squared Error: {mse}")

print(f"Root Mean Squared Error: {rmse}")

print(f"R-squared Score: {r2}")

# Visualize the bivariate analysis

plt.scatter(X\_test, y\_test, color='blue', label='Actual Prices')

plt.plot(X\_test, y\_pred, color='red', label='Predicted Prices')

plt.xlabel(selected\_feature)

plt.ylabel('Price')

plt.title('Bivariate Analysis and Linear Regression')

plt.legend()

plt.show()

33. **Scenario:** You work as a data scientist for an automobile company that sells various car models. The company has collected data on different car attributes, such as engine size, horsepower, fuel efficiency, and more, along with their corresponding prices. The marketing team wants to build a predictive model to estimate the price of cars based on their features.

**Question:** Your task is write a Python program that perform linear regression modeling to predict car prices based on a selected set of features from the dataset. Additionally, you need to evaluate the model's performance and provide insights to the marketing team to understand the most influential factors affecting car prices.

***PROGRAM***:

import numpy as np

import pandas as pd

from sklearn.model\_selection import train\_test\_split

from sklearn.linear\_model import LinearRegression

from sklearn.metrics import mean\_squared\_error, r2\_score

import matplotlib.pyplot as plt

# Load and preprocess the data

data = pd.read\_csv('car\_data.csv') # Replace with your data source

# Selecting features and target

selected\_features = ['engine\_size', 'horsepower', 'fuel\_efficiency']

X = data[selected\_features]

y = data['price']

# Split the data into training and testing sets

X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size=0.2, random\_state=0)

# Build the linear regression model

model = LinearRegression()

model.fit(X\_train, y\_train)

# Make predictions on the test data

y\_pred = model.predict(X\_test)

# Evaluate the model's performance

mse = mean\_squared\_error(y\_test, y\_pred)

rmse = np.sqrt(mse)

r2 = r2\_score(y\_test, y\_pred)

print(f"Mean Squared Error: {mse}")

print(f"Root Mean Squared Error: {rmse}")

print(f"R-squared Score: {r2}")

# Analyze feature importance

coefficients = model.coef\_

feature\_importance = pd.Series(coefficients, index=selected\_features)

feature\_importance = feature\_importance.abs().sort\_values(ascending=False)

print("\nFeature Importance:")

print(feature\_importance)

# Visualization

plt.bar(feature\_importance.index, feature\_importance)

plt.xlabel('Feature')

plt.ylabel('Absolute Coefficient Value')

plt.title('Feature Importance')

plt.xticks(rotation=45)

plt.show()

34. **Scenario:** Suppose you are working as a data scientist for a medical research organization. Your team has collected data on patients with a certain medical condition and their treatment outcomes. The dataset includes various features such as age, gender, blood pressure, cholesterol levels, and whether the patient responded positively ("Good") or negatively ("Bad") to the treatment. The organization wants to use this model to identify potential candidates who are likely to respond positively to the treatment and improve their medical approach.

**Question:** Your task is to build a classification model using the KNN algorithm to predict the treatment outcome ("Good" or "Bad") for new patients based on their features. Evaluate the model's performance using accuracy, precision, recall, and F1-score.Make predictions on the test set and display the results.

PROGRAM:

import numpy as np

import pandas as pd

from sklearn.model\_selection import train\_test\_split

from sklearn.neighbors import KNeighborsClassifier

from sklearn.metrics import accuracy\_score, precision\_score, recall\_score, f1\_score, classification\_report

# Load and preprocess the data

data = pd.read\_csv('patient\_data.csv') # Replace with your data source

# Selecting features and target

selected\_features = ['age', 'gender', 'blood\_pressure', 'cholesterol\_levels']

X = data[selected\_features]

y = data['treatment\_outcome']

# Encode categorical variables if needed (e.g., gender)

X\_encoded = pd.get\_dummies(X, columns=['gender'], drop\_first=True)

# Split the data into training and testing sets

X\_train, X\_test, y\_train, y\_test = train\_test\_split(X\_encoded, y, test\_size=0.2, random\_state=0)

# Build the KNN classification model

k = 5 # Number of neighbors

model = KNeighborsClassifier(n\_neighbors=k)

model.fit(X\_train, y\_train)

# Make predictions on the test data

y\_pred = model.predict(X\_test)

# Evaluate the model's performance

accuracy = accuracy\_score(y\_test, y\_pred)

precision = precision\_score(y\_test, y\_pred, average='weighted')

recall = recall\_score(y\_test, y\_pred, average='weighted')

f1 = f1\_score(y\_test, y\_pred, average='weighted')

print(f"Accuracy: {accuracy:.2f}")

print(f"Precision: {precision:.2f}")

print(f"Recall: {recall:.2f}")

print(f"F1-Score: {f1:.2f}")

# Display classification report

print("\nClassification Report:")

print(classification\_report(y\_test, y\_pred))

35. **Scenario**: You work as a data scientist for a retail company that operates multiple stores. The company is interested in segmenting its customers based on their purchasing behavior to better understand their preferences and tailor marketing strategies accordingly. To achieve this, your team has collected transaction data from different stores, which includes customer IDs, the total amount spent in each transaction, and the frequency of visits.

**Question:** Your task is to build a clustering model using the K-Means algorithm to group customers into distinct segments based on their spending patterns.

***PROGRAM***:

import pandas as pd

from sklearn.cluster import KMeans

from sklearn.preprocessing import StandardScaler

import matplotlib.pyplot as plt

# Load and preprocess the data

data = pd.read\_csv('transaction\_data.csv') # Replace with your data source

# Select features for clustering

selected\_features = ['total\_amount\_spent', 'frequency\_of\_visits']

X = data[selected\_features]

# Scale the features

scaler = StandardScaler()

X\_scaled = scaler.fit\_transform(X)

# Choosing the number of clusters using the Elbow Method

inertia = []

for k in range(1, 11):

kmeans = KMeans(n\_clusters=k, random\_state=0)

kmeans.fit(X\_scaled)

inertia.append(kmeans.inertia\_)

# Plot the Elbow Method graph

plt.plot(range(1, 11), inertia, marker='o')

plt.xlabel('Number of Clusters')

plt.ylabel('Inertia')

plt.title('Elbow Method')

plt.show()

# Based on the Elbow Method, choose a suitable number of clusters and apply K-means

num\_clusters = 3 # You can adjust this based on the elbow method graph

kmeans = KMeans(n\_clusters=num\_clusters, random\_state=0)

cluster\_labels = kmeans.fit\_predict(X\_scaled)

# Add the cluster labels to the original data

data['cluster'] = cluster\_labels

# Analyze and interpret the clusters

for cluster in range(num\_clusters):

cluster\_data = data[data['cluster'] == cluster]

print(f"Cluster {cluster}:\n{cluster\_data.describe()}")

36. **Scenario:** You are a data analyst working for a finance company. Your team is interested in analyzing the variability of stock prices for a particular company over a certain period. The company's stock data includes the closing prices for each trading day of the specified period.

**Question:** Your task is to build a Python program that reads the stock data from a CSV file, calculates the variability of stock prices, and provides insights into the stock's price movements.

***PROGRAM***:

import pandas as pd

# Load stock data from CSV file

data = pd.read\_csv('stock\_data.csv') # Replace with your data source

# Extract the closing prices

closing\_prices = data['ClosingPrice']

# Calculate the standard deviation of stock prices

std\_deviation = closing\_prices.std()

# Provide insights based on standard deviation

print("Stock Price Variability Analysis:")

print("---------------------------------")

print(f"Standard Deviation of Prices: {std\_deviation:.2f}")

if std\_deviation < 10:

print("Low variability: The stock's price movements are relatively stable.")

elif std\_deviation < 20:

print("Moderate variability: The stock's price movements show moderate fluctuation.")

else:

print("High variability: The stock's price movements are highly volatile.")

# Analyze price movements based on first and last closing prices

first\_price = closing\_prices.iloc[0]

last\_price = closing\_prices.iloc[-1]

print("\nPrice Movement Trends:")

print("-----------------------")

if first\_price == last\_price:

print("The stock price hasn't changed over the specified period.")

elif first\_price < last\_price:

print("The stock price has generally increased over the specified period.")

else:

print("The stock price has generally decreased over the specified period.")

37. **Scenario:** You are a data scientist working for an educational institution, and you want to explore the correlation between students' study time and their exam scores. You have collected data from a group of students, noting their study time in hours and their corresponding scores in an exam.

**Question:** Identify any potential correlation between study time and exam scores and explore various plotting functions to visualize this relationship effectively.

PROGRAM:

import pandas as pd

import matplotlib.pyplot as plt

import seaborn as sns

# Load data from CSV file

data = pd.read\_csv('student\_data.csv') # Replace with your data source

# Calculate correlation between study time and exam scores

correlation = data['StudyTime'].corr(data['ExamScore'])

# Create a scatter plot

plt.figure(figsize=(8, 6))

plt.scatter(data['StudyTime'], data['ExamScore'])

plt.title(f"Study Time vs. Exam Scores (Correlation: {correlation:.2f})")

plt.xlabel('Study Time (hours)')

plt.ylabel('Exam Score')

plt.grid(True)

plt.show()

# Additional visualization using seaborn (optional)

sns.jointplot(x='StudyTime', y='ExamScore', data=data, kind='reg')

plt.show()