**数据结构实验报告**

|  |  |  |  |
| --- | --- | --- | --- |
| 学号-姓名 |  | 实验时间 | 2023年 12月 8日 |
| 诚信声明 | 手写，签名 | | |
| 实验题目 | 简单排序方法的实现与比较 | | |
| 实验过程中遇到的主要问题 | * 在读取文件并将整数读入数组时，需要处理可能出现的读取错误。 * 在计算排序过程中的比较次数、交换次数以及所消耗的时间时，为了精确地测量这些参数，要使用C++中的时间函数。 | | |
| 实验小结 | 本次实验我实现了冒泡排序、简单选择排序和直接插入排序三种简单排序方法，并对它们的性能进行了比较。我发现，尽管在理论上这三种排序方法的时间复杂度都是O(n^2)，但在实际应用中，它们的性能差距还是很大的。  具体来说，冒泡排序的性能最差，因为其需要进行大量的数据交换和比较；而简单选择排序和直接插入排序的性能要好一些，简单选择排序的交换次数较少，而直接插入排序的比较次数较少。此外，我还发现，直接插入排序在数据近乎有序的情况下，性能可以接近O(n)，这使得它在某些特定情况下比其他两种排序方法更有优势。 | | |
| 数据结构  （自定义数据类型） | #define MAXN 50000  // 使用数组存储顺序表  int \*a = new int[MAXN];  // 存储排序进行的运算次数  struct SortResult {  int comparisons;  int swaps;  }; | | |
| 主要算法  （或算法说明） | 冒泡排序：从数组的开始，比较每一对相邻元素，如果它们的顺序错误就把它们交换过来。这样，每一轮过后，最大的未被排序的元素就会被交换到数组的最后。记录最后一次交换的位置作为下一次的终点，重复这个过程，直到整个数组都排序好（上一次排序未交换）。  简单选择排序：在未排序的数组中找到最小的元素，将其存放到排序序列的起始位置，然后，再从剩余未排序元素中继续寻找最小元素，然后放到已排序序列的末尾。以此类推，直到所有元素均排序完毕。  直接插入排序：从数组的第二个元素开始，将其与前面已排序的数组依次比较，来插入到前面已排序的数组中正确的位置。重复这个过程，直到整个数组都排序好。 | | |
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|  |  |  |  |
| --- | --- | --- | --- |
| 学号-姓名 |  | 实验时间 | 2023年 12月 8日 |
| 诚信声明 | 手写，签名 | | |
| 实验题目 | 堆排序的实现 | | |
| 实验过程中遇到的主要问题 | * 在生成随机数的过程中要保证生成的随机数具有足够的随机性，以便于正确测试堆排序算法的平均情况的效率。 * 在测量排序过程所消耗的时间时，需要保证测量的准确性。因为堆排序的时间复杂度是O(n\*log(n))，所以当处理的数据量不够大时，时间测量的误差可能会影响到实验结果的准确性。 | | |
| 实验小结 | 本次实验我成功地使用堆排序算法对我随机生成的20000个整数进行了排序，同时也测量了其平均性能。在排序过程中，我记录了元素的比较次数、交换次数以及排序过程所消耗的时间。我验证了，堆排序的效率确实满足其时间复杂度O(n\*log(n))的理论预期，证明了堆排序在处理大量数据时的优越性。这次实验使我们更深入地理解了堆排序的原理和性能。 | | |
| 数据结构  （自定义数据类型） | #define MAXN 50000  // 使用数组存储堆  int \*a = new int[MAXN];  // 存储排序进行的运算次数  struct SortResult {  int comparisons;  int swaps;  }; | | |
| 主要算法  （或算法说明） | 堆排序：  堆排序是一种树形选择排序，是对直接选择排序的有效改进，步骤如下。   1. 将待排序的序列构造成一个大顶堆（正序从小到大排列）。此时，整个序列的最大值就是堆顶的根节点。 2. 将根节点与最后一个元素交换位置，然后从堆中删除最后一个元素。此时，得到的新的根节点可能违反堆的性质，因此需要对当前的根节点使用筛选算法，使之成为新的大顶堆。 3. 重复步骤2，直到堆中只剩下一个元素。 | | |