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1. Introduction

본 프로젝트는 MIPS 파이프라인 구조에서 주어진 shell\_sort 어셈블리 코드를 기반으로, data 및 control 의존성을 고려한 명령어 흐름을 구현하는 데 목적이 있다. 명령어 간의 RAW(RAW: Read After Write) hazard과 control hazard를 파악하여, NOP 삽입 또는 ALU Forwarding을 통해 pipeline stall을 해소한다. 모든 명령어는 32비트 바이너리 형태로 변환되어 M\_TEXT\_SEG.txt에 저장되며, 포워딩 제어 신호는 A/B 포트 기준으로 M\_TEXT\_FWD.txt에 기록된다. 프로젝트는 shell\_sort.asm → M\_TEXT\_SEG.txt 변환, M\_TEXT\_FWD.txt 작성, 시뮬레이션 검증 단계로 구성되며, 명령어 실행 결과는 reg\_dump.txt와 mem\_dump.txt를 통해 확인된다.

2. Assignment

2-1. 프로젝트 이론 설명

**Structural Hazards**: 명령어 수행 중 메모리 자원을 동시에 접근하여 발생하는 hazard이다. 본 구현에서는 Instruction Memory(IM)과 Data Memory(DM)가 분리되어 있기 때문에 발생하지 않는다.

**Data Hazards:**

RAW (Read After Write)

이전 명령어가 특정 레지스터를 write한 후, 그 다음 명령어가 같은 레지스터를 read하려는 경우 발생한다. 본 프로젝트의 파이프라인 구조에서 유일하게 발생 가능한 데이터 의존성이다.

|  |
| --- |
| add $2, $1, $3  sub $4, $2, $5  EX 단계에서 $2가 필요하므로, 이전 명령어 결과가 WB 단계에 도달하기 전까지는 Forwarding 또는 NOP 삽입을 통해 해결해야 한다. |

WAW (Write After Write) 및 WAR (Write After Read)

본 구현에서는 명령어의 write-back이 고정된 WB 단계에서만 이루어지므로, 동일한 레지스터를 두 명령어가 동시에 쓰거나(WAW), 후속 명령어가 먼저 읽는 경우(WAR)는 존재하지 않는다. 본 구현에 사용된 파이프라인에서는 RAW data hazards만 발생한다.

**Control Hazards**

Control Hazard는 분기(branch)나 점프(jump) 명령어의 실행 결과에 따라 프로그램 흐름이 바뀌기 때문에, 분기 여부가 확정되기 전까지 다음 명령어를 fetch하면 발생한다.

|  |
| --- |
| beq $1, $2, LABEL  add $3, $4, $5 # 이미 fetch  본 프로젝트의 MIPS 파이프라인에서는 branch 조건 판단은 ID stage에서 수행된다. 하지만 다음 명령어는 이미 **IF 단계에서 fetch**된 상태이기 때문에, 이 명령어가 잘못 실행될 가능성이 있다. |

H/W적으로 hazard를 피하는 방법으로 Forwarding Unit의 추가가 있다. MM 단계(ALU 결과)나 WB 단계의 데이터를 EX 단계의 ALU 입력으로 전달하는 구조이다.

본 프로젝트에서는 M\_TEXT\_FWD.txt파일을 통해 다음과 같은 제어 신호 조합을 사용하여 forwarding을 구현하였다:

00: From Register file of ID stage to EX stage

01: From ALU output of MM stage

10: From Writeback data of WB stage

branch 조건 판단은 ID 단계에서 이루어지므로, 피연산자로 사용되는 레지스터($rs, $rt)의 값이 이전 명령어에서 write되는 경우, ID 단계에서 필요한 값을 사용할 수 없어 data hazard가 발생한다.  
본 구현에서는 ID 단계로의 포워딩 경로가 존재하지 않기 때문에, **nop을 삽입**하여 branch 명령어가 올바른 값을 참조하도록 해야 한다.

load 명령어는 데이터가 MEM 완료 후에서야 도출되므로, 바로 다음 명령어가 EX 단계에서 그 값을 사용하는 경우에는 Forwarding만으로 해결이 불가능하다. 이 경우에는 **Forwarding + 1 cycle NOP** 조합으로 해결했다.

S/W적으로 hazard를 피하는 방법은 stall이 있다. 예를 들어,

|  |  |
| --- | --- |
| sub $2, $1, $3  and $12, $2, $5  or $13, $6, $2  add $14, $2, $2  sub 명령어의 $2와 파란색으로 표시한 부분 간에 data 의존성이 존재한다. | sub $2, $1, $3  nop  nop  nop  and $12, $2, $5  or $13, $6, $2  add $14, $2, $2  nop 3개를 추가하여 sub 명령어의 $2와 나머지 세 명령어 간의 data hazards를 해결할 수 있다. |

하지만, stall은 프로그램 실행 시간을 늦추는 치명적인 단점이 존재한다. S/W적으로 stall 및 hazard를 피하는 또다른 방법은, code scheduling이다. 예를 들어,

|  |  |
| --- | --- |
| lw $t1, 0($t0)  lw $t2, 4($t0)  nop  add $t3, $t1, $t2  sw $t3, 12($t0)  lw $t4, 8($t0)  nop  add $t5, $t1, $t4  sw $t5, 16($t0)  해당 경우 발생한 data hazard를 해결하기 위해서는 2개의 nop가 추가되고, 전체 사이클 수는 13이다. (Load-Use Hazard + forwarding 상정) | lw $t1, 0($t0)  lw $t2, 4($t0)  lw $t4, 8($t0)  add $t3, $t1, $t2  sw $t3, 12($t0)  add $t5, $t1, $t4  sw $t5, 16($t0)  code scheduling을 통해 lw 명령어 1 또는 2 cycle 이후에 add 명령어를 배치하여, stall 없이도 hazard를 해결하게 된다. 전체 사이클 수는 11로 감소한다. |

control hazards를 해결하는 방법으로 prediction이 있다. 기본적으로 branch가 실제로는 not taken이라고 가정하여 fetch를 계속 진행하고, 실제 taken일 경우 rollback 처리하는 방식이다. branch target buffer를 사용하는 2-bit prediction 기법이 존재한다.

또다른 방법으로는 delayed branch가 있다. branch 또는 jump 명령어 바로 이후에 무조건 fetch되는 명령어를 배치한다. 이 명령어를 “branch slot”이라 하며 해당 프로젝트 구현에는 nop를 사용했다.

2-2. Find All Dependencies and Simulate the provided sort code

|  |
| --- |
| 먼저, 제공된 Radix Sort 어셈블리 코드에서 발생한 data hazards를 초록색으로, control hazards를 빨간색으로 표시했다.  C:\Users\HJ\OneDrive\Documents\카카오톡 받은 파일\KakaoTalk_20250524_005336919.jpg  이렇게 발생한 hazards를 각각 설명한 이후,  a. 기존 어셈블리코드에서 Forwarding 제어 없이 필요 없는 NOP만 제거한 시뮬레이션  b. 기존 어셈블리코드에서 Forward 제어신호를 추가하여 더 많은 NOP를 제거하여, 재구성된 어셈블리 코드 시뮬레이션  으로 시나리오를 나누어 어셈블리 코드를 재구성하고 시뮬레이션을 수행하겠다. |

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 1. addi $3, $0, 16 <-> add $4, $0, $3     |  |  |  |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | | addi | IF | ID | EX | MEM | WB |  |  |  |  | | add |  | IF | ID | EX | MEM | WB |  |  |  |   addi가 $3 레지스터에 값을 쓰는 시점은 WB 단계이고, add는 해당 값을 ID 단계에서 읽으려 하기 때문에 WB에서 쓰기 완료되기 전에 ID에서 읽기가 발생해 raw data hazard가 발생한다.  a.     |  |  |  |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | | addi | IF | ID | EX | MEM | WB |  |  |  |  | | add |  | stall | stall | stall | IF | ID | EX | MEM | WB |   nop을 3개만 삽입하여 add의 실행을 stall시킴으로써, addi가 WB에서 값을 쓴 이후에 add가 EX에서 $3을 사용할 수 있게 한다.  b.     |  |  |  |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | | addi | IF | ID | EX | MEM | WB |  |  |  |  | | add |  | IF | ID | EX | MEM | WB |  |  |  |   forwarding 유닛을 사용하여 addi의 EX 결과를 add의 EX 단계로 직접 전달해 더 많은 nop를제거하고 hazard를 제거한다. M\_TEXT\_FWD.txt에는 b 포트에 01을 설정하여 포워딩 경로를 지정한다. |

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 2. add $4, $0, $3 <-> srl $4, $4, 1     |  |  |  |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | | add | IF | ID | EX | MEM | WB |  |  |  |  | | srl |  | IF | ID | EX | MEM | WB |  |  |  |   add가 $4 레지스터에 값을 쓰는 시점은 WB 단계이고, srl은 해당 값을 ID 단계에서 읽으려 하기 때문에 WB에서 쓰기 완료되기 전에 ID에서 읽기가 발생해 raw data hazard가 발생한다.  a.     |  |  |  |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | | add | IF | ID | EX | MEM | WB |  |  |  |  | | srl |  | stall | stall | stall | IF | ID | EX | MEM | WB |   nop을 3개만 삽입하여 srl의 실행을 지연시킴으로써, add가 WB에서 값을 쓴 이후에 srl이 EX 단계에서 $4를 사용할 수 있게 한다.  b.    slt <-> beq 간에는 $1에 대한 data hazard가 존재하며, 본 구현에서는 ID stage로의 포워딩 신호가 없기 때문에 nop을 제거할 수 없다. 만약 add <-> srl 간 nop를 제거하고 포워딩한다고 하면, beq에서 L1로 분기 시에 srl 명령어는 $5 값을 beq 명령어 이후에 포워딩하려 시도하게 된다. add가 아닌 잘못된 명령어로부터 값을 전달받게 되므로 add <-> srl 간의 hazard는 nop을 통해서만 해결 가능하며 제거할 수 없다. |

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 3. srl $4, $4, 1 <-> blez $4, done     |  |  |  |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | | srl | IF | ID | EX | MEM | WB |  |  |  |  | | blez |  | IF | ID | EX | MEM | WB |  |  |  |   srl이 $4 레지스터에 값을 쓰는 시점은 WB 단계이고, blez는 해당 값을 ID 단계에서 조건 판단에 사용하기 때문에 WB에서 쓰기 완료되기 전에 ID에서 읽기가 발생해 raw data hazard가 발생한다.  a.     |  |  |  |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | | srl | IF | ID | EX | MEM | WB |  |  |  |  | | blez |  | stall | stall | stall | IF | ID | EX | MEM | WB |   nop을 3개만 삽입하여 blez의 실행을 지연시킴으로써, srl이 WB에서 값을 쓴 이후에 blez가 ID에서 $4를 사용할 수 있게 한다.    해당 nop 삽입으로 srl와 blez 바로 아래 명령어인 add $5, $4, $0와의 $4 hazard도 해결됐다.  b.    srl <-> beq 간에는 $4에 대한 data hazard가 존재하며, 본 구현에서는 ID stage로의 포워딩 신호가 없기 때문에 nop을 더 이상 제거할 수 없다. |

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 4. blez $4, done <-> add $5, $4, 0     |  |  |  |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | | blez | IF | ID | EX | MEM | WB |  |  |  |  | | add |  | IF | ID | EX | MEM | WB |  |  |  |   blez는 ID 단계에서 분기 여부를 판단하지만, 다음 명령어인 add는 이미 IF 단계에서 fetch된 상태이다. 분기 결과에 따라 add 명령어가 실행되지 않아야 할 수도 있기 때문에, 잘못된 명령어가 실행되는 control hazard가 발생한다.  a.    해결을 위해 blez 다음에 무조건 실행되는 delay slot으로 nop을 하나만 삽입하여 분기 결과가 확정되기 전 잘못된 명령어가 실행되지 않도록 한다.  b.    control hazard는 forwarding으로 해결할 수 없으므로, 해결 방식은 a와 동일하며 더 이상 nop를 제거할 수 없다. |

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 5. add $5, $4, 0<-> slt $1, $5, $3     |  |  |  |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | | add | IF | ID | EX | MEM | WB |  |  |  |  | | slt |  | IF | ID | EX | MEM | WB |  |  |  |   add가 $5 레지스터에 값을 쓰는 시점은 WB 단계이고, slt는 해당 값을 ID 단계에서 읽으려 하기 때문에 WB에서 쓰기 완료되기 전에 ID에서 읽기가 발생해 raw data hazard가 발생한다.  a.     |  |  |  |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | | add | IF | ID | EX | MEM | WB |  |  |  |  | | slt |  | stall | stall | stall | IF | ID | EX | MEM | WB |   nop을 3개만 삽입하여 slt 명령어의 실행을 지연시킴으로써, add가 WB에서 $5 값을 쓴 이후에 slt가 ID에서 이를 읽을 수 있도록 한다.  b.    만약 add ↔ slt 간의 nop을 더 제거하고 포워딩으로 해결하려 한다면, j 명령어가 L2로 분기할 경우 slt 명령어는 add의 결과가 WB에 도달하기 전에 실행되며, $5 값을 j 명령어 이후에 포워딩하려 시도하게 된다. 이로 인해 slt는 add가 아닌 잘못된 명령어로부터 값을 전달받게 되므로, add ↔ slt 간의 hazard는 반드시 nop을 통해 해결되어야 하며, 제거할 수 없다. |

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 6. slt $1, $5, $3<-> beq $1, $0, L1     |  |  |  |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | | slt | IF | ID | EX | MEM | WB |  |  |  |  | | beq |  | IF | ID | EX | MEM | WB |  |  |  |   slt가 $1 레지스터에 값을 쓰는 시점은 WB 단계이고, beq는 해당 $1 값을 ID 단계에서 분기 조건 판단에 사용한다. 따라서 WB에서 쓰기 완료되기 전에 ID에서 read가 발생하여 raw data hazard가 발생한다.  a.     |  |  |  |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | | slt | IF | ID | EX | MEM | WB |  |  |  |  | | beq |  | stall | stall | stall | IF | ID | EX | MEM | WB |   nop을 3개만 삽입하여 beq의 실행을 지연시킴으로써, slt이 WB에서 값을 쓴 이후에 beq가 ID에서 $1를 사용할 수 있게 한다.  b.    slt ↔ beq 간에는 $1에 대한 data hazard가 존재하며, beq는 ID 단계에서 $1 값을 읽는다. 본 구현에서는 ID stage로의 포워딩 경로가 없기 때문에 nop을 제거할 수 없다. 해당 hazard는 반드시 nop을 통해 해결되어야 하며 nop를 더 이상 제거할 수 없다. |

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 7. beq $1, $0, L1<-> sll $6, $5, 2     |  |  |  |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | | beq | IF | ID | EX | MEM | WB |  |  |  |  | | sll |  | IF | ID | EX | MEM | WB |  |  |  |   beq는 ID 단계에서 분기 조건을 판단하지만, 다음 명령어인 sll은 이미 IF 단계에서 fetch된 상태이다. 분기 결과에 따라 sll 명령어가 실행되지 않아야 할 수도 있음에도 불구하고, 해당 명령어가 실행되어 잘못된 동작이 발생할 수 있는 control hazard가 발생한다.  a.    해결을 위해 beq 다음에 무조건 실행되는 delay slot으로 nop을 하나만 삽입하여 분기 결과가 확정되기 전 잘못된 명령어가 실행되지 않도록 한다.  b.    control hazard는 forwarding으로 해결할 수 없으므로, 해결 방식은 a와 동일하며 더 이상 nop를 제거할 수 없다. |

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 8. sll $6, $5, 2<-> add $6, $6, $2     |  |  |  |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | | sll | IF | ID | EX | MEM | WB |  |  |  |  | | add |  | IF | ID | EX | MEM | WB |  |  |  |   sll가 $6 레지스터에 값을 쓰는 시점은 WB 단계이고, add는 해당 값을 ID 단계에서 읽으려 하기 때문에 WB에서 쓰기 완료되기 전에 ID에서 읽기가 발생해 raw data hazard가 발생한다.  a.     |  |  |  |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | | sll | IF | ID | EX | MEM | WB |  |  |  |  | | add |  | stall | stall | stall | IF | ID | EX | MEM | WB |   nop을 3개만 삽입하여 add의 실행을 stall시킴으로써, sll가 WB에서 값을 쓴 이후에 add가 EX에서 $6을 사용할 수 있게 한다.  b.     |  |  |  |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | | sll | IF | ID | EX | MEM | WB |  |  |  |  | | add |  | IF | ID | EX | MEM | WB |  |  |  |   forwarding 유닛을 사용하여 sll의 EX 결과를 add의 EX 단계로 직접 전달해 더 많은 nop를 제거하고 hazard를 제거한다. M\_TEXT\_FWD.txt에는 a 포트에 01을 설정하여 포워딩 경로를 지정한다. |

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 9. add $6, $6, $2<-> lw $7, 0($6)     |  |  |  |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | | add | IF | ID | EX | MEM | WB |  |  |  |  | | lw |  | IF | ID | EX | MEM | WB |  |  |  |   add는 WB 단계에서 $6에 값을 쓰고, lw는 EX 단계에서 $6을 주소 계산에 사용한다. 따라서 WB 전에 read가 발생하여 RAW data hazard가 발생한다.  a.     |  |  |  |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | | add | IF | ID | EX | MEM | WB |  |  |  |  | | lw |  | stall | stall | stall | IF | ID | EX | MEM | WB |   nop을 3개만 삽입하여 lw의 실행을 stall시킴으로써, add가 WB에서 값을 쓴 이후에 lw가 EX에서 $6을 사용할 수 있게 한다.  b.     |  |  |  |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | | add | IF | ID | EX | MEM | WB |  |  |  |  | | lw |  | IF | ID | EX | MEM | WB |  |  |  |   forwarding 유닛을 사용하여 add의 EX 결과를 lw의 EX 단계로 직접 전달해 더 많은 nop를 제거하고 hazard를 제거한다. M\_TEXT\_FWD.txt에는 a 포트에 01을 설정하여 포워딩 경로를 지정한다. |

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 10. add $8, $5, $0<-> sub $9, $8, $4     |  |  |  |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | | add | IF | ID | EX | MEM | WB |  |  |  |  | | sub |  | IF | ID | EX | MEM | WB |  |  |  |   add가 $8 레지스터에 값을 쓰는 시점은 WB 단계이고, sub는 해당 값을 ID 단계에서 읽으려 하기 때문에 WB에서 쓰기 완료되기 전에 ID에서 읽기가 발생해 raw data hazard가 발생한다.  a.     |  |  |  |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | | add | IF | ID | EX | MEM | WB |  |  |  |  | | sub |  | stall | stall | stall | IF | ID | EX | MEM | WB |   nop을 3개만 삽입하여 sub 명령어의 실행을 지연시킴으로써, add가 WB에서 $8 값을 쓴 이후에 sub가 ID에서 이를 읽을 수 있도록 한다.  b.    만약 add ↔ sub 간의 nop을 제거하고 포워딩으로 해결하려 한다면, j 명령어가 L3로 분기할 경우 sub 명령어는 add의 결과가 WB에 도달하기 전에 실행되며, $8 값을 j 명령어 이후에 포워딩하려 시도하게 된다. 이로 인해 sub는 add가 아닌 잘못된 명령어로부터 값을 전달받게 되므로, add ↔ sub 간의 hazard는 반드시 nop을 통해 해결되어야 하며, 더 이상 제거할 수 없다. |

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 11. sub $9, $8, $4 <-> bltz $9, L4     |  |  |  |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | | sub | IF | ID | EX | MEM | WB |  |  |  |  | | bltz |  | IF | ID | EX | MEM | WB |  |  |  |   sub이 $9 레지스터에 값을 쓰는 시점은 WB 단계이고, bltz는 해당 값을 ID 단계에서 조건 판단에 사용하기 때문에 WB에서 쓰기 완료되기 전에 ID에서 읽기가 발생해 raw data hazard가 발생한다.  a.     |  |  |  |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | | sub | IF | ID | EX | MEM | WB |  |  |  |  | | bltz |  | stall | stall | stall | IF | ID | EX | MEM | WB |   nop을 3개만 삽입하여 bltz의 실행을 지연시킴으로써, sub이 WB에서 값을 쓴 이후에 bltz가 ID에서 $9를 사용할 수 있게 한다.    해당 nop 삽입으로 sub와 bltz 바로 아래 명령어인 sll $10, $9, 2와의 $9 hazard도 해결됐다.  b.    sub <-> bltz 간에는 $9에 대한 data hazard가 존재하며, 본 구현에서는 ID stage로의 포워딩 신호가 없기 때문에 nop을 더 이상 제거할 수 없다. |

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 12. bltz $9, L4 <-> sll $10, $9, 2     |  |  |  |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | | bltz | IF | ID | EX | MEM | WB |  |  |  |  | | sll |  | IF | ID | EX | MEM | WB |  |  |  |   bltz는 ID 단계에서 분기 조건을 판단하지만, 다음 명령어인 sll은 이미 IF 단계에서 fetch된 상태이다. 분기 결과에 따라 sll 명령어가 실행되지 않아야 할 수도 있음에도 불구하고, 해당 명령어가 실행되어 잘못된 동작이 발생할 수 있는 control hazard가 발생한다.  a.    해결을 위해 bltz 다음에 무조건 실행되는 delay slot으로 nop을 한 개만 삽입하여 분기 결과가 확정되기 전 잘못된 명령어가 실행되지 않도록 한다.  b.    control hazard는 forwarding으로 해결할 수 없으므로, 해결 방식은 a와 동일하며 더 이상 nop를 제거할 수 없다. |

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 13. sll $10, $9, 2<-> add $10, $2, $10     |  |  |  |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | | sll | IF | ID | EX | MEM | WB |  |  |  |  | | add |  | IF | ID | EX | MEM | WB |  |  |  |   sll가 $10 레지스터에 값을 쓰는 시점은 WB 단계이고, add는 해당 값을 ID 단계에서 읽으려 하기 때문에 WB에서 쓰기 완료되기 전에 ID에서 읽기가 발생해 raw data hazard가 발생한다.  a.     |  |  |  |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | | sll | IF | ID | EX | MEM | WB |  |  |  |  | | add |  | stall | stall | stall | IF | ID | EX | MEM | WB |   nop을 3개만 삽입하여 add의 실행을 stall시킴으로써, sll가 WB에서 값을 쓴 이후에 add가 EX에서 $10을 사용할 수 있게 한다.  b.     |  |  |  |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | | sll | IF | ID | EX | MEM | WB |  |  |  |  | | add |  | IF | ID | EX | MEM | WB |  |  |  |   forwarding 유닛을 사용하여 sll의 EX 결과를 add의 EX 단계로 직접 전달해 더 많은 nop를 제거하고 hazard를 제거한다. M\_TEXT\_FWD.txt에는 b 포트에 01을 설정하여 포워딩 경로를 지정한다. |

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 14. add $10, $2, $10<-> lw $11, 0($10)     |  |  |  |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | | add | IF | ID | EX | MEM | WB |  |  |  |  | | lw |  | IF | ID | EX | MEM | WB |  |  |  |   add는 WB 단계에서 $10에 값을 쓰고, lw는 EX 단계에서 $10을 주소 계산에 사용한다. 따라서 WB 전에 read가 발생하여 RAW data hazard가 발생한다.  a.     |  |  |  |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | | add | IF | ID | EX | MEM | WB |  |  |  |  | | lw |  | stall | stall | stall | IF | ID | EX | MEM | WB |   nop을 3개만 삽입하여 lw의 실행을 stall시킴으로써, add가 WB에서 값을 쓴 이후에 lw가 EX에서 $10을 사용할 수 있게 한다.  b.     |  |  |  |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | | add | IF | ID | EX | MEM | WB |  |  |  |  | | lw |  | IF | ID | EX | MEM | WB |  |  |  |   forwarding 유닛을 사용하여 add의 EX 결과를 lw의 EX 단계로 직접 전달해 더 많은 nop를 제거하고 hazard를 제거한다. M\_TEXT\_FWD.txt에는 a 포트에 01을 설정하여 포워딩 경로를 지정한다. |

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 15. lw $11, 0($10) <-> slt $1, $7, $11     |  |  |  |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | | lw | IF | ID | EX | MEM | WB |  |  |  |  | | slt |  | IF | ID | EX | MEM | WB |  |  |  |   lw는 WB 단계에서 $11 값을 write하지만, 바로 다음 명령어인 slt는 ID 단계에서 $11 값을 읽으려고 한다. 하지만 메모리로부터 값을 가져오는 lw의 특성상, 데이터는 MEM 단계 이후에야 유효하다. 이로 인해 forwarding만으로는 hazard를 완전히 해결할 수 없고, load-use hazard가 발생한다.  a.     |  |  |  |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | | lw | IF | ID | EX | MEM | WB |  |  |  |  | | slt |  | stall | stall | stall | IF | ID | EX | MEM | WB |   lw와 slt 사이에 nop을 3개만 삽입하여 slt의 실행을 WB 이후로 지연시킨다. lw가 WB에서 값을 쓴 이후에 slt가 EX에서 $11을 사용할 수 있게 한다.  .b.     |  |  |  |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | | lw | IF | ID | EX | MEM | WB |  |  |  |  | | slt |  | IF | ID | stall | EX | MEM | WB |  |  |   forwarding을 적용하고 slt의 실행을 1 사이클만 지연(nop 1개 삽입)함으로써, lw의 WB 값을 slt의 EX 단계로 포워딩하여 hazard를 해소한다. 이때 M\_TEXT\_FWD.txt에서는 slt의 b 포트에 10을 설정하여 WB에서 값을 전달받도록 구성한다. |

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 16. slt $1, $7, $11 <-> beq $1, $0, L4     |  |  |  |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | | slt | IF | ID | EX | MEM | WB |  |  |  |  | | beq |  | IF | ID | EX | MEM | WB |  |  |  |   slt이 $1 레지스터에 값을 쓰는 시점은 WB 단계이고, beq는 해당 값을 ID 단계에서 조건 판단에 사용하기 때문에 WB에서 쓰기 완료되기 전에 ID에서 읽기가 발생해 raw data hazard가 발생한다.  a.     |  |  |  |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | | slt | IF | ID | EX | MEM | WB |  |  |  |  | | beq |  | stall | stall | stall | IF | ID | EX | MEM | WB |   nop을 3개만 삽입하여 beq의 실행을 지연시킴으로써, slt이 WB에서 값을 쓴 이후에 beq가 ID에서 $1를 사용할 수 있게 한다.  .  b.    slt <-> beq 간에는 $1에 대한 data hazard가 존재하며, beq는 해당 값을 ID 단계에서 조건 판단에 사용하지만 본 구현에서는 ID stage로의 포워딩 신호가 없기 때문에 nop을 더 이상 제거할 수 없다. |

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 17. add $8, $9, $0 <-> sub $9, $8, $4     |  |  |  |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | | add | IF | ID | EX | MEM | WB |  |  |  |  | | j |  | IF | ID | EX | MEM | WB |  |  |  | | sub |  |  | IF | ID | EX | MEM | WB |  |  |   add이 $8 레지스터에 값을 쓰는 시점은 WB 단계이고, sub는 해당 값을 EX 단계에서 사용하기 때문에 WB에서 쓰기 완료되기 전에 ID에서 읽기가 발생해 raw data hazard가 발생한다.  a.     |  |  |  |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | | add | IF | ID | EX | MEM | WB |  |  |  |  | | j |  | stall | stall | IF | ID | EX | MEM | WB |  | | sub |  |  |  |  | IF | ID | EX | MEM | WB |   해결을 위해 먼저 add 다음에 nop을 하나 추가하고, j 다음에 무조건 실행되는 delay slot으로 nop을 한 개만 삽입하여 sub 실행 전 총 3 cycles이 소요되도록 구성했다. add가 WB에서 쓰기 완료 후 sub가 $8를 read할 수 있다.  b.    만약 add ↔ sub 간의 nop을 제거하고 sub에 포워딩 신호를 입력하면, j 명령어가 L3로 분기할 경우 sub 명령어는 add의 결과가 WB에 도달하기 전에 실행되며, $8 값을 j 명령어 이후에 포워딩하려 시도하게 된다. 이로 인해 sub는 add가 아닌 잘못된 명령어로부터 값을 전달받게 되므로, add ↔ sub 간의 hazard는 반드시 nop을 통해 해결되어야 하며, 더 이상 제거할 수 없다. |

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 18. j L3 <-> sw $7, 0($6)     |  |  |  |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | | j | IF | ID | EX | MEM | WB |  |  |  |  | | sw |  | IF | ID | EX | MEM | WB |  |  |  |   j 명령어는 ID 단계에서 분기 대상 주소를 결정하지만, 다음 명령어인 sw는 이미 IF 단계에서 fetch되어 실행 대기 중인 상태이다. 만약 점프가 실제로 발생한다면, sw는 실행되어서는 안 되는 명령어가 되며 이로 인해 잘못된 동작이 발생할 수 있는 control hazard가 발생한다.  a.    j 명령어 다음에 무조건 실행되는 delay slot에 nop을 하나만 삽입함으로써, 분기 결과가 확정되기 전 잘못된 명령어가 실행되지 않도록 한다.  b.    control hazard는 forwarding으로 해결할 수 없으므로, 해결 방식은 a와 동일하며 더 이상 nop를 제거할 수 없다. |

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 19. addi $5, $5, 1 <-> slt $1, $5, $3     |  |  |  |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | | addi | IF | ID | EX | MEM | WB |  |  |  |  | | j |  | IF | ID | EX | MEM | WB |  |  |  | | slt |  |  | IF | ID | EX | MEM | WB |  |  |   addi이 $5 레지스터에 값을 쓰는 시점은 WB 단계이고, slt는 해당 값을 EX 단계에서 사용하기 때문에 WB에서 쓰기 완료되기 전에 ID에서 읽기가 발생해 raw data hazard가 발생한다.  a.     |  |  |  |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | | addi | IF | ID | EX | MEM | WB |  |  |  |  | | j |  | stall | stall | IF | ID | EX | MEM | WB |  | | slt |  |  |  |  | IF | ID | EX | MEM | WB |   해결을 위해 먼저 addi 다음에 nop을 하나 추가하고, j 다음에 무조건 실행되는 delay slot으로 nop을 한 개만 삽입하여 slt 실행 전 총 3 cycles이 소요되도록 구성했다. addi에서 WB에서 쓰기 완료 후 slt가 $5를 read할 수 있다.  b.    만약 add ↔ slt 간의 nop을 제거하고 slt에 포워딩 신호를 입력하면, j 명령어가 L2로 분기할 경우 slt 명령어는 add의 결과가 WB에 도달하기 전에 실행되며, $5 값을 j 명령어 이후에 포워딩하려 시도하게 된다. 이로 인해 slt는 add가 아닌 잘못된 명령어로부터 값을 전달받게 되므로, add ↔ slt 간의 hazard는 반드시 nop을 통해 해결되어야 하며, 더 이상 제거할 수 없다. |

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 20. j L2 <-> break     |  |  |  |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | | j | IF | ID | EX | MEM | WB |  |  |  |  | | break |  | IF | ID | EX | MEM | WB |  |  |  |   j 명령어는 ID 단계에서 분기 대상 주소를 결정하지만, 다음 명령어인 break는 이미 IF 단계에서 fetch되어 실행 대기 중인 상태이다. 만약 점프가 실제로 발생한다면, break는 실행되어서는 안 되는 명령어가 되며 이로 인해 잘못된 동작이 발생할 수 있는 control hazard가 발생한다.  a.    j 명령어 다음에 무조건 실행되는 delay slot에 nop을 하나만 삽입함으로써, 분기 결과가 확정되기 전 잘못된 명령어가 실행되지 않도록 한다.  b.    control hazard는 forwarding으로 해결할 수 없으므로, 해결 방식은 a와 동일하며 더 이상 nop를 제거할 수 없다. |

|  |
| --- |
| 각 명령어 사이에 4 nops가 추가된 주어진 radix sort 시뮬레이션 결과, 사이클 수는 5227 이다. |

|  |
| --- |
| a. 기존 어셈블리코드에서 Forwarding 제어 없이 필요 없는 NOP만 제거한 시뮬레이션을 위한 radix sort 어셈블리 코드를 변환한 M\_TEXT\_SEG.txt에 주석을 작성한 결과이다.  00100000\_00000010\_00100000\_00000000 // 00\_00 main: addi $2, $0, 0x2000  00100000\_00000011\_00000000\_00010000 // 00\_00 addi $3, $0, 16  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  00000000\_00000011\_00100000\_00100000 // 00\_00 add $4, $0, $3  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  00000000\_00000100\_00100000\_01000010 // 00\_00 L1: srl $4, $4, 1  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  00011000\_10000000\_00000000\_00111101 // 00\_00 blez $4, done  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  00000000\_10000000\_00101000\_00100000 // 00\_00 add $5, $4, $0  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  00000000\_10100011\_00001000\_00101010 // 00\_00 L2: slt $1, $5, $3  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  00010000\_00100000\_11111111\_11110001 // 00\_00 beq $1, $0, L1  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  00000000\_00000101\_00110000\_10000000 // 00\_00 sll $6, $5, 2  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  00000000\_11000010\_00110000\_00100000 // 00\_00 add $6, $6, $2  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  10001100\_11000111\_00000000\_00000000 // 00\_00 lw $7, 0($6)  00000000\_10100000\_01000000\_00100000 // 00\_00 add $8, $5, $0  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  00000001\_00000100\_01001000\_00100010 // 00\_00 L3: sub $9, $8, $4  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  00000101\_00100000\_00000000\_00011010 // 00\_00 bltz $9, L4  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  00000000\_00001001\_01010000\_10000000 // 00\_00 sll $10, $9, 2  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  00000000\_01001010\_01010000\_00100000 // 00\_00 add $10, $10, $2  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  10001101\_01001011\_00000000\_00000000 // 00\_00 lw $11, 0($10)  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  00000000\_11101011\_00001000\_00101010 // 00\_00 slt $1, $7, $11  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  00010000\_00100000\_00000000\_00001000 // 00\_00 beq $1, $0, L4  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  10101100\_11001011\_00000000\_00000000 // 00\_00 sw $11, 0($6)  00000001\_01000000\_00110000\_00100000 // 00\_00 add $6, $10, $0  00000001\_00100000\_01000000\_00100000 // 00\_00 add $8, $9, $0  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  00001000\_00000000\_00000000\_00100110 // 00\_00 j L3  000000000\_00000000\_00000000\_00000000 // 00\_00 nop  10101100\_11000111\_00000000\_00000000 // 00\_00 L4: sw $7, 0($6)  00100000\_10100101\_00000000\_00000001 // 00\_00 addi $5, $5, 1  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  00001000\_00000000\_00000000\_00010011 // 00\_00 j L2  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  00000000\_00000000\_00000000\_00001101 // 00\_00 done: break    a 시뮬레이션 결과 위와 같이 사이클 수가 5227(4 nops)->3275로 줄어들었다. |

|  |
| --- |
| b. 기존 어셈블리코드에서 Forward 제어 신호를 추가하여 더 많은 NOP를 제거하여, 재구성된 어셈블리 코드 시뮬레이션위한 radix sort 어셈블리 코드를 변환한 M\_TEXT\_SEG.txt에 주석을 작성한 결과이다.  00100000\_00000010\_00100000\_00000000 // 00\_00 main: addi $2, $0, 0x2000  00100000\_00000011\_00000000\_00010000 // 00\_00 addi $3, $0, 16  00000000\_00000011\_00100000\_00100000 // 00\_00 add $4, $0, $3  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  00000000\_00000100\_00100000\_01000010 // 00\_00 L1: srl $4, $4, 1  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  00011000\_10000000\_00000000\_00111101 // 00\_00 blez $4, done  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  00000000\_10000000\_00101000\_00100000 // 00\_00 add $5, $4, $0  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  00000000\_10100011\_00001000\_00101010 // 00\_00 L2: slt $1, $5, $3  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  00010000\_00100000\_11111111\_11110001 // 00\_00 beq $1, $0, L1  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  00000000\_00000101\_00110000\_10000000 // 00\_00 sll $6, $5, 2  00000000\_11000010\_00110000\_00100000 // 01\_00 add $6, $6, $2  10001100\_11000111\_00000000\_00000000 // 01\_00 lw $7, 0($6)  00000000\_10100000\_01000000\_00100000 // 00\_00 add $8, $5, $0  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  00000001\_00000100\_01001000\_00100010 // 00\_00 L3: sub $9, $8, $4  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  00000101\_00100000\_00000000\_00011010 // 00\_00 bltz $9, L4  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  00000000\_00001001\_01010000\_10000000 // 00\_00 sll $10, $9, 2  00000000\_01001010\_01010000\_00100000 // 00\_01 add $10, $2, $10  10001101\_01001011\_00000000\_00000000 // 01\_00 lw $11, 0($10)  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  00000000\_11101011\_00001000\_00101010 // 00\_10 slt $1, $7, $11  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  00010000\_00100000\_00000000\_00001000 // 00\_00 beq $1, $0, L4  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  10101100\_11001011\_00000000\_00000000 // 00\_00 sw $11, 0($6)  00000001\_01000000\_00110000\_00100000 // 00\_00 add $6, $10, $0  00000001\_00100000\_01000000\_00100000 // 00\_00 add $8, $9, $0  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  00001000\_00000000\_00000000\_00100110 // 00\_00 j L3  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  10101100\_11000111\_00000000\_00000000 // 00\_00 L4: sw $7, 0($6)  00100000\_10100101\_00000000\_00000001 // 00\_00 addi $5, $5, 1  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  00001000\_00000000\_00000000\_00010011 // 00\_00 j L2  00000000\_00000000\_00000000\_00000000 // 00\_00 nop  00000000\_00000000\_00000000\_00001101 // 00\_00 done: break    b 시뮬레이션 결과, 위와 같이 사이클 수가 5227(4 nops)->3275(최소 nops) -> 2378(forwarding추가)로 줄어들었다 |

3. 문제점 및 고찰

본 프로젝트는 MIPS 파이프라인 구조를 기반으로, 주어진 shell\_sort 어셈블리 코드에서 발생 가능한 data 및 control hazard를 식별하고, 이를 해결하기 위한 nop 삽입 및 ALU 포워딩 적용 방식을 설계하고 구현하는 것을 목표로 하였다. 초기에는 각 명령어 사이에 4개의 nop이 삽입되어모든 하자드를 제거한 상태의 시뮬레이션을 진행하였고, 이 경우 총 사이클 수는 5227이었다. 이는 파이프라인에 항상 하나의 명령어만 존재하도록 하여 하자드 발생을 원천적으로 차단한 것이다.

이후 a 시뮬레이션에서는 명령어 사이에 3개의 nop만 삽입해도 hazard가 발생하지 않았다. 이는 앞선 명령어가 WB 단계에서 레지스터에 값을 write할 때, 다음 명령어는 아직 IF 단계에 있기 때문이다. 실제로 레지스터 값을 읽는 시점은 ID 단계이므로, WB가 완료된 직후 ID가 시작되도록 nop을 3개만 삽입하면 데이터가 정상적으로 전달된다. 이와 같이 파이프라인의 단계 차이를 고려한 최소한의 stall만으로도 hazard를 안정적으로 회피할 수 있다.

b 시뮬레이션에서는 포워딩 제어 신호를 활용해 더 많은 nop을 제거하였다. 그 과정에서 hazard의 종류(raw, load-use, control)를 정확히 구분하고, 포워딩이 가능한 상황과 그렇지 않은 상황(branch ID stage에서 read가 필요한 명령어 등)을 구별하는 훈련이 되었다. 특히 load-use hazard의 경우, lw 명령어가 MEM 단계가 완료되어야 레지스터 값이 준비되기 때문에 forwarding으로만은 해결할 수 없어 최소 1개의 nop이 반드시 필요하다는 점을 여러 번 시뮬레이션을 통해 체감하며 이해하게 되었다.

또한, 데이터 하자드가 단순히 연속된 명령어 사이(1↔2)뿐 아니라, 비연속적인 경우(1↔3)에서도 발생할 수 있으며, 중간 명령어(2)가 동일한 레지스터를 write하는 경우에는 1↔3 간 의존성은 무시 가능하다는 점도 확인하였다.

branch 또는 jump 명령어를 사이에 두고 발생하는 data hazard의 처리는 단순한 연속 명령어 간 hazard보다 훨씬 복잡하게 느껴졌다. 포워딩은 일반적으로 직전 명령어의 결과를 기준으로 동작하기 때문에, 만약 이전 명령어가 분기(branch)나 점프(jump) 명령어라면 포워딩 경로가 끊기거나 올바른 값이 전달되지 않는 경우가 발생한다. 예를 들어, add 명령어에서 계산된 값을 이후 srl 명령어가 참조해야 할 때, 중간에 beq가 위치하면 포워딩이 add가 아닌 beq로부터 시도되어 잘못된 결과를 얻게 되는 경우가 있었다. 이러한 문제는 시뮬레이션을 여러 번 수행하면서 직접 확인하게 되었으며, 포워딩이 어떤 명령어 기준으로 동작하는지, 그리고 중간에 control flow 명령어가 개입될 경우 어떻게 동작을 정의할지는 구현 방식에 따라 달라질 수 있음을 깨달았다.

본 프로젝트에서 문제점으로 거론할 수 있는 점은, control hazard의 경우, 분기 대상이 ID 단계에서 결정됨에도 불구하고, 본 구현에서는 ID stage로의 포워딩 경로가 제공되지 않아 stall을 제거할 수 없는 구조라는 점이 가장 큰 제한 요소였다. 만약 이 포워딩이 구현되어 있다면, branch 조건 판단에 필요한 데이터 의존성을 해결할 수 있어 전체 nop 삽입 수를 크게 줄이고 실행 시간을 단축할 수 있었을 것이다.

한편, 어셈블리 코드를 M\_TEXT\_SEG.txt 형태의 머신 코드로 변환하는 과정에서 mars를 사용하지 않고 메모장으로 직접 작성할 경우 시뮬레이션이 정상 작동하지 않았다. 정확한 원인은 확인되지 않았지만, 포맷 오류나 인코딩 문제로 인해 시뮬레이터가 바이너리 코드를 인식하지 못했을 가능성이 있다. 이러한 시행착오를 통해 명령어 작성, 포워딩 제어 신호 지정, 시뮬레이션 결과 해석에 이르기까지 파이프라인 구조의 복잡성과 민감성을 체계적으로 체험할 수 있었다.