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# Pre-setting

Create a data.frame called cars\_log with log-transformed columns for mpg, weight, and acceleration (model\_year and origin don’t have to be transformed)

cars <- read.table("auto-data.txt", header=FALSE, na.strings = "?")  
names(cars) <- c("mpg", "cylinders", "displacement", "horsepower", "weight","acceleration", "model\_year", "origin", "car\_name")  
cars\_log <- with(cars, data.frame(log(mpg), log(weight), log(acceleration), model\_year, origin))

# Question 1

Let’s visualize how weight and acceleration are related to mpg.

## 1a

Let’s visualize how weight might moderate the relationship between acceleration and mpg

### i

Create two subsets of your data, one for light-weight cars (less than mean weight) and one for heavy cars (higher than the mean weight)

mm <- mean(cars\_log$log.weight.)  
cars\_light <- subset(cars\_log, log.weight. < mm)  
cars\_heavy <- subset(cars\_log, log.weight. > mm)

### ii

Create a single scatterplot of acceleration vs. mpg, with different colors and/or shapes for light versus heavy cars

weight\_colors = c("cornflowerblue", "coral3")  
with(cars\_light, plot(scale(log.acceleration.), pch = 18, scale(log.mpg.), col=weight\_colors[1]))  
with(cars\_heavy, points(scale(log.acceleration.), pch = 18, scale(log.mpg.), col=weight\_colors[2]))
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### iii

Draw two slopes of acceleration-vs-mpg over the scatter plot: one slope for light cars and one slope for heavy cars (distinguish them by appearance)

weight\_colors = c("cornflowerblue", "coral3")  
with(cars\_light, plot(scale(log.acceleration.), pch = 18, scale(log.mpg.), col=weight\_colors[1]))  
with(cars\_heavy, points(scale(log.acceleration.), pch = 18, scale(log.mpg.), col=weight\_colors[2]))  
  
with(cars\_light, abline(lm(scale(log.acceleration.)~scale(log.mpg.)), col=weight\_colors[1], lwd=2))  
with(cars\_heavy, abline(lm(scale(log.acceleration.)~scale(log.mpg.)), col=weight\_colors[2], lwd=2))

![](data:image/png;base64,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)

## 1b

Report the full summaries of two separate regressions for light and heavy cars where log.mpg. is dependent on log.weight., log.acceleration., model\_year and origin

# Light cars  
summary(lm(log.mpg. ~ log.weight.+log.acceleration.+model\_year+factor(origin),data=cars\_light))

##   
## Call:  
## lm(formula = log.mpg. ~ log.weight. + log.acceleration. + model\_year +   
## factor(origin), data = cars\_light)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -0.36590 -0.06612 0.00637 0.06333 0.31513   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 6.809014 0.598446 11.378 <2e-16 \*\*\*  
## log.weight. -0.821951 0.065769 -12.497 <2e-16 \*\*\*  
## log.acceleration. 0.111137 0.058297 1.906 0.0580 .   
## model\_year 0.033344 0.002049 16.270 <2e-16 \*\*\*  
## factor(origin)2 0.042309 0.020926 2.022 0.0445 \*   
## factor(origin)3 0.020923 0.019210 1.089 0.2774   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.1102 on 199 degrees of freedom  
## Multiple R-squared: 0.7093, Adjusted R-squared: 0.702   
## F-statistic: 97.1 on 5 and 199 DF, p-value: < 2.2e-16

# Heavy cars  
summary(lm(log.mpg. ~ log.weight.+log.acceleration.+model\_year+factor(origin),data=cars\_heavy))

##   
## Call:  
## lm(formula = log.mpg. ~ log.weight. + log.acceleration. + model\_year +   
## factor(origin), data = cars\_heavy)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -0.37099 -0.07224 0.00150 0.06704 0.42751   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 7.132892 0.677740 10.525 < 2e-16 \*\*\*  
## log.weight. -0.825517 0.068101 -12.122 < 2e-16 \*\*\*  
## log.acceleration. 0.031221 0.055465 0.563 0.57418   
## model\_year 0.031735 0.003254 9.752 < 2e-16 \*\*\*  
## factor(origin)2 0.099027 0.033840 2.926 0.00386 \*\*   
## factor(origin)3 0.063148 0.065535 0.964 0.33650   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.1212 on 187 degrees of freedom  
## Multiple R-squared: 0.7585, Adjusted R-squared: 0.752   
## F-statistic: 117.4 on 5 and 187 DF, p-value: < 2.2e-16

## 1c

**Question**

Using your intuition only: What do you observe about light versus heavy cars so far?

**Answer**

Heavy cars display stronger acceleration-mpg relationship.

# Question 2

Use the transformed dataset from above (cars\_log), to test whether we have moderation.

## 2a

**Instruction**

Considering weight and acceleration, use your intuition and experience to state which of the two variables might be a moderating versus independent variable, in affecting mileage.

**Answer**

Weight is the moderator,and acceleration is the independent variable.

## 2b

Use various regression models to model the possible moderation on log.mpg.:  
(use log.weight., log.acceleration., model\_year and origin as independent variables)

### i

Report a regression without any interaction terms

lm(log.mpg. ~ log.weight.+log.acceleration.+model\_year+factor(origin), data=cars\_log)

##   
## Call:  
## lm(formula = log.mpg. ~ log.weight. + log.acceleration. + model\_year +   
## factor(origin), data = cars\_log)  
##   
## Coefficients:  
## (Intercept) log.weight. log.acceleration. model\_year   
## 7.43116 -0.87661 0.05151 0.03273   
## factor(origin)2 factor(origin)3   
## 0.05799 0.03233

### ii

Report a regression with an interaction between weight and acceleration

lm(log.mpg. ~ log.weight.+log.acceleration.+model\_year+factor(origin)+log.weight.\* log.acceleration., data=cars\_log)

##   
## Call:  
## lm(formula = log.mpg. ~ log.weight. + log.acceleration. + model\_year +   
## factor(origin) + log.weight. \* log.acceleration., data = cars\_log)  
##   
## Coefficients:  
## (Intercept) log.weight.   
## 1.08964 -0.09663   
## log.acceleration. model\_year   
## 2.35757 0.03368   
## factor(origin)2 factor(origin)3   
## 0.05874 0.02818   
## log.weight.:log.acceleration.   
## -0.28717

### iii

Report a regression with a mean-centered interaction term

log.weight.\_mean\_centered <- scale(cars\_log$log.weight., center=TRUE, scale=FALSE)  
log.acceleration.\_mean\_centered <- scale(cars\_log$log.acceleration., center=TRUE, scale=FALSE)

lm(log.mpg. ~ log.weight.\_mean\_centered +log.acceleration.\_mean\_centered +model\_year+factor(origin)+log.weight.\_mean\_centered \*log.acceleration.\_mean\_centered , data=cars\_log)

##   
## Call:  
## lm(formula = log.mpg. ~ log.weight.\_mean\_centered + log.acceleration.\_mean\_centered +   
## model\_year + factor(origin) + log.weight.\_mean\_centered \*   
## log.acceleration.\_mean\_centered, data = cars\_log)  
##   
## Coefficients:  
## (Intercept)   
## 0.51888   
## log.weight.\_mean\_centered   
## -0.88039   
## log.acceleration.\_mean\_centered   
## 0.07260   
## model\_year   
## 0.03368   
## factor(origin)2   
## 0.05874   
## factor(origin)3   
## 0.02818   
## log.weight.\_mean\_centered:log.acceleration.\_mean\_centered   
## -0.28717

### iv

Report a regression with an orthogonalized interaction term

interaction\_regr <- lm(cars\_log$log.weight. \* cars\_log$log.acceleration. ~ cars\_log$log.weight.+cars\_log$log.acceleration.)  
interaction\_ortho <- interaction\_regr$residuals  
lm(log.mpg. ~ log.weight.+log.acceleration.+model\_year+factor(origin)+ interaction\_ortho, data=cars\_log)

##   
## Call:  
## lm(formula = log.mpg. ~ log.weight. + log.acceleration. + model\_year +   
## factor(origin) + interaction\_ortho, data = cars\_log)  
##   
## Coefficients:  
## (Intercept) log.weight. log.acceleration. model\_year   
## 7.37718 -0.87697 0.04610 0.03368   
## factor(origin)2 factor(origin)3 interaction\_ortho   
## 0.05874 0.02818 -0.28717

## 2c

**Question**

For each of the interaction term strategies above (raw, mean-centered, orthogonalized) what is the correlation between that interaction term and the two variables that you multiplied together?

**Answer**

interaction\_term – log.weight. : 0.108305532

interaction\_term – log.acceleration. : 0.852881042

cor(cbind(interaction\_term = cars\_log$log.weight \* cars\_log$log.acceleration.,cars\_log))

## interaction\_term log.mpg. log.weight. log.acceleration.  
## interaction\_term 1.000000000 0.007445392 0.1083055 0.8528810  
## log.mpg. 0.007445392 1.000000000 -0.8744686 0.4640533  
## log.weight. 0.108305532 -0.874468594 1.0000000 -0.4256194  
## log.acceleration. 0.852881042 0.464053310 -0.4256194 1.0000000  
## model\_year 0.185345672 0.576342261 -0.2840090 0.3107471  
## origin -0.107848822 0.558329285 -0.6048831 0.2210906  
## model\_year origin  
## interaction\_term 0.1853457 -0.1078488  
## log.mpg. 0.5763423 0.5583293  
## log.weight. -0.2840090 -0.6048831  
## log.acceleration. 0.3107471 0.2210906  
## model\_year 1.0000000 0.1806622  
## origin 0.1806622 1.0000000

# Question 3

Let’s check whether weight mediates the relationship between cylinders and mpg, even when other factors are controlled for.  Use log.mpg., log.weight., and log.cylinders as your main variables, and keep log.acceleration., model\_year, and origin as control variables.

## 3a

Let’s try computing the direct effects first:

### i

**Instruction**

Model 1: Regress log.weight. over log.cylinders. only

Check whether number of cylinders has a significant direct effect on weight

**Observation**

Yes. The coefficient of 0.8201 reflects a strong positive relationship.

cars\_log1 <- with(cars, data.frame(log(mpg), log(weight), log(acceleration),log(cylinders), model\_year, origin))  
A <- lm(log.weight. ~ log.cylinders., data=cars\_log1)  
A

##   
## Call:  
## lm(formula = log.weight. ~ log.cylinders., data = cars\_log1)  
##   
## Coefficients:  
## (Intercept) log.cylinders.   
## 6.6037 0.8201

### ii

**Instruction**

Model 2: Regress log.mpg. over log.weight. and all control variables

Check whether weight has a significant direct effect on mpg with other variables statistically controlled

**Observation**

Yes. The coefficient of -0.87661 reflects a strong negative relationship.

B <- lm(log.mpg. ~ log.weight.+log.acceleration.+model\_year+factor(origin), data=cars\_log1)  
B

##   
## Call:  
## lm(formula = log.mpg. ~ log.weight. + log.acceleration. + model\_year +   
## factor(origin), data = cars\_log1)  
##   
## Coefficients:  
## (Intercept) log.weight. log.acceleration. model\_year   
## 7.43116 -0.87661 0.05151 0.03273   
## factor(origin)2 factor(origin)3   
## 0.05799 0.03233

## 3b

What is the indirect effect of cylinders on mpg? (use the product of slopes between Models 1 & 2)

(A$coefficients[2]) \* (B$coefficients[2])

## log.cylinders.   
## -0.7189275

## 3c

Let’s bootstrap for the confidence interval of the indirect effect of cylinders on mpg

### i

Bootstrap regression models 1 & 2, and compute the indirect effect each time:  
What is its 95% CI of the indirect effect of log.cylinders. on log.mpg.?

boot\_mediation <- function(model\_a, model\_b, dataset) {  
 boot\_index <- sample(1:nrow(dataset), replace=TRUE)  
 data\_boot <- dataset[boot\_index, ]  
 regr1 <- lm(model\_a, data\_boot)  
 regr2 <- lm(model\_b, data\_boot)  
 return(regr1$coefficients[2] \* regr2$coefficients[2])  
}  
  
set.seed(12341234)  
indirect <- replicate(2000, boot\_mediation(A, B, cars\_log1))  
quantile(indirect, probs=c(0.025, 0.975))

## 2.5% 97.5%   
## -0.7823354 -0.6604392

### ii

Show a density plot of the distribution of the indirect effect, and mark its 95% CI

plot(density(indirect),main = "Indirect Effect Distribution", col = "cornflowerblue", lwd = 2)  
abline(v = quantile(indirect, probs=c(0.025, 0.975)), col = "gray", lwd = 2)
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