# 各种排序算法

不稳定的排序算法：快排、希尔、堆排、选择

1. **import** java**.**util**.**List**;**
2. **import** java**.**util**.**ArrayList**;**
3. **import** java**.**util**.**Arrays**;**
4. public class Test **{**
5. static int**[]** arr **=** **{**22**,**18**,**9**,**8**,**7**,**1**,**5**,**4**,**3**,**2**,**6**};**
6. public static void main**(**String**[]** args**)** **{**
7. // bubbleSort(arr);
8. // selectSort(arr);
9. // InsertSort(arr);
10. // qSort(arr, 0, arr.length-1);
11. // mergeSort(arr, 0, arr.length-1);
12. mergeSort2**(**arr**);**
13. // heapSort(arr);
14. // shellSort(arr);
15. System**.**out**.**println**(**Arrays**.**toString**(**arr**));**
16. // System.out.println(getLcs("123", "a2b3"));
17. **}**
19. static void bubbleSort**(**int**[]** arr**)** **{**
20. int len **=** arr**.**length**;**
21. **for** **(**int i**=**len**-**2**;** i**>=**0**;** i**--)** **{**
22. **for** **(**int j**=**0**;** j**<=**i**;** j**++)** **{**
23. **if** **(**arr**[**j**]** **>** arr**[**j**+**1**])** **{**
24. swap**(**arr**,** j**,** j**+**1**);**
25. **}**
26. **}**
27. **}**
28. **}**
29. static void selectSort**(**int**[]** arr**)** **{**
30. int len **=** arr**.**length**;**
31. **for** **(**int i**=**0**;** i**<**len**-**1**;** i**++)** **{**
32. int min **=** i**;**
33. **for** **(**int j**=**i**+**1**;** j**<**len**;** j**++)** **{**
34. **if** **(**arr**[**j**]** **<** arr**[**min**])** **{**
35. min **=** j**;**
36. **}**
37. **}**
38. **if** **(**min **!=** i**)**
39. swap**(**arr**,** min**,** i**);**
40. **}**
41. **}**
43. static void InsertSort**(**int**[]** arr**)** **{**
44. int len **=** arr**.**length**;**
45. **for** **(**int i**=**0**;** i**<**len**;** i**++)** **{**
46. int k **=** i**;**
47. **while(**k **>=** 1**)** **{**
48. **if** **(**arr**[**k**-**1**]** **>** arr**[**k**])** **{**
49. swap**(**arr**,** k**,** k**-**1**);**
50. **}** **else** **{**
51. **break;**
52. **}**
53. k**--;**
54. **}**
56. // for (int j=i; j>=1; j--) {
57. // if (arr[j-1] > arr[j]) {
58. // swap(arr, j, j-1);
59. // } else
60. // break;
61. // }
63. **}**
64. **}**

67. static int partion**(**int**[]** arr**,** int left**,** int right**)** **{**
68. int mid **=** left **-** 1**;**
69. // int id = left;
70. **while** **(**left **<=** right**)** **{**
71. **if** **(**arr**[**left**]** **<=** arr**[**right**])** **{**
72. swap**(**arr**,** left**,** **++**mid**);**
73. **}**
74. left**++;**
75. **}**
76. **return** mid**;**
77. **}**
79. static void qSort**(**int**[]** arr**,** int left**,** int right**)** **{**
80. **if** **(**left **>=** right**)** **return;**
81. int mid **=** partion**(**arr**,** left**,** right**);**
82. qSort**(**arr**,** left**,** mid**-**1**);**
83. qSort**(**arr**,** mid**+**1**,** right**);**
84. **}**
86. static void mergeSort**(**int**[]** arr**,** int left**,** int right**)** **{**
87. **if** **(**left **>=** right**)** **return;**
88. int mid **=** **(**left **+** right**)** **/** 2**;**
89. mergeSort**(**arr**,** left**,** mid**);**
90. mergeSort**(**arr**,** mid**+**1**,** right**);**
91. merge**(**arr**,** left**,** mid**,** right**);**
92. **}**
94. static void mergeSort2**(**int**[]** arr**)** **{**
95. int len **=** arr**.**length**;**
96. int sl **=** 1**,** dl **=** 1**;**
97. **while** **(**sl **<** len**)** **{**
98. dl **=** sl **\*** 2**;**
99. int i **=** 0**;**
100. **while** **(**i **+** dl **<** len**)** **{**
101. merge**(**arr**,** i**,** i**+**sl**-**1**,** i**+**dl**-**1**);**
102. i **+=** dl**;**
103. **}**
104. **if** **(**i **+** sl **<** len**)** **{**
105. merge**(**arr**,** i**,** i**+**sl**-**1**,** len**-**1**);**
106. **}**
107. sl **=** dl**;**
108. **}**
109. **}**
111. private static void merge**(**int**[]** arr**,** int left**,** int mid**,** int right**)** **{**
112. int**[]** temp **=** **new** int**[**right**-**left**+**1**];**
113. int id **=** 0**;**
114. int l **=** left**,** r **=** mid**+**1**;**
115. **while** **(**l **<=** mid **&&** r **<=** right**)** **{**
116. **if** **(**arr**[**l**]** **<** arr**[**r**])** **{**
117. temp**[**id**++]** **=** arr**[**l**++];**
118. **}** **else** **{**
119. temp**[**id**++]** **=** arr**[**r**++];**
120. **}**
121. **}**
123. **while** **(**l **<=** mid**)** **{**
124. temp**[**id**++]** **=** arr**[**l**++];**
125. **}**
127. **while** **(**r **<=** right**)** **{**
128. temp**[**id**++]** **=** arr**[**r**++];**
129. **}**
131. **for** **(**int i**=**0**;** i**<**temp**.**length**;** i**++)** **{**
132. arr**[**i**+**left**]** **=** temp**[**i**];**
133. **}**
134. **}**
136. static void heapSort**(**int**[]** arr**)** **{**
137. int len **=** arr**.**length**;**
138. **for** **(**int i**=**len**/**2**;** i**>=**0**;** i**--)** **{**
139. heapAdjust**(**arr**,** i**,** len**);**
140. **}**
142. **for** **(**int i**=**len**-**1**;** i**>**0**;** i**--)** **{**
143. swap**(**arr**,** i**,** 0**);**
144. heapAdjust**(**arr**,** 0**,** i**);**
145. **}**
146. **}**
147. private static void heapAdjust**(**int**[]** arr**,** int i**,** int len**)** **{**
148. int child**;**
149. **while** **((**child **=** i**\***2 **+** 1**)** **<** len**)** **{**
150. **if** **(**child **+** 1 **<** len **&&** arr**[**child**+**1**]** **>** arr**[**child**])** **{**
151. child**++;**
152. **}**
154. **if** **(**arr**[**child**]** **>** arr**[**i**])** **{**
155. swap**(**arr**,** i**,** child**);**
156. i **=** child**;**
157. **}** **else** **{**
158. **break;**
159. **}**
160. **}**
161. **}**
162. static void shellSort**(**int**[]** arr**)** **{**
163. int len **=** arr**.**length**;**
164. int feet **=** len **/** 2**;**
165. **while** **(**feet **>** 0**)** **{**
166. **for** **(**int i**=**feet**;** i**<**len**;** i**++)** **{**
167. int insert **=** i**;**
168. **while** **(**insert **>=** feet**)** **{**
169. **if** **(**arr**[**insert**-**feet**]** **>** arr**[**insert**])** **{**
170. swap**(**arr**,** insert**,** insert**-**feet**);**
171. insert **-=** feet**;**
172. **}** **else** **{**
173. **break;**
174. **}**
175. **}**
176. **}**
177. feet **/=** 2**;**
178. **}**
179. **}**
181. private static void swap**(**int**[]** arr**,** int a**,** int b**)** **{**
182. // TODO Auto-generated method stub
183. // arr[a] = arr[a] ^ arr[b];
184. // arr[b] = arr[b] ^ arr[a];
185. // arr[a] = arr[a] ^ arr[b];
187. **if** **(**arr**[**a**]** **==** arr**[**b**])** **return;**
188. arr**[**a**]** **^=** arr**[**b**];**
189. arr**[**b**]** **^=** arr**[**a**];**
190. arr**[**a**]** **^=** arr**[**b**];**
192. // int t = arr[a];
193. // arr[a] = arr[b];
194. // arr[b] = t;
195. **}**

# LCS算法

获取最长公共子串，不连续的。

static int getLcs**(**String s1**,** String s2**)** **{**

int len1 **=** s1**.**length**();**

int len2 **=** s2**.**length**();**

int**[][]** dp **=** **new** int**[**len1**+**1**][**len2**+**1**];**

**for** **(**int i**=**1**;** i**<=**len1**;** i**++)** **{**

**for** **(**int j**=**1**;** j**<=**len2**;** j**++)** **{**

**if** **(**s1**.**charAt**(**i**-**1**)** **==** s2**.**charAt**(**j**-**1**))** **{**

dp**[**i**][**j**]** **=** dp**[**i**-**1**][**j**-**1**]** **+** 1**;**

**}** **else** **{**

dp**[**i**][**j**]** **=** Math**.**max**(**dp**[**i**-**1**][**j**],** dp**[**i**][**j**-**1**]);**

**}**

**}**

**}**

getLcsStr**(**dp**,** s1**,** s2**);**

**return** dp**[**len1**][**len2**];**

**}**

static void getLcsStr**(**int**[][]** dp**,** String s1**,** String s2**)** **{**

int len1 **=** s1**.**length**();**

int len2 **=** s2**.**length**();**

StringBuilder sBuilder **=** **new** StringBuilder**();**

**while** **(**len1 **>** 0 **&&** len2 **>** 0**)** **{**

**if** **(**s1**.**charAt**(**len1**-**1**)** **==** s2**.**charAt**(**len2**-**1**))** **{**

sBuilder**.**insert**(**0**,** s1**.**charAt**(**len1**-**1**));**

len1**--;**

len2**--;**

**}** **else** **if** **(**dp**[**len1**][**len2**]** **==** dp**[**len1**-**1**][**len2**])** **{**

len1**--;**

**}** **else** **{**

len2**--;**

**}**

**}**

System**.**out**.**println**(**sBuilder**.**toString**());**

**}**

# 重建二叉树

前序遍历：根 左 右 ，中序遍历：左 中 右 ，后序遍历：左右根

public TreeNode reConstructBinaryTree**(**int **[]** pre**,**int **[]** in**)** **{**

**if** **(**pre **==** **null** **||** in **==** **null)** **return** **null;**

**return** getTree**(**pre**,** 0**,** pre**.**length**-**1**,** in**,** 0**,** in**.**length**-**1**);**

**}**

private TreeNode getTree**(**int**[]** pre**,** int preLeft**,** int preRight**,**

int**[]** in**,** int inLeft**,** int inRight**)** **{**

int rootValue **=** pre**[**preLeft**];**

TreeNode rootNode **=** **new** TreeNode**(**rootValue**);**

**if** **(**preLeft **==** preRight **&&** inLeft **==** inRight**)** **{**

**return** rootNode**;**

**}**

int rootId **=** 0**;**

**while** **(**rootId **<=** inRight **&&** in**[**rootId**]** **!=** rootValue**)** **{**

rootId**++;**

**}**

//关键点在这里，递归遍历的边界确定

int preLeftLen **=** rootId **-** inLeft**;**

int preLeftEnd **=** preLeft **+** preLeftLen**;**

**if** **(**preLeftLen **>** 0**)** **{**

rootNode**.**left **=** getTree**(**pre**,** preLeft**+**1**,** preLeftEnd**,**

in**,** inLeft**,** rootId**-**1**);**

**}**

**if** **(**rootId **<** inRight**)** **{**

rootNode**.**right **=** getTree**(**pre**,** preLeftEnd**+**1**,** preRight**,**

in**,** rootId**+**1**,** inRight**);**

**}**

**return** rootNode**;**

**}**

**class** TreeNode {

**int** val;

TreeNode left;

TreeNode right;

TreeNode(**int** x) { val = x; }

}

# 二叉树的各种遍历方法 非递归

public void preSer**(**TreeNode root**,** List**<**Integer**>** list**)** **{**//先序,确实已参数形式传进去，会好做些

**if** **(**root **==** **null)** **{**

**return** **;**

**}**

Stack**<**TreeNode**>** stack **=** **new** Stack**<>();**

TreeNode cur **=** root**;**

stack**.**push**(**cur**);**

**while** **(!**stack**.**isEmpty**())** **{**

cur **=** stack**.**pop**();**

list**.**add**(**cur**.**val**);**

**if** **(**cur**.**right **!=** **null)** stack**.**push**(**cur**.**right**);**

**if** **(**cur**.**left **!=** **null)** stack**.**push**(**cur**.**left**);**

**}**

**}**

public void midSer**(**TreeNode root**,** List**<**Integer**>** list**)** **{**//中序,确实已参数形式传进去，会好做些

**if** **(**root **==** **null)** **{**

**return** **;**

**}**

Stack**<**TreeNode**>** stack **=** **new** Stack**<>();**

TreeNode cur **=** root**;**

**while** **(!**stack**.**isEmpty**()** **||** cur **!=** **null)** **{**

**while** **(**cur **!=** **null)** **{**

stack**.**push**(**cur**);**

cur **=** cur**.**left**;**

**}**

**if** **(!**stack**.**isEmpty**())** **{**

cur **=** stack**.**pop**();**

list**.**add**(**cur**.**val**);**

cur **=** cur**.**right**;**

**}**

**}**

**}**

public void aftSer**(**TreeNode root**,** List**<**Integer**>** list**)** **{**//后序,确实已参数形式传进去，会好做些

**if** **(**root **==** **null)** **{**

**return** **;**

**}**

Stack**<**TreeNode**>** stack **=** **new** Stack**<>();**

Stack**<**Integer**>** stackReverse **=** **new** Stack**<>();**

TreeNode cur **=** root**;**

stack**.**push**(**cur**);**

**while** **(!**stack**.**isEmpty**())** **{**

cur **=** stack**.**pop**();**

stackReverse**.**push**(**cur**.**val**);**

**if** **(**cur**.**left **!=** **null)** stack**.**push**(**cur**.**left**);**

**if** **(**cur**.**right **!=** **null)** stack**.**push**(**cur**.**right**);**

**}**

**while** **(!**stackReverse**.**isEmpty**())** **{**

list**.**add**(**stackReverse**.**pop**());**

**}**

**}**

# LRU算法

1. **import** java**.**util**.**HashMap**;**
2. **import** java**.**util**.**LinkedHashMap**;**
3. **import** java**.**util**.**LinkedList**;**
4. public class LRU **{**
5. public static void main**(**String**[]** args**)** **{**
6. // TODO Auto-generated method stub
7. HashMap hashMap **=** **new** HashMap**<**Integer**,** String**>();**
8. hashMap **=** **new** HashMap**<**Integer**,** Integer**>();**
9. hashMap**.**put**(**1**,** 2**);**
10. hashMap**.**put**(**3**,** 2**);**
11. hashMap**.**put**(**2**,** 2**);**
12. hashMap**.**put**(**7**,** 2**);**
13. hashMap**.**put**(**4**,** 2**);**
14. System**.**out**.**println**(**hashMap**);**
16. LinkedHashMap**<**Integer**,** Integer**>** linkedHashMap **=**
17. **new** LinkedHashMap**<>(**10**,** 0.5f**,** **true);**
18. linkedHashMap**.**put**(**1**,** 2**);**
19. linkedHashMap**.**put**(**3**,** 2**);**
20. linkedHashMap**.**put**(**2**,** 2**);**
21. linkedHashMap**.**put**(**7**,** 2**);**
22. linkedHashMap**.**put**(**4**,** 2**);**
23. linkedHashMap**.**get**(**3**);**
24. System**.**out**.**println**(**linkedHashMap**);**
26. LruCache**<**Integer**,** Integer**>** lruCache **=** **new** LruCache**(**3**);**
27. lruCache**.**put**(**2**,** 3**);**
28. lruCache**.**put**(**3**,** 3**);**
29. lruCache**.**put**(**4**,** 3**);**
30. lruCache**.**put**(**5**,** 3**);**
31. lruCache**.**put**(**6**,** 3**);**
32. lruCache**.**get**(**4**);**
33. lruCache**.**put**(**7**,** 3**);**
34. System**.**out**.**println**(**lruCache**);**
36. LinkedList**<**Integer**>** list **=** **new** LinkedList**<>();**
37. list**.**add**(**2**);**
38. list**.**add**(**3**);**
39. list**.**add**(**4**);**
40. list**.**add**(**5**);**
41. list**.**add**(**9**);**
42. System**.**out**.**println**(**list**);**
43. //remove的参数为Object和int,如果传入泛型为Integer.使用remove会混淆，
44. list**.**remove**(**2**);**
45. System**.**out**.**println**(**list**);**
46. list**.**remove**(**Integer**.**valueOf**(**5**));**
47. System**.**out**.**println**(**list**);**
49. LRUCache2**<**Integer**,** Integer**>** lruCache2 **=** **new** LRUCache2**(**3**);**
50. lruCache2**.**add**(**1**,** 3**);**
51. lruCache2**.**add**(**2**,** 4**);**
52. lruCache2**.**add**(**3**,** 5**);**
53. lruCache2**.**get**(**3**);**
54. lruCache2**.**add**(**6**,** 6**);**
55. lruCache2**.**add**(**7**,** 7**);**
56. System**.**out**.**println**(**lruCache2**);**
58. //更为实用的LRU
59. int cacheSize **=** 3**;**
60. int capacity **=** **(**int**)** **(**Math**.**ceil**(**cacheSize**/**0.75**)+**1**);**
61. LinkedHashMap**<**Object**,** Object**>** lru **=** **new** LinkedHashMap**<**Object**,** Object**>**
62. **(**capacity**,** 0.75f**,** **true)** **{**
63. private static final long serialVersionUID **=** 1L**;**
64. @Override
65. protected boolean removeEldestEntry**(**java**.**util**.**Map**.**Entry**<**Object**,** Object**>** eldest**)** **{**
66. // TODO Auto-generated method stub
67. **return** size**()** **>** cacheSize**;**
68. **}**
69. **};**
70. **}**

73. **}**
74. //对应单纯的整数输入 可另 key=value=输入整数
75. class LRUCache2 **<**K**,** V**>** **{**
76. private int cacheSize**;**
77. private HashMap**<**K**,** V**>** map**;**
78. private LinkedList**<**K**>** linkedList**;**
80. public LRUCache2**(**int size**)** **{**
81. cacheSize **=** size**;**
82. map **=** **new** HashMap**<>();**
83. linkedList **=** **new** LinkedList**<>();**
84. **}**
86. public void add**(**K key**,** V value**)** **{**
87. //缓存已经满了 需要清理
88. **if** **(**curSize**()** **>=** cacheSize**)** **{**
89. //已经存在，命中，移到链表尾
90. **if** **(**map**.**containsKey**(**key**))** **{**
91. linkedList**.**remove**(**key**);**
92. linkedList**.**add**(**key**);**
93. **}** **else** **{**//没有命中，移除最旧（链表头）的数据,添加新的数据
94. K old **=** linkedList**.**removeFirst**();**
95. linkedList**.**add**(**key**);**
96. map**.**remove**(**old**);**
97. map**.**put**(**key**,** value**);**
98. **}**
99. **}** **else** **{**//正常添加
100. linkedList**.**add**(**key**);**
101. map**.**put**(**key**,** value**);**
102. **}**
103. **}**
105. public V get**(**K key**)** **{**
106. V value **=** map**.**get**(**key**);**
107. //已经存在，命中，移到链表尾
108. **if** **(**value **!=** **null)** **{**
109. linkedList**.**remove**(**key**);**
110. linkedList**.**add**(**key**);**
111. **}**
112. **return** value**;**
113. **}**
115. public V remove**(**K key**)** **{**
116. V v **=** map**.**get**(**key**);**
117. linkedList**.**remove**(**key**);**
118. map**.**remove**(**key**);**
119. **return** v**;**
120. **}**

123. @Override
124. public String toString**()** **{**
125. // TODO Auto-generated method stub
126. **return** linkedList**.**toString**();**
127. **}**
129. private int curSize**()** **{**
130. **return** linkedList**.**size**();**
131. **}**
132. **}**
133. class LruCache**<**K**,** V**>** **extends** LinkedHashMap**<**K**,** V**>** **{**
134. private final int cacheSize**;**
135. public LruCache**(**int size**)** **{**
136. // TODO Auto-generated constructor stub
137. **super((**int**)** **(**Math**.**ceil**(**size **/** 0.75**)** **+** 1**),** 0.75f**,** **true);**
138. cacheSize **=** size**;**
139. **}**
141. @Override
142. protected boolean removeEldestEntry**(**java**.**util**.**Map**.**Entry**<**K**,** V**>** eldest**)** **{**
143. // TODO Auto-generated method stub
144. **return** size**()** **>** cacheSize**;**
145. **}**
146. **}**

# 翻转单词顺序列

如：pig is good -> good is pig

先翻转所有字符，再逐个单词翻转，逐个反转单词时候需要把握单词的首尾位置

private static String reverse**(**String string**)** **{**

char**[]** cs **=** string**.**toCharArray**();**

int len **=** cs**.**length**;**

int head **=** 0**,** tail **=** 0**,** id **=** 0**;**

reversePart**(**cs**,** 0**,** len**-**1**);**

**while** **(**id **<** len**)** **{**

**while** **(**id **<** len **&&** cs**[**id**]** **==** ' '**)** id**++;**

head **=** id**;**

**while** **(**id **<** len **&&** cs**[**id**]** **!=** ' '**)** id**++;**

tail **=** id **-** 1**;**

reversePart**(**cs**,** head**,** tail**);**

**}**

**return** **new** String**(**cs**);**

**}**

private static void reversePart**(**char**[]** cs**,** int l**,** int r**)** **{**

**if** **(**l **>=** r**)** **return;**

**while** **(**l **<** r**)** **{**

char t **=** cs**[**l**];**

cs**[**l**]** **=** cs**[**r**];**

cs**[**r**]** **=** t**;**

l**++;**

r**--;**

**}**

**}**

# 二维数组查找数值

该二维数组每行元素从左到右递增，每列元素从上到下递增。判断某个数值是否存在其中

根据规律，从右上角开始 或者左下角：

public boolean Find**(**int **[][]** array**,**int target**)** **{**

int row **=** array**.**length**,** column **=** array**[**0**].**length**;**

int r **=** 0**,** c **=** column **-** 1**;**

**while** **(**r **<** row **&&** c **>=** 0**)** **{**

**if** **(**array**[**r**][**c**]** **>** target**)** **{**

c**--;**

**}** **else** **if** **(**array**[**r**][**c**]** **<** target**)** **{**

r**++;**

**}** **else** **{**

**return** **true;**

**}**

**}**

**return** **false;**

**}**

# 旋转数组的最小数字

例如数组{3,4,5,1,2}为{1,2,3,4,5}的一个旋转，该数组的最小值为1。

//4,5,6,7,1,2,3

static public int minNumberInRotateArray**(**int **[]** array**)** **{**

**if** **(**array **==** **null** **||** array**.**length **==** 0**)** **return** 0**;**

int index **=** 0**;**

int left **=** 0**,** right **=** array**.**length**-**1**;**

**while** **(**left **<** right**)** **{**

**if** **(**right **-** left **==** 1**)** **{**

index **=** right**;**

**break;**

**}**

int mid **=** **(**right **+** left**)** **/** 2**;**

**if** **(**array**[**left**]** **==** array**[**mid**]** **&&** array**[**mid**]** **==** array**[**right**])** **{**

**return** minInorder**(**array**,** left**,** right**);**

**}**

**if** **(**array**[**mid**]** **>=** array**[**left**])** **{**

left **=** mid**;**

**}**

**if** **(**array**[**mid**]** **<=** array**[**right**])** **{**

right **=** mid**;**

**}**

**}**

**return** array**[**index**];**

**}**

static private int minInorder**(**int**[]** arr**,** int left**,** int right**)** **{**

**for** **(**int i**=**left**;** i**<**right**;** i**++)** **{**

**if** **(**arr**[**i**]** **>** arr**[**i**+**1**])** **{**

**return** arr**[**i**+**1**];**

**}**

**}**

ret

# 跳台阶

是斐波那契数列的变种，斐波那契数列：0,1,1,2,3……第一个0表示第0项。f(0) =0,f(1)=1

一只青蛙一次可以跳上1级台阶，也可以跳上2级。求该青蛙跳上一个n级的台阶总共有多少种跳法。

0 1 2 3……

public int JumpFloor**(**int n**)** **{**

**if** **(**n **==** 0**)** **return** 0**;**

**if** **(**n **==** 1**)** **return** 1**;**

**if** **(**n **==** 2**)** **return** 2**;**

int a1**=**1**,**a2**=**2**,**a3**=**0**;**

**for** **(**int i**=**3**;** i**<=**n**;** i**++)** **{**

a3 **=** a2 **+** a1**;**

a1 **=** a2**;**

a2 **=** a3**;**

**}**

**return** a3**;**

**}**

一只青蛙一次可以跳上1级台阶，也可以跳上2级……它也可以跳上n级。求该青蛙跳上一个n级的台阶总共有多少种跳法。

公式 f(n) = 2 (n-1)

public int JumpFloorII**(**int n**)** **{**

**if** **(**n **==** 0**)** **return** 0**;**

int res**=**1**;**

**for** **(**int i**=**1**;** i**<**n**;** i**++)** **{**

res **\*=** 2**;**

**}**

**return** res**;**

**}**

# 二进制中1的个数

n&(n-1)清除n的二进制最右位的1

public int NumberOf1**(**int n**)** **{**

int count **=** 0**;**

**while** **(**n **!=** 0**)** **{**

count**++;**

n **=** n **&** **(**n**-**1**);**

**}**

**return** count**;**

**}**

变种1：判断一个整数是不是2的整数次方：其二进制只有一个1

变种2：对2个整数m,n，求m需要改变其二进制位几次才能变成n。 求m^n中1的个数

# 数值的整数次方

给定一个double类型的浮点数base和int类型的整数exponent。求base的exponent次方。

需要考虑base为0和exp为负数的情况

**import** java**.**util**.**HashMap**;**

public class Test02 **{**

public static void main**(**String**[]** args**)** **{**

System**.**out**.**println**(**Double**.**compare**(**1**-**0.9**,** 0.1**));**

System**.**out**.**println**(**equalDouble**(**1**-**0.9**,** 0.1**));**

System**.**out**.**println**(**Power**(**2**,** **-**3**));**

**}**

static boolean invalidInput **=** **false;**

static public double Power**(**double base**,** int exponent**)** **{**

invalidInput **=** **false;**

**if** **(**equalDouble**(**base**,** 0.0**)** **&&** exponent **<** 0**)** **{**

invalidInput **=** **true;**

**return** 0**;**

**}**

int positiveExp **=** Math**.**abs**(**exponent**);**

double res **=** powerWithUnsignedExp**(**base**,** positiveExp**);**

**if** **(**exponent **<** 0**)** res **=** 1**/**res**;**

**return** res**;**

**}**

static public double powerWithUnsignedExp**(**double base**,** int exp**)** **{**

**if** **(**exp **==** 0**)** **return** 1**;**

**if** **(**exp **==** 1**)** **return** base**;**

double res **=** powerWithUnsignedExp**(**base**,** exp **/** 2**);**

res **\*=** res**;**

**if** **((**exp **&** 0x1**)** **!=** 0**)**

res **\*=** base**;**

**return** res**;**

**}**

static boolean equalDouble**(**double a**,** double b**)** **{**

**if** **((**a **-** b **<** 0.0000001**)** **&&**

**(**a **-** b **>** **-**0.0000001**))** **{**

**return** **true;**

**}**

**return** **false;**

**}**

**}**

# 打印1到最大的n位数

输入数字n，打印从1到最大的n位十进制数字，如输入3，打印1到999。

char数组全排列

package review**;**

package review**;**

**import** java**.**util**.**Arrays**;**

**import** java**.**util**.**HashMap**;**

public class Test02 **{**

public static void main**(**String**[]** args**)** **{**

printDigits**(**15**);**

**}**

static void printDigits**(**int n**)** **{**

char**[]** digits **=** **new** char**[**n**];**

dfsPrint**(**0**,** digits**);**

**}**

//dfs组合数字 每一位有0~9种可能，n位

private static void dfsPrint**(**int n**,** char**[]** digits**)** **{**

**if** **(**n **==** digits**.**length**)** **{**

//System.out.println(Arrays.toString(digits));

outDigit**(**digits**);**

**return;**

**}**

**for** **(**char c**=**'0'**;** c**<=**'9'**;** c**++)** **{**

digits**[**n**]** **=** c**;**

dfsPrint**(**n**+**1**,** digits**);**

**}**

**}**

//打印数字 忽略前面的0

private static void outDigit**(**char**[]** ds**)** **{**

int id **=** 0**;**

**if** **(**ds**[**0**]** **==** '0'**)** **{**

id **=** 1**;**

**while** **(**id **<** ds**.**length **&&** ds**[**id**]** **==** '0'**)**id**++;**

**}**

**while** **(**id **<** ds**.**length**)** **{**

System**.**out**.**print**(**ds**[**id**++]);**

**}**

System**.**out**.**println**();**

**}**

**}**

# 调整数组顺序使奇数位于偶数前面

所有的奇数位于数组的前半部分，偶数位于数组的后半部分

package review**;**

**import** java**.**util**.**Arrays**;**

public class Test02 **{**

public static void main**(**String**[]** args**)** **{**

int**[]** arr **=** **{**1**,**2**,**3**,**4**,**5**,**7**,**8**,**9**};**

reOrderArray**(**arr**);**

System**.**out**.**println**(**Arrays**.**toString**(**arr**));**

**}**

static public void reOrderArray**(**int **[]** array**)** **{**

//顺序改变

// int odds = -1;

// int id = 0;

// while (id < array.length) {

// if (check(array[id])) {

// swap(array, id, ++odds);

// }

// id++;

// }

//次序不变 类似插入排序

**for** **(**int i**=**1**;** i**<**array**.**length**;** i**++)** **{**

int t **=** array**[**i**];**

**if** **(**check**(**t**))** **{//是奇数开始检查**

**for** **(**int j**=**i**;** j**>=**1**;** j**--)** **{**

**if** **(!**check**(**array**[**j**-**1**]))** **{//前面是偶数，交换**

swap**(**array**,** j**,** j**-**1**);**

**}** **else** **{**

**break;**

**}**

**}**

**}**

**}**

**}**

private static void swap**(**int**[]** array**,** int id**,** int i**)** **{**

**if** **(**array**[**id**]** **==** array**[**i**])** **return;**

array**[**id**]** **^=** array**[**i**];**

array**[**i**]** **^=** array**[**id**];**

array**[**id**]** **^=** array**[**i**];**

**}**

//判断奇数

private static boolean check**(**int i**)** **{**

**return** **(**i **&** 0x1**)** **==** 1 **?** **true** **:** **false;**

**}**

**}**

# 删除链表某一节点 O(1)时间复杂度

思路：单向链表，删除del节点，找到del节点的next节点，另del.val = next.val，del.next = next.next；即先复制next节点到del节点，然后再删除了next节点。需要考虑到2种特殊情况：1、被删除节点是尾节点，只能使用正常遍历进行删除；2、如果该链表仅有一个节点，即头节点，则直接删除头节点即可。

时间复制度为 （（n-1）O(1) + O（n））/ n；还是O(1)。

# 链表中倒数第k个结点

该题关键是考察代码的鲁棒性，head为空，k=0,或者k大于链表长度。

对与链表的题目，应先思考可否使用2个不同步长指针进行处理。

如求链表的中间节点，可令p1一次走一步，p2一次走2步。

public ListNode FindKthToTail**(**ListNode head**,**int k**)** **{**

**if** **(**head **==** **null** **||** k **==** 0**)** **return** **null;**

ListNode fast **=** head**;**

ListNode target **=** head**;**

//先走k-1步

**for** **(**int i**=**0**;** i**<**k**-**1**;** i**++)** **{**

**if** **(**fast**.**next **!=** **null)** **{**

fast **=** fast**.**next**;**

**}** **else** **{**

**return** **null;**

**}**

**}**

**while** **(**fast**.**next **!=** **null)** **{**

fast **=** fast**.**next**;**

target **=** target**.**next**;**

**}**

**return** target**;**

**}**

# 反转链表

输入一个链表，反转链表后，输出链表的所有元素。

static public ListNode ReverseList**(**ListNode head**)** **{**

**if** **(**head **==** **null)** **return** **null;**

**if** **(**head**.**next **==** **null)** **return** head**;**

ListNode pre **=** **null;**

ListNode cur **=** head**;**

ListNode next **=** **null;**

**while** **(true)** **{**

next **=** cur**.**next**;**

**if** **(**next **!=** **null)** **{**

cur**.**next **=** pre**;**

pre **=** cur**;**

cur **=** next**;**

**}** **else** **{**

cur**.**next **=** pre**;**

head **=** cur**;**

**break;**

**}**

**}**

**return** head**;**

**}**

# 合并两个排序的链表

输入两个单调递增的链表，输出两个链表合成后的链表，当然我们需要合成后的链表满足单调不减规则

注意2个链表为空的情况

public ListNode Merge**(**ListNode list1**,**ListNode list2**)** **{**

**//已经包括都为null的情况**

**if** **(**list1 **==** **null)**

**return** list2**;**

**if** **(**list2 **==** **null)**

**return** list1**;**

ListNode root **=** **null;**

**if** **(**list1**.**val **<=** list2**.**val**)** **{**

root **=** list1**;**

root**.**next **=** Merge**(**list1**.**next**,** list2**);**

**}** **else** **{**

root **=** list2**;**

root**.**next **=** Merge**(**list1**,** list2**.**next**);**

**}**

**return** root**;**

**}**

# 树的子结构

输入两棵二叉树A，B，判断B是不是A的子结构。（ps：我们约定空树不是任意一个树的子结构）

class TreeNode **{**

int val **=** 0**;**

TreeNode left **=** **null;**

TreeNode right **=** **null;**

public TreeNode**(**int val**)** **{**

**this.**val **=** val**;**

**}**

**}**

static public boolean HasSubtree**(**TreeNode root1**,**TreeNode root2**)** **{**

boolean result **=** **false;**

**if** **(**root1 **!=** **null** **&&** root2 **!=** **null)** **{**

**if** **(**root1**.**val **==** root2**.**val**)**

result **=** doTree1HasTree2**(**root1**,** root2**);**

**if** **(**result **==** **false)**

result **=** HasSubtree**(**root1**.**left**,** root2**);**

**if** **(**result **==** **false)**

result **=** HasSubtree**(**root1**.**right**,** root2**);**

**}**

**return** result**;**

**}**

private static boolean doTree1HasTree2**(**TreeNode root1**,** TreeNode root2**)** **{**

**if** **(**root2 **==** **null)**

**return** **true;**

**if** **(**root1 **==** **null)**

**return** **false;**

**if** **(**root1**.**val **!=** root2**.**val**)**

**return** **false;**

**return** doTree1HasTree2**(**root1**.**left**,** root2**.**left**)**

**&&** doTree1HasTree2**(**root1**.**right**,** root2**.**right**);**

**}**

# 二叉树的镜像

public void Mirror**(**TreeNode root**)** **{**

**if** **(**root **==** **null)** **return;**

**if** **(**root**.**left **==** **null** **&&** root**.**right **==** **null)** **return;**

TreeNode temp **=** root**.**left**;**

root**.**left **=** root**.**right**;**

root**.**right **=** temp**;**

Mirror**(**root**.**left**);**

Mirror**(**root**.**right**);**

**}**

# 包含min函数的栈

定义栈的数据结构，请在该类型中实现一个能够得到栈最小元素的min函数。

**import** java**.**util**.**Stack**;**

public class Solution **{**

Stack**<**Integer**>** mainStack **=** **new** Stack**<>();**

Stack**<**Integer**>** minStack **=** **new** Stack**<>();**

int min **=** Integer**.**MAX\_VALUE**;**

public void push**(**int node**)** **{**

mainStack**.**push**(**node**);**

min **=** Math**.**min**(**node**,** min**);**

minStack**.**push**(**min**);**

**}**

public void pop**()** **{**

**if** **(**mainStack **==** **null)** **return;**

mainStack**.**pop**();**

minStack**.**pop**();**

**}**

public int top**()** **{**

**return** mainStack**.**peek**();**

**}**

public int min**()** **{**

**return** minStack**.**peek**();**

**}**

**}**

# 栈的压入、弹出序列

输入两个整数序列，第一个序列表示栈的压入顺序，请判断第二个序列是否为该栈的弹出顺序。假设压入栈的所有数字均不相等。例如序列1,2,3,4,5是某栈的压入顺序，序列4，5,3,2,1是该压栈序列对应的一个弹出序列，但4,3,5,1,2就不可能是该压栈序列的弹出序列。（注意：这两个序列的长度是相等的）

public boolean IsPopOrder**(**int **[]** pushA**,**int **[]** popA**)** **{**

Stack**<**Integer**>** stack **=** **new** Stack**<>();**

stack**.**push**(**pushA**[**0**]);**

int idPush **=** 1**,** idPop **=** 0**;**

**while** **(true)** **{**

//这里不能省略，否则peek可能报错

**if** **(**stack**.**isEmpty**())** **{**

**if** **(**idPush **<** pushA**.**length**)** **{**

stack**.**push**(**pushA**[**idPush**++]);**

**}**

**}**

**while** **(**stack**.**peek**()** **!=** popA**[**idPop**])** **{**

**if** **(**idPush **<** pushA**.**length**)** **{**

stack**.**push**(**pushA**[**idPush**++]);**

**}** **else** **{**//已经完全压入，但仍没有找到匹配值，匹配失败

**return** **false;**

**}**

**}**

stack**.**pop**();**//匹配一次，进行下一次匹配

idPop**++;**

**if** **(**idPop **==** popA**.**length**)** **{**

**return** **true;**

**}**

**}**

**}**

该题可以用于生成数列的出栈序列，先进行全排列，再用该函数进行判断是否符合出栈规则即可。

static public void getPopSer**(**int**[]** push**)** **{**

int**[]** book **=** **new** int**[**push**.**length**];**

dfs**(**0**,** push**,new** int**[**push**.**length**],** book**);**

**}**

private static void dfs**(**int n**,** int**[]** push**,** int**[]** out**,** int**[]** book**)** **{**

**if** **(**n **==** push**.**length**)** **{**

**if** **(**isPopOrder**(**push**,** out**))** **{**

System**.**out**.**println**(**Arrays**.**toString**(**out**));**

get**++;**

**}**

all**++;**

**return;**

**}**

**for** **(**int i**=**0**;** i**<**push**.**length**;** i**++)** **{**

**if** **(**book**[**i**]** **==** 0**)** **{**

out**[**n**]** **=** push**[**i**];**

book**[**i**]** **=** 1**;**

dfs**(**n**+**1**,** push**,** out**,** book**);**

book**[**i**]** **=** 0**;**

// out[n] = 0;

**}**

**}**

**}**

static public boolean isPopOrder**(**int **[]** pushA**,**int **[]** popA**)** **{**

Stack**<**Integer**>** stack **=** **new** Stack**<>();**

int idPush **=** 0**,** idPop **=** 0**;**

**while** **(true)** **{**

//这里不能省略，否则peek可能报错

**if** **(**stack**.**isEmpty**())** **{**

**if** **(**idPush **<** pushA**.**length**)** **{**

stack**.**push**(**pushA**[**idPush**++]);**

**}**

**}**

**while** **(**stack**.**peek**()** **!=** popA**[**idPop**])** **{**

**if** **(**idPush **<** pushA**.**length**)** **{**

stack**.**push**(**pushA**[**idPush**++]);**

**}** **else** **{**//已经完全压入，但仍没有找到匹配值，匹配失败

**return** **false;**

**}**

**}**

stack**.**pop**();**//匹配一次，进行下一次匹配

idPop**++;**

**if** **(**idPop **==** popA**.**length**)** **{**

**return** **true;**

**}**

**}**

**}**

# 火车进站

给定一个正整数N代表火车数量，0<N<10，接下来输入火车入站的序列，一共N辆火车，每辆火车以数字1-9编号。要求以字典序排序输出火车出站的序列号。

1. 求出全排列
2. 判断是否符合出栈规则
3. 将数列按字典排序
4. 输出，每行最后一个字符后不能加空格

**import** java**.**util**.**ArrayList**;**

**import** java**.**util**.**Arrays**;**

**import** java**.**util**.**Collections**;**

**import** java**.**util**.**List**;**

**import** java**.**util**.**Scanner**;**

**import** java**.**util**.**Stack**;**

public class Main **{**

public static void main**(**String**[]** args**)** **{**

// TODO Auto-generated method stub

Scanner in **=** **new** Scanner**(**System**.**in**);**

**while** **(**in**.**hasNextInt**())** **{**

int n **=** in**.**nextInt**();**

int**[]** push **=** **new** int**[**n**];**

**for** **(**int i**=**0**;** i**<**n**;** i**++)** **{**

push**[**i**]** **=** in**.**nextInt**();**

**}**

// Arrays.sort(push);

int**[]** book **=** **new** int**[**push**.**length**];**

dfs**(**0**,** push**,new** int**[**push**.**length**],** book**);**

Collections**.**sort**(**lists**);**

// System.out.println(lists);

**for** **(**int i**=**0**;** i**<**lists**.**size**();** i**++)** **{**

System**.**out**.**println**(**lists**.**get**(**i**));**

**}**

**}**

**}**

static List**<**String**>** lists **=** **new** ArrayList**<>();**

private static void dfs**(**int n**,** int**[]** push**,** int**[]** out**,** int**[]** book**)** **{**

**if** **(**n **==** push**.**length**)** **{**

**if** **(**isPopOrder**(**push**,** out**))** **{**

lists**.**add**(**change**(**out**));**

**}**

**return;**

**}**

**for** **(**int i**=**0**;** i**<**push**.**length**;** i**++)** **{**

**if** **(**book**[**i**]** **==** 0**)** **{**

out**[**n**]** **=** push**[**i**];**

book**[**i**]** **=** 1**;**

dfs**(**n**+**1**,** push**,** out**,** book**);**

book**[**i**]** **=** 0**;**

**}**

**}**

**}**

private static String change**(**int**[]** out**)** **{**

StringBuilder sb **=** **new** StringBuilder**();**

**for** **(**int i**=**0**;** i**<**out**.**length**-**1**;** i**++)** **{**

sb**.**append**(**out**[**i**]+**" "**);**

**}**

sb**.**append**(**out**[**out**.**length**-**1**]);**

**return** sb**.**toString**();**

**}**

private static void print**(**Integer**[]** out**)** **{**

**for** **(**int i**=**0**;** i**<**out**.**length**;** i**++)** **{**

System**.**out**.**print**(**out**[**i**]+**" "**);**

**}**

System**.**out**.**println**();**

**}**

static public boolean isPopOrder**(**int **[]** pushA**,**int**[]** out**)** **{**

Stack**<**Integer**>** stack **=** **new** Stack**<>();**

int idPush **=** 0**,** idPop **=** 0**;**

**while** **(true)** **{**

//这里不能省略，否则peek可能报错

**if** **(**stack**.**isEmpty**())** **{**

**if** **(**idPush **<** pushA**.**length**)** **{**

stack**.**push**(**pushA**[**idPush**++]);**

**}**

**}**

**while** **(**stack**.**peek**()** **!=** out**[**idPop**])** **{**

**if** **(**idPush **<** pushA**.**length**)** **{**

stack**.**push**(**pushA**[**idPush**++]);**

**}** **else** **{**//已经完全压入，但仍没有找到匹配值，匹配失败

**return** **false;**

**}**

**}**

stack**.**pop**();**//匹配一次，进行下一次匹配

idPop**++;**

**if** **(**idPop **==** out**.**length**)** **{**

**return** **true;**

**}**

**}**

**}**

**}**

# 构造回文

给定一个字符串s，你可以从中删除一些字符，使得剩下的串是一个回文串。如何删除才能使得回文串最长呢？  
输出需要删除的字符个数。

求该字符串和逆序字符串的最长公共子序列

private static int getLen**(**String str**)** **{**

StringBuilder sb **=** **new** StringBuilder**(**str**);**

sb **=** sb**.**reverse**();**

int len **=** str**.**length**();**

int**[][]** dp **=** **new** int**[**len**+**1**][**len**+**1**];**

**for** **(**int i**=**1**;** i**<=**len**;** i**++)** **{**

**for** **(**int j**=**1**;** j**<=**len**;** j**++)** **{**

**if** **(**str**.**charAt**(**i**-**1**)** **==** sb**.**charAt**(**j**-**1**))** **{**

dp**[**i**][**j**]** **=** dp**[**i**-**1**][**j**-**1**]** **+** 1**;**

**}** **else** **{**

dp**[**i**][**j**]** **=** Math**.**max**(**dp**[**i**-**1**][**j**],** dp**[**i**][**j**-**1**]);**

**}**

**}**

**}**

// System.out.println(dp[len][len]);

**return** len **-** dp**[**len**][**len**];**

**}**

# 字符移位

小Q最近遇到了一个难题：把一个字符串的大写字母放到字符串的后面，各个字符的相对位置不变，且不能申请额外的空间。  
你能帮帮小Q吗？
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使用类似插入排序的思路

private static String change**(**String str**)** **{**

char**[]** cs **=** str**.**toCharArray**();**

**for** **(**int i**=**1**;** i**<**cs**.**length**;** i**++)** **{**

char ch **=** cs**[**i**];**

**if** **(**Character**.**isLowerCase**(**ch**))** **{**

**for** **(**int j**=**i**;** j**>=**1**;** j**--)** **{**

**if** **(**Character**.**isUpperCase**(**cs**[**j**-**1**]))** **{**

swap**(**cs**,** j**-**1**,** j**);**

**}**

**}**

**}**

**}**

**return** **new** String**(**cs**);**

**}**

private static void swap**(**char**[]** cs**,** int i**,** int j**)** **{**

char t **=** cs**[**i**];**

cs**[**i**]** **=** cs**[**j**];**

cs**[**j**]** **=** t**;**

**}**

# 有趣的数字

小Q今天在上厕所时想到了这个问题：有n个数，两两组成二元组，差的绝对值最小的有多少对呢？差的绝对值最大的呢？

![](data:image/png;base64,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)

解题思路：

1. 使用快排排序
2. 找到差的绝对值最大的对数：找到最小值个数m，最大值个数n，另m\*n;
3. 差值最小的，由于是有序数组，必定是相邻的差值较小，故由快排后的有序数组生成差值数组（即相邻的两两相减）。如果差值数组中0，则查看差值数组中连续0的组数，可以由排列组合知识计算总的差值最小的对数；如果差值数组中没有0，则只需计算差值数组中有多少个最小值即可。注：差值数组必定都是非负数。

# 确定字符互异

请实现一个算法，确定一个字符串的所有字符是否全都不同。这里我们要求不允许使用额外的存储结构。

给定一个string **iniString**，请返回一个bool值,**True**代表所有字符全都不同，**False**代表存在相同的字符。保证字符串中的字符为ASCII字符。字符串的长度小于等于3000。

1. 使用哈希法，int[256],另字符对应的下标值++，如果大于1则返回false
2. 使用快排，在partition算法中判断是否有相等情况。

# 从上往下打印二叉树

BFS 广度优先遍历

public ArrayList**<**Integer**>** PrintFromTopToBottom**(**TreeNode root**)** **{**

ArrayList**<**Integer**>** result **=** **new** ArrayList**<>();**

**if** **(**root **==** **null)** **return** result**;**

LinkedList**<**TreeNode**>** queue **=** **new** LinkedList**<>();**

queue**.**add**(**root**);**

**while** **(!**queue**.**isEmpty**())** **{**

TreeNode temp **=** queue**.**poll**();**

result**.**add**(**temp**.**val**);**

**if** **(**temp**.**left **!=** **null)** queue**.**add**(**temp**.**left**);**

**if** **(**temp**.**right **!=** **null)** queue**.**add**(**temp**.**right**);**

**}**

**return** result**;**

**}**

# 二叉搜索树的后序遍历序列

public boolean VerifySquenceOfBST**(**int **[]** sequence**)** **{**

**if** **(**sequence **==** **null** **||** sequence**.**length **==** 0**)** **return** **false;**

**return** verify**(**sequence**,** 0**,** sequence**.**length**-**1**);**

**}**

private boolean verify**(**int**[]** sequence**,** int left**,** int right**)** **{**

**if** **(**left **>=** right**)** **return** **true;**

int rightStart **=** left**;**

int root **=** sequence**[**right**];**

**while** **(**rightStart **<** right **&&** sequence**[**rightStart**]** **<** root**)** rightStart**++;**

**for** **(**int i**=**rightStart**;** i**<**right**;** i**++)** **{**

**if** **(**sequence**[**i**]** **<** root**)** **{**

**return** **false;**

**}**

**}**

**return** verify**(**sequence**,** left**,** rightStart**-**1**)**

**&&** verify**(**sequence**,** rightStart**,** right**-**1**);**

**}**

# 二叉树中和为某一值的路径

输入一颗二叉树和一个整数，打印出二叉树中结点值的和为输入整数的所有路径。路径定义为从树的根结点开始往下一直到叶结点所经过的结点形成一条路径。

该题使用了二叉树遍历算法，前序遍历，dfs算法。

public class Solution **{**

ArrayList**<**ArrayList**<**Integer**>>** lists **=** **new** ArrayList**<**ArrayList**<**Integer**>>();**

public ArrayList**<**ArrayList**<**Integer**>>** FindPath**(**TreeNode root**,**int target**)** **{**

**if** **(**root **==** **null)** **return** lists**;**

path**(**root**,** 0**,** **new** ArrayList**<**Integer**>(),** target**);**

**return** lists**;**

**}**

//root准备遍历的节点

//sum是已经遍历的路径和，不包括当前结点

private void path**(**TreeNode root**,** int sum**,** ArrayList**<**Integer**>** path**,** int target**)** **{**

**if** **(**root **==** **null)** **return;**

//到达叶结点

**if** **(**root**.**left **==** **null** **&&** root**.**right **==** **null)** **{**

**if** **(**sum **+** root**.**val **==** target**)** **{**

path**.**add**(**root**.**val**);**//加入结点

lists**.**add**(new** ArrayList**<>(**path**));** //记录正确路径

path**.**remove**(**path**.**size**()-**1**);**//移除结点，恢复状态，不影响之后的遍历使用

**}**

**}**

//遍历左结点

path**.**add**(**root**.**val**);**

path**(**root**.**left**,** sum**+**root**.**val**,** path**,** target**);**

path**.**remove**(**path**.**size**()-**1**);**

//遍历右结点

path**.**add**(**root**.**val**);**

path**(**root**.**right**,** sum**+**root**.**val**,** path**,** target**);**

path**.**remove**(**path**.**size**()-**1**);**

**}**

**}**

# 复杂链表的复制

输入一个复杂链表（每个节点中有节点值，以及两个指针，一个指向下一个节点，另一个特殊指针指向任意一个节点），返回结果为复制后复杂链表的head。（注意，输出结果中请不要返回参数中的节点引用，否则判题程序会直接返回空）

/\*

public class RandomListNode {

int label;

RandomListNode next = null;

RandomListNode random = null;

RandomListNode(int label) {

this.label = label;

}

}

\*/

**import** java**.**util**.\*;**

public class Solution **{**

public RandomListNode Clone**(**RandomListNode pHead**)**

**{**

**if** **(**pHead **==** **null)** **return** **null;**

RandomListNode newHead **=** **new** RandomListNode**(**pHead**.**label**);**

HashMap**<**RandomListNode**,** RandomListNode**>** map **=** **new** HashMap**<>();**

map**.**put**(**pHead**,** newHead**);**

RandomListNode newPre **=** newHead**;**

RandomListNode cur **=** pHead**.**next**;**

**while** **(**cur **!=** **null)** **{**

RandomListNode newCur **=** **new** RandomListNode**(**cur**.**label**);**

newPre**.**next **=** newCur**;**

map**.**put**(**cur**,** newCur**);**

cur **=** cur**.**next**;**

newPre **=** newCur**;**

**}**

RandomListNode newIt **=** newHead**;**

RandomListNode it **=** pHead**;**

**while** **(**newIt **!=** **null)** **{**

newIt**.**random **=** map**.**get**(**it**.**random**);**

newIt **=** newIt**.**next**;**

it **=** it**.**next**;**

**}**

**return** newHead**;**

**}**

**}**

public class Solution **{**

public RandomListNode Clone**(**RandomListNode pHead**){**

**if(**pHead**==null)**

**return** **null;**

RandomListNode pCur **=** pHead**;**

//复制next 如原来是A->B->C 变成A->A'->B->B'->C->C'

**while(**pCur**!=null){**

RandomListNode node **=** **new** RandomListNode**(**pCur**.**label**);**

node**.**next **=** pCur**.**next**;**

pCur**.**next **=** node**;**

pCur **=** node**.**next**;**

**}**

pCur **=** pHead**;**

//复制random pCur是原来链表的结点 pCur.next是复制pCur的结点

**while(**pCur**!=null){**

**if(**pCur**.**random**!=null)**

pCur**.**next**.**random **=** pCur**.**random**.**next**;**

pCur **=** pCur**.**next**.**next**;**

**}**

RandomListNode head **=** pHead**.**next**;**

RandomListNode cur **=** head**;**

pCur **=** pHead**;**

//拆分链表 pCur**.**next因为之前的复制 所以不为空

**while(**pCur**!=null){**

pCur**.**next **=** pCur**.**next**.**next**;**

**if(**cur**.**next**!=null)**

cur**.**next **=** cur**.**next**.**next**;**

cur **=** cur**.**next**;**

pCur **=** pCur**.**next**;**

**}**

**return** head**;**

**}**

**}**

# 二叉搜索树与双向链表

输入一棵二叉搜索树，将该二叉搜索树转换成一个排序的双向链表。要求不能创建任何新的结点，只能调整树中结点指针的指向。

二叉搜索树的中序遍历结果就是一个递增序列，只需要保存上一次节点即可，让上一节点的next指向当前遍历节点即可。

/\*\*

public class TreeNode {

int val = 0;

TreeNode left = null;

TreeNode right = null;

public TreeNode(int val) {

this.val = val;

}

}

\*/

public class Solution **{**

//二叉搜索树的中序遍历结果就是一个递增序列，只需要保存上一次节点即可

TreeNode head**,** pre**;**

public TreeNode Convert**(**TreeNode pRootOfTree**)** **{**

**if** **(**pRootOfTree **==** **null)** **return** **null;**

converSub**(**pRootOfTree**);**

**return** head**;**

**}**

private void converSub**(**TreeNode node**)** **{**

**if** **(**node **==** **null)** **return;**

converSub**(**node**.**left**);**

**if** **(**head **==** **null)** **{**

head **=** node**;**

pre **=** node**;**

**}** **else** **{**

node**.**left **=** pre**;**//当前结点大于上一节点，且在链表中相邻

pre**.**right **=** node**;**

pre **=** node**;**

**}**

converSub**(**node**.**right**);**

**}**

**}**

# 字符串的排列

输入一个字符串,按字典序打印出该字符串中字符的所有排列。例如输入字符串abc,则打印出由字符a,b,c所能排列出来的所有字符串abc,acb,bac,bca,cab和cba。 结果请按字母顺序输出。

1. 全排列用dfs算法生成
2. 顺序用treeSet控制，同时清除重复的字符串。

**import** java**.**util**.\*;**

public class Solution **{**

static ArrayList**<**String**>** result**;**

static Set**<**String**>** set**;**

static public ArrayList**<**String**>** Permutation**(**String str**)** **{**

set **=** **new** TreeSet**<>();**

result **=** **new** ArrayList**<>();** //每次都需要初始化

**if** **(**str **==** **null** **||** str**.**length**()** **==** 0**)** **return** result**;**

char**[]** cs **=** str**.**toCharArray**();**

dfs**(**cs**,** **new** char**[**str**.**length**()],**

**new** int**[**str**.**length**()],** 0**);**

**for** **(**String string **:** set**)** **{**

result**.**add**(**string**);**

**}**

**return** result**;**

**}**

static void dfs**(**char**[]** cs**,** char**[]** out**,** int**[]** book**,** int id**)** **{**

**if** **(**id **==** cs**.**length**)** **{**

set**.**add**(new** String**(**out**));**

**return;**

**}**

**for** **(**int i**=**0**;** i**<**cs**.**length**;** i**++)** **{**

**if** **(**book**[**i**]** **==** 0**)** **{**

book**[**i**]** **=** 1**;**

out**[**id**]** **=** cs**[**i**];**

dfs**(**cs**,** out**,** book**,** id**+**1**);**

book**[**i**]** **=** 0**;**

**}**

**}**

**}**

**}**

# 8皇后问题

要求在8\*8的棋盘上摆放8个皇后，使其不能相互攻击，即任意2个皇后不在同一行或者同一列，或同一对角线上

关键是对问题的抽象，用一个数组queen[8],放置0~7的全排列，其中queen[i]表示位于第i行皇后的列号。这样就保证任意2个皇后不在同一行，同一列了。如果处于同一对角线则满足|i-j| = queen[i] – queen[j]。

# 数组中出现次数超过一半的数字

数组中有一个数字出现的次数超过数组长度的一半，请找出这个数字。例如输入一个长度为9的数组{1,2,3,2,2,2,5,4,2}。由于数字2在数组中出现了5次，超过数组长度的一半，因此输出2。如果不存在则输出0。

public class Solution **{**

public int MoreThanHalfNum\_Solution**(**int **[]** arr**)** **{**

**if** **(**arr **==** **null** **||** arr**.**length **==** 0**)** **return** 0**;**

**if** **(**arr**.**length **==** 1**)** **return** arr**[**0**];**

int num **=** 1**,** val **=** arr**[**0**];**

**for** **(**int i**=**1**;** i**<**arr**.**length**;** i**++)** **{**

**if** **(**arr**[**i**]** **==** val**)** **{**

num**++;**

**}** **else** **{**

num**--;**

**if** **(**num **==** 0**)** **{**

val **=** arr**[**i**];**

num **=** 1**;**

**}**

**}**

**}**

//检查是否出现次数超过一半

int times **=** 0**;**

**for** **(**int i**=**0**;** i**<**arr**.**length**;** i**++)** **{**

**if** **(**arr**[**i**]** **==** val**)**

times**++;**

**}**

**if** **(**times **<=** arr**.**length **/** 2**)** **return** 0**;**

**return** val**;**

**}**

**}**

有成熟的O(n)算法可以找到数组中任意第K大的数字：

该题可以转换为找数组中第N = （len/2）大的数字，然后对该数字验证。find(int[] arr, int id)是找到arr数组排序后下标为id的数字，算法复杂度为O(n)。

public class Solution **{**

public int MoreThanHalfNum\_Solution**(**int **[]** arr**)** **{**

**if** **(**arr **==** **null** **||** arr**.**length **==** 0**)** **return** 0**;**

**if** **(**arr**.**length **==** 1**)** **return** arr**[**0**];**

//超过一半长度的下标

int middle **=** arr**.**length **/** 2**;**

int val **=** find**(**arr**,** middle**);**

//检查是否出现次数超过一半

int times **=** 0**;**

**for** **(**int i**=**0**;** i**<**arr**.**length**;** i**++)** **{**

**if** **(**arr**[**i**]** **==** val**)**

times**++;**

**}**

**if** **(**times **<=** arr**.**length **/** 2**)** **return** 0**;**

**return** val**;**

**}**

static int find**(**int**[]** arr**,** int id**)** **{**

int left **=** 0**,** right **=** arr**.**length **-** 1**;**

int mid **=** partition**(**arr**,** left**,** right**);**

**while** **(**mid **!=** id**)** **{**

**if** **(**mid **>** id**)** **{**

right **=** mid **-** 1**;**

mid **=** partition**(**arr**,** left**,** right**);**

**}** **else** **{**

left **=** mid **+** 1**;**

mid **=** partition**(**arr**,** left**,** right**);**

**}**

**}**

**return** arr**[**mid**];**

**}**

static int partition**(**int**[]** arr**,** int left**,** int right**)** **{**

int mid **=** left **-**1**;**

**while** **(**left **<=** right**)** **{**

**if** **(**arr**[**left**]** **<=** arr**[**right**])** **{**

swap**(**arr**,** left**,** **++**mid**);**

**}**

left**++;**

**}**

**return** mid**;**

**}**

private static void swap**(**int**[]** arr**,** int left**,** int i**)** **{**

int t **=** arr**[**left**];**

arr**[**left**]** **=** arr**[**i**];**

arr**[**i**]** **=** t**;**

**}**

**}**

# 最小的K个数

输入n个整数，找出其中最小的K个数。例如输入4,5,1,6,2,7,3,8这8个数字，则最小的4个数字是1,2,3,4,。

1. 使用最大堆 nlog(K) 或者快排 NlogN 或者patition方法 N+KlogK

## 使用最大堆 nlog(K)

**import** java**.**util**.\*;**

public class Solution **{**

public static ArrayList**<**Integer**>** GetLeastNumbers\_Solution**(**int **[]** input**,** int k**)** **{**

ArrayList**<**Integer**>** list **=** **new** ArrayList**<>();**

**if** **(**input **==** **null** **||** k **>** input**.**length **||** input**.**length **==** 0 **||** k **==** 0**)** **return** list**;**

**return** get**(**input**,** k**);**

**}**

private static ArrayList**<**Integer**>** get**(**int**[]** input**,** int k**)** **{**

int**[]** heap **=** **new** int**[**k**];**

**for** **(**int i**=**0**;** i**<**k**;** i**++)** **{**

heap**[**i**]** **=** input**[**i**];**

**}**

//构建最大堆

**for** **(**int i**=**k**/**2**;** i**>=**0**;** i**--)** **{**

heapAdjust**(**heap**,** i**,** k**);**

**}**

//求最小的k个数

**for** **(**int i**=**k**;** i**<**input**.**length**;** i**++)** **{**

**if** **(**input**[**i**]** **<** heap**[**0**])** **{**

heap**[**0**]** **=** input**[**i**];**

heapAdjust**(**heap**,** 0**,** k**);**

**}**

**}**

//输出最大堆

ArrayList**<**Integer**>** out **=** **new** ArrayList**<>();**

**for** **(**int i**=**k**-**1**;** i**>=**0**;** i**--)** **{**

out**.**add**(**0**,** heap**[**0**]);**

swap**(**heap**,** 0**,** i**);**

heapAdjust**(**heap**,** 0**,** i**);**

**}**

**return** out**;**

**}**

//最大堆

static void heapAdjust**(**int**[]** arr**,** int id**,** int len**)** **{**

int i**=**0**;**

int cl**;**

**while** **((**cl **=** id**\***2 **+** 1**)** **<** len**)** **{**

// int cl = id\*2 + 1;

**if** **(**cl**+**1 **<** len **&&** arr**[**cl**+**1**]** **>** arr**[**cl**])** **{**

cl**++;**

**}**

**if** **(**arr**[**cl**]** **>** arr**[**id**])** **{**

swap**(**arr**,** cl**,** id**);**

id **=** cl**;**

**}** **else** **{**

**break;**

**}**

**}**

**}**

private static void swap**(**int**[]** arr**,** int left**,** int i**)** **{**

int t **=** arr**[**left**];**

arr**[**left**]** **=** arr**[**i**];**

arr**[**i**]** **=** t**;**

**}**

**}**

## patition方法 N+KlogK

**import** java**.**util**.\*;**

public class Solution **{**

public static ArrayList**<**Integer**>** GetLeastNumbers\_Solution**(**int **[]** input**,** int k**)** **{**

ArrayList**<**Integer**>** list **=** **new** ArrayList**<>();**

**if** **(**input **==** **null** **||** k **>** input**.**length **||** input**.**length **==** 0 **||** k **==** 0**)** **return** list**;**

// return get(input, k);

**return** partitionGet**(**input**,** k**);**

**}**

private static ArrayList**<**Integer**>** partitionGet**(**int**[]** input**,** int k**)** **{**

int**[]** heap **=** **new** int**[**k**];**

find**(**input**,** k**-**1**);** //找到input排序后的第k-1下标的元素,且该元素左边的值都比input[k-1]小

**for** **(**int i**=**0**;** i**<**k**;** i**++)** **{**

heap**[**i**]** **=** input**[**i**];**

**}**

//排序

Arrays**.**sort**(**heap**);**

//输出最大堆

ArrayList**<**Integer**>** out **=** **new** ArrayList**<>();**

**for** **(**int i**=**0**;** i**<**k**;** i**++)** **{**

out**.**add**(**heap**[**i**]);**

**}**

**return** out**;**

**}**

//找到数组中第id+1大的数(排序后下标为id)，O(n)

static int find**(**int**[]** arr**,** int id**)** **{**

int left **=** 0**,** right **=** arr**.**length **-** 1**;**

int mid **=** partition**(**arr**,** left**,** right**);**

**while** **(**mid **!=** id**)** **{**

**if** **(**mid **>** id**)** **{**

right **=** mid **-** 1**;**

mid **=** partition**(**arr**,** left**,** right**);**

**}** **else** **{**

left **=** mid **+** 1**;**

mid **=** partition**(**arr**,** left**,** right**);**

**}**

**}**

**return** arr**[**mid**];**

**}**

static int partition**(**int**[]** arr**,** int left**,** int right**)** **{**

int mid **=** left **-**1**;**

**while** **(**left **<=** right**)** **{**

**if** **(**arr**[**left**]** **<=** arr**[**right**])** **{**

swap**(**arr**,** left**,** **++**mid**);**

**}**

left**++;**

**}**

**return** mid**;**

**}**

private static void swap**(**int**[]** arr**,** int left**,** int i**)** **{**

int t **=** arr**[**left**];**

arr**[**left**]** **=** arr**[**i**];**

arr**[**i**]** **=** t**;**

**}**

**}**

# 连续子数组的最大和

HZ偶尔会拿些专业问题来忽悠那些非计算机专业的同学。今天测试组开完会后,他又发话了:在古老的一维模式识别中,常常需要计算连续子向量的最大和,当向量全为正数的时候,问题很好解决。但是,如果向量中包含负数,是否应该包含某个负数,并期望旁边的正数会弥补它呢？例如:{6,-3,-2,7,-15,1,2,2},连续子向量的最大和为8(从第0个开始,到第3个为止)。你会不会被他忽悠住？

动态规划方法

public class Solution **{**

static public int FindGreatestSumOfSubArray**(**int**[]** array**)** **{**

**if** **(**array **==** **null** **||** array**.**length **==** 0**)** **return** 0**;**

**return** find**(**array**);**

**}**

//计算连续子向量的最大和 {6,-3,-2,7,-15,1,2,2}

//如果向量和为负数，则下一个元素不需要接着前面的向量了，重新构造子向量

static private int find**(**int**[]** array**)** **{**

int **[]** dp **=** **new** int**[**array**.**length**];** //dp[i]表示 截止到array[i]时，出现的最大序列和

int max **=** array**[**0**];**

dp**[**0**]** **=** array**[**0**];**

**for** **(**int i**=**1**;** i**<**array**.**length**;** i**++)** **{**

//如果当前子向量和为负数，则下一个元素不需要添加到前面的向量了，重新构造子向量

//此处的dp[i-1]可用一个变量替代，因此也不需要dp数组了

**if** **(**dp**[**i**-**1**]** **<** 0**)** **{**

dp**[**i**]** **=** array**[**i**];**

**}** **else** **{**//为正 继续添加

dp**[**i**]** **=** dp**[**i**-**1**]** **+** array**[**i**];**

**}**

max **=** Math**.**max**(**max**,** dp**[**i**]);**

**}**

**return** max**;**

**}**

**}**

# 整数中1出现的次数（从1到n整数中1出现的次数）

求出1~13的整数中1出现的次数,并算出100~1300的整数中1出现的次数？为此他特别数了一下1~13中包含1的数字有1、10、11、12、13因此共出现6次,但是对于后面问题他就没辙了。ACMer希望你们帮帮他,并把问题更加普遍化,可以很快的求出任意非负整数区间中1出现的次数。

这是一个数学问题：

public class Solution **{**

//主要思路：设定整数点（如1、10、100等等）作为位置点i（对应n的各位、十位、百位等等），

//分别对每个数位上有多少包含1的点进行分析

//根据设定的整数位置，对n进行分割，分为两部分，高位a=n/i，低位b=n%i

//例如当当i表示百位，有三种情况：

//1.当百位对应的数k>=2时,如n=31456,i=100，则a=314,b=56，

//此时百位为1的次数有32（最高两位0~31），每一次都包含100个连续的点(个位和十位范围0~99)

//即共有(a/10+1)\*100个点的百位为1

//2.当百位对应的数为1时，如n=31156,i=100，则a=311,b=56，

//当高位为0~30时，百位为1，低位可以为0~99，当高位为31时，百位为1，低位可以为0~56，

//故此时百位为1的点的个数为(a/10)\*100+(b+1)

//3.当百位对应的数为0,如n=31056,则a=310,b=56，

//只有当高位为0~30时，百位才为1，此时低位可以为0~99，故总的点数：(a/10)\*100

public int NumberOf1Between1AndN\_Solution**(**int n**)** **{**

int count **=** 0**;**

**for** **(**int i**=**1**;** i**<=**n**;** i**\*=**10**)** **{**

int a **=** n**/**i**,** b **=** n**%**i**;**

**if** **(**a **%** 10 **==** 0**)** **{**

count **+=** **(**a**/**10**)\***i**;**

**}** **else** **if** **(**a **%** 10 **==** 1**)** **{**

count **+=** **(**a**/**10**)\***i **+** b **+** 1**;**

**}** **else** **{**

count **+=** **(**a**/**10 **+** 1**)\***i**;**

**}**

**}**

**return** count**;**

**}**

**}**

# 把数组排成最小的数

输入一个正整数数组，把数组里所有数字拼接起来排成一个数，打印能拼接出的所有数字中最小的一个。例如输入数组{3，32，321}，则打印出这三个数字能排成的最小数字为321323。

变种快排，比较2个数字拼接后的字符串的大小

![](data:image/png;base64,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)

**import** java**.**util**.**ArrayList**;**

public class Solution **{**

public static String PrintMinNumber**(**int **[]** numbers**)** **{**

**if** **(**numbers **==** **null)** **return** **null;**

qSort**(**numbers**,** 0**,** numbers**.**length**-**1**);**

StringBuilder sb **=** **new** StringBuilder**();**

**for** **(**int i**=**0**;** i**<**numbers**.**length**;** i**++)** **{**

sb**.**append**(**numbers**[**i**]);**

**}**

**return** sb**.**toString**();**

**}**

static int partion**(**int**[]** arr**,** int left**,** int right**)** **{**

int mid **=** left **-** 1**;**

**while** **(**left **<=** right**)** **{**

**if** **(**compare**(**arr**[**left**],** arr**[**right**]))** **{**

swap**(**arr**,** left**,** **++**mid**);**

**}**

left**++;**

**}**

**return** mid**;**

**}**

private static boolean compare**(**int i**,** int j**)** **{**

**if** **(**i **==** j**)** **return** **true;**

String s1 **=** i**+**""**+**j**;**

String s2 **=** j**+**""**+**i**;**

**if** **(**s1**.**compareTo**(**s2**)** **<=** 0**)**

**return** **true;**

**return** **false;**

**}**

static void qSort**(**int**[]** arr**,** int left**,** int right**)** **{**

**if** **(**left **>=** right**)** **return;**

int mid **=** partion**(**arr**,** left**,** right**);**

qSort**(**arr**,** left**,** mid**-**1**);**

qSort**(**arr**,** mid**+**1**,** right**);**

**}**

private static void swap**(**int**[]** arr**,** int a**,** int b**)** **{**

int t **=** arr**[**a**];**

arr**[**a**]** **=** arr**[**b**];**

arr**[**b**]** **=** t**;**

**}**

**}**

使用系统排序函数：

public class Solution **{**

public String PrintMinNumber**(**int **[]** numbers**)** **{**

**if** **(**numbers **==** **null)** **return** **null;**

**return** printMinNumber**(**numbers**);**

**}**

static public String printMinNumber**(**int**[]** numbers**)** **{**

List**<**Integer**>** list **=** **new** ArrayList**<>();**

**for** **(**int i **:** numbers**)** **{**

list**.**add**(**i**);**

**}**

Collections**.**sort**(**list**,** **new** Comparator**<**Integer**>()** **{**

@Override

public int compare**(**Integer o1**,** Integer o2**)** **{**

// TODO Auto-generated method stub

String s1 **=** o1 **+** "" **+** o2**;**

String s2 **=** o2 **+** "" **+** o1**;**

**return** s1**.**compareTo**(**s2**);**

**}**

**});**

StringBuilder sbBuilder **=** **new** StringBuilder**();**

**for** **(**Integer integer **:** list**)** **{**

sbBuilder**.**append**(**integer**);**

**}**

**return** sbBuilder**.**toString**();**

**}**

**}**

# 丑数

把只包含因子2、3和5的数称作丑数（Ugly Number）。例如6、8都是丑数，但14不是，因为它包含因子7。 习惯上我们把1当做是第一个丑数。求按从小到大的顺序的第N个丑数。

对一个已经生成的丑数序列，假设其最后一个也就是当前最大值的是M,则该序列必定存在一个丑数T2, 如T2的前一个丑数为F2, 满足T2 \* 2 > M，F2 \* 2 <M。 同理存在T3 \* 3 > M，F3 \* 3 <M。T5 \* 5 > M，F5 \* 5 <M。则下一个丑数是Min（T2 \*2, T3\*3, T5\*5），因此在丑数生成的过程中，只需要动态维护T2,T3,T5即可。

**import** java**.**util**.\*;**

**import** java**.**math**.\*;**

public class Solution **{**

public static int GetUglyNumber\_Solution**(**int index**)** **{**

**if** **(**index **<=** 0**)** **return** 0**;**

ArrayList**<**Integer**>** array **=** **new** ArrayList**<>();**

array**.**add**(**1**);**//1是第一个丑数

int t2Id**=**0**,** t3Id **=** 0**,** t5Id **=** 0**;**

int uglyMax**;**

**while** **(**array**.**size**()** **<** index**)** **{**

uglyMax **=** Math**.**min**(**array**.**get**(**t2Id**)\***2**,**

Math**.**min**(**array**.**get**(**t3Id**)\***3**,** array**.**get**(**t5Id**)\***5**));**

array**.**add**(**uglyMax**);**

**while** **(**array**.**get**(**t2Id**)\***2 **<=** uglyMax**)** t2Id**++;**

**while** **(**array**.**get**(**t3Id**)\***3 **<=** uglyMax**)** t3Id**++;**

**while** **(**array**.**get**(**t5Id**)\***5 **<=** uglyMax**)** t5Id**++;**

**}**

**return** array**.**get**(**index**-**1**);** //1是第一个丑数

**}**

**}**

# 第一个只出现一次的字符

在一个字符串(1<=字符串长度<=10000，全部由大写字母组成)中找到第一个只出现一次的字符,并返回它的位置。

1. 第一次遍历字符串，用256的数组记录每个字符出现的次数。
2. 第二次遍历字符串，找到第一个数组记录为1的字符。

public class Solution **{**

public int FirstNotRepeatingChar**(**String str**)** **{**

**if** **(**str **==** **null)** **return** **-**1**;**

int**[]** book **=** **new** int**[**256**];**

**for** **(**int i**=**0**;** i**<**str**.**length**();** i**++)** **{**

book**[**str**.**charAt**(**i**)]++;**

**}**

**for** **(**int i**=**0**;** i**<**str**.**length**();** i**++)** **{**

**if** **(**book**[**str**.**charAt**(**i**)]** **==** 1**)**

**return** i**;**

**}**

**return** **-**1**;**

**}**

**}**

# 数组中的逆序对

在数组中的两个数字，如果前面一个数字大于后面的数字，则这两个数字组成一个逆序对。输入一个数组,求出这个数组中的逆序对的总数P。并将P对1000000007取模的结果输出。 即输出P%1000000007

采用归并排序的方法，只是在合并数组时，从右往左合并，并且当左边的数大于右边数时候，逆序对数目 += 当前右边数组的剩余元素个数。

public class Solution **{**

public static int InversePairs**(**int **[]** arr**)** **{**

count **=** 0**;**

mergeSort**(**arr**,** 0**,** arr**.**length**-**1**);**

// System.out.println(Arrays.toString(arr));

// System.out.println(count % 1000000007);

**return** count**;**

**}**

static void mergeSort**(**int**[]** arr**,** int left**,** int right**)** **{**

**if** **(**left **>=** right**)** **return;**

int mid **=** **(**left **+** right**)** **/** 2**;**

mergeSort**(**arr**,** left**,** mid**);**

mergeSort**(**arr**,** mid**+**1**,** right**);**

merge**(**arr**,** left**,** mid**,** right**);**

**}**

static void mergeSort2**(**int**[]** arr**)** **{**

int len **=** arr**.**length**;**

int sl **=** 1**,** dl **=** 1**;**

**while** **(**sl **<** len**)** **{**

dl **=** sl **\*** 2**;**

int i **=** 0**;**

**while** **(**i **+** dl **<** len**)** **{**

merge**(**arr**,** i**,** i**+**sl**-**1**,** i**+**dl**-**1**);**

i **+=** dl**;**

**}**

**if** **(**i **+** sl **<** len**)** **{**

merge**(**arr**,** i**,** i**+**sl**-**1**,** len**-**1**);**

**}**

sl **=** dl**;**

**}**

**}**

static int count **=** 0**;**

private static void merge**(**int**[]** arr**,** int left**,** int mid**,** int right**)** **{**

int**[]** temp **=** **new** int**[**right**-**left**+**1**];**

int id **=** temp**.**length **-** 1**;**

int l **=** mid**,** r **=** right**;**

**while** **(**l **>=** left **&&** r **>** mid**)** **{**

**if** **(**arr**[**l**]** **>** arr**[**r**])** **{**

count **+=** r **-** mid**;**

**if** **(**count **>** 1000000007**)** **{**

count **=** count **%** 1000000007**;**

**}**

temp**[**id**--]** **=** arr**[**l**--];**

**}** **else** **{**

temp**[**id**--]** **=** arr**[**r**--];**

**}**

**}**

**while** **(**l **>=** left**)** **{**

temp**[**id**--]** **=** arr**[**l**--];**

**}**

**while** **(**r **>** mid**)** **{**

temp**[**id**--]** **=** arr**[**r**--];**

**}**

**for** **(**int i**=**0**;** i**<**temp**.**length**;** i**++)** **{**

arr**[**i**+**left**]** **=** temp**[**i**];**

**}**

**}**

private static void swap**(**int**[]** arr**,** int a**,** int b**)** **{**

int t **=** arr**[**a**];**

arr**[**a**]** **=** arr**[**b**];**

arr**[**b**]** **=** t**;**

**}**

**}**

# 两个链表的第一个公共结点

输入两个链表，找出它们的第一个公共结点。

2个链表有公共节点，那么它们公共节点后的链表部分是一样的。

1. 借助2个栈，将2个链表分别入栈，这样栈顶就是每个链表的尾尾节点，依次出栈，并比较出栈的元素，相同则为公共节点。
2. 先分别遍历2个链表，求得它们的长度m,n，如果m>n，就先让m链表走m-n步，再一起遍历，遇到相同的那个节点就是公共结点了。
3. /\*
4. public class ListNode {
5. int val;
6. ListNode next = null;
7. ListNode(int val) {
8. this.val = val;
9. }
10. }\*/
11. public class Solution **{**
12. public ListNode FindFirstCommonNode**(**ListNode pHead1**,** ListNode pHead2**)** **{**
14. **if** **(**pHead1 **==** **null** **||** pHead2 **==** **null)** **return** **null;**
15. int len1 **=** 0**;**
16. int len2 **=** 0**;**
17. ListNode node **=** pHead1**;**
18. **while** **(**node **!=** **null)** **{**
19. len1**++;**
20. node **=** node**.**next**;**
21. **}**
22. node **=** pHead2**;**
23. **while** **(**node **!=** **null)** **{**
24. len2**++;**
25. node **=** node**.**next**;**
26. **}**
28. **if** **(**len1 **>** len2**)** **{**
29. int diff **=** len1 **-** len2**;**
30. **for** **(**int i**=**0**;** i**<**diff**;** i**++)** pHead1 **=** pHead1**.**next**;**
31. **}** **else** **{**
32. int diff **=** len2 **-** len2**;**
33. **for** **(**int i**=**0**;** i**<**diff**;** i**++)** pHead2 **=** pHead2**.**next**;**
34. **}**
36. **while** **(**pHead1 **!=** pHead2**)** **{**
37. pHead1 **=** pHead1**.**next**;**
38. pHead2 **=** pHead2**.**next**;**
39. **}**
41. **if** **(**pHead1 **==** pHead2**)**
42. **return** pHead1**;**
43. **else**
44. **return** **null;**
46. **}**
47. **}**

# 数字在排序数组中出现的次数

统计一个数字在排序数组中出现的次数。

采用二分查找，分别查找最左和最右的下标。

public static int GetNumberOfK**(**int **[]** arr **,** int k**)** **{**

**if** **(**arr **==** **null** **||** arr**.**length **==** 0**)** **return** 0**;**

int first **=** binaryFind**(**arr**,** k**,** 0**);**

int last **=** binaryFind**(**arr**,** k**,** 1**);**

**if** **(**first **!=** **-**1 **&&** last **!=** **-**1**)** **{**

**return** last**-**first**+**1**;**

**}**

**return** 0**;**

**}**

//二分查找 type 0 查找最左边的下标 1查找最右边的下标

static int binaryFind**(**int**[]** arr**,** int value**,** int type**)** **{**

int left **=** 0**,** right **=** arr**.**length **-** 1**;**

int mid **=** 0**;**

**while** **(**left **<=** right**)** **{**

mid **=** **(**left **+** right**)** **/** 2**;**

**if** **(**arr**[**mid**]** **>** value**)** **{**

right **=** mid **-** 1**;**

**}** **else** **if** **(**arr**[**mid**]** **<** value**){**

left **=** mid **+** 1**;**

**}** **else** **{**

**if** **(**type **==** 0**)** **{**//左边k

**if** **(**mid **==** 0 **||** **(**mid **-** 1 **>=** 0 **&&** arr**[**mid**-**1**]** **!=** arr**[**mid**]))** **{**

**return** mid**;**

**}** **else** **{**

right **=** mid **-** 1**;**

**}**

**}** **else** **{**//右边k

**if** **(**mid **==** arr**.**length**-**1 **||** **(**mid **+** 1 **<** arr**.**length **&&** arr**[**mid**+**1**]** **!=** arr**[**mid**]))** **{**

**return** mid**;**

**}** **else** **{**

left **=** mid **+** 1**;**

**}**

**}**

**}**

**}**

**return** **-**1**;**

**}**

# 二叉树的深度

输入一棵二叉树，求该树的深度。从根结点到叶结点依次经过的结点（含根、叶结点）形成树的一条路径，最长路径的长度为树的深度。

简单的递归：

public class Solution **{**

public static int TreeDepth**(**TreeNode root**)**

**{**

**if** **(**root **==** **null)** **return** 0**;**

int left **=** TreeDepth**(**root**.**left**);**

int right **=** TreeDepth**(**root**.**right**);**

**return** Math**.**max**(**left**,**right**)** **+** 1**;**

**}**

**}**

# 按层遍历树

**import** java**.**util**.\*;**

public class Solution **{**

public static int TreeDepth**(**TreeNode root**)** **{**

**if** **(**root **==** **null)** **return** 0**;**

Queue**<**TreeNode**>** queue **=** **new** ArrayDeque**<>();**

queue**.**add**(**root**);**

int depth **=** 0**;**

int outCount **=** 0**;**//记录当前层输出的结点数

int curCount **=** 1**;**//换行判断，记录当前层的结点个数

TreeNode node**;**

**while** **(!**queue**.**isEmpty**())** **{**

node **=** queue**.**poll**();**

outCount**++;**

**if** **(**node**.**left **!=** **null)** **{**

queue**.**add**(**node**.**left**);**

**}**

**if** **(**node**.**right **!=** **null)** **{**

queue**.**add**(**node**.**right**);**

**}**

**if** **(**outCount **==** curCount**)** **{**

curCount **=** queue**.**size**();** //更新层的结点数，并切换到下一层

outCount **=** 0**;**

depth**++;**

**}**

**}**

**return** depth**;**

**}**

**}**

# 平衡二叉树

输入一棵二叉树，判断该二叉树是否是平衡二叉树。

public class Solution **{**

public boolean IsBalanced\_Solution**(**TreeNode root**)** **{**

**if** **(**root **==** **null)** **return** **true;**

int leftDepth **=** treeDepth**(**root**.**left**);**

int rightDepth **=** treeDepth**(**root**.**right**);**

//左右子树的高度差大于1 就不是平衡树了

**if** **(**Math**.**abs**(**leftDepth **-** rightDepth**)** **>** 1**)** **return** **false;**

**return** IsBalanced\_Solution**(**root**.**left**)** **&&** IsBalanced\_Solution**(**root**.**right**);**

**}**

public static int treeDepth**(**TreeNode root**)**

**{**

**if** **(**root **==** **null)** **return** 0**;**

int left **=** treeDepth**(**root**.**left**);**

int right **=** treeDepth**(**root**.**right**);**

**return** Math**.**max**(**left**,**right**)** **+** 1**;**

**}**

**}**

# 数组中只出现一次的数字

一个整型数组里除了两个数字之外，其他的数字都出现了两次。请写程序找出这两个只出现一次的数字。

异或的使用：即两个相同的数异或结果为0。异或满足分配律，任意数和0异或不变。

//num1,num2分别为长度为1的数组。传出参数

//将num1[0],num2[0]设置为返回结果

**import** java**.**util**.\*;**

public class Solution **{**

public void FindNumsAppearOnce**(**int **[]** arr**,**int num1**[]** **,** int num2**[])** **{**

**if** **(**arr **==** **null** **||** arr**.**length **<** 2**)** **{**

num1**[**0**]** **=** 0**;**

num2**[**0**]** **=** 0**;**

**return;**

**}**

int xor **=** arr**[**0**]^**arr**[**1**];**

**for** **(**int i**=**2**;** i**<**arr**.**length**;** i**++)** **{**

xor **=** xor **^** arr**[**i**];**

**}**

int flag **=** 1**;**

**for** **(**int i**=**0**;** i**<**32**;** i**++)** **{**

**if** **((**flag **&** xor**)** **!=** 0**)** **{**

**break;**

**}**

flag **=** flag **<<** 1**;**

**}**

List**<**Integer**>** a1 **=** **new** ArrayList**<**Integer**>();**

List**<**Integer**>** a2 **=** **new** ArrayList**<**Integer**>();**

**for** **(**int i**=**0**;** i**<**arr**.**length**;** i**++)** **{**

**if** **((**arr**[**i**]** **&** flag**)** **!=** 0**)** **{**

a1**.**add**(**arr**[**i**]);**

**}** **else** **{**

a2**.**add**(**arr**[**i**]);**

**}**

**}**

int temp **=** a1**.**get**(**0**);**

**for** **(**int i**=**1**;** i**<**a1**.**size**();** i**++)** **{**

temp **=** temp **^** a1**.**get**(**i**);**

**}**

num1**[**0**]** **=** temp**;**

temp **=** a2**.**get**(**0**);**

**for** **(**int i**=**1**;** i**<**a2**.**size**();** i**++)** **{**

temp **=** temp **^** a2**.**get**(**i**);**

**}**

num2**[**0**]** **=** temp**;**

**}**

**}**

# 和为S的两个数字

输入一个递增排序的数组和一个数字S，在数组中查找两个数，使得他们的和正好是S，如果有多对数字的和等于S，输出两个数的乘积最小的。

**import** java**.**util**.**ArrayList**;**

public class Solution **{**

public ArrayList**<**Integer**>** FindNumbersWithSum**(**int **[]** arr**,**int sum**)** **{**

ArrayList**<**Integer**>** result **=** **new** ArrayList**<>();**

int left **=** 0**,** right **=** arr**.**length **-** 1**;**

//从数组两端取两个数求和，交替向中间缩进遍历

//满足条件的第一组的乘积也是最小

**while** **(**left **<** right**)** **{**

**if** **(**arr**[**left**]** **+** arr**[**right**]** **>** sum**)** **{**

right**--;**

**}** **else** **if** **(**arr**[**left**]** **+** arr**[**right**]** **<** sum**)** **{**

left**++;**

**}** **else** **{**

result**.**add**(**arr**[**left**]);**

result**.**add**(**arr**[**right**]);**

**break;**

**}**

**}**

**return** result**;**

**}**

**}**

# 和为S的连续正数序列

小明很喜欢数学,有一天他在做数学作业时,要求计算出9~16的和,他马上就写出了正确答案是100。但是他并不满足于此,他在想究竟有多少种连续的正数序列的和为100(至少包括两个数)。没多久,他就得到另一组连续正数和为100的序列:18,19,20,21,22。现在把问题交给你,你能不能也很快的找出所有和为S的连续正数序列? Good Luck!

输出所有和为S的连续正数序列。序列内按照从小至大的顺序，序列间按照开始数字从小到大的顺序

**import** java**.**util**.**ArrayList**;**

public class Solution **{**

static public ArrayList**<**ArrayList**<**Integer**>** **>** FindContinuousSequence**(**int sum**)** **{**

ArrayList**<**ArrayList**<**Integer**>>** lists **=** **new** ArrayList**<>();**

ArrayList**<**Integer**>** seq **=** **new** ArrayList**<>();**

int smallId **=** 0**,** bigNum**=**1**,** tempSum**=**0**;**

**for** **(**int i**=**1**;** **;** i**++)** **{**

seq**.**add**(**i**);**

tempSum **+=** i**;**

bigNum **=** i**;**//更新序列中的最大值

**if** **(**tempSum **>=** sum**)** **break;**

**}**

//当smallId 为序列的倒数第二个时，说明已经到了sum的一半位置

**while** **(**smallId **<** seq**.**size**()-**1**)** **{**

**if** **(**tempSum **>** sum**)** **{**

//从序列中 移除左边的数值

tempSum **-=** seq**.**get**(**smallId**);**

smallId**++;**

**}** **else** **if** **(**tempSum **<** sum**)** **{**

//向右递进

bigNum**++;**

seq**.**add**(**bigNum**);**

tempSum **+=** bigNum**;**

**}** **else** **{**//equal

//添加符合要求的序列

lists**.**add**(new** ArrayList**<>(**seq**.**subList**(**smallId**,** seq**.**size**())));**

//继续递进增加

bigNum**++;**

seq**.**add**(**bigNum**);**

tempSum **+=** bigNum**;**

**}**

// System.out.println(seq);

**}**

**return** lists**;**

**}**

**}**

# 不用加减乘除做加法

写一个函数，求两个整数之和，要求在函数体内不得使用+、-、\*、/四则运算符号。
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# 把字符串转换成整数

将一个字符串转换成一个整数，要求不能使用字符串转换整数的库函数。
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# 正则表达式匹配

请实现一个函数用来匹配包括'.'和'\*'的正则表达式。模式中的字符'.'表示任意一个字符，而'\*'表示它前面的字符可以出现任意次（包含0次）。 在本题中，匹配是指字符串的所有字符匹配整个模式。例如，字符串"aaa"与模式"a.a"和"ab\*ac\*a"匹配，但是与"aa.a"和"ab\*a"均不匹配

public class Solution **{**

public boolean match**(**char**[]** str**,** char**[]** pattern**)**

**{**

**return** match2**(**str**,** pattern**);**

**}**

static public boolean match2**(**char**[]** str**,** char**[]** pattern**)** **{**

**if(**str**==null&&**pattern**==null)**

**return** **true;**

**if(**str**==null||**pattern**==null)**

**return** **false;**

**return** helper**(**str**,**0**,**str**.**length**,**pattern**,**0**,**pattern**.**length**);**

**}**

static private boolean helper**(**char**[]** str**,** int i**,** int length**,**

char**[]** pattern**,**int j**,** int length2**)** **{**

**if(**i**==**length **&&** j**==**length2**)**//主串完事，匹配串也完事

**return** **true;**

**if(**i**!=**length **&&** j**==**length2**)**//主串没有完事，匹配串完事

**return** **false;**

**if(**j**+**1**<**length2 **&&** pattern**[**j**+**1**]==**'\*'**){**

**if(**i**<**length **&&** **(**str**[**i**]==**pattern**[**j**]** **||** pattern**[**j**]==**'.'**)){**//主串和模式串当前字符匹配

**return** helper**(**str**,** i**+**1**,** length**,** pattern**,**j**,** length2**)||** //主串向后移动，匹配串不变aaa和a\*

helper**(**str**,** i**+**1**,** length**,** pattern**,**j**+**2**,** length2**)||** //主串向后移动，匹配串跳过a\*

helper**(**str**,** i**,** length**,** pattern**,**j**+**2**,** length2**);** //主串不变，匹配模式串后2个字符，跳过a\*

**}else**

**return** helper**(**str**,** i**,** length**,** pattern**,**j**+**2**,** length2**);**//主串和模式串不匹配，略过c和\*

**}**

**if(**i**<**length**&&(**str**[**i**]==**pattern**[**j**]||(**pattern**[**j**]==**'.'**))){**//主串当前字符不为空，要么和模式串匹配，要么模式串为.

**return** helper**(**str**,** i**+**1**,** length**,** pattern**,**j**+**1**,** length2**);**

**}**

**return** **false;**

**}**

**}**

# 表示数值的字符串

请实现一个函数用来判断字符串是否表示数值（包括整数和小数）。例如，字符串"+100","5e2","-123","3.1416"和"-1E-16"都表示数值。 但是"12e","1a3.14","1.2.3","+-5"和"12e+4.3"都不是。

public class Solution **{**

public static boolean isNumeric**(**char**[]** str**)** **{**

// return new String(str).matches("[\\+-]?[0-9]\*");

**return** **new** String**(**str**).**matches**(**"[\\+\\-]?[0-9]\*(\\.[0-9]\*)?([Ee][\\+\\-]?[0-9]+)?"**);**

**}**

**}**

# 求1+2+3+...+n

求1+2+3+...+n，要求不能使用乘除法、for、while、if、else、switch、case等关键字及条件判断语句（A?B:C）。

public class Solution **{**

public int Sum\_Solution**(**int n**)** **{**

// if (n == 0) return 0;

// return n+Sum\_Solution(n-1);

// int sum = n;

// if (n == 0) return 0;

// return sum += Sum\_Solution(n-1);

//看这个即可

// int sum = n;

// boolean ans = (n>0) && (sum += Sum\_Solution(n-1)) > 0;

// return sum;

boolean a **=** **(**n **>** 0**)** **&&** **(**n **+=** Sum\_Solution**(**n**-**1**))** **>** 0**;**

**return** n**;**

**}**

**}**

# 数组中重复的数字

在一个长度为n的数组里的所有数字都在0到n-1的范围内。 数组中某些数字是重复的，但不知道有几个数字是重复的。也不知道每个数字重复几次。请找出数组中任意一个重复的数字。 例如，如果输入长度为7的数组{2,3,1,0,2,5,3}，那么对应的输出是重复的数字2或者3。

简单的使用hashMap.

不需要额外空间的算法，利用当前数组，根据 所有数字都在0到n-1的范围内 这个特征。

访问数组arr中的arr[k]时，arr[k] = num，令 arr[num] += n; 如果数组中存在另一个 arr[kk]=num， 此时访问arr[num] > n，表示num是重复数值。 如果用数字当下标访问的时候，先判断该数字是否大于等于n，是则减去n

public boolean duplicate**(**int numbers**[],**int length**,**int **[]** duplication**)** **{**

**if** **(**numbers **==** **null** **||** numbers**.**length **==** 0**)** **return** **false;**

**for** **(**int i**=**0**;** i**<**length**;** i**++)** **{**

int num **=** numbers**[**i**];** // 1

**if** **(**num **>=** length**)** num **-=** length**;** // 4

**if** **(**numbers**[**num**]** **>** length**)** **{** // 3

duplication**[**0**]** **=** num**;**

**return** **true;**

**}**

numbers**[**num**]** **+=** length**;** // 2

**}**

**return** **false;**

**}**

**}**

# 字符流中第一个不重复的字符

请实现一个函数用来找出字符流中第一个只出现一次的字符。例如，当从字符流中只读出前两个字符"go"时，第一个只出现一次的字符是"g"。当从该字符流中读出前六个字符“google"时，第一个只出现一次的字符是"l"。

建立hash表，初始化为-1， hash的key是字符，value是字符的下标。当字符第一次出现时将相应key的value设置为下标位置，大于一次出现设置为-2。

**import** java**.**util**.\*;**

public class Solution **{**

int**[]** book **=** **new** int**[**256**];**

int index **=** **-**1**;**

int minId **=** Integer**.**MAX\_VALUE**;**

char resultChar **=** 0**;**

public Solution**()** **{**

**for** **(**int i**=**0**;** i**<**book**.**length**;** i**++)** **{**

book**[**i**]** **=** **-**1**;**

**}**

**}**

//Insert one char from stringstream

public void Insert**(**char ch**)**

**{**

index**++;**

**if** **(**book**[**ch**]** **==** **-**1**)** **{**

book**[**ch**]** **=** index**;**

**}** **else** **if** **(**book**[**ch**]** **!=** **-**1**)** **{**

book**[**ch**]** **=** **-**2**;**

**}**

**}**

//return the first appearence once char in current stringstream

public char FirstAppearingOnce**()**

**{**

minId **=** Integer**.**MAX\_VALUE**;**

**for** **(**int i**=**0**;** i**<**book**.**length**;** i**++)** **{**

**if** **(**book**[**i**]** **!=** **-**1 **&&** book**[**i**]** **!=** **-**2**)** **{**

**if** **(**minId **>** book**[**i**])** **{**

minId **=** book**[**i**];**

resultChar **=** **(**char**)** i**;**

**}**

**}**

**}**

**if** **(**minId **==** Integer**.**MAX\_VALUE**)** **return** '#'**;**

**return** resultChar**;**

**}**

**}**

# 孩子们的游戏(圆圈中最后剩下的数)

每年六一儿童节,牛客都会准备一些小礼物去看望孤儿院的小朋友,今年亦是如此。HF作为牛客的资深元老,自然也准备了一些小游戏。其中,有个游戏是这样的:首先,让小朋友们围成一个大圈。然后,他随机指定一个数m,让编号为0的小朋友开始报数。每次喊到m-1的那个小朋友要出列唱首歌,然后可以在礼品箱中任意的挑选礼物,并且不再回到圈中,从他的下一个小朋友开始,继续0...m-1报数....这样下去....直到剩下最后一个小朋友,可以不用表演,并且拿到牛客名贵的“名侦探柯南”典藏版(名额有限哦!!^\_^)。请你试着想下,哪个小朋友会得到这份礼品呢？(注：小朋友的编号是从0到n-1)

约瑟夫问题
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链表模拟：

注意，报数值从0开始，每次递增 m-1次，

**import** java**.**util**.\*;**

public class Solution **{**

static public int LastRemaining\_Solution**(**int n**,** int m**)** **{**

**if** **(**n **==** 0 **||** m **==** 0**)return** **-**1**;**

LinkedList**<**Integer**>** list **=** **new** LinkedList**<>();**

//初始化链表

**for** **(**int i**=**0**;** i**<**n**;** i**++)** **{**

list**.**add**(**i**);**

**}**

//直到剩下最后一个

int count **=** 0**;**

**while** **(**list**.**size**()** **>** 1**)** **{**

//此处计数 m-1次

**for** **(**int i**=**1**;** i**<**m**;** i**++)** **{**

count**++;**

count **=** count **%** list**.**size**();**

**}**

list**.**remove**(**count**);**

**}**

**return** list**.**get**(**0**);**

**}**

**}**

# 左旋转字符串

汇编语言中有一种移位指令叫做循环左移（ROL），现在有个简单的任务，就是用字符串模拟这个指令的运算结果。对于一个给定的字符序列S，请你把其循环左移K位后的序列输出。例如，字符序列S=”abcXYZdef”,要求输出循环左移3位后的结果，即“XYZdefabc”。是不是很简单？OK，搞定它！

/\*解法一：在原字符串上修改

“abcdef”循环左移9位（3位）

前3位逆序，后3位逆序，整体再逆序。

“cbafed”-> “defabc”

public class Solution **{**

public String LeftRotateString**(**String str**,**int n**)** **{**

**if** **(**str **==** **null** **||** str**.**length**()<**n**)** **return** ""**;**

//return str.substring(n,str.length())+str.substring(0,n);

**return** leftRotateString**(**str**,** n**);**

**}**

static String leftRotateString**(**String str**,** int n**)** **{**

char**[]** cs **=** str**.**toCharArray**();**

rev**(**cs**,** 0**,** n**-**1**);**

rev**(**cs**,** n**,** cs**.**length**-**1**);**

rev**(**cs**,** 0**,** cs**.**length**-**1**);**

**return** String**.**valueOf**(**cs**);**

**}**

static void rev**(**char**[]** cs**,** int l**,** int r**)** **{**

**while** **(**l **<** r**)** **{**

char c **=** cs**[**l**];**

cs**[**l**]** **=** cs**[**r**];**

cs**[**r**]** **=** c**;**

l**++;**

r**--;**

**}**

**}**

**}**

# 链表中环的入口结点

一个链表中包含环，请找出该链表的环的入口结点。

或者用HashMap
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/\*

public class ListNode {

int val;

ListNode next = null;

ListNode(int val) {

this.val = val;

}

}

\*/

public class Solution **{**

//1.设置两个指针(fast, slow)，初始值都指向头，slow每次前进一步，fast每次前进二步，如果链表存在环，

//则fast必定先进入环，而slow后进入环，两个指针必定在环内相遇。

//2.从链表头、与相遇点分别设一个指针，每次各走一步，两个指针必定相遇，且相遇第一点为环入口点。

public ListNode EntryNodeOfLoop**(**ListNode pHead**)** **{**

**if** **(**pHead **==** **null)** **return** **null;**

ListNode slowN **=** pHead**,**fastN **=** pHead**;**

**while** **(**slowN **!=** **null** **&&** fastN**.**next **!=** **null)** **{**

slowN **=** slowN**.**next**;**

fastN **=** fastN**.**next**.**next**;**

**if** **(**slowN **==** fastN**)** **{**

**break;**

**}**

**}**

//无环链表

**if** **(**slowN **==** **null** **||** fastN**.**next **==** **null)** **return** **null;**

fastN **=** pHead**;**

**while** **(**fastN **!=** slowN**)** **{**

fastN **=** fastN**.**next**;**

slowN **=** slowN**.**next**;**

**}**

**return** fastN**;**

**}**

**}**

# 删除链表中重复的结点

在一个排序的链表中，存在重复的结点，请删除该链表中重复的结点，重复的结点不保留，返回链表头指针。 例如，链表1->2->3->3->4->4->5 处理后为 1->2->5

public class Solution **{**

public ListNode deleteDuplication**(**ListNode pHead**)** **{**

ListNode head **=** getHead**(**pHead**);//头节点也可能会重复**

ListNode cur **=** head**;**

**while** **(**cur **!=** **null)** **{**

cur**.**next **=** getHead**(**cur**.**next**);**

cur **=** cur**.**next**;**

**}**

**return** head**;**

**}**

//得到以该结点起始的无重复结点的起始结点，如果发现重复，则删除（跳过）重复结点

static ListNode getHead**(**ListNode pHead**)** **{**

int count **=** 0**;**

**while** **(**pHead **!=** **null** **&&** pHead**.**next **!=** **null**

**&&** pHead**.**val **==** pHead**.**next**.**val**)** **{**

count**++;**

pHead **=** pHead**.**next**;**

**}**

**if** **(**count **==** 0**)** **{**

**return** pHead**;**

**}** **else** **{**

**return** getHead**(**pHead**.**next**);**

**}**

**}**

**}**

# 构建乘积数组

给定一个数组A[0,1,...,n-1],请构建一个数组B[0,1,...,n-1],其中B中的元素B[i]=A[0]\*A[1]\*...\*A[i-1]\*A[i+1]\*...\*A[n-1]。不能使用除法。

利用两个辅助数组，

第一个数组L依次保存A数组从0~length-1的乘积，

第二个数组h依次保存从length-1~0的乘积，

然后每一个要求的B[i]=L[i-1]\*H[i+1].

**import** java**.**util**.**ArrayList**;**

public class Solution **{**

public int**[]** multiply**(**int**[]** input**)** **{**

**if** **(**input **==** **null)** **return** **null;**

int len **=** input**.**length**;**

int**[]** out **=** **new** int**[**len**];**

int**[]** low **=** **new** int**[**len**];**

int**[]** high **=** **new** int**[**len**];**

**for** **(**int i**=**len**-**1**;** i**>=**0**;** i**--)** **{**

**if** **(**i **==** len **-** 1**)** **{**

high**[**i**]** **=** 1**;**

**}** **else** **{**

high**[**i**]** **=** high**[**i**+**1**]\***input**[**i**+**1**];**

**}**

**}**

**for** **(**int i**=**0**;** i**<**len**;** i**++)** **{**

**if** **(**i **==** 0**)** **{**

low**[**i**]** **=** 1**;**

**}** **else** **{**

low**[**i**]** **=** low**[**i**-**1**]\***input**[**i**-**1**];**

**}**

out**[**i**]** **=** low**[**i**]\***high**[**i**];**

**}**

// System.out.println(Arrays.toString(low));

// System.out.println(Arrays.toString(high));

// System.out.println(Arrays.toString(out));

**return** out**;**

**}**

**}**

# 二叉树的下一个结点

给定一个二叉树和其中的一个结点，请找出中序遍历顺序的下一个结点并且返回。注意，树中的结点不仅包含左右子结点，同时包含指向父结点的指针。
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/\*

public class TreeLinkNode {

int val;

TreeLinkNode left = null;

TreeLinkNode right = null;

TreeLinkNode next = null;

TreeLinkNode(int val) {

this.val = val;

}

}

\*/

public class Solution **{**

public TreeLinkNode GetNext**(**TreeLinkNode pNode**)** **{**

**if** **(**pNode **==** **null)** **return** **null;**

//如果有右子树，则下一结点为右子树的最左子结点

**if** **(**pNode**.**right **!=** **null)** **{**

pNode **=** pNode**.**right**;**

**while** **(**pNode**.**left **!=** **null)** pNode **=** pNode**.**left**;**

**return** pNode**;**

**}**

//如果没有右子树，则找到第一个是它父节点的左孩子的节点，返回此节点的父节点

**while** **(**pNode**.**next **!=** **null)** **{**

**if** **(**pNode **==** pNode**.**next**.**left**)** **return** pNode**.**next**;**

pNode **=** pNode**.**next**;**

**}**

//退到了根结点，仍没有找到，返回null

**return** **null;**

**}**

**}**

或者忘了这个规律的话，找到根结点，从根结点进行中序遍历。

**import** java**.**util**.\*;**

public class Solution **{**

public TreeLinkNode GetNext**(**TreeLinkNode pNode**){**

**if(**pNode**==null)**

**return** **null;**

//不是从这个pNode开始中序遍历，而是从树根开始

//所有先找到树根

TreeLinkNode root **=** pNode**;**

**while(**root**.**next**!=null)**

root **=** root**.**next**;**

List**<**TreeLinkNode**>** list **=** **new** ArrayList**<**TreeLinkNode**>();**

//中序遍历

get**(**root**,**list**);**

list**.**add**(null);**

//找到下一个节点

**for(**int i **=** 0**;**i**<**list**.**size**()-**1**;**i**++){**

**if(**list**.**get**(**i**)==**pNode**)**

**return** list**.**get**(**i**+**1**);**

**}**

**return** **null;**

**}**

public void get**(**TreeLinkNode root**,**List**<**TreeLinkNode**>** list**){**

**if(**root**==null)**

**return;**

get**(**root**.**left**,**list**);**

list**.**add**(**root**);**

get**(**root**.**right**,**list**);**

**}**

**}**

# 对称的二叉树

请实现一个函数，用来判断一颗二叉树是不是对称的。注意，如果一个二叉树同此二叉树的镜像是同样的，定义其为对称的。

/\*

public class TreeNode {

int val = 0;

TreeNode left = null;

TreeNode right = null;

public TreeNode(int val) {

this.val = val;

}

}

\*/

public class Solution **{**

//分析：可以用递归实现，一般一颗空树也是一个对称树，在比较两颗子树的候，

//判断左子树的左分支与右子树的右分支对称，右子树的左分支和左子树的右分支

//对称，那么这颗树就对称，通过上述可以实现递归

boolean isSymmetrical**(**TreeNode root**)**

**{**

**if** **(**root **==** **null)** **return** **true;**

**return** compareTree**(**root**.**left**,** root**.**right**);**

**}**

boolean compareTree**(**TreeNode root1**,** TreeNode root2**)** **{**

//同时为空返回true 不同时为空返回false

**if** **(**root1 **==** **null)** **return** root2 **==** **null;**

**if** **(**root2 **==** **null)** **return** **false;** //root1不为null

**if** **(**root1**.**val **!=** root2**.**val**)** **return** **false;**

**return** compareTree**(**root1**.**left**,** root2**.**right**)**

**&&** compareTree**(**root1**.**right**,** root2**.**left**);**

**}**

# 序列化二叉树

请实现两个函数，分别用来序列化和反序列化二叉树。这里没有规定序列化的方式。

/\*

public class TreeNode {

int val = 0;

TreeNode left = null;

TreeNode right = null;

public TreeNode(int val) {

this.val = val;

}

}

\*/

public class Solution **{**

//前序遍历，序列化

String Serialize**(**TreeNode root**)** **{**

StringBuilder sb **=** **new** StringBuilder**();**

**if** **(**root **==** **null)** **{**

**return** sb**.**append**(**"#,"**).**toString**();**

**}**

sb**.**append**(**root**.**val**+**","**);**

sb**.**append**(**Serialize**(**root**.**left**));**

sb**.**append**(**Serialize**(**root**.**right**));**

**return** sb**.**toString**();**

**}**

int index **=** **-**1**;**

TreeNode Deserialize**(**String str**)** **{**

String**[]** strs **=** str**.**split**(**","**);**

**return** deserializeDfs**(**strs**);**

**}**

//反序列化

TreeNode deserializeDfs**(**String**[]** strs**)** **{**

index**++;**

TreeNode node **=** **null;**

**if** **(!**strs**[**index**].**equals**(**"#"**))** **{**

node **=** **new** TreeNode**(**Integer**.**valueOf**(**strs**[**index**]));**

node**.**left **=** deserializeDfs**(**strs**);**

node**.**right **=** deserializeDfs**(**strs**);**

**}**

**return** node**;**

**}**

**}**

# 二叉搜索树的第k个结点

给定一颗二叉搜索树，请找出其中的第k大的结点。例如， 5 / \ 3 7 /\ /\ 2 4 6 8 中，按结点数值大小顺序第三个结点的值为4。

**import** java**.**util**.\*;**

public class Solution **{**

TreeNode KthNode**(**TreeNode root**,** int k**)**

**{**

**if** **(**k **==** 0 **||** root **==** **null)** **return** **null;**

midVisit**(**root**);**

**if** **(**k **>** list**.**size**())** **return** **null;**

**return** list**.**get**(**k**-**1**);**

**}**

LinkedList**<**TreeNode**>** list **=** **new** LinkedList**<>();**

void midVisit**(**TreeNode root**)** **{**

**if** **(**root **==** **null)** **{**

**return;**

**}**

midVisit**(**root**.**left**);**

list**.**add**(**root**);**

midVisit**(**root**.**right**);**

**}**

**}**

改进的中序遍历

public class Solution **{**

int cnt **=** 0**;**

TreeNode KthNode**(**TreeNode root**,**int k**)** **{**

**if** **(**root **==** **null)** **return** **null;**

TreeNode target **=** KthNode**(**root**.**left**,** k**);**

**if** **(**target **!=** **null)**

**return** target**;**

**if** **(++**cnt **<** k**)** **{**

**return** KthNode**(**root**.**right**,** k**);**

**}** **else** **if** **(**cnt **==** k**)** **{**

**return** root**;**

**}**

**return** **null;**

**}**

# 把二叉树打印成多行

从上到下按层打印二叉树，同一层结点从左至右输出。每一层输出一行。

**import** java**.**util**.\*;**

public class Solution **{**

ArrayList**<**ArrayList**<**Integer**>** **>** Print**(**TreeNode root**)** **{**

ArrayList**<**Integer**>** out **=** **new** ArrayList**<>();**

ArrayList**<**ArrayList**<**Integer**>>** result **=** **new** ArrayList**<>();**

Queue**<**TreeNode**>** queue **=** **new** ArrayDeque**<>();**

**if** **(**root **==** **null)** **return** result**;**

int count **=** 0**,** nextCount **=** 1**;**

queue**.**add**(**root**);**

TreeNode cur**;**

**while** **(!**queue**.**isEmpty**())** **{**

cur **=** queue**.**poll**();**

out**.**add**(**cur**.**val**);**

count**++;**

**if** **(**cur**.**left **!=** **null)** **{**

queue**.**add**(**cur**.**left**);**

**}**

**if** **(**cur**.**right **!=** **null)** **{**

queue**.**add**(**cur**.**right**);**

**}**

**if** **(**count **==** nextCount**)** **{**

nextCount **=** queue**.**size**();**

count **=** 0**;**

result**.**add**(new** ArrayList**<>(**out**));**

out**.**clear**();**

**}**

**}**

**return** result**;**

**}**

**}**

按之字形顺序打印二叉树

请实现一个函数按照之字形打印二叉树，即第一行按照从左到右的顺序打印，第二层按照从右至左的顺序打印，第三行按照从左到右的顺序打印，其他行以此类推。

可以将上一个改一下，记录树的层次，对偶数层将顺序颠倒即可：
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# 数据流中的中位数

如何得到一个数据流中的中位数？如果从数据流中读出奇数个数值，那么中位数就是所有数值排序之后位于中间的数值。如果从数据流中读出偶数个数值，那么中位数就是所有数值排序之后中间两个数的平均值。

使用最小堆和最大堆，最小堆的数大于最大最大堆的数，第奇数个数插入最小堆中，偶数个插入最大堆中。

往最大堆中插入数字前，为了保证最大堆的数字总是小于最小堆的，应该先将该数字插入到最小堆中，找到最小值，将该最小值插入到最大堆。即过滤一下，往最小堆插入时也同理需要过滤。

如果最后一次是插入到最小堆，即总共有奇数个数字，输出最小堆顶数字，否则输出2个堆顶的平均数。

**import** java**.**util**.\*;**

public class Solution **{**

PriorityQueue**<**Integer**>** minHeap **=** **new** PriorityQueue**<**Integer**>();**

PriorityQueue**<**Integer**>** maxHeap **=** **new** PriorityQueue**<**Integer**>(**11**,** **new** Comparator**<**Integer**>()** **{**

@Override

public int compare**(**Integer o1**,** Integer o2**)** **{**

// TODO Auto-generated method stub

**return** o2**.**compareTo**(**o1**);**

**}**

**});**

int count **=** 0**;**

public void Insert**(**Integer num**)** **{**

count**++;**

//当数据总数为奇数时，新加入的元素，应当进入小根堆

//（注意不是直接进入小根堆，而是经大根堆筛选后取大根堆中最大元素进入小根堆）

//1.新加入的元素先入到大根堆，由大根堆筛选出堆中最大的元素

**if** **(**count **%** 2 **==** 1**)** **{**

maxHeap**.**add**(**num**);**

int filter **=** maxHeap**.**poll**();**

minHeap**.**add**(**filter**);**

**}** **else** **{**

//1.新加入的元素先入到小根堆，由小根堆筛选出堆中最小的元素

minHeap**.**add**(**num**);**

int filter **=** minHeap**.**poll**();**

maxHeap**.**add**(**filter**);**

**}**

**}**

public Double GetMedian**()** **{**

double res **=** 0**;**

**if** **(**count **%** 2 **==** 1**)** **{**

res **=** minHeap**.**peek**();**

**}** **else** **{**

res **=** **((**double**)**minHeap**.**peek**()+**maxHeap**.**peek**())** **/** 2**;**

**}**

**return** res**;**

**}**

**}**

# 滑动窗口的最大值

给定一个数组和滑动窗口的大小，找出所有滑动窗口里数值的最大值。例如，如果输入数组{2,3,4,2,6,2,5,1}及滑动窗口的大小3，那么一共存在6个滑动窗口，他们的最大值分别为{4,4,6,6,6,5}； 针对数组{2,3,4,2,6,2,5,1}的滑动窗口有以下6个： {[2,3,4],2,6,2,5,1}， {2,[3,4,2],6,2,5,1}， {2,3,[4,2,6],2,5,1}， {2,3,4,[2,6,2],5,1}， {2,3,4,2,[6,2,5],1}， {2,3,4,2,6,[2,5,1]}。

复杂度

时间 O(NlogK) 空间 O(K)

维护一个大小为K的最大堆，依此维护一个大小为K的窗口，每次读入一个新数，都把堆中窗口最左边的数扔掉，再把新数加入堆中，这样堆顶就是这个窗口内最大的值。

**import** java**.**util**.\*;**

public class Solution **{**

public ArrayList**<**Integer**>** maxInWindows**(**int **[]** nums**,** int size**)**

**{**

ArrayList**<**Integer**>** res **=** **new** ArrayList**<>();**

**if(**nums **==** **null** **||** nums**.**length **==** 0 **||** size **==** 0**)** **return** res**;**

PriorityQueue**<**Integer**>** maxHeap **=** **new** PriorityQueue**<**Integer**>(**11**,** **new** Comparator**<**Integer**>()** **{**

@Override

public int compare**(**Integer o1**,** Integer o2**)** **{**

//PriorityQueue默认是小顶堆，实现大顶堆，需要反转默认排序器

**return** o2**.**compareTo**(**o1**);**

**}**

**});**

**for** **(**int i**=**0**;** i**<**nums**.**length**;** i**++)** **{**

//去掉窗口最左边的数

**if** **(**i **>=** size**)** maxHeap**.**remove**(**nums**[**i**-**size**]);**

// 把新的数加入窗口的堆中

maxHeap**.**add**(**nums**[**i**]);**

// 堆顶就是窗口的最大值

**if** **(**i **+** 1 **>=** size**)** **{**

res**.**add**(**maxHeap**.**peek**());**

**}**

**}**

**return** res**;**

**}**

**}**

复杂度

时间 O(N) 空间 O(K)

思路

我们用双向队列可以在O(N)时间内解决这题。当我们遇到新的数时，将新的数和双向队列的末尾比较，如果末尾比新数小，则把末尾扔掉，直到该队列的末尾比新数大或者队列为空的时候才住手。这样，我们可以保证队列里的元素是从头到尾降序的，由于队列里只有窗口内的数，所以他们其实就是窗口内第一大，第二大，第三大...的数。保持队列里只有窗口内数的方法和上个解法一样，也是每来一个新的把窗口最左边的扔掉，然后把新的加进去。然而由于我们在加新数的时候，已经把很多没用的数给扔了，这样队列头部的数并不一定是窗口最左边的数。这里的技巧是，我们队列中存的是那个数在原数组中的下标，这样我们既可以直到这个数的值，也可以知道该数是不是窗口最左边的数。这里为什么时间复杂度是O(N)呢？因为每个数只可能被操作最多两次，一次是加入队列的时候，一次是因为有别的更大数在后面，所以被扔掉，或者因为出了窗口而被扔掉。

**import** java**.**util**.\*;**

public class Solution **{**

public ArrayList**<**Integer**>** maxInWindows**(**int **[]** nums**,** int size**)**

**{**

ArrayList**<**Integer**>** res **=** **new** ArrayList**<>();**

**if(**nums **==** **null** **||** nums**.**length **==** 0 **||** size **==** 0**)** **return** res**;**

LinkedList**<**Integer**>** deque **=** **new** LinkedList**<>();**

**for** **(**int i**=**0**;** i**<**nums**.**length**;** i**++)** **{**

// 每当新数进来时，如果发现队列头部的数的下标，是窗口最左边数的下标，则扔掉

int leftRemove **=** i **-** size**;**

**if** **(!**deque**.**isEmpty**()** **&&** deque**.**peek**()** **==** leftRemove**)** deque**.**removeFirst**();**

// 把队列尾部所有比新数小的都扔掉，保证队列是降序的

**while** **(!**deque**.**isEmpty**()** **&&** nums**[**i**]** **>** nums**[**deque**.**peekLast**()])** deque**.**removeLast**();**

//加入新数

deque**.**offerLast**(**i**);**

// 队列头部就是该窗口内第一大的

**if** **(**i **+** 1 **>=** size**)** res**.**add**(**nums**[**deque**.**peek**()]);**

**}**

**return** res**;**

**}**

**}**

# 堆的实现

**import** java**.**util**.\*;**

public class Main **{**

static int**[]** arr **=** **{**2**,**2**,**2**,**2**,**3**};**

public static void main**(**String**[]** args**)** **{**

MyHeap myHeap **=** **new** MyHeap**(true);**

**for** **(**int i**=**1**;** i**<=**5**;** i**++)** **{**

myHeap**.**add**(**i**);**

**}**

System**.**out**.**println**(**myHeap**);**

myHeap**.**pop**();**

System**.**out**.**println**(**myHeap**);**

myHeap**.**pop**();**

System**.**out**.**println**(**myHeap**);**

myHeap**.**pop**();**

System**.**out**.**println**(**myHeap**);**

myHeap**.**pop**();**

System**.**out**.**println**(**myHeap**);**

myHeap**.**pop**();**

System**.**out**.**println**(**myHeap**);**

myHeap**.**pop**();**

System**.**out**.**println**(**myHeap**);**

**}**

**}**

class MyHeap **{**

ArrayList**<**Integer**>** table **=** **new** ArrayList**<>();**

boolean type **=** **false;** //false 表示最小堆， true最大堆

public MyHeap**()** **{**

**}**

/\*

\* false 表示最小堆， true最大堆,默认最小堆

\* \*/

public MyHeap**(**boolean type**)** **{**

**this();**

**this.**type **=** type**;**

**}**

//插入一个值，插入到最后位置，然后上浮调整

public void add**(**Integer val**)** **{**

table**.**add**(**val**);**

int insert **=** table**.**size**()** **-** 1**;**

int parent **=** getParentId**(**insert**);**

**while** **(**parent **>=** 0 **&&** insert **!=** 0**)** **{**

**if** **(**compare**(**table**.**get**(**parent**),** table**.**get**(**insert**))** **>=** 0**)** **{**

**break;**

**}**

//需要交换

swap**(**parent**,** insert**);**

insert **=** parent**;**

parent **=** getParentId**(**insert**);**

**}**

**}**

//弹出堆顶元素

public Integer pop**()** **{**

**if** **(**size**()** **==** 0**)** **return** **null;**

int lastIndex **=** table**.**size**()** **-** 1**;**

Integer res **=** table**.**get**(**0**);**

swap**(**lastIndex**,** 0**);**

table**.**remove**(**lastIndex**);**

shiftDown**(**0**);**

**return** res**;**

**}**

//查看堆顶元素

public Integer peek**()** **{**

**if** **(**size**()** **==** 0**)** **return** **null;**

**return** table**.**get**(**0**);**

**}**

public int size**()** **{**

**return** table**.**size**();**

**}**

//向下调整

private void shiftDown**(**int n**)** **{**

int child **;**

**while** **((**child **=** getLeftChild**(**n**))** **<** table**.**size**())** **{**

**if** **(**child**+**1 **<** table**.**size**()** **&&**

compare**(**table**.**get**(**child**+**1**),** table**.**get**(**child**))** **>** 0**)** **{**

child**++;**

**}**

**if** **(**compare**(**table**.**get**(**child**),** table**.**get**(**n**))** **>** 0**)** **{**

//需要交换

swap**(**n**,** child**);**

n **=** child**;**

**}** **else** **{**

**break;**

**}**

**}**

**}**

//false 表示最小堆， true最大堆，默认最小堆

private int compare**(**Integer a**,** Integer b**)** **{**

**if** **(**type**)** **{**

**return** a **-** b**;**

**}** **else** **{**

**return** b **-** a**;**

**}**

**}**

private int getParentId**(**int id**)** **{**

**return** **(**id**-**1**)/**2**;**

**}**

private int getLeftChild**(**int id**)** **{**

**return** id**\***2 **+** 1**;**

**}**

private void swap**(**int id1**,** int id2**)** **{**

int tmp **=** table**.**get**(**id1**);**

table**.**set**(**id1**,** table**.**get**(**id2**));**

table**.**set**(**id2**,** tmp**);**

**}**

@Override

public String toString**()** **{**

**return** "MyHeap [table=" **+** table **+** "]"**;**

**}**

**}**

# 链表的实现

public class Main **{**

public static void main**(**String**[]** args**)** **{**

MyLink link **=** **new** MyLink**();**

link**.**append**(**11**);**

link**.**append**(**22**);**

link**.**append**(**33**);**

link**.**append**(**44**);**

link**.**append**(**55**);**

System**.**out**.**println**(**link**);**

System**.**out**.**println**();**

System**.**out**.**println**(**link**.**get**(**5**));**

**}**

**}**

class MyLink **{**

//头节点指向第一个节点

class Node **{**

Object o**;**

Node next **=** **null;**

**}**

public Node head**;**

public int size**;**

public MyLink**()** **{**

head **=** **new** Node**();**

size **=** 0**;**

**}**

//在链表的最后位置插入一个节点

public void append**(**Object o**)** **{**

Node node **=** **new** Node**();**

node**.**o **=** o**;**

**if** **(**head**.**next **==** **null)** **{**

head**.**next **=** node**;**

**}** **else** **{**

Node iterator **=** head**;**

**while** **(**iterator**.**next **!=** **null)** **{**

iterator **=** iterator**.**next**;**

**}**

iterator**.**next **=** node**;**

**}**

size**++;**

**}**

//获取第i个节点的数据,没有则为null

public Object get**(**int i**)** **{**

Object res **=** **null;**

Node iterator **=** head**;**

int index **=** 0**;**

**while** **(**iterator **!=** **null** **&&** index **<** i**)** **{**

iterator **=** iterator**.**next**;**

index**++;**

**}**

**if** **(**iterator **!=** **null)** **{**

res **=** iterator**.**o**;**

**}**

**return** res**;**

**}**

//在第i个节点处插入 o

//i=0和i=1，都是在第一个节点插入数据

//成功返回true

public boolean insert**(**int i**,** Object o**)** **{**

Node iterator **=** head**;**

int index **=** 0**;**

**while** **(**iterator **!=** **null** **&&** index **<** i**-**1**)** **{**

iterator **=** iterator**.**next**;**

index**++;**

**}**

**if** **(**iterator **!=** **null)** **{**

Node node **=** **new** Node**();**

node**.**o **=** o**;**

node**.**next **=** iterator**.**next**;**

iterator**.**next **=** node**;**

size**++;**

**return** **true;**

**}**

**return** **false;**

**}**

//删除第i个节点的数据，并返回删除的数据，删除失败返回null

public Object delete**(**int i**)** **{**

Object returnObject **=** **null;**

Node iterator **=** head**;**

int index **=** 0**;**

**while** **(**iterator**.**next **!=** **null** **&&** index **<** i**-**1**)** **{**

iterator **=** iterator**.**next**;**

index**++;**

**}**

**if** **(**iterator**.**next **!=** **null)** **{**

returnObject **=** iterator**.**next**.**o**;**

iterator**.**next **=** iterator**.**next**.**next**;**

size**--;**

**}**

**return** returnObject**;**

**}**

public String toString**()** **{**

Node iterator **=** head**;**

//指向第一个节点

StringBuilder sb **=** **new** StringBuilder**();**

sb**.**append**(**"size:"**+**size**+**" {"**);**

**while** **(**iterator**.**next **!=** **null)** **{**

iterator **=** iterator**.**next**;**

sb**.**append**(**iterator**.**o**+**" "**);**

**}**

**return** sb**.**deleteCharAt**(**sb**.**length**()-**1**).**append**(**"}"**).**toString**();**

**}**

**}**

# 栈的实现

# 队列的实现

# 矩阵中的路径

请设计一个函数，用来判断在一个矩阵中是否存在一条包含某字符串所有字符的路径。路径可以从矩阵中的任意一个格子开始，每一步可以在矩阵中向左，向右，向上，向下移动一个格子。如果一条路径经过了矩阵中的某一个格子，则该路径不能再进入该格子。 例如 a b c e s f c s a d e e 矩阵中包含一条字符串"bcced"的路径，但是矩阵中不包含"abcb"路径，因为字符串的第一个字符b占据了矩阵中的第一行第二个格子之后，路径不能再次进入该格子。

其实就是dfs算法，类似找迷宫。

public class Solution **{**

static public boolean hasPath**(**char**[]** matrix**,** int rows**,** int cols**,** char**[]** str**)**

**{**

**if** **(**matrix **==** **null** **||** str **==** **null** **||** str**.**length **==** 0 **||**

matrix**.**length **==** 0 **||** matrix**.**length **!=** rows**\***cols**)** **return** **false;**

**for** **(**int i**=**0**;** i**<**rows**;** i**++)** **{**

**for** **(**int j**=**0**;** j**<**cols**;** j**++)** **{**

//寻找起始位置

**if** **(**matrix**[**i**\***cols**+**j**]** **==** str**[**0**])** **{**

isHas **=** **false;**

dfs**(**matrix**,** rows**,** cols**,** **new** int**[**rows**\***cols**],** str**,** 0**,** j**,** i**);**

**if** **(**isHas**)**

**return** isHas**;**

**}**

**}**

**}**

**return** **false;**

**}**

static boolean isHas **=** **false;** //找到字符串标志

//book是用来标记一个位置是否被进入过

//id 是遍历str字符串时的下标

//x,y是对应二维矩阵中的坐标位置

static void dfs**(**char**[]** matrix**,** int rows**,** int cols**,**

int**[]** book**,** char**[]** str**,** int id**,** int x**,** int y**)** **{**

//字符串被找到

**if** **(**id **==** str**.**length**)** **{**

isHas **=** **true;**

**return** **;**

**}**

//边界判断

**if** **(**x **<** 0 **||** x **>=** cols **||** y **<** 0 **||** y **>=** rows**)** **return;**

int index **=** x **+** y**\***cols**;**//对应matrix下标

**if** **(**matrix**[**index**]** **==** str**[**id**]** **&&** book**[**index**]** **==** 0**)** **{**

book**[**index**]** **=** 1**;**//标志已经进入

//进入下一批格子

int**[][]** next **=** **{{**0**,**1**},{**1**,**0**},{**0**,-**1**},{-**1**,**0**}};**

**for** **(**int i**=**0**;** i**<**4**;** i**++)** **{**

int tx **=** x **+** next**[**i**][**0**];**

int ty **=** y **+** next**[**i**][**1**];**

dfs**(**matrix**,** rows**,** cols**,** book**,** str**,** id**+**1**,** tx**,** ty**);**

**}**

book**[**index**]** **=** 0**;**//清除标志

**}**

**}**

**}**

改进后：

public class Solution **{**

static public boolean hasPath**(**char**[]** matrix**,** int rows**,** int cols**,** char**[]** str**)**

**{**

**if** **(**matrix **==** **null** **||** str **==** **null** **||** str**.**length **==** 0 **||**

matrix**.**length **==** 0 **||** matrix**.**length **!=** rows**\***cols**)** **return** **false;**

**for** **(**int i**=**0**;** i**<**rows**;** i**++)** **{**

**for** **(**int j**=**0**;** j**<**cols**;** j**++)** **{**

//寻找起始位置

**if** **(**matrix**[**i**\***cols**+**j**]** **==** str**[**0**])** **{**

**if** **(**dfs**(**matrix**,** rows**,** cols**,** **new** int**[**rows**\***cols**],** str**,** 0**,** j**,** i**))** **{**

**return** **true;**

**}**

**}**

**}**

**}**

**return** **false;**

**}**

//book是用来标记一个位置是否被进入过

//id 是遍历str字符串时的下标

//x,y是对应二维矩阵中的坐标位置

static boolean dfs**(**char**[]** matrix**,** int rows**,** int cols**,**

int**[]** book**,** char**[]** str**,** int id**,** int x**,** int y**)** **{**

boolean res **=** **false;**

//字符串被找到

**if** **(**id **==** str**.**length**)** **{**

**return** **true;**

**}**

//边界判断

**if** **(**x **<** 0 **||** x **>=** cols **||** y **<** 0 **||** y **>=** rows**)** **return** **false;**

int index **=** x **+** y**\***cols**;**//对应matrix下标

**if** **(**matrix**[**index**]** **==** str**[**id**]** **&&** book**[**index**]** **==** 0**)** **{**

book**[**index**]** **=** 1**;**//标志已经进入

//进入下一批格子

int**[][]** next **=** **{{**0**,**1**},{**1**,**0**},{**0**,-**1**},{-**1**,**0**}};**

**for** **(**int i**=**0**;** i**<**4**;** i**++)** **{**

int tx **=** x **+** next**[**i**][**0**];**

int ty **=** y **+** next**[**i**][**1**];**

res **=** res **||** dfs**(**matrix**,** rows**,** cols**,** book**,** str**,** id**+**1**,** tx**,** ty**);**

**}**

book**[**index**]** **=** 0**;**//清除标志

**}**

**return** res**;**

**}**

**}**

# 机器人的运动范围

地上有一个m行和n列的方格。一个机器人从坐标0,0的格子开始移动，每一次只能向左，右，上，下四个方向移动一格，但是不能进入行坐标和列坐标的数位之和大于k的格子。 例如，当k为18时，机器人能够进入方格（35,37），因为3+5+3+7 = 18。但是，它不能进入方格（35,38），因为3+5+3+8 = 19。请问该机器人能够达到多少个格子？

public class Solution **{**

static public boolean hasPath**(**char**[]** matrix**,** int rows**,** int cols**,** char**[]** str**)**

**{**

**if** **(**matrix **==** **null** **||** str **==** **null** **||** str**.**length **==** 0 **||**

matrix**.**length **==** 0 **||** matrix**.**length **!=** rows**\***cols**)** **return** **false;**

**for** **(**int i**=**0**;** i**<**rows**;** i**++)** **{**

**for** **(**int j**=**0**;** j**<**cols**;** j**++)** **{**

//寻找起始位置

**if** **(**matrix**[**i**\***cols**+**j**]** **==** str**[**0**])** **{**

**if** **(**dfs**(**matrix**,** rows**,** cols**,** **new** int**[**rows**\***cols**],** str**,** 0**,** j**,** i**))** **{**

**return** **true;**

**}**

**}**

**}**

**}**

**return** **false;**

**}**

//book是用来标记一个位置是否被进入过

//id 是遍历str字符串时的下标

//x,y是对应二维矩阵中的坐标位置

static boolean dfs**(**char**[]** matrix**,** int rows**,** int cols**,**

int**[]** book**,** char**[]** str**,** int id**,** int x**,** int y**)** **{**

boolean res **=** **false;**

//字符串被找到

**if** **(**id **==** str**.**length**)** **{**

**return** **true;**

**}**

//边界判断

**if** **(**x **<** 0 **||** x **>=** cols **||** y **<** 0 **||** y **>=** rows**)** **return** **false;**

int index **=** x **+** y**\***cols**;**//对应matrix下标

**if** **(**matrix**[**index**]** **==** str**[**id**]** **&&** book**[**index**]** **==** 0**)** **{**

book**[**index**]** **=** 1**;**//标志已经进入

//进入下一批格子

int**[][]** next **=** **{{**0**,**1**},{**1**,**0**},{**0**,-**1**},{-**1**,**0**}};**

**for** **(**int i**=**0**;** i**<**4**;** i**++)** **{**

int tx **=** x **+** next**[**i**][**0**];**

int ty **=** y **+** next**[**i**][**1**];**

res **=** res **||** dfs**(**matrix**,** rows**,** cols**,** book**,** str**,** id**+**1**,** tx**,** ty**);**

**}**

book**[**index**]** **=** 0**;**//清除标志

**}**

**return** res**;**

**}**

**}**

改进版

public class Solution **{**

static public int movingCount**(**int threshold**,** int rows**,** int cols**)**

**{**

int**[][]** book **=** **new** int**[**rows**][**cols**];**

**return** dfs**(**book**,** 0**,** 0**,** threshold**);**

**}**

static public int dfs**(**int**[][]** book**,** int x**,** int y**,** int threshold**)** **{**

int count **=** 0**;**

int**[][]** next **=** **{{**0**,**1**},{**1**,**0**},{**0**,-**1**},{-**1**,**0**}};**

int rows **=** book**.**length**;**

int cols **=** book**[**0**].**length**;**

//边界判断

**if** **(**x **<** 0 **||** x **>=** rows **||** y **<** 0 **||** y **>=** cols**)** **return** 0**;**

**if** **(**book**[**x**][**y**]** **==** 0 **&&** canGo**(**x**,** y**,** threshold**))** **{**

book**[**x**][**y**]** **=** 1**;**

count**++;**//计数

**for** **(**int i**=**0**;** i**<**4**;** i**++)** **{**

int tx **=** x **+** next**[**i**][**0**];**

int ty **=** y **+** next**[**i**][**1**];**

count **+=** dfs**(**book**,** tx**,** ty**,** threshold**);**//计数

**}**

**}**

**return** count**;**

**}**

static private boolean canGo**(**int x**,** int y**,** int threshold**)** **{**

**return** **(**getSum**(**x**)** **+** getSum**(**y**))** **<=** threshold**;**

**}**

static int getSum**(**int x**)** **{**

int sum **=** 0**;**

**while** **(**x **>** 0**)** **{**

sum **+=** x **%** 10**;**

x **/=** 10**;**

**}**

**return** sum**;**

**}**

**}**

# 合唱队

计算最少出列多少位同学，使得剩下的同学排成合唱队形

说明：

N位同学站成一排，音乐老师要请其中的(N-K)位同学出列，使得剩下的K位同学排成合唱队形。   
合唱队形是指这样的一种队形：设K位同学从左到右依次编号为1，2…，K，他们的身高分别为T1，T2，…，TK，   则他们的身高满足存在i（1<=i<=K）使得Ti<T2<......<Ti-1<Ti>Ti+1>......>TK。   
     你的任务是，已知所有N位同学的身高，计算最少需要几位同学出列，可以使得剩下的同学排成合唱队形。

**import** java**.**util**.**Scanner**;**

public class Main **{**

public static void main**(**String**[]** args**)** **{**

// TODO Auto-generated method stub

Scanner in **=** **new** Scanner**(**System**.**in**);**

**while** **(**in**.**hasNext**())** **{**

int n **=** in**.**nextInt**();**

int**[]** nums **=** **new** int**[**n**];**

int**[]** small **=** **new** int**[**n**];**

int**[]** big **=** **new** int**[**n**];**

**for** **(**int i**=**0**;** i**<**n**;** i**++)** **{**

nums**[**i**]** **=** in**.**nextInt**();**

**}**

//动态规划 small[i],表示nums[i]左边递增序列的个数

small**[**0**]** **=** 0**;**

**for** **(**int i**=**1**;** i**<**n**;** i**++)** **{**

int k **=** i**;**

**for** **(**int j**=**i**-**1**;** j**>=**0**;** j**--)** **{**

**if** **(**nums**[**k**]** **>** nums**[**j**])** **{**

small**[**k**]** **=** Math**.**max**(**small**[**j**]+**1**,** small**[**k**]);**

**}**

**}**

**}**

//动态规划 big[i],表示nums[i]右边递减序列的个数

big**[**n**-**1**]** **=** 0**;**

**for** **(**int i**=**n**-**2**;** i**>=**0**;** i**--)** **{**

int k **=** i**;**

**for** **(**int j**=**i**+**1**;** j**<**n**;** j**++)** **{**

**if** **(**nums**[**k**]** **>** nums**[**j**])** **{**

big**[**k**]** **=** Math**.**max**(**big**[**j**]+**1**,** big**[**k**]);**

**}**

**}**

**}**

int max **=** 0**;**

**for** **(**int i**=**0**;** i**<**n**;** i**++)** **{**

max **=** Math**.**max**(**max**,** small**[**i**]+**big**[**i**]);**

**}**

// System.out.println(Arrays.toString(small));

// System.out.println(Arrays.toString(big));

System**.**out**.**println**(**n**-**max**-**1**);**

**}**

**}**

**}**