# 打印三角形

如下效果：
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public class Demo **{**

static int ROW **=** 30**;**

public static void main**(**String**[]** args**)** **{**

System**.**out**.**println**(**"hello java"**);**

**for** **(**int i**=**0**;** i**<**ROW**;** i**++)** **{**

printChars**(**' '**,**ROW**-**i**);**

printChars**(**'\*'**,**i**\***2**+**1**);**

System**.**out**.**println**();**

**}**

**}**

static void printChars**(**char ch**,** int n**)** **{**

**for** **(**int i**=**0**;** i**<**n**;** i**++)** **{**

System**.**out**.**print**(**ch**);**

**}**

**}**

**}**

如下效果：

截图只截了中间一部分。
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public class Demo **{**

static int ROW **=** 30**;**

public static void main**(**String**[]** args**)** **{**

System**.**out**.**println**(**"hello java"**);**

**for** **(**int i**=**0**;** i**<**ROW**;** i**++)** **{**

printChars**(**' '**,**ROW**-**i**);**

printChars**(**'\*'**,**i**\***2**+**1**);**

System**.**out**.**println**();**

**}**

**for** **(**int i**=**ROW**-**1**;** i**>=**0**;** i**--)** **{**

printChars**(**' '**,**ROW**-**i**);**

printChars**(**'\*'**,**i**\***2**+**1**);**

System**.**out**.**println**();**

**}**

**}**

static void printChars**(**char ch**,** int n**)** **{**

**for** **(**int i**=**0**;** i**<**n**;** i**++)** **{**

System**.**out**.**print**(**ch**);**

**}**

**}**

**}**

# 杨辉三角，递归

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAW0AAACtCAIAAAD0/Ll1AAAAAXNSR0IArs4c6QAADN9JREFUeF7tnd2x5rYRRFeOTO9OwOUAVE7AUTgDR+AwNjSzRJuC+AOCwDSAwZx9cK3uko2Z00B/5HdB+pe//fbPf/z9rz9+//Prr79u//vz58/T39N/3f++H5P+Sc/N/3w/kj8QgMA6BLYcWacZOoEABEYQ+MuIQRkTAhBYigA5spSdNAOBIQTIkSHYGRQCSxEgR5ayk2YgMIQAOTIEO4NCYCkC5MhSdtIMBIYQIEeGYJ9r0OtuoLnqo5rpCZAj01skLpAQEQMOIU+OhLD5tsktQQiRuPabdk6OmOJ0JbY9oMAzCq4cm7dYcmReb6gMAl4IkCNenKJOCMxLgByZ1xsqg4AXAuSIF6eoEwLzEiBH5vVGXVn6+xp+d6Omvbg+7x9Z3GDag4CeANcjesaMAIHVCZAjqztMfxDQEyBH9IwZAQKrEyBHVneY/iCgJ0CO6BkzAgRWJ0COrO4w/UFAT4Ac0TPuPoL6KV61fndgDNhKgBxpJTjb+epFrtafjSf1lBAgR0oo+ThGvSdVre+DMlXeESBH1pkX6veJqPXXcSJeJ+RIPM/pGALWBMgRa6LoQSAeAXIknud0DAFrAuSINVH0IBCPwC/bewP+8+9/xWt8wY6vv5G1fY2zWn9BS+K0xPtH4nhNpxAQEeC+RgQWWQgEIkCOBDKbViEgIkCOiMAiC4FABMiRQGbTKgREBMgREVhkIRCIADkSyGxahYCIADkiAmspq3tUf3+EV/0gr65+S8poNRAgRxrgdTlVtwh35eMpXtFAItku7BmklAA5Ukqq/3HqywR1R97rV/NZSZ8cmddN9fs+vOvP61y8ysiReJ5fOj5ucGABgToC5Egdt3XOIkTW8XJcJ+TIOPYTjEyITGDCCiWQIyu4WNdDGiJ8J1rHkLN2Arx/ZN6ZoH7fh3f9eZ0LWBnvHwloOi1DwJYA9zW2PFGDQEQC5EhE1+kZArYEyBFbnqhBICIBciSi6/QMAVsC5IgtT9QgEJEAORLRdXqGgC0BcsSWZ5Ga7lF69ftE1Po7Ph2fIns46DsBcuQ7s7YzdItE/T4RtT4h0jazRp5NjvSjr9577v09AGo+/ZyONxI50s9z9Trv14lmJPhouPZQJUd6UO45xvGpbvt/7nu0oNbvyYqxrAiQI1YkZ9FRv29VrT8LR+r4QoAc+UKLYyEAgTsC5Mg680L9PaVafx0n4nXC+0f6ea5+38fWSTqE4vsRqX4HPv3MjjYS7x+J5jj9QsCcAPc15kgRhEA4AuRIOMtpGALmBMgRc6QIQiAcAXIknOU0DAFzAuSIOVIEIRCOADkSznIahoA5AXLEAKnuVQBHcbo9YMcrRQxAPEvo6t/G7MBfCmcBcXKk1cQOk1g3xOmVIq0sHs7X1U+IiCz7KkuOfCX2x/HSz9j0SqS+xOyZR4iI9HdZXYj04S+Fs4w4OVJvZYf3ZfRZ6vUI3s6U1t+B/1t//Pv/CJAj804F6SI8ffOiuGroU/+8/kWqjByZ3e306l2x2tXvE1HXP7t/MeojR+b1eV/h6dW74hFeXf/e69eRWU+ZHFnPUzqCQG8CvH+knni392Xo3vqhU06xikbpxr9+isQ5k/ePxPGaTiEgIsB9jQgsshAIRIAcCWQ2rUJARIAcEYFFFgKBCJAjgcymVQiICJAjIrDIQiAQAXIkkNm0CgERAfaP3IDdNiYodo6a73e41nkaorELtf4JvTmfpzUj8le0RH3Isn/kOpsVj7Fso9g+535VO/2kcTi1/nV5NBZcuN76jFJYzDKHcV/zh5VeZlhJnS1RqNYftXhK+hpVm/dxyZE/HPTyPovXOltCZMOh1h+1Zl77GlXYAuOSI71N3D8VG5f6a9GN34wM1O/D57VBDvhEgBz5hKvp4NNz9KIoEckenev0+/BpspCTHwiQIwtODb8XIwuaEaMlcqSfzx1uZ/ZvN6Qt6fT78JHCCSvO/pE//b7mNA/M10x6U1AtntlncfqnuiHU+pnFZsLnST/TV9j1b9Y4+0fMUCIEgagEuK+J6jx9Q8COADlixxIlCEQlQI5EdZ6+IWBHgByxY4kSBKISIEeiOk/fELAjQI7YsUQJAlEJhNg/sm0cqNtJUTIrjl0J7UOc6jTc7/C0L8Nkv8lBSVd/xghD/k+jSOdPyRxzcMzy+0ekuyQNxa9SVuKpztPft5naOJyu/nyI6J732cdtxOIgAixKXPm+Rj0D9hlschmiXgyvU6WlADXnzGWCCf+MfguWV+YrHbByjnh534S6zlf9xtXyqu90wazal8KOlXNEweuquX8aNy7F10t3E/3MBVT7VVX+U92k/tsh1Pz7zCLvo5AjrQ4en1rmS8X2fRxPIWJe9gHUtv4nn3T8W2dGpPPJkRBu57/K0V2MhIBLkz9+kCPzzgKr26U0RK6auhCxqn9eh6js/wRW3j9yvWI3XzPpENXimTp76lf/7kNdf/7Lo/Q2ynZdd5g/tgWPVFt+/8hIuIwNgRgEuK+J4TNdQkBJgBxR0kUbAjEIkCMxfKZLCCgJkCNKumhDIAYBciSGz3QJASUBckRJF20IxCDgcv/I9ov96s0aGVtvd4jXDZTf99Fe/62+4X6HIfqHNe18bl029DcfDqL6Z04kf9cjuudBdp+Op0KqbTv2j+4ZdCq4vf68/umploouxuq388m33O7va4hUMPd+iqcc8b7P2qp+9fPsav2nNWPFZ9Sa9F5/CzdPOaKe31b6TzpW+i1+z3DuKD5q/mr9Gbx7qsFTjvTkmD7bVj2uicjrp/fpG5z9U7H97uAQEekfd3x130BVm7KfKLWmsTaPp5MjN66ZTDITkcyUur53w/Z9H2p9NZ8MuoFDe8yIkprJkTMlk0lmIlLin9NjBvIZOLRTs0rKJkdKKH07Jp2pJrcYp+GfNK3G6qC/dXT8Mqv9FuybPRwtIOBp/8h1wilurds/r57qNKw/lUohPP3868yR6nfgM+SmxtDfr36NP573j4z3gAog4JwA9zXODaR8CExAgByZwARKgIBzAuSIcwMpHwITECBHJjCBEiDgnAA54txAyofABATIkQlMoAQIOCcwxf6R7Rfvip0gmzWu91PsU+tooRrR7Uav23ca1A2R3zfRXn/GRyt/n1axWv+wuI78ROEzfP+I1S7MK9NUuWWUJx2F/qmLlrIPqZPI8Z9PP/86OzNFmtdf4sXX+jMhcuSISSO3A+mUrTiU6Iy8r1mDYAnlumP2Sdznk+r2mqWu7DS/utXfWOqQ01ea/yNzpM/7GtpXSL7Odn31JH7lPHkLY/nr4Lz6op4Yhvojc8SwjVup45Pc6oP9pGOrv386XWft08/r6D2haL/q6VC/lP+Vp62/dX55OWvlHDlNu8YPlusKtNLPvzfk+h6Q6rl1GyKNWPY7l+PP9p8nQav6dfwz34+k92XtoKqNm//ElXPkoG/yYZu51W/X7zBRMhdl89efv6JU16/W7+C+eogQOdIIMZ3Eiu/GFJrlLbcvEnX9av7lrDjyicDI/SPXC8X2OX3qMx2iWjxTp4n+6V4grdNK/xjiBOF6D1K3VJ7qNKm/A//8rc3+r9Xzp0RcNESdmzVnDd8/UlM050AAAjMR4L5mJjeoBQI+CZAjPn2jagjMRIAcmckNaoGATwLkiE/fqBoCMxEgR2Zyg1og4JMAOeLTN6qGwEwEJPtHtl/4m/+yfYdmsh8hr3MM0dLCa535DZqnGXLlmdGvqF+tf53wtnw+6VfwKV+wr32VS2WO1K2v6vLsr0d0jyEca29f4dUDZXRO/1SH9bXOT5VfD7atX63/tMgzz9184vNJ38Tfp1nx6nvddLp+qJjo2IpY5sjGsXEG2Pb2pPb0vPana4TqUssRfeX5tX61fh2icj5z+lvXdclZX/0q0bQ6xjJHVnqfQjvf2/Xwaak/8bTirNbPM2zn0+6RLwUr3xVdW+aIor5U87idaf/I2m+Lblf1/vOWIY4vVk76n0KkBKao/mNokX4fPjp/M9dB6bwqcXCZYzzlyAY9jeSW70FTqVNktL8v4zY+0sV5jNiSVk+p1F7/XqpOvw+fJw5WfG4jwHB++ooYZzniC+4p6fZJZjLVzC9tTmDV+vtwOj6+5skC1frLkfYp3njbMtz1lICiF7W+GqCCSXnN7fOzfKx5jrTcP3K9Sm+89bhiOoZoVE5LTaWefv7VsLxO4ShPPDOcC5XTO5e0tadfqJ++0bi9mviEyIRPZkS1v09DW83PW/0O6+uTiX86mPeP1LPjTAhA4HcC/u5rMA4CEJiNADkymyPUAwF/BMgRf55RMQRmI0COzOYI9UDAHwFyxJ9nVAyB2QiQI7M5Qj0Q8EeAHPHnGRVDYDYC5MhsjlAPBPwRIEf8eUbFEJiNADkymyPUAwF/BMgRf55RMQRmI/BfwKgV40/72X8AAAAASUVORK5CYII=)

public class Demo **{**

//ROW表示要打印杨辉三角的行数，LEN表示一个数字占用的字符宽度

static int ROW **=** 15**,** LEN **=** 4**;**

public static void main**(**String**[]** args**)** **{**

System**.**out**.**println**(**"hello"**);**

printYangHui**(**ROW**);**

**}**

//打印一个 n 行的杨辉三角

static void printYangHui**(**int n**)** **{**

**for** **(**int i**=**1**;** i**<=**n**;** i**++)** **{**

printRow**(**i**);**

**}**

**}**

//打印杨辉三角中第n行的值

static void printRow**(**int n**)** **{**

printSpaces**((**ROW**-**n**)\***LEN**/**2**);**

**for** **(**int i**=**1**;** i**<=**n**;** i**++)** **{**

**if** **(**i**==**1 **||** i**==**n**)** **{**

System**.**out**.**printf**(**"%4d"**,** 1**);**/\*4应该和LEN相等，且LEN最好为偶数\*/

**}** **else** **{**

System**.**out**.**printf**(**"%4d"**,** getPoint**(**n**,**i**));**

**}**

**}**

System**.**out**.**println**();**

**}**

//打印n个空格

static void printSpaces**(**int n**)** **{**

**for** **(**int i**=**1**;** i**<=**n**;** i**++){**

System**.**out**.**print**(**" "**);**

**}**

**}**

//起始坐标为 1,1

//使用递归求杨辉三角中 某个坐标的值 x行 y列

static int getPoint**(**int x**,** int y**)** **{**

**if** **(**x **==** y **||** y **==** 1**)** **{**

**return** 1**;**

**}** **else** **{**

**return** getPoint**(**x**-**1**,**y**-**1**)** **+** getPoint**(**x**-**1**,** y**);**

**}**

**}**

**}**

# 打印9\*9乘法表
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public class Demo **{**

public static void main**(**String**[]** args**)** **{**

System**.**out**.**println**(**"hello,world"**);**

print9\_9Table**();**

**}**

static void print9\_9Table**()** **{**

int**[][]** tb **=** **new** int**[**10**][**10**];**

**for** **(**int row**=**0**;** row**<=**9**;** row**++)** **{**

**for(**int column**=**0**;** column**<=**9**;** column**++)** **{**

**if** **(**row **==** 0 **&&** column **==** 0**)** **{**

System**.**out**.**printf**(**"%4s"**,** " "**);**

**continue;**//乘法表左上角为空

**}**

**if** **(**row **==** 0 **)** **{**

tb**[**row**][**column**]** **=** column**;**

System**.**out**.**printf**(**"%4d"**,** tb**[**row**][**column**]);**

**continue;**

**}**

**if** **(**column **==** 0**)** **{**

tb**[**row**][**column**]** **=** row**;**

System**.**out**.**printf**(**"%4d"**,** tb**[**row**][**column**]);**

**continue;**

**}**

System**.**out**.**printf**(**"%4d"**,** tb**[**0**][**column**]\***tb**[**row**][**0**]);**

**}**

System**.**out**.**println**();**

**}**

**}**

**}**

# 10个小朋友围一圈，从1报到99，谁报到几就给谁发几个糖果，求最后谁分的糖果最多？

public class Demo **{**

public static void main**(**String**[]** args**)** **{**

System**.**out**.**println**(**"hello"**);**

getMost**();**

**}**

static void getMost**()** **{**

int**[]** childs **=** **new** int**[**10**];**

int index**=**0**;**//0~9

**for** **(**int i**=**1**;** i**<=**99**;** i**++)** **{**

childs**[**index**]** **+=** i**;**

index**++;**

**if** **(**index **==** 10**)** index **=** 0**;**

**}**

System**.**out**.**print**(**"ten childs:"**);**

**for** **(**int c **:** childs**)** **{**

System**.**out**.**printf**(**"%4d"**,** c**);**

**}**

int tempValue**=**0**,**ti**=**0**;**

**for** **(**int i**=**0**;** i**<**10**;** i**++)** **{**

**if** **(**tempValue **<** childs**[**i**])** **{**

tempValue **=** childs**[**i**];**

ti **=** i**;**

**}**

**}**

System**.**out**.**printf**(**"\nthe most:child[%d]:%d"**,**ti**,**tempValue**);**

**}**

**}**

# 打印日历

**import** java**.**util**.\*;**

public class Demo **{**

static int**[]** monthDays **=** **{**31**,**28**,**31**,**30**,**31**,**30**,**

31**,**31**,**30**,**31**,**30**,**31**};**

static String**[]** monthName **=** **{**"January"**,** "February"**,** "March"**,** "April"**,**

"May"**,** "June"**,** "July"**,** "August"**,**

"September"**,** "October"**,** "November"**,** "December"**};**

static int daysIndex**=**1**;**//1~7

public static void main**(**String**[]** args**)** **{**

System**.**out**.**print**(**"please enter the year,enter 0 exit:"**);**

Scanner in **=** **new** Scanner**(**System**.**in**);**

int y **=** in**.**nextInt**();**

**while(**y **!=** 0**)** **{**

printCal**(**y**);**

System**.**out**.**print**(**"please enter the year,enter 0 exit:"**);**

y **=** in**.**nextInt**();**

**}**

**}**

static void printCal**(**int year**)** **{**

//判断是否为闰年

**if** **(**isLeapYear**(**year**))** monthDays**[**1**]** **=** 29**;**

//判断第一天是周几

daysIndex **=** getWeek**(**year**)** **+** 1**;**

**for** **(**int m**=**1**;** m**<=**12**;** m**++)** **{**

System**.**out**.**printf**(**"\n %s %d\n"**,** monthName**[**m**-**1**],**year**);**

System**.**out**.**printf**(**"%4s%4s%4s%4s%4s%4s%4s\n"**,**

"Son"**,**"Mon"**,**"Tue"**,**"Wed"**,**"Thu"**,**"Fri"**,**"Sat"**);**

printMonth**(**m**);**

**}**

**}**

static void printMonth**(**int m**)** **{**

printSpaces**((**daysIndex**-**1**)\***4**);**

**for** **(**int d**=**1**;** d**<=**monthDays**[**m**-**1**];** d**++)** **{**

System**.**out**.**printf**(**"%4d"**,**d**);**

**if** **(**daysIndex **%** 7 **==** 0**)** **{**

daysIndex **=** 1**;**

System**.**out**.**println**();**

**}** **else** **{**

daysIndex**++;**

**}**

**}**

System**.**out**.**println**();**

**}**

static void printSpaces**(**int m**)** **{**

**for** **(**int i**=**0**;** i**<**m**;** i**++)** **{**

System**.**out**.**print**(**" "**);**

**}**

**}**

//4年一闰 百年不闰 400年再闰 公转周期：365.242天

//365.24219\*4=1460.96876 闰为1461天，多出0.03124

//闰100次 即400年后多出3.124天

//故规定400中的4个整百年有3个不能闰

static boolean isLeapYear**(**int year**)** **{**

**if** **(**year **%** 4 **==** 0**)** **{**

**if** **(**year **%** 100 **==** 0 **&&** year **%** 400 **!=** 0**)** **{**

**return** **false;**

**}**

**return** **true;**

**}** **else** **{**

**return** **false;**

**}**

**}**

//计算一年的第一天是星期几，公元1年的第一天是星期一

//days % 7 = w

//1~6:周一到周六 0:周日

static int getWeek**(**int year**)** **{**

**return** **((**year**-**1**)\***365 **+** **(**year**-**1**)/**4 **+** **(**year**-**1**)/**400 **-** **(**year**-**1**)/**100 **+** 1**)** **%** 7**;**

**}**

**}**

# 消费者生产者问题，线程中synchronized wait notifyAll的使用
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**import** java**.**util**.**concurrent**.**TimeUnit**;**

public class ConsumerProducer **{**

public static void main**(**String**[]** args**)** **{**

Clerk clerk **=** **new** Clerk**();**

**new** Thread**(new** Producer**(**clerk**),** "P1"**).**start**();**

**new** Thread**(new** Consumer**(**clerk**),**"C1"**).**start**();**

**new** Thread**(new** Consumer**(**clerk**),**"C2"**).**start**();**

**new** Thread**(new** Consumer**(**clerk**),**"C3"**).**start**();**

**}**

**}**

//店员，每次只能存储一个产品

//生产者向店员提供产品，当店员产品数为1时，等待

//消费者从店员处消费产品，当店员产品为-1（无），等待

class Clerk **{**

private int product **=** **-**1**;**

public synchronized void setProduct**(**int product**)** **throws** InterruptedException **{**

waitFull**();**

**this.**product **=** product**;**

System**.**out**.**printf**(**"生产者%s 设定（%d）\n"**,**Thread**.**currentThread**().**getName**(),**product**);**

notifyAll**();**

**}**

private synchronized void waitFull**()** **throws** InterruptedException **{**

**while** **(this.**product **!=** **-**1**)** **{**

wait**();**

**}**

**}**

public synchronized int getProduct**()** **throws** InterruptedException **{**

TimeUnit**.**SECONDS**.**sleep**(**1**);**

waitIfEmputy**();**

int p **=** **this.**product**;**

**this.**product **=** **-**1**;**

System**.**out**.**printf**(**"消费者%s 消费（%d）\n"**,**Thread**.**currentThread**().**getName**(),** p**);**

notifyAll**();**

**return** p**;**

**}**

private synchronized void waitIfEmputy**()** **throws** InterruptedException **{**

int w **=** 1**;**

**while** **(this.**product **==** **-**1**)** **{**

wait**(**1500**);**

// if (++w > 2) System.exit(0);

**}**

**}**

**}**

class Producer **implements** Runnable **{**

private Clerk clerk**;**

public Producer**(**Clerk clerk**)** **{**

**this.**clerk **=** clerk**;**

**}**

@Override

public void run**()** **{**

System**.**out**.**printf**(**"生产者%s开始生产整数…………\n"**,**Thread**.**currentThread**().**getName**());**

**for** **(**int product**=**1**;** product**<=**10**;** product**++)** **{**

**try** **{**

clerk**.**setProduct**(**product**);**

**}** **catch** **(**InterruptedException e**)** **{**

e**.**printStackTrace**();**

**}**

**}**

**}**

**}**

class Consumer **implements** Runnable **{**

private Clerk clerk**;**

public Consumer**(**Clerk clerk**)** **{**

**this.**clerk **=** clerk**;**

**}**

@Override

public void run**()** **{**

System**.**out**.**printf**(**"消费者%s开始消费整数…………\n"**,**Thread**.**currentThread**().**getName**());**

**for** **(**int i**=**1**;** i**<=**10**;** i**++)** **{**

**try** **{**

clerk**.**getProduct**();**

**}** **catch** **(**InterruptedException e**)** **{**

e**.**printStackTrace**();**

**}**

**}**

// System.exit(0);

**}**

**}**

# 线程死锁现象

没有死锁时：
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代码：

**import** java**.**util**.**concurrent**.**TimeUnit**;**

public class DeadLock **{**

static Object o1 **=** **new** Object**();**

static Object o2 **=** **new** Object**();**

public static void main**(**String**[]** args**)** **{**

System**.**out**.**println**(**"o1="**+**"o"**+**o1**.**hashCode**());**

System**.**out**.**println**(**"o2="**+**"o"**+**o2**.**hashCode**());**

**new** Thread**(new** LockTwo**(**o1**,** o2**),** "t1"**).**start**();**

**new** Thread**(new** LockTwo**(**o2**,** o1**),** "t2"**).**start**();**

**}**

**}**

class LockTwo **implements** Runnable **{**

Object o1**,**o2**;**

public LockTwo**(**Object o1**,** Object o2**)** **{**

**this.**o1 **=** o1**;**

**this.**o2 **=** o2**;**

**}**

@Override

public void run**()** **{**

System**.**out**.**println**(**"线程"**+**Thread**.**currentThread**().**getName**()+**"开始执行"**);**

synchronized **(**o1**)** **{**

System**.**out**.**println**(**"线程"**+**Thread**.**currentThread**().**getName**()+**"锁住了o"**+**o1**.**hashCode**());**

work**();**

synchronized **(**o2**)** **{**

System**.**out**.**println**(**"线程"**+**Thread**.**currentThread**().**getName**()+**"锁住了o"**+**o2**.**hashCode**());**

work**();**

**}**

**}**

System**.**out**.**println**(**"线程"**+**Thread**.**currentThread**().**getName**()+**"结束"**);**

**}**

private void work**()** **{**

**try** **{**

Thread**.**sleep**(**3000**);**

**}** **catch** **(**InterruptedException e**)** **{**

// TODO Auto-generated catch block

e**.**printStackTrace**();**

**}**

**}**

**}**

# 网络下载url.openStream()

**import** java**.**io**.**FileNotFoundException**;**

**import** java**.**io**.**FileOutputStream**;**

**import** java**.**io**.**IOException**;**

**import** java**.**io**.**InputStream**;**

**import** java**.**io**.**OutputStream**;**

**import** java**.**net**.**MalformedURLException**;**

**import** java**.**net**.**URL**;**

public class DownLoad **{**

public static void main**(**String**[]** args**)** **throws** MalformedURLException **{**

//注意，大部分网站的网页是不能这样直接下载的，需要传入参数

URL url **=** **new** URL**(**"http://openhome.cc/Gossip/Scala/"**);**

**new** DownLoad**().**download**(**url**,** "C:/l.html"**);**

**}**

void download**(**URL url**,** String fileName**)** **{**

**new** Thread**(new** Runnable**()** **{**

public void run**()** **{**

**try** **{**

dump**(**url**.**openStream**(),** **new** FileOutputStream**(**fileName**));**

**}** **catch** **(**FileNotFoundException e**)** **{**

e**.**printStackTrace**();**

**}** **catch** **(**IOException e**)** **{**

e**.**printStackTrace**();**

**}**

**}**

**}).**start**();**

**}**

void dump**(**InputStream src **,**OutputStream dest**)** **throws** IOException **{**

**try** **(**InputStream in **=** src**;** OutputStream out **=** dest**)** **{**

byte**[]** buf **=** **new** byte**[**1024**];**

int length**;**

**while** **((**length **=** in**.**read**(**buf**))** **!=** **-**1**)** **{**

out**.**write**(**buf**,** 0**,** length**);**

**}**

**}**

**}**

**}**

【程序1】  
题目：古典问题：有一对兔子，从出生后第3个月起每个月都生一对兔子，小兔子长到第三个月后每个月又生一对兔子，假如兔子都不死，问每个月的兔子总数为多少？  
1.程序分析： 兔子的规律为数列1,1,2,3,5,8,13,21....

# 斐波那契数列

**import** java**.**util**.**Scanner**;**

public class Fibonacci **{**

public static void main**(**String**[]** args**)** **{**

Fibonacci fibonacci **=** **new** Fibonacci**();**

int d**;**

**do** **{**

System**.**out**.**print**(**"enter day, if 0 exit:"**);**

d **=** **new** Scanner**(**System**.**in**).**nextInt**();**

fibonacci**.**printFeibo**(**d**);**

**}** **while** **(**d **!=** 0**);**

**}**

//打印1~n天的兔子数目

void printFeibo**(**int d**)** **{**

**for** **(**int i**=**1**;** i**<=**d**;** i**++)** **{**

System**.**out**.**printf**(**"%d "**,** getFibo**(**i**));**

**if** **(**i**%**5**==**0**)**System**.**out**.**println**();**

**}**

System**.**out**.**println**();**

**}**

//得到第n天的兔子数目

int getFibo**(**int n**)** **{**

**if** **(**n **==** 1 **||** n **==** 2**)** **{**

**return** 1**;**

**}** **else** **{**

**return** getFibo**(**n**-**1**)+**getFibo**(**n**-**2**);**

**}**

**}**

**}**

# 求素数的个数

【程序2】  
题目：判断101-200之间有多少个素数，并输出所有素数。

**素数**，指在大于1的[自然数](https://zh.wikipedia.org/wiki/%E8%87%AA%E7%84%B6%E6%95%B0)中，除了1和该数自身外，无法被其他自然数[整除](https://zh.wikipedia.org/wiki/%E6%95%B4%E9%99%A4)的数，任何大于1的[整数](https://zh.wikipedia.org/wiki/%E6%95%B4%E6%95%B8)均可被表示成一串唯一素数之乘积。验证一个数字 n 是否为素数的一种简单但缓慢的方法为[试除法](https://zh.wikipedia.org/wiki/%E8%A9%A6%E9%99%A4%E6%B3%95)。此一方法会测试 n 是否为任一在2与![\sqrt{n}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABwAAAAVBAMAAACnLJNvAAAAMFBMVEX///8EBAR0dHQMDAxiYmKKiorm5ua2trYiIiIwMDDMzMwWFhZAQECenp5QUFAAAABiqYtrAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAKtJREFUGBljYIAAvv9gAOUx3IExIPQuFC7vBBQuxwIUbiUKj6EdhcvegMLlLGBg9WRVmgYVXMHAwMR4nGEeAwPbVqDQXAaGW/kBDH0MDCXWDAxcG4BC9xkYRIGUfgEDzwUg/YKB6xuQYmxgyAZSDFsY+ECK+H4xPAVxvzMwKzgAzfrDBhLl/cDAv0wByDifFwAkmQ4w8LkAaYb1p0EkHHB8gjNBDHYBFC4yBwC2RyWZd6LW+gAAAABJRU5ErkJggg==)之间的整数之倍数。  
1.程序分析：判断素数的方法：用一个数分别去除2到sqrt(这个数)，如果能被整除，  
      则表明此数不是素数，反之是素数。

public class PrimeNumber **{**

public static void main**(**String**[]** args**)** **{**

int num **=** 0**;**

**for** **(**int i**=**101**;** i**<=**200**;** i**++)** **{**

**if** **(**isPrimeNum**(**i**))** **{**

num**++;**

System**.**out**.**printf**(**"%d "**,**i**);**

**if** **(**num**%**5 **==** 0**)** System**.**out**.**println**();**

**}**

**}**

System**.**out**.**println**(**"\n"**+**"total:"**+**num**);**

**}**

static boolean isPrimeNum**(**int n**)** **{**

**for** **(**int i**=**2**;** i**<=**Math**.**floor**(**Math**.**sqrt**(**n**));** i**++)** **{**

**if** **(**n **%** i **==** 0**)** **return** **false;**

**}**

**return** **true;**

**}**

**}**

# 打印"水仙花数

题目：打印出所有的"水仙花数"，所谓"水仙花数"是指一个三位数，其各位数字立方和等于该数本身。例如：153是一个"水仙花数"，因为153=1的三次方＋5的三次方＋3的三次方。

public class NarcissusFew **{**

public static void main**(**String**[]** args**)** **{**

int num**=**0**;**

**for** **(**int i**=**100**;** i**<=**999**;** i**++)** **{**

**if** **(**isNarcissusFew**(**i**))** **{**

num**++;**

System**.**out**.**printf**(**"%d "**,** i**);**

**if** **(**num **%** 5 **==** 0**)** System**.**out**.**println**();**

**}**

**}**

System**.**out**.**println**(**"\ntotal:"**+**num**);**

**}**

//判断是否为一个水仙花数

static boolean isNarcissusFew**(**int n**)** **{**

**if** **(!(**n **>=** 100 **&&** n **<=** 999**))** **{**

System**.**out**.**println**(**"enter a num between 100~999"**);**

**return** **false;**

**}**

int bai**,**shi**,**ge**;**

bai **=** n**/**100**;**

shi **=** n**%**100**/**10**;**

ge **=** n**%**10**;**

**if** **((**bai**\***bai**\***bai **+** shi**\***shi**\***shi **+** ge**\***ge**\***ge**)** **==** n**)** **{**

**return** **true;**

**}**

**return** **false;**

**}**

**}**

# 整数分解质因数

题目：将一个正整数分解质因数。例如：输入90,打印出90=2\*3\*3\*5。质数（prime number）又称素数。

**import** java**.**awt**.**List**;**

**import** java**.**util**.**ArrayList**;**

**import** java**.**util**.**Scanner**;**

**import** javax**.**naming**.**InsufficientResourcesException**;**

public class PrintPrimeFactor **{**

static java**.**util**.**List**<**Integer**>** ProbablePrimeNum **=** **new** ArrayList**<**Integer**>();**

public static void main**(**String**[]** args**)** **{**

int num**;**

Scanner scanner **=** **new** Scanner**(**System**.**in**);**

System**.**out**.**print**(**"enter a positive num, 0 exit:"**);**

num **=** scanner**.**nextInt**();**

**while** **(**num **!=** 0**)** **{**

printResult2**(**num**);**

System**.**out**.**print**(**"enter a positive num, 0 exit:"**);**

num **=** scanner**.**nextInt**();**

**}**

System**.**out**.**println**(**"exit"**);**

**}**

static void printResult2**(**int n**)** **{**

**if** **(**n **<** 0**)** **{**

System**.**out**.**println**(**"please enter a positive number"**);**

**}** **else** **if** **(**isPrimeNum**(**n**))** **{**

System**.**out**.**println**(**"this is a prime number"**);**

**}** **else** **{**

System**.**out**.**print**(**n**+**"="**);**

int temp **=** n**;**

**for** **(**int i**=**2**;** i**<=** temp**/**2**;** i**++)** **{**

**if** **(**isPrimeNum**(**i**))** **{**

**while** **(true)** **{**

**if** **(**n **%** i **==** 0**)** **{**

n **=** n**/**i**;**

**if** **(**n **!=** 1**)** **{**

System**.**out**.**print**(**i**+**"\*"**);**

**}** **else** **{**

System**.**out**.**print**(**i**);**

System**.**out**.**println**();**

**return;**

**}**

**}** **else** **{**

**break;**

**}**

**}**

**}**

**}**

**}**

**}**

static void printResult**(**int n**)** **{**

**if** **(**isPrimeNum**(**n**))** **{**

System**.**out**.**println**(**"this is a prime number"**);**

**}** **else** **{**

System**.**out**.**print**(**n**+**"="**);**

ProbablePrimeNum **=** getProbablePrimeNum**(**n**);**

**for** **(**int i**=**0**;** i**<**ProbablePrimeNum**.**size**();** i**++)** **{**

**while** **(true)** **{**

int primeNum **=** ProbablePrimeNum**.**get**(**i**);**

**if** **(**n **%** primeNum **==** 0**)** **{**

n **=** n**/**primeNum**;**

**if** **(**n **!=** 1**)** **{**

System**.**out**.**print**(**primeNum**+**"\*"**);**

**}** **else** **{**

System**.**out**.**println**(**primeNum**);**

**return;**

**}**

**}** **else** **{**

**break;**

**}**

**}**

**}**

**}**

**}**

//判断是否为素数

static boolean isPrimeNum **(**int n**)** **{**

**if** **(**n **>** 1**)** **{**

int end **=** **(**int**)**Math**.**sqrt**(**n**);**

**for** **(**int i**=**2**;** i**<=**end**;** i**++)** **{**

**if** **(**n **%** i **==** 0**)** **return** **false;**

**}**

**return** **true;**

**}** **else** **{**

**return** **false;**

**}**

**}**

// 得到n的所有可能的质因数

static java**.**util**.**List**<**Integer**>** getProbablePrimeNum**(**int n**)** **{**

java**.**util**.**List**<**Integer**>** list **=** **new** ArrayList**<>();**

**for** **(**int i**=**2**;** i**<=**n**/**2**;** i**++)** **{**

**if** **(**isPrimeNum**(**i**))** **{**

list**.**add**(**i**);**

**}**

**}**

**return** list**;**

**}**

**}**

# 最大公约数和最小公倍数

题目：输入两个正整数m和n，求其最大公约数和最小公倍数。若n = cd，就说d是n的一个因数（约数），或说n是d的一个倍数

**import** java**.**util**.**Scanner**;**

public class Demo **{**

public static void main**(**String**[]** args**)** **{**

int m**,**n**;**

Scanner scanner **=** **new** Scanner**(**System**.**in**);**

**do** **{**

System**.**out**.**print**(**"enter two number, 0 exit:"**);**

m **=** scanner**.**nextInt**();**

**if** **(**m **==** 0**)** **{**

System**.**out**.**println**(**"exit"**);**

System**.**exit**(**0**);**

**}**

n **=** scanner**.**nextInt**();**

System**.**out**.**println**(**"MaxCommonDivisor:"**+**getMaxCommonDivisor**(**m**,** n**));**

System**.**out**.**println**(**"MinCommonMultiple:"**+**getMinCommonMultiple**(**m**,** n**));**

**}** **while(true);**

**}**

static int getMinCommonMultiple**(**int m**,** int n**)** **{**

**for** **(**int i**=**getMax**(**m**,** n**);** **;** i**++)** **{**

**if** **(**i **%** m **==** 0 **&&** i **%** n **==** 0**)** **{**

**return** i**;**

**}**

**}**

**}**

//最小公倍数

static int getMinCommonMultiple2**(**int m**,** int n**)** **{**

**return** m **\*** n **/** getMaxCommonDivisor**(**m**,** n**);**

**}**

//求最大公因数

static int getMaxCommonDivisor**(**int m**,** int n**)** **{**

int r**=**0**;**

int min **=** getMin**(**m**,** n**);**

int max **=** getMax**(**m**,** n**);**

**if** **(**max **%** min **==** 0**)** **{**

**return** min**;**

**}** **else** **{**

**for** **(**int i**=**1**;** i**<=**min**/**2**;** i**++)** **{**

**if** **(**m **%** i **==** 0 **&&** n **%** i **==** 0**)** **{**

r **=** i**;**

**}**

**}**

**}**

**return** r**;**

**}**

static int getMin**(**int m**,** int n**)** **{**

**return** **(**m **<** n**)** **?** m **:** n**;**

**}**

static int getMax**(**int m**,** int n**)** **{**

**return** **(**m **>** n**)** **?** m **:** n**;**

**}**

**}**

# 字符分类统计

题目：输入一行字符，分别统计出其中 英文字母、空格、数字和其它字符的个数。

**import** java**.**util**.**Scanner**;**

**import** javax**.**swing**.**JOptionPane**;**

public class Count **{**

public static void main**(**String**[]** args**)** **{**

String in**;**

// Scanner scanner = new Scanner(System.in);

// do {

// System.out.print("enter:");

// in = scanner.nextLine();

// statistics(in);

// } while(true);

int option**;**

**do** **{**

in **=** JOptionPane**.**showInputDialog**(null,** "enter:"**,** "enter string dialog"**,** JOptionPane**.**INFORMATION\_MESSAGE**);**

String res **=** statistics**(**in**);**

option **=** JOptionPane**.**showConfirmDialog**(null,** res**,** "do continue?"**,**

JOptionPane**.**YES\_NO\_OPTION**,** JOptionPane**.**INFORMATION\_MESSAGE**);**

**}** **while** **(**option **==** JOptionPane**.**YES\_OPTION**);**

**}**

static String statistics**(**String in**)** **{**

int alpha**=**0**,**digit**=**0**,**space**=**0**,**other**=**0**;**

**if** **(**in **!=** **null)** **{**

char**[]** is **=** in**.**toCharArray**();**

**for** **(**int i**=**0**;** i**<**is**.**length**;** i**++)** **{**

char ch **=** is**[**i**];**

**if** **((**ch**>=**'a' **&&** ch**<=**'z'**)** **||** **(**ch**>=**'A'**&&**ch**<=**'Z'**))** **{**

alpha**++;**

**}** **else** **if** **(**ch**>=**'0' **&&** ch**<=**'9'**)** **{**

digit**++;**

**}** **else** **if** **(**ch **==** ' '**)** **{**

space**++;**

**}** **else** **{**

other**++;**

**}**

**}**

**}**

System**.**out**.**println**(**"alpha:"**+**alpha**+**" digit:"**+**digit**+**" space:"

**+**space**+**" other:"**+**other**);**

**return** **(**"alpha:"**+**alpha**+**" digit:"**+**digit**+**" space:"

**+**space**+**" other:"**+**other**);**

**}**

**}**

# s=a+aa+aaa+aaaa+aa...a

题目：求s=a+aa+aaa+aaaa+aa...a的值，其中a是一个数字。例如2+22+222+2222+22222(此时共有5个数相加)，  
几个数相加有键盘控制。

**import** java**.**util**.**Scanner**;**

**import** javax**.**swing**.**JOptionPane**;**

**import** javax**.**swing**.**RowFilter**;**

//求s=a+aa+aaa+aaaa+aa...a的值,n表示相加数值的个数

public class Sum **{**

public static void main**(**String**[]** args**)** **{**

int opition **=** **-**1**;**

**do** **{**

String res **=** JOptionPane**.**showInputDialog**(null,**

"enter a and n,such as:2 3\nsum = 2+22+222,if a=0 exit:"**,**

"sum"**,** JOptionPane**.**INFORMATION\_MESSAGE**);**

**if** **(**res **==** **null)** System**.**exit**(**0**);**

Scanner scanner **=** **new** Scanner**(**res**);**

int a **=** scanner**.**nextInt**();**

**if** **(**a **==** 0**)**System**.**exit**(**0**);**

int n **=** scanner**.**nextInt**();**

int sum **=** getSum**(**a**,** n**);**

opition **=** JOptionPane**.**showConfirmDialog**(null,** "sum="**+**sum**,** "sum"**,**

JOptionPane**.**YES\_NO\_OPTION**,** JOptionPane**.**INFORMATION\_MESSAGE**);**

**}** **while** **(**opition **==** JOptionPane**.**YES\_OPTION**);**

**}**

static int getSum**(**int a**,** int n**)** **{**

int sum **=** 0**;**

**for** **(**int i**=**1**;** i**<=**n**;** i**++)** **{**

sum **+=** getNum**(**a**,** i**);**

**}**

**return** sum**;**

**}**

//获取 aaa…a n为a的个数

static int getNum**(**int a**,** int n**)** **{**

int res**=**0**;**

**for** **(**int i**=**0**;** i**<**n**;** i**++)** **{**

res **=**res **+** a**\***ten**(**i**);**

**}**

**return** res**;**

**}**

//10的n次方

private static int ten**(**int n**)** **{**

int res**=**1**;**

**for** **(**int i**=**1**;** i**<=**n**;** i**++)** **{**

res **\*=** 10**;**

**}**

**return** res**;**

**}**

**}**

# 找1000内的完数

题目：一个数如果恰好等于它的因子之和，这个数就称为"完数"。例如6=1＋2＋3.编程 找出1000以内的所有完  
数。

完全数（Perfect number），又称[完美数](http://baike.baidu.com/view/47771.htm)或[完备数](http://baike.baidu.com/view/1275320.htm)，是一些特殊的自然数。如果一个数恰好等于它的因子之和，则称该数为“完全数”[1]  。各个小于它的[约数](http://baike.baidu.com/view/461750.htm)（真约数,列出某数的约数，去掉该数本身，剩下的就是它的真约数）的和等于它本身的自然数叫做**完全数**（Perfect number），又称完美数或完备数。

例如：第一个完全数是6，它有约数1、2、3、6，除去它本身6外，其余3个数相加，1+2+3＝6，恰好等于本身。第二个完全数是28，它有约数1、2、4、7、14、28，除去它本身28外，其余5个数相加，1+2+4+7+14＝28，也恰好等于本身。

public class PerfectNum **{**

static int N **=** 10000**;**

public static void main**(**String**[]** args**)** **{**

System**.**out**.**println**(**getAllPerfectNum**(**N**));**

**}**

static String getAllPerfectNum**(**int n**)** **{**

String res**=**""**;**

**for** **(**int i**=**2**;** i**<=**n**;** i**++)** **{**

**if** **(**isPerfectNum**(**i**))** **{**

res **+=** i **+** " "**;**

**}**

**}**

**return** res**;**

**}**

static boolean isPerfectNum**(**int n**)** **{**

int sum**=**0**;**

**for** **(**int i**=**1**;** i**<=**n**/**2**;** i**++)** **{**

**if** **(**n **%** i **==** 0**)** **{**

sum **+=** i**;**

**}**

**}**

**if** **(**sum **==** n**)** **return** **true;**

**return** **false;**

**}**

**}**

# 小球反弹高度

题目：一球从100米高度自由落下，每次落地后反跳回原高度的一半；再落下，求它在 第10次落地时，共经过多  
少米？第10次反弹多高？

**import** javax**.**swing**.**JOptionPane**;**

public class High **{**

public static void main**(**String**[]** args**)** **{**

int opition**;**

**do** **{**

String in **=** JOptionPane**.**showInputDialog**(null,** "输入第几次弹起："**,**

"小球反弹高度计算"**,** JOptionPane**.**INFORMATION\_MESSAGE**);**

int n **=** Integer**.**valueOf**(**in**);**

double high **=** getHigh**(**n**);**

opition **=** JOptionPane**.**showConfirmDialog**(null,**"高度："**+**high**,**"结果"**,**

JOptionPane**.**YES\_NO\_OPTION**,** JOptionPane**.**INFORMATION\_MESSAGE**);**

**}** **while** **(**opition **==** JOptionPane**.**YES\_OPTION**);**

**}**

//n=1 50,n=2,25……

static double getHigh**(**int n**)** **{**

**if** **(**n **==** 1**)** **{**

**return** 50.0**;**

**}** **else** **{**

**return** getHigh**(**n**-**1**)** **/** 2**;**

**}**

**}**

**}**

# 4个数字组成不重复的三位数

题目：有1、2、3、4个数字，能组成多少个互不相同且无重复数字的三位数？都是多少？

**import** javax**.**swing**.**JOptionPane**;**

public class GetNum **{**

static int**[]** digit **=** **new** int**[]** **{**1**,**2**,**3**,**4**};**

public static void main**(**String**[]** args**)** **{**

JOptionPane**.**showMessageDialog**(null,** getNums**(),** "1,2,3,4组成不重复三位数"

**,** JOptionPane**.**INFORMATION\_MESSAGE**);**

**}**

static String getNums**()** **{**

StringBuilder res **=** **new** StringBuilder**();**

int bai**,**shi**,**ge**,**n**=**0**,**num**;**

**for** **(**int i**=**0**;** i**<**4**;** i**++)** **{**

bai **=** digit**[**i**];**

**for** **(**int j**=**0**;** j**<**4**;** j**++)** **{**

shi **=** digit**[**j**];**

**if** **(**shi **!=** bai**)** **{**

**for** **(**int k**=**0**;** k**<**4**;** k**++)** **{**

ge **=** digit**[**k**];**

**if** **(**ge **!=** shi **&&** ge **!=** bai**)** **{**

n**++;**

num **=** bai**\***100 **+** shi**\***10 **+** ge**;**

res**.**append**(**num**).**append**(**" "**);**

**if** **(**n **%** 5 **==** 0**)**res**.**append**(**"\n"**);**

**}**

**}**

**}**

**}**

**}**

res**.**insert**(**0**,**"total:"**+**n**+**"\n"**);**

**return** res**.**toString**();**

**}**

**}**

# 找数字n，n+100,n+168是平方数

题目：一个整数，它加上100后是一个完全平方数，再加上168又是一个完全平方数，请问该数是多少？

**import** javax**.**swing**.**JOptionPane**;**

public class GetNum **{**

static int**[]** digit **=** **new** int**[]** **{**1**,**2**,**3**,**4**};**

public static void main**(**String**[]** args**)** **{**

JOptionPane**.**showMessageDialog**(null,** getNums**(),** ""

**,** JOptionPane**.**INFORMATION\_MESSAGE**);**

**}**

static String getNums**()** **{**

int i**=**0**;**

**while** **(true)** **{**

i**++;**

**if** **(**isSqure**(**i**+**100**)** **&&** isSqure**(**i**+**168**))** **{**

**break;**

**}**

**}**

**return** i**+**""**;**

**}**

//判断一个数是不是整数平方数

static boolean isSqure**(**int n**)** **{**

int squr **=** **(**int**)** Math**.**sqrt**(**n**);**

**if** **(**n **==** squr**\***squr**)** **return** **true;**

**return** **false;**

**}**

**}**

# 判断某天是这一年的第几天

题目：输入某年某月某日，判断这一天是这一年的第几天？

**import** java**.**util**.**Scanner**;**

**import** javax**.**swing**.**JOptionPane**;**

public class CalDay **{**

static int**[]** months **=** **new** int**[]** **{**31**,**28**,**31**,**30**,**31**,**30**,**

31**,**31**,**30**,**31**,**30**,**31**};**

public static void main**(**String**[]** args**)** **{**

String in **=** JOptionPane**.**showInputDialog**(null,** "输入，如：2011 4 3"**);**

JOptionPane**.**showMessageDialog**(null,** getDay**(**in**),** "计算天数"

**,** JOptionPane**.**INFORMATION\_MESSAGE**);**

**}**

static int getDay**(**String in**)** **{**

Scanner scanner **=** **new** Scanner**(**in**);**

int y **=** scanner**.**nextInt**();**

int m **=** scanner**.**nextInt**();**

int d **=** scanner**.**nextInt**();**

int days**=**0**;**

**for** **(**int i**=**0**;** i**<**m**-**1**;** i**++)** **{**

days **+=** months**[**i**];**

**}**

days **+=** d**;**

**if** **(**isLeapYear**(**y**)** **&&** m **>** 2**)** days**++;**

**return** days**;**

**}**

//判断闰年

static boolean isLeapYear**(**int year**)** **{**

**if** **((**year **%** 4 **==** 0 **&&** year **%** 100 **!=** 0**)** **||** year **%** 400 **==** 0**)**

**return** **true;**

**return** **false;**

**}**

**}**

# 三个数由小到大输出

题目：输入三个整数x,y,z，请把这三个数由小到大输出。

**import** java**.**util**.**ArrayList**;**

**import** java**.**util**.**List**;**

**import** java**.**util**.**Scanner**;**

**import** javax**.**swing**.**JOptionPane**;**

public class PrintNums **{**

public static void main**(**String**[]** args**)** **{**

String in **=** JOptionPane**.**showInputDialog**(null,** "输入3个数字"**);**

String res **=** sort2**(**in**);**

JOptionPane**.**showMessageDialog**(null,** res**);**

**}**

//对输入的3个数字排序

static String sort**(**String in**)** **{**

String res **=** ""**;**

Scanner scanner **=** **new** Scanner**(**in**);**

int a **=** scanner**.**nextInt**();**

int b **=** scanner**.**nextInt**();**

int c **=** scanner**.**nextInt**();**

**if** **(**a **>** b**)** **{**

int temp **=** a**;**

a **=** b**;**

b **=** temp**;**

**}**

**if** **(**c **<** a**)** **{**

res **=** c **+**" "**+**a**+**" "**+**b**;**

**}** **else** **{**

**if** **(**c **>** b**)** **{**

res **=** a**+** " "**+**" "**+**b**+**" "**+**c**;**

**}** **else** **{**

res **=** a**+**" "**+**c**+**" "**+**b**;**

**}**

**}**

**return** res**;**

**}**

//对输入的任意个数字排序

static String sort2**(**String in**)** **{**

String res **=** ""**;**

List**<**Integer**>** nums **=** **new** ArrayList**<**Integer**>();**

Scanner scanner **=** **new** Scanner**(**in**);**

**while** **(**scanner**.**hasNextInt**())** **{**

nums**.**add**(**scanner**.**nextInt**());**

**}**

**for** **(**int i**=**0**;** i**<**nums**.**size**();** i**++)** **{**

int k **=** i**;**

**for** **(**int j**=**i**+**1**;** j**<**nums**.**size**();** j**++)** **{**

**if** **(**nums**.**get**(**k**)** **>** nums**.**get**(**j**))** **{**

k **=** j**;**

**}**

**}**

**if** **(**k **!=** i**)** **{**

int temp **=** nums**.**get**(**k**);**

nums**.**set**(**k**,** nums**.**get**(**i**));**

nums**.**set**(**i**,** temp**);**

**}**

**}**

**for** **(**Integer i **:** nums**)** **{**

System**.**out**.**print**(**i**+**" "**);**

res **+=** i**+**" "**;**

**}**

**return** res**;**

**}**

**}**

# 猴子吃桃问题

题目：猴子吃桃问题：猴子第一天摘下若干个桃子，当即吃了一半，还不瘾，又多吃了一个   第二天早上又将剩下的桃子吃掉一半，又多吃了一个。以后每天早上都吃了前一天剩下   的一半零一个。到第10天早上想再吃时，见只剩下一个桃子了。求第一天共摘了多少。

**import** javax**.**swing**.**JOptionPane**;**

public class Monkey **{**

public static void main**(**String**[]** args**)** **{**

String in **=** JOptionPane**.**showInputDialog**(null,** "输入第几天"**);**

JOptionPane**.**showMessageDialog**(null,**

"这一天的桃子个数:"**+**getPeach2**(**Integer**.**valueOf**(**in**)));**

**}**

static int getPeach**(**int day**)** **{**

**if** **(**day **>** 10 **||** day **<** 1**)** **return** 0**;**

**if** **(**day **==** 10**)** **{**

**return** 1**;**

**}** **else** **{**

**return** **(**getPeach**(**day**+**1**)+**1**)\***2**;**

**}**

**}**

static int getPeach2**(**int day**)** **{**

int peachs **=** 1**;**

**if** **(**day **>** 10 **||** day **<** 1**)** **return** 0**;**

**for** **(**int i**=**9**;** i**>=**day**;** i**--)** **{**

peachs **=** **(**peachs**+**1**)\***2**;**

**}**

**return** peachs**;**

**}**

**}**

# 乒乓球队进行比赛

题目：两个乒乓球队进行比赛，各出三人。甲队为a,b,c三人，乙队为x,y,z三人。已抽签决定比赛名单。有人向队员打听比赛的名单。a说他不和x比，c说他不和x,z比，请编程序找出三队赛手的名单。

**import** javax**.**swing**.**JOptionPane**;**

public class Game **{**

public static void main**(**String**[]** args**)** **{**

JOptionPane**.**showMessageDialog**(null,** printMatch**());**

**}**

static String printMatch**()** **{**

StringBuilder all **=** **new** StringBuilder**();**

String right **=** **null;**

//xyz数组代表 x,y,z三个队员，初始值表示未分配对手，

//1值表示已经分配对手

char**[]** xyz **=** **new** char**[]** **{**'x'**,**'y'**,**'z'**};**

char a**,**b**,**c**;**

**for** **(**int i**=**0**;** i**<**3**;** i**++)** **{**

a **=** xyz**[**i**];**//为a分配对手

**for** **(**int j**=**0**;** j**<**3**;** j**++)** **{**

//为b分配对手

b **=** xyz**[**j**];**

**if** **(**b **!=** a**)** **{**

**for** **(**int k**=**0**;** k**<**3**;** k**++)** **{**

c **=** xyz**[**k**];**//为c分配对手

**if** **(**c **!=** b **&&** c **!=** a**)** **{**//可行分组

all**.**append**(**String**.**format**(**"a--%c,b--%c,c--%c\n"

**,**a**,**b**,**c**));**

//条件限制

**if** **(**a **!=** 'x' **&&** c **!=** 'x' **&&** c **!=** 'z'**)**

right **=** String**.**format**(**"a--%c,b--%c,c--%c\n"

**,**a**,**b**,**c**);**

**break;**

**}**

**}**

**}**

**}**

**}**

all**.**insert**(**0**,** "所有分组：\n"**);**

all**.**append**(**"要求的分组：\n"**+**right**);**

**return** all**.**toString**();**

**}**

**}**

# 数列的前20项之和

题目：有一分数序列：2/1，3/2，5/3，8/5，13/8，21/13...求出这个数列的前20项之和。

**import** javax**.**swing**.**JOptionPane**;**

public class CalSum **{**

//分数序列：2/1，3/2，5/3，8/5，13/8，21/13...

public static void main**(**String**[]** args**)** **{**

JOptionPane**.**showMessageDialog**(null,** calSum**(**20**));**

**}**

static String calSum**(**int n**)** **{**

double sum **=** 0**;**

**for** **(**int i**=**1**;** i**<=**n**;** i**++)** **{**

sum **+=** getNum**(**i**);**

**}**

**return** String**.**format**(**"%.5f"**,** sum**);**

**}**

//获取分数序列中的单个分数项

static double getNum**(**int n**)** **{**

**return** getSequence**(**n**+**1**)/(**double**)**getSequence**(**n**);**

**}**

//获取 1 2 3 5 8……数列

static int getSequence**(**int n**)** **{**

**if** **(**n **==** 1**)** **return** 1**;**

**if** **(**n **==** 2**)** **return** 2**;**

**return** getSequence**(**n**-**1**)+**getSequence**(**n**-**2**);**

**}**

**}**

# 求1+2!+3!+...+20!的和

题目：求1+2!+3!+...+20!的和

**import** javax**.**swing**.**JOptionPane**;**

public class CalSum **{**

//求1+2!+3!+...+20!的和

public static void main**(**String**[]** args**)** **{**

// System.out.println(getNum(20));

JOptionPane**.**showMessageDialog**(null,** calSum**(**20**));**

**}**

static String calSum**(**int n**)** **{**

long sum **=** 0**;**

**for** **(**int i**=**1**;** i**<=**n**;** i**++)** **{**

sum **+=** getNum**(**i**);**

**}**

**return** String**.**format**(**"%d"**,** sum**);**

**}**

//求n的阶乘

static long getNum**(**int n**)** **{**

**if** **(**n **==** 1**)** **return** 1**;**

**return** **(**long**)**n**\***getNum**(**n**-**1**);**

**}**

**}**

# 递归求年龄

题目：有5个人坐在一起，问第五个人多少岁？他说比第4个人大2岁。问第4个人岁数，他说比第3个人大2岁。问第三个人，又说比第2人大两岁。问第2个人，说比第一个人大两岁。最后问第一个人，他说是10岁。请问第五个人多大？

**import** javax**.**swing**.**JOptionPane**;**

public class GetAge **{**

public static void main**(**String**[]** args**)** **{**

JOptionPane**.**showMessageDialog**(null,** getAge**(**2**));**

**}**

static int getAge**(**int n**)** **{**

**if** **(**n **==** 1**)** **return** 10**;**

**return** 2 **+** getAge**(**n**-**1**);**

**}**

**}**

# 正整数分解

题目：给一个不多于5位的正整数，要求：一、求它是几位数，二、逆序打印出各位数字。

扩展为可输入任意小于int最大值的正整数

**import** javax**.**swing**.**JOptionPane**;**

public class ResolveDigit **{**

public static void main**(**String**[]** args**)** **{**

String in **=** JOptionPane**.**showInputDialog**(**"输入任意数字"**);**

JOptionPane**.**showMessageDialog**(null,** "原来的:"**+**in

**+**"\n转换后:"**+**resolve**(**Integer**.**valueOf**(**in**)));**

**}**

//规律:4=4321%10000/1000;3=4321%1000/100;2=4321%100/10;1=4321%10/1;

static String resolve**(**int num**)** **{**

StringBuilder res **=** **new** StringBuilder**();**

int**[]** digit **=** **new** int**[**20**];**//存放输入数字的每一位

int n **=** judgeDigit**(**num**);**

**for** **(**int i**=**n**;** i**>=**1**;** i**--)** **{**

digit**[**i**-**1**]** **=** num **%** powerOfTen**(**i**)/**powerOfTen**(**i**-**1**);**

**}**

//分解出来的整数 每一位逆序存放在数组

**for** **(**int i**=**0**;** i**<**n**;** i**++)** **{**

res**.**append**(**digit**[**i**]);**

**}**

**return** res**.**toString**();**

**}**

//判断数字是几位数字

static int judgeDigit**(**int num**)** **{**

int n **=** 1**;**

**while** **(true)** **{**

**if** **(**powerOfTen**(**n**)** **>** num**)** **{**

**break;**

**}** **else** **{**

n**++;**

**}**

**}**

**return** n**;**

**}**

//获取10的n次方

static int powerOfTen**(**int n**)** **{**

**if** **(**n **==** 0**)** **return** 1**;**

**return** 10**\***powerOfTen**(**n**-**1**);**

**}**

**}**

# 判断回文

题目：一个5位数，判断它是不是回文数。即12321是回文数，个位与万位相同，十位与千位相同。

升级为能对任意长度的数字，或者字符串判断。

**import** javax**.**swing**.**JOptionPane**;**

public class JudgeHeadTail **{**

public static void main**(**String**[]** args**)** **{**

String in **=** JOptionPane**.**showInputDialog**(**"输入任意字符串或者数字"**);**

JOptionPane**.**showMessageDialog**(null,** "是否为回文："**+**isSame**(**in**));**

**}**

//判断是否为回文

static boolean isSame**(**String instr**)** **{**

char **[]** in **=** getChars**(**instr**);**

int len **=** in**.**length**;**

int i**;**

**for** **(**i**=**0**;** i**<**len**/**2**;** i**++)** **{**

//首尾判断

**if** **(**in**[**i**]** **!=** in**[**len**-**1**-**i**])** **{**

**break;**

**}**

**}**

**if** **(**i **==** len**/**2**)** **{**

**return** **true;**

**}**

**return** **false;**

**}**

//转换为字符数组

static char**[]** getChars**(**String in**)** **{**

**return** in**.**toCharArray**();**

**}**

**}**

# 判断星期几

题目：请输入星期几的第一个字母来判断一下是星期几，如果第一个字母一样，则继续   判断第二个字母。

package com**.**zht**;**

**import** java**.**awt**.**BorderLayout**;**

**import** javax**.**swing**.**JFrame**;**

**import** javax**.**swing**.**JLabel**;**

**import** javax**.**swing**.**JPanel**;**

**import** javax**.**swing**.**JTextArea**;**

**import** javax**.**swing**.**JTextField**;**

**import** javax**.**swing**.**event**.**CaretEvent**;**

**import** javax**.**swing**.**event**.**CaretListener**;**

public class JudgeWeekend **extends** JFrame**{**

static String**[]** week **=** **{**"Sunday(日)"**,**"Monday(一)"**,**"Tuesday(二)"

**,**"Wednesday(三)"**,**"Thursday(四)"**,**"Friday(五)"**,**"Saturday(六)"**};**

public static void main**(**String**[]** args**)** **{**

**new** JudgeWeekend**();**

System**.**out**.**println**(**whatDay2**(**"t"**));**

**}**

public JudgeWeekend**()** **{**

setLayout**(new** BorderLayout**());**

JLabel label1 **=** **new** JLabel**(**"输入星期："**);**

JTextField input **=** **new** JTextField**(**20**);**

JPanel inPanel **=** **new** JPanel**(new** BorderLayout**());**

inPanel**.**add**(**label1**,** BorderLayout**.**NORTH**);**

inPanel**.**add**(**input**,** BorderLayout**.**CENTER**);**

JLabel label2 **=** **new** JLabel**(**"查询结果："**);**

JTextArea res **=** **new** JTextArea**(**3**,** 20**);**

res**.**setEditable**(false);**

JPanel outPanel **=** **new** JPanel**(new** BorderLayout**());**

outPanel**.**add**(**label2**,** BorderLayout**.**NORTH**);**

outPanel**.**add**(**res**,** BorderLayout**.**CENTER**);**

input**.**addCaretListener**(new** CaretListener**()** **{**

@Override

public void caretUpdate**(**CaretEvent e**)** **{**

JTextField textField **=** **(**JTextField**)** e**.**getSource**();**

String in **=** textField**.**getText**();**

//输入超过2个字符就不在判断

**if** **(**in **!=** **null** **&&** in**.**length**()** **>** 0**)** **{**

res**.**setText**(**whatDay2**(**in**));**

**}**

**}**

**});**

add**(**inPanel**,** BorderLayout**.**NORTH**);**

add**(**outPanel**,** BorderLayout**.**CENTER**);**

pack**();**

setDefaultCloseOperation**(**JFrame**.**EXIT\_ON\_CLOSE**);**

setLocationRelativeTo**(null);**

setVisible**(true);**

**}**

//根据输入字符串判断

static String whatDay**(**String in**)** **{**

StringBuilder res **=** **new** StringBuilder**();**

String inLow **=** in**.**toLowerCase**();**

**for** **(**int i**=**0**;** i**<**7**;** i**++)** **{**

//使用每个字符串的前2个子串判断，但有个限制，对输入字符的长度要小于2

**if** **(**week**[**i**].**toLowerCase**().**substring**(**0**,** 2**).**contains**(**inLow**))** **{**

res**.**append**(**week**[**i**]+**"\n"**);**

**}**

**}**

**return** res**.**toString**();**

**}**

//方法2

static String whatDay2**(**String in**)** **{**

StringBuilder res **=** **new** StringBuilder**();**

int len **=** in**.**length**();**

String inLow **=** in**.**toLowerCase**();**

**for** **(**int i**=**0**;** i**<**7**;** i**++)** **{**

int index **=** 0**;**

**while** **(**index **<** len**)** **{**

**if** **(**week**[**i**].**toLowerCase**().**charAt**(**index**)**

**!=** inLow**.**charAt**(**index**))** **{**

**break;**

**}** **else** **{**

index**++;**

**}**

**}**

System**.**out**.**println**(**"index"**+**index**);**

**if** **(**index **==** len**)** **{**

res**.**append**(**week**[**i**]** **+** "\n"**);**

**}**

**}**

**return** res**.**toString**();**

**}**

//根据第一个字母判断星期几

static String whatDay**(**char ch**)** **{**

StringBuilder res **=** **new** StringBuilder**();**

//转换为小写

char chLow **=** charToLowCase**(**ch**);**

**for** **(**int i**=**0**;** i**<**7**;** i**++)** **{**

**if** **(**chLow **==** charToLowCase**(**week**[**i**].**charAt**(**0**)))** **{**

res**.**append**(**week**[**i**]+**"\n"**);**

**}**

**}**

**return** res**.**toString**();**

**}**

//将字符转换为小写

static char charToLowCase**(**char ch**)** **{**

**return** **((**ch**+**""**).**toLowerCase**()).**charAt**(**0**);**

**}**

**}**

# 汉诺塔问题

有三根杆子A，B，C。A杆上有N个(N>1)穿孔圆盘，盘的尺寸由下到上依次变小。要求按下列规则将所有圆盘移至C杆：

1. 每次只能移动一个圆盘；
2. 大盘不能叠在小盘上面。

提示：可将圆盘临时置于B杆，也可将从A杆移出的圆盘重新移回A杆，但都必须遵循上述两条规则。

问：如何移？最少要移动多少次？

public class HanNuo **{**

static int steps **=** 0**;**

static int N **=** 5**;**

public static void main**(**String**[]** args**)** **{**

move**(**N**,** "A"**,** "B"**,** "C"**);**

**}**

//将n个盘子从 src借助between移动到 dest

static void move**(**int n**,** String src**,**String between**,**String dest**)** **{**

**if** **(**n **==** 1**)** **{**

singleStep**(**n**,** src**,** dest**);**

**}** **else** **{**

move**(**n**-**1**,** src**,** dest**,** between**);**

singleStep**(**n**,** src**,** dest**);**

move**(**n**-**1**,** between**,** src**,** dest**);**

**}**

**}**

//将第n个盘子从 src 移动到 dest

static void singleStep**(**int n**,** String src**,** String dest**)** **{**

steps**++;**

System**.**out**.**printf**(**"第%d步，第%d个盘子：%s-->%s\n"**,**steps**,**n**,**src**,**dest**);**

**}**

**}**

# n个人一圈报数问题

题目：有n个人围成一圈，顺序排号。从第一个人开始报数（从1到3报数），凡报到3的人退出圈子，问最后留下的是原来第几号的那位。
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package com**.**zht**;**

/\*\*

\* @author Administrator

\*N个人由N个Int型数值表示，每个Int值代表一个人

\*每个人报的数存放在Int值中，可能为1~COUNT

\*如果代表某人的Int值为COUNT，则表示退出圈子，不再参与报数

\*一直循环，对所有非COUNT值的人报数，直到剩下最后一个人为止

\*/

public class CountOff **{**

//N表示报数的人数

//COUNT表示从1报到COUNT

//loop表示报到剩最后一个人时，总共报了多少次数

static int N **=** 40 **,** COUNT **=** 3**,** loop**=**0**;**

static int**[]** people **=** **new** int**[**N**];**

public static void main**(**String**[]** args**)** **{**

int i **=** countOff**(**people**);**

print**(**people**);**

System**.**out**.**println**(**"loop:"**+**loop**);**

System**.**out**.**printf**(**"%d个人报数，第%d个人是最后一个"**,**N**,**i**+**1**);**

**}**

static int countOff**(**int**[]** people **)** **{**

int len **=** people**.**length**;**

int off **=** 0**;**//退出圈子的人数

int c **=** 1**;**//报数值 1~COUNT

int i **=** 0**;**

**while** **(true)** **{**

**if** **(**people**[**i**]** **!=** COUNT**)** **{**

people**[**i**]** **=** c**++;**

loop**++;**

**if** **(**c **==** COUNT**+**1**)** **{**

c **=** 1**;**

off**++;**//报到最后一个数COUNT，表明有一人退出

**if** **(**off **==** len**-**1**)** **break;**

**}**

**}**

i**++;**

**if** **(**i **==** len**)** i**=**0**;**

**}**

i **=** 0**;**

**while** **(true)** **{**

**if** **(**people**[**i**]** **!=** COUNT**)** **break;**

i**++;**

**}**

**return** i**;**

**}**

static void print**(**int**[]** people**)** **{**

int n **=** 1**;**

**for** **(**int i **:** people**)** **{**

System**.**out**.**printf**(**"%d "**,**i**);**

**if** **(**n**++** **%** 10 **==** 0**)**

System**.**out**.**println**();**

**}**

System**.**out**.**println**();**

**}**

**}**

# 偶数总能表示为两个素数之和

题目：一个偶数总能表示为两个素数之和。

public class ResolveToPrimeNum **{**

public static void main**(**String**[]** args**)** **{**

resolve**(**5000**);**

**}**

static void resolve**(**int n**)** **{**

**if** **(**n **%** 2 **==** 0**)** **{**

int one**,**two**;**

**for** **(**one**=**2**;** one**<**n**;** one**++)** **{**

**if** **(**isPrimeNum**(**one**))** **{**

two **=** n **-** one**;**

**if** **(**isPrimeNum**(**two**))** **{**

System**.**out**.**printf**(**"偶数%d = %d + %d\n"**,**n**,**one**,**two**);**

**break;**

**}**

**}**

**}**

**}** **else** **{**

**return;**

**}**

**}**

static boolean isPrimeNum**(**int n**)** **{**

**for** **(**int i**=**2**;** i**<=**Math**.**floor**(**Math**.**sqrt**(**n**));** i**++)** **{**

**if** **(**n **%** i **==** 0**)** **return** **false;**

**}**

**return** **true;**

**}**

**}**

# NIO和列出文件目录

**import** java.io.FileOutputStream;

**import** java.io.IOException;

**import** java.net.URL;

**import** java.nio.channels.Channels;

**import** java.nio.channels.ReadableByteChannel;

**import** java.nio.channels.WritableByteChannel;

**import** java.nio.file.DirectoryStream;

**import** java.nio.file.FileVisitResult;

**import** java.nio.file.Files;

**import** java.nio.file.Path;

**import** java.nio.file.Paths;

**import** java.nio.file.SimpleFileVisitor;

**import** java.nio.file.attribute.BasicFileAttributes;

**import** java.text.SimpleDateFormat;

**import** java.util.ArrayList;

**import** java.util.Date;

**import** java.nio.ByteBuffer;

public class Demo {

public static void main(String[] args) **throws** Exception {

System.out.println("hello");

listFiles("G:\\Android");

dirAll("H:\\2模拟CMOS");

downLoad("http://openhome.cc", "C:\\cc.html");

}

//列出目录下的文件夹和文件 只查找一级

static void listFiles(String pathStr) **throws** Exception {

java.util.List<String> files = **new** ArrayList<>();

**try** (DirectoryStream<Path> directoryStream =

Files.newDirectoryStream(Paths.get("G:\\Android"))) {

System.out.println("文件夹：");

**for** (Path path : directoryStream) {

**if** (Files.isDirectory(path)) {

System.out.println(path.getFileName());

BasicFileAttributes attributes

= Files.readAttributes(path, BasicFileAttributes.class);

System.out.println("size:"+attributes.size()/1024+"KB");

System.out.println("create time:"+

**new** SimpleDateFormat("yyyy-MM-dd hh:mm:ss").

format(**new** Date(attributes.creationTime().toMillis()))

+"\n");

}

**else** {

files.add(path.getFileName().toString());

BasicFileAttributes attributes

= Files.readAttributes(path, BasicFileAttributes.class);

files.add("size:"+attributes.size()/1024+"KB");

files.add("create time:"+

**new** SimpleDateFormat("yyyy-MM-dd hh:mm:ss").

format(**new** Date(attributes.creationTime().toMillis()))

+"\n");

}

}

System.out.println("\n文件:");

files.forEach(System.out::println);

}

}

//列出目录下所有文件夹和文件

static void dirAll(String ps) {

**try** {

Files.walkFileTree(Paths.get(ps), **new** ConsoleFileVisitor());

} **catch** (IOException e) {

e.printStackTrace();

}

}

//使用NIO

static void downLoad(String src, String dest) {

URL url;

**try** {

url = **new** URL(src);

ReadableByteChannel rByteChannel = Channels.newChannel(url.openStream());

WritableByteChannel wByteChannel = **new** FileOutputStream(dest).getChannel();

ByteBuffer buffer = ByteBuffer.allocate(1024);

**while** (rByteChannel.read(buffer) != -1) {

buffer.flip();

wByteChannel.write(buffer);

buffer.clear();

}

} **catch** (Exception e) {

e.printStackTrace();

}

}

}

class ConsoleFileVisitor **extends** SimpleFileVisitor<Path> {

@Override

public FileVisitResult preVisitDirectory(Path dir, BasicFileAttributes attrs)

**throws** IOException {

printSpace(dir);

System.out.printf("[%s]\n", dir.toString());

**return** FileVisitResult.CONTINUE;

}

@Override

public FileVisitResult visitFile(Path file, BasicFileAttributes attrs)

**throws** IOException {

printSpace(file);

System.out.printf("%s%n", file.getFileName());

**return** FileVisitResult.CONTINUE;

}

@Override

public FileVisitResult visitFileFailed(Path file, IOException exc)

**throws** IOException {

System.err.println(exc);

**return** FileVisitResult.CONTINUE;

}

void printSpace(Path path) {

System.out.printf("%"+path.getNameCount()\*2+"s"," ");

}

}

# 小猫钓鱼游戏

游戏规则：一副扑克牌，去掉大小王后平均分配给2个人，轮流出牌成一列，当出现长队中有跟你出的牌相同的牌，这两张牌之间的牌（含这两张牌）你就赢走，最后谁手上没牌为负。

注：有时候会出现无法结束的情况，可根据ws的值进行判断，当大于某个值的时候强行退出游戏。

**import** java**.**util**.**Scanner**;**

public class Main **{**

public static void main**(**String**[]** args**)** **{**

Queue tom **=** **new** Queue**();**

Queue jack **=** **new** Queue**();**

Stack cards **=** **new** Stack**();**

Scanner scanner **=** **new** Scanner**(**"2 4 1 2 5 6"**);**

**for** **(**int i**=**0**;** i**<**6**;** i**++)** **{**

tom**.**add**(**scanner**.**nextInt**());**

**}**

scanner **=** **new** Scanner**(**"3 1 3 5 6 4"**);**

**for** **(**int i**=**0**;** i**<**6**;** i**++)** **{**

jack**.**add**(**scanner**.**nextInt**());**

**}**

System**.**out**.**println**(**tom**);**

System**.**out**.**println**(**jack**);**

int outCard**,**ws**=**0**;**

**while** **(**tom**.**hasCard**()** **&&** jack**.**hasCard**())** **{**

// jack.playCard(cards);

// if (!tom.hasCard()) break;

// tom.playCard(cards);

outCard **=** tom**.**out**();**

**if** **(!**cards**.**contain**(**outCard**))** **{**

cards**.**push**(**outCard**);**

System**.**out**.**println**(**"\ntom out:"**+**outCard**);**

showInfo**(**tom**,** jack**,** cards**);**

**}** **else** **{**

System**.**out**.**println**(**"\ntom out:"**+**outCard**);**

showInfo**(**tom**,** jack**,** cards**);**

tom**.**add**(**outCard**);**

int winCard **=** cards**.**pop**();**

**while** **(**winCard **!=** outCard**)** **{**

tom**.**add**(**winCard**);**

winCard **=** cards**.**pop**();**

**}**

tom**.**add**(**winCard**);**

ws**++;**

showInfo**(**tom**,** jack**,** cards**);**

**}**

**if** **(!**tom**.**hasCard**())** **break;**

outCard **=** jack**.**out**();**

**if** **(!**cards**.**contain**(**outCard**))** **{**

cards**.**push**(**outCard**);**

System**.**out**.**println**(**"\njack out:"**+**outCard**);**

showInfo**(**tom**,** jack**,** cards**);**

**}** **else** **{**

System**.**out**.**println**(**"\njack out:"**+**outCard**);**

showInfo**(**tom**,** jack**,** cards**);**

jack**.**add**(**outCard**);**

int winCard **=** cards**.**pop**();**

**while** **(**winCard **!=** outCard**)** **{**

jack**.**add**(**winCard**);**

winCard **=** cards**.**pop**();**

**}**

jack**.**add**(**winCard**);**

ws**++;**

showInfo**(**tom**,** jack**,** cards**);**

**}**

**}**

showInfo**(**tom**,** jack**,** cards**);**

**}**

private static void showInfo**(**Queue tom**,** Queue jack**,** Stack cards**)** **{**

System**.**out**.**println**(**"tom:"**+**tom**);**

System**.**out**.**println**(**"jack:"**+**jack**);**

System**.**out**.**println**(**"cards:"**+**cards**);**

**}**

**}**

class Queue **{**

public int**[]** data **=** **new** int**[**1000**];**

public int head **=** 1**;**

public int tail **=** 1**;**

public void add**(**int n**)** **{**

data**[**tail**]** **=** n**;**

tail**++;**

**}**

public int out**()** **{**

int n**;**

n **=** data**[**head**];**

head**++;**

**return** n**;**

**}**

public boolean hasCard**()** **{**

**if** **(**head **>=** tail**)** **return** **false;**

**return** **true;**

**}**

public void playCard**(**Stack cards**)** **{**

int outCard **=** out**();**

**if** **(!**cards**.**contain**(**outCard**))** **{**

cards**.**push**(**outCard**);**

**}** **else** **{**

add**(**outCard**);**

int winCard **=** cards**.**pop**();**

**while** **(**winCard **!=** outCard**)** **{**

add**(**winCard**);**

winCard **=** cards**.**pop**();**

**}**

add**(**winCard**);**

**}**

**}**

@Override

public String toString**()** **{**

StringBuilder sb **=** **new** StringBuilder**();**

// sb.append("head:"+head+" tail:"+tail+"--");

**for** **(**int i**=**head**;** i**<**tail**;** i**++)** **{**

sb**.**append**(**data**[**i**]+**" "**);**

**}**

**return** sb**.**toString**().**trim**();**

**}**

**}**

class Stack **{**

public int**[]** book **=** **new** int**[**1000**];**

public int top **=** 0**;**

public void push**(**int n**)** **{**

top**++;**

book**[**top**]** **=** n**;**

**}**

public int pop**()** **{**

int c **=** book**[**top**];**

top**--;**

**return** c**;**

**}**

public boolean contain**(**int n**)** **{**

**for** **(**int i**=**1**;** i**<=**top**;** i**++)** **{**

**if** **(**n **==** book**[**i**])** **return** **true;**

**}**

**return** **false;**

**}**

@Override

public String toString**()** **{**

StringBuilder sb **=** **new** StringBuilder**();**

// sb.append("top:"+top+"--");

**for** **(**int i**=**top**;** i**>**0**;** i**--)** **{**

sb**.**append**(**book**[**i**]+**" "**);**

**}**

**return** sb**.**toString**().**trim**();**

**}**

**}**

# 字符串加密
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**import** java**.**util**.**ArrayList**;**

**import** java**.**util**.**List**;**

**import** java**.**util**.**Scanner**;**

public class Main **{**

public static void main**(**String**[]** args**)** **{**

Scanner in **=** **new** Scanner**(**System**.**in**);**

**while(**in**.**hasNextLine**()){**

String key **=** in**.**nextLine**();**

String data **=** in**.**nextLine**();**

List**<**Character**>** encrypt **=** **new** ArrayList**<>();**

String keyUp **=** key**.**toUpperCase**();**

String dataUp **=** data**.**toUpperCase**();**

//生成大写字母A~Z 对应的加密替换字母

int offset **=** 0**;**

**for** **(**int i**=**0**;** i**<**26**+**keyUp**.**length**();** i**++)** **{**

**if** **(**i **<** keyUp**.**length**())** **{**

**if** **(!**encrypt**.**contains**(**keyUp**.**charAt**(**i**)))** **{**

encrypt**.**add**(**keyUp**.**charAt**(**i**));**

**}**

**}** **else** **{**

**if** **(!**encrypt**.**contains**((**char**)(**'A' **+** offset**)))** **{**

encrypt**.**add**((**char**)(**'A' **+** offset**));**

**}**

offset**++;**

**}**

**}**

//大写字母A~Z 对应的加密替换字母

//生成加密字母时需要的偏移量，大小写都使用这个偏移量即可

//即字母A~Z 或者 a~z的加密偏移量

int**[]** encryBook **=** **new** int**[**26**];**

**for** **(**int i**=**0**;** i**<**26**;** i**++)** **{**

encryBook**[**i**]** **=** encrypt**.**get**(**i**)** **-** **(**int**)(**'A' **+** i**);**

**}**

//加密时需要根据字母的下标在加密编码表中查询其对应的偏移量

char**[]** encryptData **=** **new** char**[**data**.**length**()];**

**for** **(**int i**=**0**;** i**<**data**.**length**();** i**++)** **{**

int offset2 **=** dataUp**.**charAt**(**i**)-**'A'**;**

char ch **=** data**.**charAt**(**i**);**

//空格不需要加密

**if** **(**ch **!=** ' '**)** **{**

encryptData**[**i**]** **=** **(**char**)** **(**ch**+**encryBook**[**offset2**]);**

**}** **else** **{**

encryptData**[**i**]** **=** ch**;**

**}**

**}**

System**.**out**.**println**(**String**.**valueOf**(**encryptData**));**

**}**

in**.**close**();**

**}**

**}**

# 多线程顺序执行
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**import** java**.**util**.**Scanner**;**

public class Main **{**

static char**[]** gWrite **=** **new** char**[**1032**];**

//step:1~4之间循环，控制4个线程顺序执行

//必须使用volatile修饰 否则程序无法安装预想的运行

volatile static int index **=** 0**,** step **=** 1**;**

public static void main**(**String**[]** args**)** **throws** Exception **{**

Scanner in **=** **new** Scanner**(**System**.**in**);**

**while(**in**.**hasNext**()){**

int n **=** in**.**nextInt**();**

WriteThread thread1 **=** **new** WriteThread**(**'A'**,** n**,** 1**);**

WriteThread thread2 **=** **new** WriteThread**(**'B'**,** n**,** 2**);**

WriteThread thread3 **=** **new** WriteThread**(**'C'**,** n**,** 3**);**

WriteThread thread4 **=** **new** WriteThread**(**'D'**,** n**,** 4**);**

thread1**.**start**();**

thread2**.**start**();**

thread3**.**start**();**

thread4**.**start**();**

Thread**.**sleep**(**1000**);**

System**.**out**.**print**(**String**.**valueOf**(**gWrite**).**trim**());**

**}**

in**.**close**();**

**}**

static synchronized void writeToArray**(**char ch**)** **{**

gWrite**[**index**++]** **=** ch**;**

**}**

static class WriteThread **extends** Thread **{**

char c**;**

int times**;**

int runFlag**;**

public WriteThread**(**char c**,** int times**,** int runFlag**)** **{**

**this.**c **=** c**;**

**this.**times **=** times**;**

**this.**runFlag **=** runFlag**;**

**}**

@Override

public void run**()** **{**

**while** **(**times **>** 0**)** **{**

**if** **(**step **==** runFlag**)** **{**

times**--;**

writeToArray**(**c**);**

step**++;**

**if** **(**step **>** 4**)** step **=** 1**;**

**}**

**}**

**}**

**}**

**}**

**import** java**.**util**.**Scanner**;**

public class Main **{**

static char**[]** gWrite **=** **new** char**[**1032**];**

//step:1~4之间循环，控制4个线程顺序执行

//必须使用volatile修饰 否则程序无法安装预想的运行

volatile static int index **=** 0**,** step **=** 1**,** byeBye **=** 4**;**

public static void main**(**String**[]** args**)** **throws** Exception **{**

Scanner in **=** **new** Scanner**(**System**.**in**);**

**while(**in**.**hasNext**()){**

int n **=** in**.**nextInt**();**

WriteThread thread1 **=** **new** WriteThread**(**'A'**,** n**,** 1**);**

WriteThread thread2 **=** **new** WriteThread**(**'B'**,** n**,** 2**);**

WriteThread thread3 **=** **new** WriteThread**(**'C'**,** n**,** 3**);**

WriteThread thread4 **=** **new** WriteThread**(**'D'**,** n**,** 4**);**

thread1**.**start**();**

thread2**.**start**();**

thread3**.**start**();**

thread4**.**start**();**

**while** **(**byeBye **!=** 0**);**

System**.**out**.**println**(**String**.**valueOf**(**gWrite**).**trim**());**

**}**

in**.**close**();**

**}**

static synchronized void writeToArray**(**char ch**)** **{**

gWrite**[**index**++]** **=** ch**;**

**}**

static synchronized void sayGoodBye**()** **{**

byeBye**--;**

// System.out.println(byeBye);

**}**

static class WriteThread **extends** Thread **{**

char c**;**

int times**;**

int runFlag**;**

public WriteThread**(**char c**,** int times**,** int runFlag**)** **{**

**this.**c **=** c**;**

**this.**times **=** times**;**

**this.**runFlag **=** runFlag**;**

**}**

@Override

public void run**()** **{**

**while** **(**times **>** 0**)** **{**

**if** **(**step **==** runFlag**)** **{**

times**--;**

writeToArray**(**c**);**

step**++;**

**if** **(**step **>** 4**)** step **=** 1**;**

**}**

**}**

sayGoodBye**();**

**}**

**}**

**}**

# 判断两个IP是否属于同一子网
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package com**.**oj**;**

**import** java**.**util**.**ArrayList**;**

**import** java**.**util**.**List**;**

**import** java**.**util**.**Scanner**;**

public class Main **{**

public static void main**(**String**[]** args**)** **{**

Scanner scanner **=** **new** Scanner**(**System**.**in**);**

// System.out.println(validIp("192.368.0.252"));

**while** **(**scanner**.**hasNext**())** **{**

String mask **=** scanner**.**next**();**

String ip1 **=** scanner**.**next**();**

String ip2 **=** scanner**.**next**();**

List**<**Integer**>** maskList **=** validSubnetMask**(**mask**);**

List**<**Integer**>** ip1List **=** validIp**(**ip1**);**

List**<**Integer**>** ip2List **=** validIp**(**ip2**);**

**if** **(**maskList **!=** **null** **&&** ip1List **!=** **null** **&&** ip2List **!=** **null)** **{**

int i**;**

**for** **(**i**=**0**;** i**<**4**;** i**++)** **{**

**if** **((**ip1List**.**get**(**i**)&**maskList**.**get**(**i**))** **!=**

**(**ip2List**.**get**(**i**)&**maskList**.**get**(**i**)))** **{**

**break;**

**}**

**}**

**if** **(**i **<** 4**)** **{**

System**.**out**.**println**(**2**);**

**}** **else** **{**

System**.**out**.**println**(**0**);**

**}**

**}** **else** **{**

System**.**out**.**println**(**1**);**

**}**

**}**

**}**

static List**<**Integer**>** validIp**(**String ip**)** **{**

ArrayList**<**Integer**>** iPNum **=** **new** ArrayList**<>();**

String**[]** ms **=** ip**.**split**(**"\\."**);**

**if** **(**ms**.**length **!=** 4**)** **{**

**return** iPNum**;**

**}**

StringBuilder sb **=** **new** StringBuilder**();**

**for** **(**int i**=**0**;** i**<**4**;** i**++)** **{**

int num **=** Integer**.**valueOf**(**ms**[**i**]);**

**if** **(**num **>=** 0 **&&** num **<=** 255**)** **{**

iPNum**.**add**(**num**);**

**}**

**}**

**if** **(**iPNum**.**size**()** **==** 4**)** **return** iPNum**;**

**return** **null;**

**}**

static List**<**Integer**>** validSubnetMask**(**String mask**)** **{**

ArrayList**<**Integer**>** maskNum **=** **new** ArrayList**<>();**

String**[]** ms **=** mask**.**split**(**"\\."**);**

**if** **(**ms**.**length **!=** 4**)** **{**

**return** maskNum**;**

**}**

StringBuilder sb **=** **new** StringBuilder**();**

**for** **(**int i**=**0**;** i**<**4**;** i**++)** **{**

int num **=** Integer**.**valueOf**(**ms**[**i**]);**

**if** **(**num **>=** 0 **&&** num **<=** 255**)** **{**

sb**.**append**(**getBinary**(**num**));**

maskNum**.**add**(**num**);**

**}**

**}**

**if** **(**sb**.**length**()** **==** 32**)** **{**

// System.out.println(sb.toString());

int index **=** sb**.**lastIndexOf**(**"10"**);**

**if** **(!**sb**.**substring**(**0**,** index**+**1**).**contains**(**"0"**))** **{**

//valid

**return** maskNum**;**

**}**

**}**

**return** **null;**

**}**

static String getBinary**(**int num**)** **{**

StringBuilder sb **=** **new** StringBuilder**();**

String bin **=** Integer**.**toBinaryString**(**num**);**

**if** **(**bin**.**length**()** **<** 8**)** **{**

**for** **(**int i**=**0**;** i**<**8**-**bin**.**length**();** i**++)** **{**

sb**.**append**(**"0"**);**

**}**

**}**

sb**.**append**(**bin**);**

**return** sb**.**toString**();**

**}**

**}**

# 利用dfs求排列组合
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public class Main **{**

static int**[]** box **=** **new** int**[**11**];**

static int**[]** book **=** **new** int**[**11**];**

static int n**;**

static long times**=**0**;**

public static void main**(**String**[]** args**)** **{**

n **=** 3**;**//求1~n的全排列组合

dfs**(**1**);**

System**.**out**.**println**(**times**);**

**}**

static void dfs**(**int step**)** **{**

**if** **(**step **==** n**+**1**)** **{**

**for** **(**int i**=**1**;** i**<=**n**;** i**++)** **{**

System**.**out**.**print**(**box**[**i**]+**" "**);**

**}**

System**.**out**.**println**();**

times**++;**

**return;**

**}**

**for** **(**int i**=**1**;** i**<=**n**;** i**++)** **{**

**if** **(**book**[**i**]** **==** 0**)** **{**

box**[**step**]** **=** i**;**

book**[**i**]** **=** 1**;**

dfs**(**step**+**1**);**

book**[**i**]** **=** 0**;**

**}**

**}**

**return;**

**}**

**}**

问题延伸，对编号1~9的扑克牌，放到9个盒子里，使得□□□+□□□=□□□。

![](data:image/png;base64,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)

package com**.**oj**;**

public class Main **{**

static int**[]** box **=** **new** int**[**11**];**

static int**[]** book **=** **new** int**[**11**];**

static int n**;**

static long times**=**0**;**

public static void main**(**String**[]** args**)** **{**

n **=** 9**;**//求1~n的全排列组合

dfs**(**1**);**

System**.**out**.**println**(**times**);**

**}**

static void dfs**(**int step**)** **{**

**if** **(**step **==** n**+**1**)** **{**

**if** **(**validEquality**(**box**))** **{**

**for** **(**int i**=**1**;** i**<=**n**;** i**++)** **{**

System**.**out**.**print**(**box**[**i**]+**" "**);**

**}**

System**.**out**.**println**();**

times**++;**

**}**

**return;**

**}**

**for** **(**int i**=**1**;** i**<=**n**;** i**++)** **{**

**if** **(**book**[**i**]** **==** 0**)** **{**

box**[**step**]** **=** i**;**

book**[**i**]** **=** 1**;**

dfs**(**step**+**1**);**

book**[**i**]** **=** 0**;**

**}**

**}**

**return;**

**}**

static boolean validEquality**(**int**[]** ns**)** **{**

**if** **(**getNum**(**ns**,** 1**)+**getNum**(**ns**,** 4**)** **==** getNum**(**ns**,** 7**))** **{**

**return** **true;**

**}**

**return** **false;**

**}**

static int getNum**(**int**[]** ns**,**int i**)** **{**

**return** ns**[**i**]\***100**+**ns**[**i**+**1**]\***10**+**ns**[**i**+**2**];**

**}**

**}**

# dfs走迷宫

**import** java**.**util**.**Scanner**;**

public class Main **{**

/\* 输入数据：行数 列数 迷宫组成 起始位置 目标位置

6 5

0 0 1 0 0

0 0 0 0 1

0 0 1 0 1

0 1 0 0 0

0 0 0 1 1

1 0 0 0 0

1 1 6 5

\*/

static int row**,**column**,**startX**,**startY**,**endX**,**endY**,**steps**=**1**;**

static int**[][]** maze**,**book**;**

public static void main**(**String**[]** args**)** **{**

Scanner scanner **=** **new** Scanner**(**System**.**in**);**

row **=** scanner**.**nextInt**();**

column **=** scanner**.**nextInt**();**

maze **=** **new** int**[**row**+**1**][**column**+**1**];**

book **=** **new** int**[**row**+**1**][**column**+**1**];**

**for** **(**int i**=**1**;** i**<=**row**;** i**++)** **{**

**for** **(**int j**=**1**;** j**<=**column**;** j**++)** **{**

maze**[**i**][**j**]** **=** scanner**.**nextInt**();**

**}**

**}**

startX **=** scanner**.**nextInt**();**

startY **=** scanner**.**nextInt**();**

endX **=** scanner**.**nextInt**();**

endY **=** scanner**.**nextInt**();**

initBook**();**

dfs**(**startX**,** startY**,** 1**);**

System**.**out**.**println**(**"共有 "**+**totalMethod**+**" 种走法"**);**

System**.**out**.**println**(**"最少步数是 "**+**leastTimes**);**

**}**

static int leastTimes **=** Integer**.**MAX\_VALUE**,**totalMethod**=**0**;**

static void dfs**(**int x**,** int y**,** int step**)** **{**

int**[][]** next **=** **{{**0**,**1**},{**1**,**0**},{**0**,-**1**},{-**1**,**0**}};**

**if** **(**x **==** startX **&&** y **==** startY**)** **{**

book**[**x**][**y**]** **=** **-**1**;**//标记起始位置

**}**

**if** **(**x **==** endX **&&** y **==** endY**)** **{**

System**.**out**.**println**(**step**-**1**);**//走了几步

printMaze**(**book**);**

System**.**out**.**println**();**

**if** **(**step**-**1 **<** leastTimes**)** **{**

leastTimes **=** step **-** 1**;**

**}**

totalMethod**++;**

**return;**

**}**

int tx **=** 0**,**ty **=** 0**;**

**for** **(**int i**=**0**;** i**<**4**;** i**++)** **{**

tx **=** x **+** next**[**i**][**0**];**

ty **=** y **+** next**[**i**][**1**];**

//tx:1~row ty:1~column

**if** **(**tx**<** 1 **||** ty**<**1 **||** tx**>**row **||** ty**>**column**)** **{**

**continue;**

**}**

**if** **(**maze**[**tx**][**ty**]** **==** 0 **&&** book**[**tx**][**ty**]** **==** 0**)** **{**

book**[**tx**][**ty**]** **=** step**;**

dfs**(**tx**,** ty**,** step**+**1**);**

book**[**tx**][**ty**]** **=** 0**;**

**}**

**}**

**if** **(**x **==** startX **&&** y **==** startY**)** **{**

book**[**x**][**y**]** **=** 0**;**

**}**

**}**

static void initBook**()** **{**

**for** **(**int i**=**1**;** i**<**maze**.**length**;** i**++)** **{**

**for** **(**int j**=**1**;** j**<**maze**[**0**].**length**;** j**++)** **{**

**if** **(**maze**[**i**][**j**]** **==** 1**)** **{**

book**[**i**][**j**]** **=** 44**;**//表示一堵墙

**}**

**}**

**}**

**}**

static void printMaze**(**int**[][]** maze**)** **{**

**for** **(**int i**=**1**;** i**<**maze**.**length**;** i**++)** **{**

**for** **(**int j**=**1**;** j**<**maze**[**0**].**length**;** j**++)** **{**

System**.**out**.**printf**(**"%-3d"**,**maze**[**i**][**j**]);**

**}**

System**.**out**.**println**();**

**}**

**}**

**}**

**另一种方式**

package com**.**openhome**;**

public class Demo **{**

/\*\*

\* @param args

\*/

static int endx **=** 6**,** endy **=** 5**,** startx **=** 1**,** starty **=** 0**;**

static int**[][]** maze**=** **{**

**{**2**,**2**,**2**,**2**,**2**,**2**,**2**},**

**{**0**,**0**,**0**,**0**,**0**,**0**,**2**},**

**{**2**,**0**,**2**,**2**,**2**,**0**,**2**},**

**{**2**,**0**,**0**,**0**,**0**,**0**,**2**},**

**{**2**,**2**,**0**,**2**,**0**,**2**,**2**},**

**{**2**,**0**,**0**,**0**,**0**,**0**,**2**},**

**{**2**,**2**,**2**,**2**,**2**,**0**,**2**}**

**};**

public static void main**(**String**[]** args**)** **{**

// TODO Auto-generated method stub

printMaze**();**

System**.**out**.**println**(**visits**(**startx**,** starty**));**

System**.**out**.**println**(**"judgeTimes:"**+** judgeTimes**);**

**}**

// static int endx = 2, endy = 1, startx = 1, starty = 0;

// static int[][] maze= {

// {2,2,2},

// {0,0,2},

// {2,0,2}

// };

static boolean success **=** **false;**

static int judgeTimes**=**0**;**//判断次数

static int steps**=**0**;**//走出迷宫步数

//只计算出一条路径 然后结束

public static boolean visit**(**int x**,** int y**)** **{**

judgeTimes**++;**

//标志已经走过的路段

maze**[**x**][**y**]** **=** 1**;**

**if** **(**x**==**endx **&&** y**==**endy**)** **{**

success **=** **true;**

printMaze**();**

**}**

//right

**if** **(!**success **&&** maze**[**x**][**y**+**1**]** **==** 0**)** **{**

visit**(**x**,** y**+**1**);**

**}**

//down

**if** **(!**success **&&** maze**[**x**+**1**][**y**]** **==** 0**)** **{**

visit**(**x**+**1**,** y**);**

**}**

//left

**if** **(!**success **&&** y**-**1**>=**0 **&&** maze**[**x**][**y**-**1**]** **==** 0**)** **{**

visit**(**x**,** y**-**1**);**

**}**

//up

**if** **(!**success **&&** x**-**1**>=**0 **&&** maze**[**x**-**1**][**y**]** **==** 0**)** **{**

visit**(**x**-**1**,** y**);**

**}**

//此路不通 清除标志

**if** **(!**success**)** **{**

maze**[**x**][**y**]** **=** 0**;**

**}**

**return** success**;**

**}**

static int paths **=** 0**;**

//计算出多条路径 返回路径条数

public static int visits**(**int x**,** int y**)** **{**

judgeTimes**++;**

maze**[**x**][**y**]** **=** 1**;**

**if** **(**x**==**endx **&&** y**==**endy**)** **{**

// success = true;

printMaze**();**

paths**++;**

**}**

//right

**if** **(**y**+**1**<**maze**[**x**].**length **&&** maze**[**x**][**y**+**1**]** **==** 0**)** **{**

visits**(**x**,** y**+**1**);**

**}**

//down

**if** **(**x**+**1**<**maze**.**length **&&** maze**[**x**+**1**][**y**]** **==** 0**)** **{**

visits**(**x**+**1**,** y**);**

**}**

//left

**if** **(**y**-**1**>=**0 **&&** maze**[**x**][**y**-**1**]** **==** 0**)** **{**

visits**(**x**,** y**-**1**);**

**}**

//up

**if** **(**x**-**1**>=**0 **&&** maze**[**x**-**1**][**y**]** **==** 0**)** **{**

visits**(**x**-**1**,** y**);**

**}**

**if** **(!**success**)** **{**

maze**[**x**][**y**]** **=** 0**;**

**}**

**return** paths**;**

**}**

static void printMaze**()** **{**

**for** **(**int i**=**0**;** i**<**maze**.**length**;** i**++)** **{**

**for** **(**int j**=**0**;** j**<**maze**[**i**].**length**;** j**++)** **{**

// System.out.printf(" %d ",maze[i][j]);

**if** **(**maze**[**i**][**j**]** **==** 2**)** **{**

System**.**out**.**print**(**"■ "**);**

**}** **else** **if** **(**maze**[**i**][**j**]** **==** 1**){**

steps**++;**

System**.**out**.**print**(**"♂ "**);**

**}else** **{**

System**.**out**.**print**(**"○ "**);**

**}**

**}**

System**.**out**.**println**();**

**}**

System**.**out**.**println**(**"steps:"**+**steps**);**

steps **=** 0**;**

**}**

**}**

# 利用bfs进行迷宫搜索

package com**.**oj**;**

**import** java**.**util**.**ArrayList**;**

**import** java**.**util**.**Scanner**;**

**import** javax**.**xml**.**soap**.**Node**;**

public class Main **{**

/\* 输入数据：行数 列数 迷宫组成 起始位置 目标位置

6 5

0 0 1 0 0

0 0 0 0 1

0 0 1 0 1

0 1 0 0 0

0 0 0 1 1

1 0 0 0 0

1 1 6 5

\*/

static int row**,**column**,**startX**,**startY**,**endX**,**endY**,**steps**=**1**;**

static int**[][]** maze**,**book**;**

public static void main**(**String**[]** args**)** **{**

Scanner scanner **=** **new** Scanner**(**System**.**in**);**

row **=** scanner**.**nextInt**();**

column **=** scanner**.**nextInt**();**

maze **=** **new** int**[**row**+**1**][**column**+**1**];**

book **=** **new** int**[**row**+**1**][**column**+**1**];**

**for** **(**int i**=**1**;** i**<=**row**;** i**++)** **{**

**for** **(**int j**=**1**;** j**<=**column**;** j**++)** **{**

maze**[**i**][**j**]** **=** scanner**.**nextInt**();**

**}**

**}**

startX **=** scanner**.**nextInt**();**

startY **=** scanner**.**nextInt**();**

endX **=** scanner**.**nextInt**();**

endY **=** scanner**.**nextInt**();**

initBook**();**

bfs**();**

**}**

static int leastTimes **=** Integer**.**MAX\_VALUE**,**totalMethod**=**0**;**

static void bfs**()** **{**

int**[][]** next **=** **{{**0**,**1**},{**1**,**0**},{**0**,-**1**},{-**1**,**0**}};**

ArrayList**<**Note**>** que **=** **new** ArrayList**<>();**

int head**=**1**,**tail**=**1**;**

Note note **=** **new** Note**();**

//队列初始化

que**.**add**(**note**);**

que**.**add**(**note**);**//坐标到1

que**.**get**(**tail**).**x **=** startX**;**

que**.**get**(**tail**).**y **=** startY**;**

que**.**get**(**tail**).**ft **=** 0**;**

que**.**get**(**tail**).**st **=** 0**;**

tail**++;**

book**[**startX**][**startY**]** **=** 1**;**

int endFlag **=** 0**;**

int tx **=** 0**,**ty **=** 0**;**

**while** **(**head **<** tail**)** **{**

**for** **(**int i**=**0**;** i**<**4**;** i**++)** **{**

//根据队列首部的点 判断下一波可以到达的点 并加入到队列尾部

tx **=** que**.**get**(**head**).**x **+** next**[**i**][**0**];**

ty **=** que**.**get**(**head**).**y **+** next**[**i**][**1**];**

//tx:1~row ty:1~column

**if** **(**tx**<** 1 **||** ty**<**1 **||** tx**>**row **||** ty**>**column**)** **{**

**continue;**

**}**

**if** **(**maze**[**tx**][**ty**]** **==** 0 **&&** book**[**tx**][**ty**]** **==** 0**)** **{**

book**[**tx**][**ty**]** **=** 1**;**

//将能到达的点加入队列尾部

Note note2 **=** **new** Note**();**

que**.**add**(**note2**);**

que**.**get**(**tail**).**x **=** tx**;**

que**.**get**(**tail**).**y **=** ty**;**

que**.**get**(**tail**).**ft **=** head**;**

que**.**get**(**tail**).**st **=** que**.**get**(**head**).**st**+**1**;**

tail**++;**

// System.out.println(tail);

**}**

//判断是否到达目标点

**if** **(**tx **==** endX **&&** ty **==** endY**)** **{**

endFlag **=** 1**;**

**break;**

**}**

**}**

**if** **(**endFlag **==** 1**)** **break;**

//将已经检查过所有可到达位置的点从队列移除

head**++;**

**}**

System**.**out**.**println**(**tail**);**

System**.**out**.**println**(**que**.**get**(**tail**-**1**).**st**);**

// for (Note n : que) {

// System.out.println(n);

// }

**}**

static void initBook**()** **{**

**for** **(**int i**=**1**;** i**<**maze**.**length**;** i**++)** **{**

**for** **(**int j**=**1**;** j**<**maze**[**0**].**length**;** j**++)** **{**

**if** **(**maze**[**i**][**j**]** **==** 1**)** **{**

book**[**i**][**j**]** **=** 44**;**//表示一堵墙

**}**

**}**

**}**

**}**

static void printMaze**(**int**[][]** maze**)** **{**

**for** **(**int i**=**1**;** i**<**maze**.**length**;** i**++)** **{**

**for** **(**int j**=**1**;** j**<**maze**[**0**].**length**;** j**++)** **{**

System**.**out**.**printf**(**"%-3d"**,**maze**[**i**][**j**]);**

**}**

System**.**out**.**println**();**

**}**

**}**

**}**

class Note **{**

int x**;**

int y**;**

int ft**;**

int st**;**

@Override

public String toString**()** **{**

**return** x**+**" "**+**y**+**" "**+**ft**+**" "**+**st**;**

**}**

**}**

方法2：

public class Main **{**

static double PRECISION **=** 0.0001**;**

public static void main**(**String**[]** args**)** **throws** InterruptedException **{**

//1,1->5,4

int**[][]** map **=** **{{**0**,**0**,**0**,**0**,**0**},**

**{**0**,**0**,**0**,**1**,**0**},**//1~4

**{**0**,**0**,**0**,**0**,**0**},**

**{**0**,**0**,**0**,**1**,**0**},**

**{**0**,**1**,**1**,**0**,**0**},**

**{**0**,**0**,**0**,**0**,**1**}};**//

int Xborder **=** map**.**length**-**1**;**

int Yborder **=** map**[**0**].**length**-**1**;**

int**[][]** book **=** **new** int**[**Xborder**+**1**][**Yborder**+**1**];**

MyQueue queue **=** **new** MyQueue**();**

System**.**out**.**println**(**queue**);**

int startX **=** 1**;**

int startY **=** 1**;**

int endX **=** 4**;**

int endY **=** 3**;**

queue**.**add**(**startX**,** startY**,** 0**);**

book**[**startX**][**startY**]** **=** 1**;**

boolean endFlag **=** **false;**

**while** **(!**queue**.**isEmputy**())** **{**

int**[][]** next **=** **{{**0**,**1**},{**0**,-**1**},{**1**,**0**},{-**1**,**0**}};**

int**[]** node **=** queue**.**get**();**

**for** **(**int i**=**0**;** i**<**4**;** i**++)** **{**

int toX **=** node**[**0**]** **+** next**[**i**][**0**];**

int toY **=** node**[**1**]** **+** next**[**i**][**1**];**

**if** **(**toX **<** 1 **||** toX **>** Xborder **||** toY **<**1 **||** toY **>** Yborder**)** **{**

**continue;**

**}**

**if** **(**map**[**toX**][**toY**]** **!=** 1 **&&** book**[**toX**][**toY**]** **==** 0**)** **{**

int step **=** node**[**2**]** **+** 1**;**

queue**.**add**(**toX**,** toY**,** step**);**

book**[**toX**][**toY**]** **=** 1**;**

//注意，如果不加下面这一部分，那么程序会将整个数组遍历一遍的

**if** **(**toX **==** endX **&&** toY **==** endY**)** **{**

endFlag **=** **true;**

**break;**

**}**

**}**

**}**

**if** **(**endFlag**)** **break;**

**}**

System**.**out**.**println**(**queue**);**

queue**.**showLast**();**

printArray2**(**book**);**

**}**

static void printArray2**(**int**[][]** a**)** **{**

**for** **(**int i**=**1**;** i**<**a**.**length**;** i**++)** **{**

**for** **(**int j**=**1**;** j**<**a**[**0**].**length**;** j**++)** **{**

System**.**out**.**print**(**a**[**i**][**j**]+**" "**);**

**}**

System**.**out**.**println**();**

**}**

**}**

**}**

class MyQueue **{**

private static int MAXSIZE **=** 10**;**

private int**[][]** data**;**

private int head**;**

private int tail**;**

private int size**;**

public MyQueue**()** **{**

data **=** **new** int**[**MAXSIZE**][**3**];**

head **=** 0**;**

tail **=** 0**;**

**}**

public boolean isFull**()** **{**

**if** **((**tail**+**1**)** **%** MAXSIZE **==** head**)**

**return** **true;**

**else**

**return** **false;**

**}**

public boolean isEmputy**()** **{**

**if** **(**tail **==** head**)**

**return** **true;**

**else**

**return** **false;**

**}**

public int getSize**()** **{**

size **=** **(**tail **-** head **+** MAXSIZE**)** **%** MAXSIZE**;**

**return** size**;**

**}**

public boolean add**(**int x**,** int y**,** int s**)** **{**

**if** **(**isFull**())** **{**

**return** **false;**

**}** **else** **{**

data**[**tail**][**0**]** **=** x**;**

data**[**tail**][**1**]** **=** y**;**

data**[**tail**][**2**]** **=** s**;**

tail **=** **(**tail**+**1**)** **%** MAXSIZE**;**

**return** **true;**

**}**

**}**

public int**[]** get**()** **{**

**if** **(**isEmputy**())** **{**

**return** **null;**

**}** **else** **{**

int**[]** e **=** data**[**head**];**

head **=** **(**head**+**1**)** **%** MAXSIZE**;**

**return** e**;**

**}**

**}**

@Override

public String toString**()** **{**

StringBuilder sb **=** **new** StringBuilder**();**

sb**.**append**(**"h:"**+**head**+**" t:"**+**tail**+**" s:"**+**getSize**()+**"\n"**);**

**for** **(**int i**=**0**;** i**<**MAXSIZE**;** i**++)** **{**

sb**.**append**(**data**[**i**][**0**]+**"\_"**+**data**[**i**][**1**]+**"\_"**+**data**[**i**][**2**]+**" "**);**

**}**

// sb.append("\n");

**return** sb**.**toString**();**

**}**

public void showLast**()** **{**

int i **=** **(**tail **-** 1**)** **%** MAXSIZE**;**

System**.**out**.**println**(**data**[**i**][**0**]+**"\_"**+**data**[**i**][**1**]+**"\_"**+**data**[**i**][**2**]);**

**}**

**}**

# 单链表实现

public class Main **{**

public static void main**(**String**[]** args**)** **{**

MyLink link **=** **new** MyLink**();**

link**.**append**(**11**);**

link**.**append**(**22**);**

link**.**append**(**33**);**

link**.**append**(**44**);**

link**.**append**(**55**);**

System**.**out**.**println**(**link**);**

System**.**out**.**println**();**

System**.**out**.**println**(**link**.**get**(**5**));**

**}**

**}**

class MyLink **{**

//头节点指向第一个节点

class Node **{**

Object o**;**

Node next **=** **null;**

**}**

public Node head**;**

public int size**;**

public MyLink**()** **{**

head **=** **new** Node**();**

size **=** 0**;**

**}**

//在链表的最后位置插入一个节点

public void append**(**Object o**)** **{**

Node node **=** **new** Node**();**

node**.**o **=** o**;**

**if** **(**head**.**next **==** **null)** **{**

head**.**next **=** node**;**

**}** **else** **{**

Node iterator **=** head**;**

**while** **(**iterator**.**next **!=** **null)** **{**

iterator **=** iterator**.**next**;**

**}**

iterator**.**next **=** node**;**

**}**

size**++;**

**}**

//获取第i个节点的数据,没有则为null

public Object get**(**int i**)** **{**

Object res **=** **null;**

Node iterator **=** head**;**

int index **=** 0**;**

**while** **(**iterator **!=** **null** **&&** index **<** i**)** **{**

iterator **=** iterator**.**next**;**

index**++;**

**}**

**if** **(**iterator **!=** **null)** **{**

res **=** iterator**.**o**;**

**}**

**return** res**;**

**}**

//在第i个节点处插入 o

//i=0和i=1，都是在第一个节点插入数据

//成功返回true

public boolean insert**(**int i**,** Object o**)** **{**

Node iterator **=** head**;**

int index **=** 0**;**

**while** **(**iterator **!=** **null** **&&** index **<** i**-**1**)** **{**

iterator **=** iterator**.**next**;**

index**++;**

**}**

**if** **(**iterator **!=** **null)** **{**

Node node **=** **new** Node**();**

node**.**o **=** o**;**

node**.**next **=** iterator**.**next**;**

iterator**.**next **=** node**;**

size**++;**

**return** **true;**

**}**

**return** **false;**

**}**

//删除第i个节点的数据，并返回删除的数据，删除失败返回null

public Object delete**(**int i**)** **{**

Object returnObject **=** **null;**

Node iterator **=** head**;**

int index **=** 0**;**

**while** **(**iterator**.**next **!=** **null** **&&** index **<** i**-**1**)** **{**

iterator **=** iterator**.**next**;**

index**++;**

**}**

**if** **(**iterator**.**next **!=** **null)** **{**

returnObject **=** iterator**.**next**.**o**;**

iterator**.**next **=** iterator**.**next**.**next**;**

size**--;**

**}**

**return** returnObject**;**

**}**

public String toString**()** **{**

Node iterator **=** head**;**

//指向第一个节点

StringBuilder sb **=** **new** StringBuilder**();**

sb**.**append**(**"size:"**+**size**+**" {"**);**

**while** **(**iterator**.**next **!=** **null)** **{**

iterator **=** iterator**.**next**;**

sb**.**append**(**iterator**.**o**+**" "**);**

**}**

**return** sb**.**deleteCharAt**(**sb**.**length**()-**1**).**append**(**"}"**).**toString**();**

**}**

**}**

# 名字的漂亮度

![](data:image/png;base64,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)

**import** java**.**util**.**ArrayList**;**

**import** java**.**util**.**Arrays**;**

**import** java**.**util**.**Scanner**;**

public class Main **{**

public static void main**(**String**[]** args**)** **{**

Scanner scanner **=** **new** Scanner**(**System**.**in**);**

**while** **(**scanner**.**hasNext**())** **{**

int n **=** scanner**.**nextInt**();**

ArrayList**<**String**>** names **=** **new** ArrayList**<>();**

**for** **(**int i**=**0**;** i**<**n**;** i**++)** **{**

names**.**add**(**scanner**.**next**());**

**}**

**for** **(**int i**=**0**;** i**<**n**;** i**++)** **{**

System**.**out**.**println**(**getLongest**(**names**.**get**(**i**)));**

**}**

**}**

**}**

static int getLongest**(**String name**)** **{**

ArrayList**<**Character**>** nch **=** **new** ArrayList**<>();**

int**[]** ts **=** **new** int**[**name**.**length**()];**

**for** **(**int i**=**0**;** i**<**name**.**length**();** i**++)** **{**

Character ch **=** name**.**charAt**(**i**);**

**if** **(!**nch**.**contains**(**ch**))** **{**

nch**.**add**(**ch**);**

int index **=** nch**.**indexOf**(**ch**);**

ts**[**index**]++;**

**}** **else** **{**

int index **=** nch**.**indexOf**(**ch**);**

ts**[**index**]++;**

**}**

**}**

int sum **=** 0**;**

int p **=** 26**;**

Arrays**.**sort**(**ts**);**

**for** **(**int i**=**ts**.**length**-**1**;** i**>=**0**;** i**--)** **{**

// System.out.print(ts[i]+" ");

**if** **(**ts**[**i**]** **!=** 0**)** **{**

sum **+=** ts**[**i**]\***p**;**

p**--;**

**}**

**}**

**return** sum**;**

**}**

**}**

# 蛇行矩阵
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**import** java**.**util**.**Scanner**;**

public class Main **{**

static int**[][]** table**;**

static int num **,**index **=** 1**;**

public static void main**(**String**[]** args**)** **{**

Scanner scanner **=** **new** Scanner**(**System**.**in**);**

num **=** scanner**.**nextInt**();**

table **=** **new** int**[**num**][**num**];**

**for** **(**int i**=**1**;** i**<=**num**;** i**++)** **{**

fillNum**(**i**);**

**}**

printTable**();**

**}**

static void printTable**()** **{**

**for** **(**int i**=**0**;** i**<**table**.**length**;** i**++)** **{**

**for** **(**int j**=**0**;** j**<**table**[**i**].**length**;** j**++)** **{**

**if** **(**table**[**i**][**j**]** **!=** 0**)** **{**

**if** **(**j **!=** **(**num**-**i**-**1**))//每一行的最后不能加空格**

System**.**out**.**printf**(**"%d "**,**table**[**i**][**j**]);**

**else**

System**.**out**.**printf**(**"%d"**,**table**[**i**][**j**]);**

**}**

**}**

**if** **(**table**[**i**][**0**]** **!=** 0**)**

System**.**out**.**println**();**

**}**

**}**

//对蛇形矩阵的一个斜行填充数据

static void fillNum**(**int in**)** **{**

int n **=** in**-**1**;**

int x**,**y**=**0**;**

**for** **(**int i**=**0**;** i**<=**n**;** i**++)** **{**

x **=** n**-**i**;**

y **=** i**;**

table**[**x**][**y**]** **=** index**++;**

**}**

**}**

**}**

# 利用DP求最长公共子序列

**import** java**.**util**.**Scanner**;**

public class Demo **{**

public static void main**(**String**[]** args**)** **{**

String X **=** "ABCBDABE"**;**

String Y **=** "BDCABAE"**;**

System**.**out**.**println**(**lcs2**(**X**,** Y**,** X**.**length**(),** Y**.**length**()));**

**}**

//Return the length of LCS for X[0...m-1] and Y[0...n-1]

static int lcs**(**String X**,** String Y**,** int m**,** int n**)**

**{**

**if** **(**m **==** 0 **||** n **==** 0**)**

**return** 0**;**

**if** **(**X**.**charAt**(**m**-**1**)** **==** Y**.**charAt**(**n**-**1**))**

**return** lcs**(**X**,** Y**,** m**-**1**,** n**-**1**)** **+** 1**;**

**else**

**return** max**(**lcs**(**X**,** Y**,** m**,** n**-**1**),** lcs**(**X**,** Y**,** m**-**1**,** n**));**

**}**

static int max**(**int a**,** int b**)**

**{**

**return** **(**a**>**b**)?** a**:**b**;**

**}**

/\*\*

\* 返回X[0...m-1]和Y[0...n-1]的LCS的长度

\*/

static int lcs2**(**String X**,** String Y**,** int m**,** int n**)**

**{**

// 动态规划表，大小(m+1)\*(n+1)

int**[][]** table **=** **new** int**[**m**+**1**][**n**+**1**];**

**for(**int i**=**0**;** i**<**m**+**1**;** **++**i**)**

**{**

**for(**int j**=**0**;** j**<**n**+**1**;** **++**j**)**

**{**

// 第一行和第一列置0

**if** **(**i **==** 0 **||** j **==** 0**)**

table**[**i**][**j**]** **=** 0**;**

**else** **if(**X**.**charAt**(**i**-**1**)** **==** Y**.**charAt**(**j**-**1**))**

table**[**i**][**j**]** **=** table**[**i**-**1**][**j**-**1**]** **+** 1**;**

**else**

table**[**i**][**j**]** **=** max**(**table**[**i**-**1**][**j**],** table**[**i**][**j**-**1**]);**

**}**

**}**

**return** table**[**m**][**n**];**

**}**

**}**

# 学英语
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**import** java**.**util**.**Scanner**;**

public class Main **{**

static String**[]** table1 **=** **{**""**,**"one"**,**"two"**,**"three"**,**"four"**,**"five"**,**//1~5

"six"**,**"seven"**,**"eight"**,**"nine"**,**"ten"**,**//6~10

"eleven"**,**"twelve"**,**"thirteen"**,**"fourteen"**,**"fifteen"**,**//11~15

"sixteen"**,**"seventeen"**,**"eighteen"**,**"nineteen"**};**//16~19

static String**[]** table2 **=** **{**""**,**""**,**"twenty"**,**"thirty"**,**"forty"**,**"fifty"**,**"sixty"**,**

"seventy"**,**"eighty"**,**"ninety"**};**

static String**[]** table3 **=** **{**""**,**" thousand "**,**" million "**,**" billion "**};**

static String and **=** " and "**;**

public static void main**(**String**[]** args**)** **{**

Scanner scanner **=** **new** Scanner**(**System**.**in**);**

**while** **(**scanner**.**hasNext**())** **{**

**try** **{**

long num **=** scanner**.**nextLong**();**

String res = *parse*(num);

res = res.replace("\\s+", " ");

System.***out***.println(res);

**}** **catch** **(**Exception e**)** **{**

System**.**out**.**println**(**"error"**);**

scanner**.**next**();**

**}**

**}**

scanner**.**close**();**

**}**

private static String parseNum**(**long num**)** **{**

String strNum **=** String**.**valueOf**(**num**);**

int len **=** strNum**.**length**();**

//将数字从最低位往最高位方向每3位分组，分成n组

int n **=** len**/**3 **+** **(**len**%**3 **==** 0 **?** 0 **:** 1**);**

//分组结果存储在ss中

//如num = 1234567897;则ss[0]="897"

//ss[1]="567",ss[2]="234",ss[3]="1"

String**[]** ss **=** **new** String**[**n**];**

**for** **(**int i**=**0**;**i**<**n**;**i**++)** **{**

**if** **(**len**-**3 **<** 0**)** **{**

ss**[**i**]** **=** strNum**.**substring**(**0**,** len**);**

**}** **else** **{**

ss**[**i**]** **=** strNum**.**substring**(**len**-**3**,** len**);**

len **-=** 3**;**

**}**

**}**

// for (String s : ss) {

// System.out.println(s);

// }

StringBuilder sb **=** **new** StringBuilder**();**

**for** **(**int i**=**0**;**i**<**n**;**i**++)** **{**

sb**.**insert**(**0**,** parse3Num**(**ss**[**i**])+**table3**[**i**]);**

**}**

**return** sb**.**toString**().**trim**();**

**}**

//将3位数以内的数字解析成英文

private static String parse3Num**(**int num**)** **{**

**return** parse3Num**(**String**.**valueOf**(**num**));**

**}**

private static String parse3Num**(**String strNum**)** **{**

StringBuilder sbNum **=** **new** StringBuilder**();**

int lastId **=** strNum**.**length**()-**1**;**

**if** **(**lastId **==** 0**)** **{**

int ge **=** Integer**.**valueOf**(**strNum**.**substring**(**lastId**,** lastId**+**1**));**

sbNum**.**append**(**table1**[**ge**]);**

**}**

int ge **=** 0**,**shi**=**0**;**

**if** **(**lastId **>** 0**)** **{**

//提取最后个位和十位的值

**if** **(**strNum**.**charAt**(**lastId**-**1**)** **==** '1'**)** **{**

int geShi **=** Integer**.**valueOf**(**strNum**.**substring**(**lastId**-**1**,** lastId**+**1**));**

sbNum**.**append**(**table1**[**geShi**]);**

ge **=** geShi**%**10**;**

shi **=** geShi**/**10**;**

**}** **else** **{**

ge **=** Integer**.**valueOf**(**strNum**.**substring**(**lastId**,** lastId**+**1**));**

sbNum**.**append**(**table1**[**ge**]);**

shi **=** Integer**.**valueOf**(**strNum**.**substring**(**lastId**-**1**,** lastId**));**

sbNum**.**insert**(**0**,** table2**[**shi**]+**" "**);**

**}**

**}**

**if** **(**lastId **>=** 2**)** **{**

//提取百位数值

int bai **=** Integer**.**valueOf**(**strNum**.**substring**(**lastId**-**2**,** lastId**-**1**));**

**if** **(**bai **!=** 0**)** **{**

String isAnd **=** **(**ge**==**0 **&&** shi**==**0**)?**""**:**and**;**//个位十位为0不加and

sbNum**.**insert**(**0**,** table1**[**bai**]+**" "**+**"hundred"**+**isAnd**);**

**}**

**}**

**return** sbNum**.**toString**().**trim**();**

**}**

**}**

**import** java**.**util**.**Scanner**;**

public class Main **{**

static String**[]** table1 **=** **{**""**,**"one"**,**"two"**,**"three"**,**"four"**,**"five"**,**//1~5

"six"**,**"seven"**,**"eight"**,**"nine"**,**"ten"**,**//6~10

"eleven"**,**"twelve"**,**"thirteen"**,**"fourteen"**,**"fifteen"**,**//11~15

"sixteen"**,**"seventeen"**,**"eighteen"**,**"nineteen"**};**//16~19

static String**[]** table2 **=** **{**""**,**""**,**"twenty"**,**"thirty"**,**"forty"**,**"fifty"**,**"sixty"**,**

"seventy"**,**"eighty"**,**"ninety"**};**

public static void main**(**String**[]** args**)** **{**

Scanner scanner **=** **new** Scanner**(**System**.**in**);**

**while** **(**scanner**.**hasNext**())** **{**

**try** **{**

long num **=** scanner**.**nextLong**();**

System**.**out**.**println**(**parse**(**num**));**

**}** **catch** **(**Exception e**)** **{**

System**.**out**.**println**(**"error"**);**

scanner**.**next**();**

**}**

**}**

scanner**.**close**();**

**}**

private static String parse**(**long num**)** **{**

**if** **(**num **<** 0**)** **{**

**return** "error"**;**

**}** **else** **if** **(**num **<** 20**)** **{**

**return** table1**[(**int**)** num**];**

**}** **else** **if** **(**num **<** 100**)** **{**

**if** **(**num **%** 10 **==** 0**)**

**return** table2**[(**int**)** **(**num**/**10**)];**

**else**

**return** table2**[(**int**)** **(**num**/**10**)]+**" "**+** parse**(**num**%**10**);**

**}** **else** **if** **(**num **<** 1000**)** **{**

**if** **(**num **%** 100 **==** 0**)**

**return** table1**[(**int**)** **(**num**/**100**)]+**" hundred"**;**

**else**

**return** table1**[(**int**)** **(**num**/**100**)]+**" hundred and "**+**parse**(**num**%**100**);**

**}** **else** **if** **(**num **<** 1000\_000**)** **{**

**if** **(**num **%** 1000 **==** 0**)**

**return** parse**(**num**/**1000**)+**" thousand"**;**

**else**

**return** parse**(**num**/**1000**)+**" thousand " **+** parse**(**num**%**1000**);**

**}** **else** **if** **(**num **<** 1000\_000\_000L**)** **{**

**if** **(**num **%** 1000\_000 **==** 0**)**

**return** parse**(**num**/**1000\_000**)+**" million"**;**

**else**

**return** parse**(**num**/**1000\_000**)+**" million " **+** parse**(**num**%**1000\_000**);**

**}** **else** **if** **(**num **<** 10\_000\_000\_000L**)** **{**

**if** **(**num **%** 1000\_000\_000L **==** 0**)**

**return** parse**(**num**/**1000\_000\_000L**)+**" billion"**;**

**else**

**return** parse**(**num**/**1000\_000\_000L**)+**" billion " **+** parse**(**num**%**1000\_000\_000L**);**

**}** **else** **{**

**return** "error"**;**

**}**

**}**

**}**

# 二叉树

package com**.**oj**;**

**import** java**.**util**.**ArrayList**;**

**import** java**.**util**.**List**;**

**import** java**.**util**.**Scanner**;**

public class Demo **{**

static List**<**Integer**>** tree **=** **new** ArrayList**<>();**

public static void main**(**String**[]** args**)** **{**

tree**.**add**(**0**);**

**for** **(**int i**=**4**;**i**>=**1**;**i**--)** **{**

tree**.**add**(**i**);**

**}**

**for** **(**int i**=**8**;**i**<=**12**;**i**++)** **{**

tree**.**add**(**i**);**

**}**

System**.**out**.**println**(**tree**);**

int k **=** tree**.**size**();**

**for** **(**int i**=((**k**-**1**)/**2**);** i**>=**1**;** i**--)** **{**

siftDown**(**i**,** tree**);**

**}**

System**.**out**.**println**(**tree**);**

**}**

//节点下移

static void siftDown**(**int i**,** List**<**Integer**>** tree**)** **{**

int len **=** tree**.**size**()-**1**;**//1~len

int RootType **=** 1**;** //1根节点最小 -1：根节点最大

int min**;**

**while** **(**2**\***i **<=** len**)** **{**

//大于左子节点

**if** **(**tree**.**get**(**i**).**compareTo**(**tree**.**get**(**2**\***i**))** **==** RootType**)** **{**

min **=** 2**\***i**;** //记录最小那个节点编号

**}** **else** **{**

min **=** i**;**

**}**

//如果有右子节点 比较

**if** **((**2**\***i**+**1**)** **<=** len **&&** tree**.**get**(**min**).**compareTo**(**tree**.**get**(**i**\***2**+**1**))** **==** RootType**)** **{**

min **=** 2**\***i **+** 1**;**

**}**

//父节点i不是最小节点，交换值，进行下一轮比较

**if** **(**i **!=** min**)** **{**

int temp **=** tree**.**get**(**i**);**

tree**.**set**(**i**,** tree**.**get**(**min**));**

tree**.**set**(**min**,** temp**);**

//从交换后的子节点进行下一轮比较

i **=** min**;**

**}** **else** **{**//父节点就是最小节点了，无需下移，结束

**break;**//退出判断

**}**

**}**

**}**

//往树中插入一个节点,节点上移

static void siftUp**(**Integer val**,** List**<**Integer**>** tree**)** **{**

int RootType **=** **-**1**;**//根节点最小（1：根节点最大）

tree**.**add**(**val**);**

int i **=** tree**.**size**()-**1**;**

**while** **(**i **!=** 1**)** **{**

//-1：如果小于父节点 ，交换并继续判断

**if** **(**tree**.**get**(**i**).**compareTo**(**tree**.**get**(**i**/**2**))** **==** RootType**)** **{**

int temp **=** tree**.**get**(**i**);**

tree**.**set**(**i**,** tree**.**get**(**i**/**2**));**

tree**.**set**(**i**/**2**,** temp**);**

i **=** i**/**2**;**

**}** **else** **{**//小于父节点，退出判断

**break;**

**}**

**}**

**}**

static int deleteTop**(**List**<**Integer**>** tr**)** **{**

int top **=** tr**.**get**(**1**);**

tr**.**set**(**1**,** tr**.**get**(**tr**.**size**()-**1**));**

tr**.**remove**(**tr**.**size**()-**1**);**

siftDown**(**1**,** tr**);**

**return** top**;**

**}**

**}**

# 放苹果
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package com**.**oj**;**

**import** java**.**util**.**ArrayList**;**

**import** java**.**util**.**Collections**;**

**import** java**.**util**.**HashSet**;**

**import** java**.**util**.**Scanner**;**

public class Main **{**

static int dishTotal **=** 0**,**appleTotal**=**0**;**

static int**[]** appleInDish**;**

//存放不重复的分配方案

static HashSet**<**ArrayList**<**Integer**>>** methods **=** **new** HashSet**<>();**

public static void main**(**String**[]** args**)** **{**

Scanner scanner **=** **new** Scanner**(**System**.**in**);**

**while** **(**scanner**.**hasNextInt**())** **{**

appleTotal **=** scanner**.**nextInt**();**

dishTotal **=** scanner**.**nextInt**();**

appleInDish **=** **new** int**[**dishTotal**+**1**];**

// dfs(1, 0);//从第一个盘子开始分配，此时所有盘子上总的苹果个数为0

// System.out.println(methods.size());

// methods.clear();

System**.**out**.**println**(**getMN**(**appleTotal**,** dishTotal**));**

**}**

scanner**.**close**();**

**}**

//网上大神的算法：递归实现

static int getMN**(**int m**,** int n**)**

**{**

**if(**m **==** 0 **||** n **==** 1**)**

**return** 1**;**

// 苹果数少于盘子数

**if(**m **<** n**)**

**return** getMN**(**m**,** m**);**

**else**

// 有空盘 + 无空盘

**return** getMN**(**m**,** n **-** 1**)** **+** getMN**(**m **-** n**,** n**);**

**}**

//使用dfs算法对每个盘子上的苹果数目分配

//int dishNum:盘子编号 1~N，int apple：当前分配过的盘子上的总苹果个数

//算法复杂度M\*N

static void dfs**(**int dishNum**,** int apple**)** **{**

//对最后一个盘子分配苹果

**if** **(**dishNum **==** dishTotal**)** **{**

appleInDish**[**dishNum**]** **=** appleTotal **-** apple**;**

ArrayList**<**Integer**>** ap **=** **new** ArrayList**<>();**

**for** **(**int i**=**1**;** i**<**appleInDish**.**length**;** i**++)** **{**

ap**.**add**(**appleInDish**[**i**]);**

**}**

//将该分配方案排序后放入set，即可实现无重复添加

Collections**.**sort**(**ap**);**

methods**.**add**(**ap**);**

// System.out.println(ap);

appleInDish**[**dishNum**]** **=** 0**;**

**return;**

**}**

//对1~N-1编号盘子分配苹果，因为类似 5 1 1，1 1 5这2种视为同一种方式

//故将第一个盘子的最少苹果数目控制在

//总的苹果数量的一半(好像有时候不对，所以改为0)

**for** **(**int i**=**appleTotal**;** i**>=**0**;** i**--)** **{**

**if** **(**apple **+** i **<=** appleTotal**)** **{**

appleInDish**[**dishNum**]** **=** i**;**

dfs**(**dishNum**+**1**,** apple**+**i**);**

appleInDish**[**dishNum**]** **=** 0**;**

**}**

**}**

**}**

**}**

# 24点游戏算法
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**import** java**.**util**.**Scanner**;**

public class Main **{**

static boolean endFlag **=** **false;**

static int times **=** 0**;**

public static void main**(**String**[]** args**)** **{**

int a**[]** **=** **new** int**[**4**];**

Scanner scanner **=** **new** Scanner**(**System**.**in**);**

**while** **(**scanner**.**hasNext**())** **{**

**for** **(**int i**=**0**;** i**<**4**;** i**++)** **{**

a**[**i**]** **=** scanner**.**nextInt**();**

**}**

dfs**(**a**,** 0**,** 0**);**

times **=** 0**;**

endFlag **=** **false;**

**}**

scanner**.**close**();**

**}**

static void dfs**(**int**[]** nums**,**int index**,** int res**)** **{**

**if** **(**endFlag**)** **return;**

**if** **(**index **==** nums**.**length**)** **{**

// System.out.println(res);

**if** **(**res **==** 24**)** **{**

System**.**out**.**print**(true);**

endFlag **=** **true;**

**}**

times**++;**

**if** **(**times **==** 64**)**

System**.**out**.**print**(false);**

**return;**

**}**

int resTemp**;**

**if** **(**index **==** 0**)** **{**

resTemp **=** nums**[**index**]** **+** nums**[**index**+**1**];**

dfs**(**nums**,** index**+**2**,** resTemp**);**

resTemp **=** nums**[**index**]** **-** nums**[**index**+**1**];**

dfs**(**nums**,** index**+**2**,** resTemp**);**

resTemp **=** nums**[**index**]** **\*** nums**[**index**+**1**];**

dfs**(**nums**,** index**+**2**,** resTemp**);**

resTemp **=** nums**[**index**]** **/** nums**[**index**+**1**];**

dfs**(**nums**,** index**+**2**,** resTemp**);**

**}** **else** **{**

resTemp **=** res **+** nums**[**index**];**

dfs**(**nums**,** index**+**1**,** resTemp**);**

resTemp **=** res **-** nums**[**index**];**

dfs**(**nums**,** index**+**1**,** resTemp**);**

resTemp **=** res **\*** nums**[**index**];**

dfs**(**nums**,** index**+**1**,** resTemp**);**

resTemp **=** res **/** nums**[**index**];**

dfs**(**nums**,** index**+**1**,** resTemp**);**

**}**

**}**

**}**

# 矩阵乘法
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**import** java**.**util**.**Scanner**;**

public class Main **{**

public static void main**(**String**[]** args**)** **{**

int**[][]** a **=** **{{**3**,**8**},{**8**,**0**}};**

int**[][]** b **=** **{{**9**,**0**},{**18**,**9**}};**

int x**=**a**.**length**,** y**=**a**[**0**].**length**,** z**=**2**;**

Scanner scanner **=** **new** Scanner**(**System**.**in**);**

**while** **(**scanner**.**hasNextInt**())** **{**

x **=** scanner**.**nextInt**();**

y **=** scanner**.**nextInt**();**

z **=** scanner**.**nextInt**();**

a **=** **new** int**[**x**][**y**];**

b **=** **new** int**[**y**][**z**];**

int**[][]** c**=** **new** int**[**x**][**z**];**

**for** **(**int j**=**0**;** j**<**x**;** j**++)** **{**

**for** **(**int i**=**0**;** i**<**y**;** i**++)** **{**

a**[**j**][**i**]** **=** scanner**.**nextInt**();**

**}**

**}**

**for** **(**int j**=**0**;** j**<**y**;** j**++)** **{**

**for** **(**int i**=**0**;** i**<**z**;** i**++)** **{**

b**[**j**][**i**]** **=** scanner**.**nextInt**();**

**}**

**}**

MatrixMultiple**(**a**,** b**,** c**);**

**}**

scanner**.**close**();**

**}**

private static void MatrixMultiple**(**int**[][]** a**,** int**[][]** b**,** int**[][]** c**)** **{**

int x **=** a**.**length**,** y **=** a**[**0**].**length**,** z **=** c**[**0**].**length**;**

**for** **(**int k**=**0**;** k**<**z**;** k**++)** **{**

**for** **(**int j**=**0**;** j**<**x**;** j**++)** **{**

// int sum = 0;

**for** **(**int i**=**0**;** i**<**y**;** i**++)** **{**

c**[**j**][**k**]** **+=** a**[**j**][**i**]\***b**[**i**][**k**];**

**}**

// c[j][k] = sum;

// System.out.println(sum);

**}**

**}**

printMatrix**(**c**);**

**}**

static void printMatrix**(**int**[][]** m**)** **{**

**for** **(**int j**=**0**;** j**<**m**.**length**;** j**++)** **{**

**for** **(**int i**=**0**;** i**<**m**[**0**].**length**;** i**++)** **{**

**if** **(**i **==** m**[**0**].**length **-** 1**)**

System**.**out**.**print**(**m**[**j**][**i**]);**

**else**

System**.**out**.**print**(**m**[**j**][**i**]+**" "**);**

**}**

System**.**out**.**println**();**

**}**

**}**

**}**

# 公共字串计算
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package com**.**oj**;**

注意最长公共子串（Longest CommonSubstring）和最长公共子序列（LongestCommon Subsequence, LCS）的区别：子串（Substring）是串的一个连续的部分，子序列（Subsequence）则是从不改变序列的顺序，而从序列中去掉任意的元素而获得的新序列；更简略地说，前者（子串）的字符的位置必须连续，后者（子序列LCS）则不必。比如字符串acdfg同akdfc的最长公共子串为df，而他们的最长公共子序列是adf。LCS可以使用动态规划法解决。

**import** java**.**util**.**Scanner**;**

public class Main **{**

public static void main**(**String**[]** args**)** **{**

Scanner sc**=new** Scanner**(**System**.**in**);**

**while** **(**sc**.**hasNext**()){**

String str1**=**sc**.**next**().**toLowerCase**();**

String str2**=**sc**.**next**().**toLowerCase**();**

System**.**out**.**println**(**lcs2Dp2**(**str1**,** str2**,**str1**.**length**(),** str2**.**length**()));**

System**.**out**.**println**(**lcs2Dp**(**str1**,** str2**));**

**}**

**}**

//求最长公共子串

private static String lcsDp**(**String str1**,** String str2**)** **{**

**if(**str1**.**length**()>**str2**.**length**()){**

String str**=**str1**;**

str1**=**str2**;**

str2**=**str**;**

**}**

int**[][]** dp**=new** int**[**str1**.**length**()+**1**][**str2**.**length**()+**1**];**

int maxLen**=**0**;**

int maxIndex**=**0**;**

**for(**int i**=**1**;** i**<=**str1**.**length**();** i**++){**

**for** **(**int j**=**1**;** j**<=**str2**.**length**();** j**++){**

**if(**str1**.**charAt**(**i**-**1**)** **==** str2**.**charAt**(**j**-**1**)){**

dp**[**i**][**j**]** **=** dp**[**i**-**1**][**j**-**1**]+**1**;**

**}**

**if(**dp**[**i**][**j**]** **>** maxLen**){**

maxLen **=** dp**[**i**][**j**];**

maxIndex **=** i**;**

**}**

**}**

**}**

**return** **(**str1**.**substring**(**maxIndex**-**maxLen**,** maxIndex**));**

**}**

//求最长公共子序列长度,len1是s1字符串的长度

static int lcs2Dp2**(**String s1**,** String s2**,**int len1**,** int len2**)** **{**

**if** **(**len1 **==** 0 **||** len2 **==** 0**)** **return** 0**;**

**if** **(**s1**.**charAt**(**len1**-**1**)** **==** s2**.**charAt**(**len2**-**1**))** **{**

**return** lcs2Dp2**(**s1**,** s2**,** len1**-**1**,** len2**-**1**)** **+** 1**;**

**}** **else** **{**

**return** max**(**lcs2Dp2**(**s1**,** s2**,** len1**,** len2**-**1**),**lcs2Dp2**(**s1**,** s2**,** len1**-**1**,** len2**));**

**}**

**}**

private static int max**(**int n1**,** int n2**)** **{**

**if** **(**n1 **>** n2**)**

**return** n1**;**

**else**

**return** n2**;**

**}**

//求最长公共子序列

static String lcs2Dp**(**String s1**,** String s2**)** **{**

int len1 **=** s1**.**length**(),** len2 **=** s2**.**length**();**

int dp**[][]** **=** **new** int**[**len1**+**1**][**len2**+**1**];**

**for** **(**int i**=**1**;** i**<=**len1**;** i**++)** **{**

**for** **(**int j**=**1**;** j**<=**len2**;** j**++)** **{**

**if** **(**s1**.**charAt**(**i**-**1**)** **==** s2**.**charAt**(**j**-**1**))** **{**

dp**[**i**][**j**]** **=** dp**[**i**-**1**][**j**-**1**]** **+** 1**;**

**}** **else** **if** **(**dp**[**i**][**j**-**1**]** **>** dp**[**i**-**1**][**j**])** **{**

dp**[**i**][**j**]** **=** dp**[**i**][**j**-**1**];**

**}** **else** **{**

dp**[**i**][**j**]** **=** dp**[**i**-**1**][**j**];**

**}**

**}**

**}**

//最长长度值在dp[len1][len2]中

**return** getLcsStr**(**dp**,** s1**,** s2**);**

**}**

static String getLcsStr**(**int**[][]** dp**,** String s1**,** String s2**)** **{**

int len1 **=** s1**.**length**(),** len2 **=** s2**.**length**();**

StringBuilder sb **=** **new** StringBuilder**();**

**while** **(**len1 **>** 0 **&&** len2 **>** 0**)** **{**

**if** **(**s1**.**charAt**(**len1**-**1**)** **==** s2**.**charAt**(**len2**-**1**))** **{**

sb**.**insert**(**0**,** s1**.**charAt**(**len1**-**1**));**

len1**--;**len2**--;**

**}** **else** **{**

**if** **(**dp**[**len1**][**len2**-**1**]** **==** dp**[**len1**][**len2**])** **{**

len2**--;**

**}** **else** **{**

len1**--;**

**}**

**}**

**}**

**return** **(**sb**.**toString**());**

**}**

**}**

# 尼科彻斯定理
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**import** java**.**util**.**Scanner**;**

public class Main **{**

public static void main**(**String**[]** args**)** **{**

Scanner sc**=new** Scanner**(**System**.**in**);**

**while** **(**sc**.**hasNext**()){**

int num **=** sc**.**nextInt**();**

int pow3 **=** getPower3**(**num**);**

int start **=** pow3**/**num **-** num**;**

**for** **(**int i**=**start**;** i**<**pow3**;** i**++)** **{**

**if** **(**i **%** 2 **==** 1**)** **{**

**if** **(**getSum**(**i**,** num**)** **==** pow3**)** **{**

print**(**i**,** num**);**

**break;**

**}**

**}**

**}**

**}**

**}**

//获得num的3次方

static int getPower3**(**int num**)** **{**

**return** num**\***num**\***num**;**

**}**

//获取num之后的n个奇数的和,包括num

static int getSum**(**int num**,** int n**)** **{**

int sum **=** 0**;**

int i **=** 1**;**

**while** **(**i**++** **<=** n**)** **{**

sum **+=** num**;**

num **+=** 2**;**

**}**

**return** sum**;**

**}**

//打印num之后的n个奇数，包括num

static void print**(**int num**,** int n**)** **{**

int i **=** 1**;**

**while** **(**i**++** **<** n**)** **{**

System**.**out**.**print**(**num**+**"+"**);**

num **+=** 2**;**

**}**

System**.**out**.**print**(**num**);**

System**.**out**.**println**();**

**}**

**}**

# 超长正整数相加

![](data:image/png;base64,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)

**import** java**.**math**.**BigInteger**;**

**import** java**.**util**.**Scanner**;**

public class Main **{**

public static void main**(**String**[]** args**)** **{**

Scanner sc**=new** Scanner**(**System**.**in**);**

**while** **(**sc**.**hasNext**()){**

String add1 **=** sc**.**next**();**

String add2 **=** sc**.**next**();**

System**.**out**.**println**(**bigNumAdd**(**add1**,** add2**));**

//方法2

// BigInteger b1 = new BigInteger(add1);

// BigInteger b2 = new BigInteger(add2);

// b1 = b1.add(b2);

// System.out.println(b1);

**}**

**}**

private static String bigNumAdd**(**String add1**,** String add2**)** **{**

int lastId1 **=** add1**.**length**()-**1**,** lastId2 **=** add2**.**length**()-**1**;**

StringBuilder sb **=** **new** StringBuilder**();**

int n1**,**n2**,**res**,**cin**=**0**;**

//对2个整数相加，直到其中一个整数加完

**while** **(**lastId1 **>=** 0 **&&** lastId2 **>=** 0**)** **{**

n1 **=** Integer**.**valueOf**(**add1**.**substring**(**lastId1**,** lastId1**+**1**));**

n2 **=** Integer**.**valueOf**(**add2**.**substring**(**lastId2**,** lastId2**+**1**));**

lastId1**--;**lastId2**--;**

res **=** **(**n1**+**n2**+**cin**)** **%** 10**;**

cin **=** **(**n1**+**n2**+**cin**)** **/** 10**;**

sb**.**insert**(**0**,** String**.**valueOf**(**res**));**

**}**

//将较长的整数剩余部分添加到和

**while** **(**lastId1 **>=** 0**)** **{**

n1 **=** Integer**.**valueOf**(**add1**.**substring**(**lastId1**,** lastId1**+**1**));**

lastId1**--;**

res **=** **(**n1**+**cin**)** **%** 10**;**

cin **=** **(**n1**+**cin**)** **/** 10**;**

sb**.**insert**(**0**,** String**.**valueOf**(**res**));**

**}**

**while** **(**lastId2 **>=** 0**)** **{**

n2 **=** Integer**.**valueOf**(**add2**.**substring**(**lastId2**,** lastId2**+**1**));**

lastId2**--;**

res **=** **(**n2**+**cin**)** **%** 10**;**

cin **=** **(**n2**+**cin**)** **/** 10**;**

sb**.**insert**(**0**,** String**.**valueOf**(**res**));**

**}**

//如果2个整数等长，最后有进位，添加

**if** **(**cin **!=** 0**)** **{**

sb**.**insert**(**0**,** String**.**valueOf**(**cin**));**

**}**

**return** **(**sb**.**toString**());**

**}**

**}**

# 计算字符串的距离
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package com**.**oj**;**

**import** java**.**util**.**Scanner**;**

public class Main **{**

public static void main**(**String**[]** args**)** **{**

Scanner sc**=new** Scanner**(**System**.**in**);**

**while** **(**sc**.**hasNext**()){**

String s1 **=** sc**.**next**();**

String s2 **=** sc**.**next**();**

int len **=** **(**s1**.**length**()** **>** s2**.**length**())** **?** s1**.**length**()** **:** s2**.**length**();**

System**.**out**.**println**(**distance2**(**s1**,**0**,** s2**,**0**));**

System**.**out**.**println**(**distance**(**s1**,** s2**));**

**}**

**}**

static int distance**(**String s1**,** String s2**)** **{**

int len1 **=** s1**.**length**(),** len2 **=** s2**.**length**();**

int**[][]** dp **=** **new** int**[**len1**+**1**][**len2**+**1**];**

**for** **(**int i**=**0**;** i**<=**s1**.**length**();** i**++)** **{**

dp**[**i**][**0**]** **=** i**;**

**}**

**for** **(**int i**=**0**;** i**<=**s2**.**length**();** i**++)** **{**

dp**[**0**][**i**]** **=** i**;**

**}**

**for** **(**int i**=**1**;** i**<=**len1**;** i**++)** **{**

**for** **(**int j**=**1**;** j**<=**len2**;** j**++)** **{**

**if** **(**s1**.**charAt**(**i**-**1**)** **==** s2**.**charAt**(**j**-**1**))** **{**

dp**[**i**][**j**]** **=** dp**[**i**-**1**][**j**-**1**];**

**}** **else** **{**

dp**[**i**][**j**]** **=** min**(**dp**[**i**-**1**][**j**-**1**],**dp**[**i**-**1**][**j**],**dp**[**i**][**j**-**1**])+**1**;**

**}**

**}**

**}**

**return** dp**[**len1**][**len2**];**

**}**

// 递归程序。

// 不需要转化的：

// f(i,j)=f(i+1,j+1);

// 在需要转化的步骤中：

// f(i,j)=min(f(i+1,j+1)+1,f(i+1,j)+1,f(i,j+1)+1);

static int distance2**(**String a**,**int aStart**,** String b**,**int bStart**)** **{**

int aEnd **=** a**.**length**(),** bEnd **=** b**.**length**();**

**if** **(**aStart **==** aEnd**)** **{**

**if** **(**bStart **==** bEnd**)** **{**

**return** 0**;**

**}** **else** **{**

**return** bEnd**-**bStart**;**

**}**

**}**

**if** **(**bStart **==** bEnd**)** **{**

**if** **(**aStart **==** aEnd**)** **{**

**return** 0**;**

**}** **else** **{**

**return** aEnd**-**aStart**;**

**}**

**}**

**if** **(**a**.**charAt**(**aStart**)** **==** b**.**charAt**(**bStart**))** **{**

**return** distance2**(**a**,** aStart**+**1**,** b**,** bStart**+**1**);**

**}** **else** **{**

**return** min**(**distance2**(**a**,** aStart**+**1**,** b**,** bStart**)**

**,**distance2**(**a**,** aStart**+**1**,** b**,** bStart**+**1**)**

**,**distance2**(**a**,** aStart**+**1**,** b**,** bStart**+**1**))+**1**;**

**}**

**}**

private static int min**(**int i**,** int j**,** int k**)** **{**

int m **=** i **<** j **?** i **:** j**;**

m **=** m **<** k **?** m **:** k**;**

**return** m**;**

**}**

**}**

# 将真分数分解为埃及分数
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**import** java**.**util**.**Scanner**;**

public class Main **{**

public static void main**(**String**[]** args**)** **{**

Scanner scanner **=** **new** Scanner**(**System**.**in**);**

**while** **(**scanner**.**hasNext**())** **{**

String numStr **=** scanner**.**next**();**

String**[]** numStrs **=** numStr**.**split**(**"/"**);**

long up **=** Integer**.**valueOf**(**numStrs**[**0**]);**

long down **=** Integer**.**valueOf**(**numStrs**[**1**]);**

System**.**out**.**println**(**getResult2**(**up**,** down**));**

**}**

scanner**.**close**();**

**}**

static String getResult**(**long up**,**long down**)** **{**

StringBuilder sb **=** **new** StringBuilder**();**

long temp **=** 0**;**

**while** **(**down **%** up **!=** 0**)** **{**

//得到第一个埃及分数的分母

temp **=** down**/**up **+** 1**;**

sb**.**append**(**1**+**"/"**+**temp**+**"+"**);**

//公式：up/down - 1/temp

up **=** up**\***temp **-** down**;**

down **=** down**\***temp**;**

**}**

sb**.**append**(**1**+**"/"**+**down**/**up**);**

**return** sb**.**toString**();**

**}**

static String getResult2**(**long up**,**long down**)** **{**

StringBuilder sb **=** **new** StringBuilder**();**

long temp **=** 0**;**

**while** **(true)** **{**

**if** **(**up **==** 3 **&&** down **%** 2 **==** 0**)** **{**

sb**.**append**(**1**+**"/"**+**down**/**2**+**"+"**+**1**+**"/"**+**down**);**

**break;**

**}**

**if** **(**down **%** up **==** 0**)** **{**

sb**.**append**(**1**+**"/"**+**down**/**up**);**

**break;**

**}** **else** **{**

temp **=** down**/**up **+** 1**;**

sb**.**append**(**1**+**"/"**+**temp**+**"+"**);**

**}**

//公式：up/down - 1/temp

up **=** up**\***temp **-** down**;**

down **=** down**\***temp**;**

**}**

**return** sb**.**toString**();**

**}**

**}**

# 判断IP合法

**import** java**.**util**.**Scanner**;**

**import** java**.**util**.**regex**.**Matcher**;**

**import** java**.**util**.**regex**.**Pattern**;**

public class Main **{**

public static void main**(**String**[]** args**)** **{**

Scanner scanner **=** **new** Scanner**(**System**.**in**);**

**while** **(**scanner**.**hasNext**())** **{**

String ip **=** scanner**.**next**();**

Pattern pattern **=** Pattern**.**compile**(**"(25[0-5]|2[0-4][0-9]|[01]?[0-9][0-9]?)"

**+** "\\.(25[0-5]|2[0-4][0-9]|[01]?[0-9][0-9]?)"

**+** "\\.(25[0-5]|2[0-4][0-9]|[01]?[0-9][0-9]?)"

**+** "\\.(25[0-5]|2[0-4][0-9]|[01]?[0-9][0-9]?)"**);**

Matcher matcher **=** pattern**.**matcher**(**ip**);**

System**.**out**.**println**(**matcher**.**matches**());**

**}**

scanner**.**close**();**

**}**

**}**

# 数组分2组

![](data:image/png;base64,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)

**import** java**.**util**.**ArrayList**;**

**import** java**.**util**.**HashSet**;**

**import** java**.**util**.**Scanner**;**

public class Main **{**

static int findSum **=** 88**;**

public static void main**(**String**[]** args**)** **{**

Scanner scanner **=** **new** Scanner**(**System**.**in**);**

**while** **(**scanner**.**hasNext**())** **{**

int n **=** scanner**.**nextInt**();**

int**[]** all **=** **new** int**[**n**];**

**for** **(**int i**=**0**;** i**<**n**;** i**++)** **{**

all**[**i**]** **=** scanner**.**nextInt**();**

**}**

int sumFive **=** 0**,**sumThree **=** 0**,**sumOther**=**0**,**differece**=**0**;**

int**[]** other **=** **new** int**[**n**];**

int index**=**0**;**

**for** **(**int i**=**0**;** i**<**n**;** i**++)** **{**

**if** **(**all**[**i**]** **%** 5 **==** 0**)** **{**

sumFive **+=** all**[**i**];**//对所有5的倍数求和

**}** **else** **if** **(**all**[**i**]** **%** 3 **==** 0**)** **{**

sumThree **+=** all**[**i**];**//对所有3的倍数求和

**}** **else** **{**//对剩余其他数放到一组，并求和

other**[**index**++]** **=** all**[**i**];**

sumOther **+=** all**[**i**];**

**}**

**}**

//5的倍数的所有数之和 与 3的倍数的所有数值和的差值

differece **=** Math**.**abs**(**sumFive **-** sumThree**);**

//将剩余的数分成2组，m1,m2分别表示这2组数的和

//应满足如下条件：假设m1>m2

//m1+m2 = sumOther, m1-m2 = differece

//故m1 = (sumOther+differece)/2; 且m1为整数

//找出sumOther数组中能否分出一组数，使其和为m1

**if** **((**sumOther**+**differece**)** **%** 2 **==** 1**)** **{**

System**.**out**.**println**(false);**

**continue;**

**}**

int m1 **=** **(**sumOther**+**differece**)/**2**;**

findSum **=** m1**;**

findFlag **=** **false;**//连续判断前先复位

getPartSum**(**other**,** 0**,** 0**);**

**if** **(**findFlag**)**

System**.**out**.**println**(true);**

**else**

System**.**out**.**println**(false);**

**}**

scanner**.**close**();**

**}**

// static HashSet<Integer> sumSet = new HashSet<>();

volatile static boolean findFlag **=** **false;**

//找出sumOther数组中能否分出一组数，使其和为m1

static void getPartSum**(**int**[]** arr**,** int index**,** int sum**)** **{**

**if** **(**findFlag**)** **return;**

// sumSet.add(sum);

**if** **(**sum **==** findSum**)** **{**

findFlag **=** **true;**

**}**

**if** **(**index **==** arr**.**length**)** **{**

**return;**

**}**

int tempSum **=** 0**;**

//加上该元素

tempSum **=** sum **+** arr**[**index**];**

getPartSum**(**arr**,** index**+**1**,** tempSum**);**

//不加该元素

getPartSum**(**arr**,** index**+**1**,** sum**);**

**}**

**}**

# 记票统计
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package com**.**oj**;**

**import** java**.**util**.**ArrayList**;**

**import** java**.**util**.**Scanner**;**

public class Main **{**

public static void main**(**String**[]** args**)** **{**

Scanner scanner **=** **new** Scanner**(**System**.**in**);**

**while** **(**scanner**.**hasNext**())** **{**

int candidateNum **=** scanner**.**nextInt**();**

ArrayList**<**String**>** candidates **=** **new** ArrayList**<>();**

int**[]** vote **=** **new** int**[**candidateNum**];**

**for** **(**int i**=**0**;** i**<**candidateNum**;** i**++)** **{**

candidates**.**add**(**scanner**.**next**());**

**}**

int voteNum **=** scanner**.**nextInt**();**

int validVotes**=**0**;**

String voteName**;**

**for** **(**int i**=**0**;** i**<**voteNum**;** i**++)** **{**

voteName **=** scanner**.**next**();**

**if** **(**candidates**.**contains**(**voteName**))** **{**

int id **=** candidates**.**indexOf**(**voteName**);**

vote**[**id**]++;**

validVotes**++;**

**}**

**}**

**for(**int i**=**0**;**i**<**candidates**.**size**();**i**++)**

**{**

System**.**out**.**println**(**candidates**.**get**(**i**)+**" : "**+**vote**[**i**]);**

**}**

System**.**out**.**println**(**"Invalid : "**+(**voteNum**-**validVotes**));**

**}**

scanner**.**close**();**

**}**

**}**

# 人民币转换
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**import** java**.**util**.**Scanner**;**

public class Main **{**

static String**[]** num **=** **{**"零"**,**"壹"**,**"贰"**,**"叁"**,**"肆"**,**"伍"**,**"陆"**,**"柒"**,**"捌"**,**"玖"**,**"拾"**};**

public static void main**(**String**[]** args**)** **{**

Scanner scanner **=** **new** Scanner**(**System**.**in**);**

**while** **(**scanner**.**hasNext**())** **{**

double money **=** scanner**.**nextFloat**();**

System**.**out**.**println**(**"人民币"**+**getRMB**((**long**)** money**)+**getRMBDecimal**(**money**));**

**}**

scanner**.**close**();**

**}**

static String getRMB**(**long m**)** **{**

//拾、佰、仟、万、亿、元、角、分、零、整

**if** **(**m**>=**0 **&&** m **<=** 9**)** **{**

**return** **(**num**[(**int**)** m**]);**

**}** **else** **if** **(**m **<** 100**)** **{**

**if** **(**m **%** 10 **==** 0**)** **{**

**return** **(**m**/**10 **==** 1**)?**"拾"**:**getRMB**(**m**/**10**)** **+** "拾"**;**

**}** **else** **{**

**return** **(**m**/**10 **==** 1**)?**"拾"

**+** getRMB**(**m**%**10**):**getRMB**(**m**/**10**)** **+** "拾" **+** getRMB**(**m**%**10**);**

**}**

**}** **else** **if** **(**m **<** 1000**)** **{**

**if** **(**m **%** 100 **==** 0**)** **{**

**return** getRMB**(**m**/**100**)** **+** "佰"**;**

**}else** **if** **(**m **%** 100 **<** 10**)** **{** //十位为0

**return** getRMB**(**m**/**100**)** **+** "佰零"**+**getRMB**(**m**%**10**);**

**}else** **{**

**return** getRMB**(**m**/**100**)** **+** "佰" **+** getRMB**(**m**%**100**);**

**}**

**}** **else** **if** **(**m **<** 10000**)** **{**

**if** **(**m **%** 1000 **==** 0**)** **{**

**return** getRMB**(**m**/**1000**)** **+** "仟"**;**

**}** **else** **if** **(**m **%** 1000 **<** 100**)** **{**//百位为0

**return** getRMB**(**m**/**1000**)** **+** "仟零"**+**getRMB**(**m**%**100**);**

**}** **else** **{**

**return** getRMB**(**m**/**1000**)** **+** "仟" **+** getRMB**(**m**%**1000**);**

**}**

**}** **else** **if** **(**m **<** 100\_000\_000L**)** **{**//小于1亿

**if** **(**m **%** 10000 **==** 0**)** **{**

**return** getRMB**(**m**/**10000**)** **+** "万"**;**

**}** **else** **{**

**return** getRMB**(**m**/**10000**)** **+** "万" **+** getRMB**(**m**%**10000**);**

**}**

**}** **else** **if** **(**m **>=** 100\_000\_000L**){**

**if** **(**m **%** 100\_000\_000L **==** 0**)** **{**

**return** getRMB**(**m**/**100\_000\_000L**)** **+** "亿"**;**

**}** **else** **{**

**return** getRMB**(**m**/**100\_000\_000L**)** **+** "亿" **+** getRMB**(**m**%**100\_000\_000L**);**

**}**

**}**

**return** ""**;**

**}**

static String getRMBDecimal**(**double money**)** **{**

int decimal **=** **(**int**)** **(**money**\***100 **-** **((**int**)(**money**))\***100**);**

**if** **(**decimal **==** 0**)** **{**

**return** "元整"**;**

**}** **else** **if** **(**decimal **<** 10**){**

**return** "元"**+**num**[**decimal**%**10**]+**"分"**;**

**}** **else** **{**

**return** "元"**+**num**[**decimal**/**10**]+**"角"

**+(((**decimal**%**10**)==**0**)?**""**:**num**[**decimal**%**10**]+**"分"**);**

**}**

**}**

**}**

改进后：

**import** java**.**util**.**Scanner**;**

public class Main **{**

static String**[]** num **=** **{**"零"**,**"壹"**,**"贰"**,**"叁"**,**"肆"**,**"伍"**,**"陆"**,**"柒"**,**"捌"**,**"玖"**,**"拾"**};**

public static void main**(**String**[]** args**)** **{**

Scanner scanner **=** **new** Scanner**(**System**.**in**);**

**while** **(**scanner**.**hasNext**())** **{**

double money **=** scanner**.**nextDouble**();**

System**.**out**.**println**(**"人民币"**+**

**((**getRMB**((**long**)** money**).**equals**(**"零"**))?**""**:**getRMB**((**long**)** money**)+**"元"**)**

**+**getRMBDecimal**(**money**));**

**}**

scanner**.**close**();**

**}**

static String getRMB**(**long m**)** **{**

//拾、佰、仟、万、亿、元、角、分、零、整

**if** **(**m**>=**0 **&&** m **<=** 9**)** **{**

**return** **(**num**[(**int**)** m**]);**

**}** **else** **if** **(**m **<** 100**)** **{**

**if** **(**m **%** 10 **==** 0**)** **{**

**return** **(**m**/**10 **==** 1**)?**"拾"**:**getRMB**(**m**/**10**)** **+** "拾"**;**

**}** **else** **{**

**return** **(**m**/**10 **==** 1**)?**"拾"

**+** getRMB**(**m**%**10**):**getRMB**(**m**/**10**)** **+** "拾" **+** getRMB**(**m**%**10**);**

**}**

**}** **else** **if** **(**m **<** 1000**)** **{**

**if** **(**m **%** 100 **==** 0**)** **{**

**return** getRMB**(**m**/**100**)** **+** "佰"**;**

**}else** **if** **(**m **%** 100 **<** 10**)** **{** //十位为0

**return** getRMB**(**m**/**100**)** **+** "佰零"**+**getRMB**(**m**%**10**);**

**}else** **{**

**return** getRMB**(**m**/**100**)** **+** "佰" **+** getRMB**(**m**%**100**);**

**}**

**}** **else** **if** **(**m **<** 10000**)** **{**

**if** **(**m **%** 1000 **==** 0**)** **{**

**return** getRMB**(**m**/**1000**)** **+** "仟"**;**

**}** **else** **if** **(**m **%** 1000 **<** 100**)** **{**//百位为0

**return** getRMB**(**m**/**1000**)** **+** "仟零"**+**getRMB**(**m**%**100**);**

**}** **else** **{**

**return** getRMB**(**m**/**1000**)** **+** "仟" **+** getRMB**(**m**%**1000**);**

**}**

**}** **else** **if** **(**m **<** 100\_000\_000L**)** **{**//小于1亿

**if** **(**m **%** 10000 **==** 0**)** **{**

**return** getRMB**(**m**/**10000**)** **+** "万"**;**

**}** **else** **{**

**return** getRMB**(**m**/**10000**)** **+** "万" **+** getRMB**(**m**%**10000**);**

**}**

**}** **else** **if** **(**m **>=** 100\_000\_000L**){**

**if** **(**m **%** 100\_000\_000L **==** 0**)** **{**

**return** getRMB**(**m**/**100\_000\_000L**)** **+** "亿"**;**

**}** **else** **{**

**return** getRMB**(**m**/**100\_000\_000L**)** **+** "亿" **+** getRMB**(**m**%**100\_000\_000L**);**

**}**

**}**

**return** ""**;**

**}**

static String getRMBDecimal**(**double money**)** **{**

long temp **=** **(**long**)** **(**money**\***1000**);**

int decimal **=** **(**int**)** **(**temp**/**10**);**

**if** **(**decimal **==** 0**)** **{**

**return** "整"**;**

**}** **else** **if** **(**decimal **<** 10**){**

**return** num**[**decimal**%**10**]+**"分"**;**

**}** **else** **{**

**return** num**[**decimal**/**10**]+**"角"

**+(((**decimal**%**10**)==**0**)?**""**:**num**[**decimal**%**10**]+**"分"**);**

**}**

**}**

**}**

# [动态规划](http://www.hawstein.com/posts/dp-novice-to-advanced.html)

如果我们有面值为1元、3元和5元的硬币若干枚，如何用最少的硬币凑够11元？ (表面上这道题可以用贪心算法，但贪心算法无法保证可以求出解，比如1元换成2元的时候)

首先我们思考一个问题，如何用最少的硬币凑够i元(i<11)？为什么要这么问呢？ 两个原因：1.当我们遇到一个大问题时，总是习惯把问题的规模变小，这样便于分析讨论。 2.这个规模变小后的问题和原来的问题是同质的，除了规模变小，其它的都是一样的， 本质上它还是同一个问题(规模变小后的问题其实是原问题的子问题)。

public class Demo **{**

public static void main**(**String**[]** args**)** **{**

int**[]** dp **=** **new** int**[**12**];**

printArray**(**dp**);**

**for** **(**int i**=**1**;** i**<**12**;** i**++)** **{**

int m1**=**100**,**m2**=**100**,**m3**=**100**;**

**if** **(**i **>=** 1**)** **{**

m1 **=** dp**[**i**-**1**]** **+** 1**;**

**}**

**if** **(**i **>=** 3**)** **{**

m2 **=** dp**[**i**-**3**]** **+** 1**;**

**}**

**if** **(**i **>=** 5**)** **{**

m3 **=** dp**[**i**-**5**]** **+** 1**;**

**}**

dp**[**i**]** **=** min**(**m1**,**m2**,**m3**);**

**}**

printArray**(**dp**);**

**}**

private static int min**(**int m1**,** int m2**,** int m3**)** **{**

int minV **=** m1 **<** m2 **?** m1 **:** m2**;**

minV **=** m3 **<** minV **?** m3 **:** minV**;**

**return** minV**;**

**}**

static void printArray**(**int**[]** ns**)** **{**

**for** **(**int i**=**0**;** i**<**ns**.**length**;** i**++)** **{**

System**.**out**.**print**(**ns**[**i**]** **+** " "**);**

**}**

System**.**out**.**println**();**

**}**

**}**

**static** **void** get() {

**int**[] dp = **new** **int**[12];

**int** inf = 100;

**for** (**int** i=1; i<=11; i++) {

dp[i] = *min*(i-1>=0?dp[i-1]+1:inf, i-3>=0?dp[i-3]+1:inf,

i-5>=0?dp[i-5]+1:inf);

}

}

**private** **static** **int** min(**int** i, **int** j, **int** k) {

**return** *min2*(i, *min2*(j, k));

}

**private** **static** **int** min2(**int** j, **int** k) {

**return** j < k ? j : k;

}

![](data:image/png;base64,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)

一个序列有N个数：A[1],A[2],…,A[N]，求出最长非降子序列的长度。 (讲DP基本都会讲到的一个问题LIS：longest increasing subsequence)

让我们沿用“入门”一节里那道简单题的思路来一步步找到“状态”和“状态转移方程”。 假如我们考虑求A[1],A[2],…,A[i]的最长非降子序列的长度，其中i<N， 那么上面的问题变成了原问题的一个子问题(问题规模变小了，你可以让i=1,2,3等来分析) 然后我们定义d(i)，表示前i个数中以A[i]结尾的最长非降子序列的长度。OK， 对照“入门”中的简单题，你应该可以估计到这个d(i)就是我们要找的状态。 如果我们把d(1)到d(N)都计算出来，那么最终我们要找的答案就是这里面最大的那个。 状态找到了，下一步找出状态转移方程。

为了方便理解我们是如何找到状态转移方程的，我先把下面的例子提到前面来讲。 如果我们要求的这N个数的序列是：

5，3，4，8，6，7

根据上面找到的状态，我们可以得到：（下文的最长非降子序列都用LIS表示）

* 前1个数的LIS长度d(1)=1(序列：5)
* 前2个数的LIS长度d(2)=1(序列：3；3前面没有比3小的)
* 前3个数的LIS长度d(3)=2(序列：3，4；4前面有个比它小的3，所以d(3)=d(2)+1)
* 前4个数的LIS长度d(4)=3(序列：3，4，8；8前面比它小的有3个数，所以 d(4)=max{d(1),d(2),d(3)}+1=3)

OK，分析到这，我觉得状态转移方程已经很明显了，如果我们已经求出了d(1)到d(i-1)， 那么d(i)可以用下面的状态转移方程得到：

d(i) = max{1, d(j)+1},其中j<i,A[j]<=A[i]

用大白话解释就是，想要求d(i)，就把i前面的各个子序列中， 最后一个数不大于A[i]的序列长度加1，然后取出最大的长度即为d(i)。 当然了，有可能i前面的各个子序列中最后一个数都大于A[i]，那么d(i)=1， 即它自身成为一个长度为1的子序列。

实际代码中的dp[i]表示数组第i个下标处值到数组起始位置的最长非降序子序列

public class Demo **{**

public static void main**(**String**[]** args**)** **{**

int**[]** ns **=** **{**1**,**3**,**4**,**2**,**5**,**1**,**7**};**

int**[]** dp **=** **new** int**[**ns**.**length**+**1**];**

printArray**(**dp**);**

**for** **(**int i**=**0**;** i**<**ns**.**length**;** i**++)** **{**

**if** **(**i **==** 0**)** **{**

dp**[**i**]** **=** 1**;**

**continue;**

**}**

int num **=** ns**[**i**];**

int id **=** i**-**1**;**

int max **=** 0**;**

**while** **(**id **>=** 0**)** **{**

//找到前面小于大于它的所有值中 最长的序列

**if** **(**ns**[**id**]** **<=** num**)** **{**

max **=** **(**dp**[**id**]** **>** max **?** dp**[**id**]** **:** max**);**

**}**

id**--;**

**}**

dp**[**i**]** **=** max**+**1**;**

**}**

printArray**(**dp**);**

**}**

static void printArray**(**int**[]** ns**)** **{**

**for** **(**int i**=**0**;** i**<**ns**.**length**;** i**++)** **{**

System**.**out**.**print**(**ns**[**i**]** **+** " "**);**

**}**

System**.**out**.**println**();**

**}**

**}**

**static** **void** get(**int**[] array) {

**int**[] dp = **new** **int**[array.length];

**for** (**int** i=0; i<dp.length; i++) {

dp[i] = 1;

}

**for** (**int** i=0; i<dp.length; i++) {

**for** (**int** k=0; k<i; k++) {

**if** (array[k] <= array[i]) {

dp[i] = *max*(dp[i], dp[k]+1);

}

}

}

*p*(dp);

}
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接下来，让我们来看看如何解决二维的DP问题。

平面上有N\*M个格子，每个格子中放着一定数量的苹果。你从左上角的格子开始， 每一步只能向下走或是向右走，每次走到一个格子上就把格子里的苹果收集起来， 这样下去，你最多能收集到多少个苹果。

解这个问题与解其它的DP问题几乎没有什么两样。第一步找到问题的“状态”， 第二步找到“状态转移方程”，然后基本上问题就解决了。

首先，我们要找到这个问题中的“状态”是什么？我们必须注意到的一点是， 到达一个格子的方式最多只有两种：从左边来的(除了第一列)和从上边来的(除了第一行)。 因此为了求出到达当前格子后最多能收集到多少个苹果， 我们就要先去考察那些能到达当前这个格子的格子，到达它们最多能收集到多少个苹果。 (是不是有点绕，但这句话的本质其实是DP的关键：欲求问题的解，先要去求子问题的解)

经过上面的分析，很容易可以得出问题的状态和状态转移方程。 状态S[i][j]表示我们走到(i, j)这个格子时，最多能收集到多少个苹果。那么， 状态转移方程如下：

S[i][j]=A[i][j] + max(S[i-1][j], if i>0 ; S[i][j-1], if j>0)

其中i代表行，j代表列，下标均从0开始；A[i][j]代表格子(i, j)处的苹果数量。

S[i][j]有两种计算方式：1.对于每一行，从左向右计算，然后从上到下逐行处理；2. 对于每一列，从上到下计算，然后从左向右逐列处理。 这样做的目的是为了在计算S[i][j]时，S[i-1][j]和S[i][j-1]都已经计算出来了。

代码如下：

package com**.**oj**;**

public class Demo **{**

public static void main**(**String**[]** args**)** **{**

int**[][]** dish **=** **{{**1**,**2**,**3**,**4**},{**5**,**6**,**7**,**8**,**9**}};**

int**[][]** dp **=** **new** int**[**3**][**5**];**

int row **=** dish**.**length**;**

int column **=** dish**[**0**].**length**;**

printArray**(**dish**);**

**for** **(**int i**=**1**;** i**<=**row**;** i**++)** **{**

**for** **(**int j**=**1**;** j**<=**column**;** j**++)** **{**

dp**[**i**][**j**]** **=** max**(**dp**[**i**-**1**][**j**],** dp**[**i**][**j**-**1**])** **+** dish**[**i**-**1**][**j**-**1**];**

**}**

**}**

printArray**(**dp**);**

System**.**out**.**println**(**"max:"**+**dp**[**row**][**column**]);**

**}**

private static int max**(**int i**,** int j**)** **{**

**return** i **>** j **?** i **:** j**;**

**}**

static void printArray**(**int**[][]** ns**)** **{**

**for** **(**int i**=**0**;** i**<**ns**.**length**;** i**++)** **{**

**for** **(**int j**=**0**;** j**<**ns**[**0**].**length**;** j**++)** **{**

System**.**out**.**print**(**ns**[**i**][**j**]** **+** " "**);**

**}**

System**.**out**.**println**();**

**}**

**}**

**}**
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# [背包问题（一）](http://www.hawstein.com/posts/dp-knapsack.html)

话说有一哥们去森林里玩发现了一堆宝石，他数了数，一共有n个。 但他身上能装宝石的就只有一个背包，背包的容量为C。这哥们把n个宝石排成一排并编上号： 0,1,2,…,n-1。第i个宝石对应的体积和价值分别为V[i]和W[i] 。排好后这哥们开始思考： 背包总共也就只能装下体积为C的东西，那我要装下哪些宝石才能让我获得最大的利益呢？

OK，如果是你，你会怎么做？你斩钉截铁的说：动态规划啊！恭喜你，答对了。 那么让我们来看看，动态规划中最最最重要的两个概念： 状态和状态转移方程在这个问题中分别是什么。

我们要怎样去定义状态呢？这个状态总不能是凭空想象或是从天上掉下来的吧。 为了方便说明，让我们先实例化上面的问题。一般遇到n，你就果断地给n赋予一个很小的数， 比如n=3。然后设背包容量C=10，三个宝石的体积为5，4，3，对应的价值为20，10，12。 对于这个例子，我想智商大于0的人都知道正解应该是把体积为5和3的宝石装到背包里， 此时对应的价值是20+12=32。接下来，我们把第三个宝石拿走， 同时背包容量减去第三个宝石的体积（因为它是装入背包的宝石之一）， 于是问题的各参数变为：n=2，C=7，体积｛5，4｝，价值｛20，10｝。好了， 现在这个问题的解是什么？我想智商等于0的也解得出了：把体积为5的宝石放入背包 （然后剩下体积2，装不下第二个宝石，只能眼睁睁看着它溜走），此时价值为20。 这样一来，我们发现，n=3时，放入背包的是0号和2号宝石；当n=2时， 我们放入的是0号宝石。这并不是一个偶然，没错， 这就是传说中的“全局最优解包含局部最优解”（n=2是n=3情况的一个局部子问题）。 绕了那么大的圈子，你可能要问，这都哪跟哪啊？说好的状态呢？说好的状态转移方程呢？ 别急，它们已经呼之欲出了。

我们再把上面的例子理一下。当n=2时，我们要求的是前2个宝石， 装到体积为7的背包里能达到的最大价值；当n=3时，我们要求的是前3个宝石， 装到体积为10的背包里能达到的最大价值。有没有发现它们其实是一个句式！OK， 让我们形式化地表示一下它们， 定义d(i,j)为前i个宝石装到剩余体积为j的背包里能达到的最大价值。 那么上面两句话即为：d(2, 7)和d(3, 10)。这样看着真是爽多了， 而这两个看着很爽的符号就是我们要找的状态了。 即状态d(i,j)表示前i个宝石装到剩余体积为j的背包里能达到的最大价值。 上面那么多的文字，用一句话概括就是：根据子问题定义状态！你找到子问题， 状态也就浮出水面了。而我们最终要求解的最大价值即为d(n, C)：前n个宝石 （0,1,2…,n-1）装入剩余容量为C的背包中的最大价值。状态好不容易找到了， 状态转移方程呢？顾名思义，状态转移方程就是描述状态是怎么转移的方程（好废话！）。 那么回到例子，d(2, 7)和d(3, 10)是怎么转移的？来，我们来说说2号宝石 （记住宝石编号是从0开始的）。从d(2, 7)到d(3, 10)就隔了这个2号宝石。 它有两种情况，装或者不装入背包。如果装入，在面对前2个宝石时， 背包就只剩下体积7来装它们，而相应的要加上2号宝石的价值12， d(3, 10)=d(2, 10-3)+12=d(2, 7)+12；如果不装入，体积仍为10，价值自然不变了， d(3, 10)=d(2, 10)。记住，d(3, 10)表示的是前3个宝石装入到剩余体积为10 的背包里能达到的最大价值，既然是最大价值，就有d(3, 10)=max{ d(2, 10), d(2, 7)+12 }。好了，这条方程描述了状态d(i, j)的一些关系， 没错，它就是状态转移方程了。把它形式化一下：d(i, j)=max{ d(i-1, j), d(i-1,j-V[i-1]) + W[i-1] }。注意讨论前i个宝石装入背包的时候， 其实是在考查第i-1个宝石装不装入背包（因为宝石是从0开始编号的）。至此， 状态和状态转移方程都已经有了。接下来，直接上代码。

好，至此我们解决了背包问题中最基本的0/1背包问题。等等，这时你可能要问， 我现在只知道背包能装入宝石的最大价值，但我还不知道要往背包里装入哪些宝石啊。嗯， 好问题！让我们先定义一个数组x，对于其中的元素为1时表示对应编号的宝石放入背包， 为0则不放入。让我们回到上面的例子，对于体积为5，4，3，价值为20，10，12的3个宝石 ，如何求得其对应的数组x呢？（明显我们目测一下就知道x={1 0 1}， 但程序可目测不出来）OK，让我们还是从状态说起。如果我们把2号宝石放入了背包， 那么是不是也就意味着，前3个宝石放入背包的最大价值要比前2个宝石放入背包的价值大， 即：d(3, 10)>d(2, 10)。再用字母代替具体的数字 （不知不觉中我们就用了不完全归纳法哈），当d(i, j)>d(i-1, j)时，x(i-1)=1;OK， 上代码：

public class Demo **{**

public static void main**(**String**[]** args**)** **{**

int vs**[]** **=** **{**5**,**4**,**3**,**3**};**//宝石体积

int ws**[]** **=** **{**20**,**10**,**12**,**15**};**//宝石重量

int bagVolume **=** 10**;**//背包体积

//状态dp[i][j]表示将前i个宝石装入剩余体积为j的背包中所能获取的最大价值

//状态转移方程为：vs[i]第i个宝石的体积，ws[i]第i个宝石的价值

//dp[i][j]=max{dp[i-1][j](不装入背包),dp[i-1][j-vs[i]]+ws[i](装入)};

int**[][]** dp **=** **new** int**[**vs**.**length**+**1**][**bagVolume**+**1**];**

int row **=** vs**.**length**;**

//背包体积，要求在体积范围内装入价值最多的宝石

int column **=** bagVolume**;**

printArray2**(**dp**);**

**for** **(**int i**=**0**;** i**<=**row**;** i**++)** **{**

**for** **(**int j**=**0**;** j**<=**bagVolume**;** j**++)** **{**

//初始化第一行

**if** **(**i **==** 0**)** **{**

dp**[**i**][**j**]** **=** 0**;**

**continue;**

**}**

//当前背包剩余体积可以装下第i个宝石。

//vs[i-1]表示第i个宝石的体积，下标从0开始

**if** **(**j **>=** vs**[**i**-**1**])** **{**

dp**[**i**][**j**]** **=** max**(**dp**[**i**-**1**][**j**],** dp**[**i**-**1**][**j**-**vs**[**i**-**1**]]+**ws**[**i**-**1**]);**

**}**

**}**

**}**

//打印列下标

**for** (**int** i=0; i<=bagVolume; i++) {

System.***out***.printf("%-3d ",i);

}

System**.**out**.**println**();**

printArray2**(**dp**);**

System**.**out**.**println**(**"max:"**+**dp**[**row**][**column**]);**

//标记装入背包的宝石

int book**[]** **=** **new** int**[**vs**.**length**];**

int j **=** bagVolume**;**

**for** **(**int i**=**vs**.**length**;** i**>**0**;** i**--)** **{**

**if** **(**dp**[**i**][**j**]** **>** dp**[**i**-**1**][**j**])** **{**

book**[**i**-**1**]** **=** 1**;**

j **=** j **-** vs**[**i**-**1**];**

**}**

**}**

printArray**(**book**);**

**}**

private static int max**(**int i**,** int j**)** **{**

// TODO Auto-generated method stub

**return** i **>** j **?** i **:** j**;**

**}**

static void printArray2**(**int**[][]** ns**)** **{**

**for** **(**int i**=**0**;** i**<**ns**.**length**;** i**++)** **{**

**for** **(**int j**=**0**;** j**<**ns**[**0**].**length**;** j**++)** **{**

System**.**out**.**printf**(**"%-3d "**,**ns**[**i**][**j**]);**

**}**

System**.**out**.**println**();**

**}**

**}**

static void printArray**(**int**[]** ns**)** **{**

**for** **(**int i**=**0**;** i**<**ns**.**length**;** i**++)** **{**

System**.**out**.**printf**(**"%-3d "**,**ns**[**i**]);**

**}**

System**.**out**.**println**();**

**}**

**}**
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由上面那一小段优化过后的代码可知，状态转移方程为：d(i, j)=max{ d(i-1, j), d(i-1, j-V)+W }，也就是在计算d(i, j)时我们用到了d(i-1,j)和d(i-1, j-V)的值。 如果我们只用一个一维数组d(0)～d(C)来保存状态值可以么？将i方向的维数去掉， 我们可以将原来二维数组表示为一维数据：d(i-1, j-V)变为d(j-V)， d(i-1, j)变为d(j)。当我们要计算d(i, j)时，只需要比较d(j)和d(j-V)+W的大小， 用较大的数更新d(j)即可。等等，如果我要计算d(i, j+1)，而它恰好要用到d(i-1, j)的值， 那么问题就出来了，因为你刚刚才把它更新为d(i, j)了。那么，怎么办呢？ 按照j递减的顺序即可避免这种问题。比如，你计算完d(i, j)， 接下来要计算的是d(i,j-1)，而它的状态转移方程为d(i, j-1)=max{ d(i-1, j-1), d(i-1, j-1-V)+W }，它不会再用到d(i-1,j)的值！所以， 即使该位置的值被更新了也无所谓。好，上代码：

public class Demo **{**

public static void main**(**String**[]** args**)** **{**

int vs**[]** **=** **{**5**,**4**,**3**,**3**};**//宝石体积

int ws**[]** **=** **{**20**,**10**,**12**,**15**};**//宝石重量

int bagVolume **=** 10**;**//背包体积

//状态dp[i][j]表示将前i个宝石装入剩余体积为j的背包中所能获取的最大价值

//状态转移方程为：vs[i]第i个宝石的体积，ws[i]第i个宝石的价值

//dp[i][j]=max{dp[i-1][j](不装入背包),dp[i-1][j-vs[i]]+ws[i](装入)};

//为降低空间复杂度 dp[j]=max{dp[j],dp[j-vs[i]]+ws[i]};

//关键：对dp求值应从后往前求

//一维数组的缺点是无法得知哪些宝石需要被装入

int**[]** dp **=** **new** int**[**bagVolume**+**1**];**

int row **=** vs**.**length**;**

//背包体积，要求在体积范围内装入价值最多的宝石

int column **=** bagVolume**;**

printArray**(**dp**);**

**for** **(**int i**=**1**;** i**<=**row**;** i**++)** **{**

//关键：对dp求值应从后往前求

**for** **(**int j**=**bagVolume**;** j**>=**0**;** j**--)** **{**

**if** **(**j **>=** vs**[**i**-**1**])** **{**

dp**[**j**]** **=** max**(**dp**[**j**],** dp**[**j**-**vs**[**i**-**1**]]+**ws**[**i**-**1**]);**

**}**

**}**

printArray**(**dp**);**

**}**

//打印列下标

**for** **(**int i**=**0**;** i**<=**bagVolume**;** i**++)** **{**

System**.**out**.**printf**(**"%-3d "**,**i**);**

**}**

System**.**out**.**println**();**

printArray**(**dp**);**

System**.**out**.**println**(**"max:"**+**dp**[**bagVolume**]);**

**}**

private static int max**(**int i**,** int j**)** **{**

**return** i **>** j **?** i **:** j**;**

**}**

static void printArray**(**int**[]** ns**)** **{**

**for** **(**int i**=**0**;** i**<**ns**.**length**;** i**++)** **{**

System**.**out**.**printf**(**"%-3d "**,**ns**[**i**]);**

**}**

System**.**out**.**println**();**

**}**

**}**
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**import** java**.**util**.**ArrayList**;**

**import** java**.**util**.**Collections**;**

**import** java**.**util**.**HashMap**;**

**import** java**.**util**.**Scanner**;**

public class Main **{**

public static void main**(**String**[]** args**)** **throws** InterruptedException **{**

Scanner scanner **=** **new** Scanner**(**System**.**in**);**

**while** **(**scanner**.**hasNextLine**())** **{**

String in **=** scanner**.**nextLine**();**

int**[]** book **=** **new** int**[**128**];**

char get**;**

**for** **(**int i**=**0**;** i**<**in**.**length**();** i**++)** **{**

get **=** in**.**charAt**(**i**);**

**if** **(**String**.**valueOf**(**get**).**matches**(**"[0-9a-zA-z[\\u0020]]"**))**

book**[**in**.**charAt**(**i**)]++;**

**}**

ArrayList**<**CharStatics**>** list **=** **new** ArrayList**<>();**

**for** **(**int i**=**0**;** i**<**128**;** i**++)** **{**

**if** **(**book**[**i**]** **!=** 0**)** **{**

CharStatics ch **=** **new** CharStatics**((**char**)** i**,** book**[**i**]);**

list**.**add**(**ch**);**

**}**

**}**

Collections**.**sort**(**list**);**

**for** **(**CharStatics c **:** list**)** **{**

System**.**out**.**print**(**c**.**getName**());**

**}**

**}**

scanner**.**close**();**

**}**

**}**

class CharStatics **implements** Comparable**<**CharStatics**>** **{**

char name**;**

int times**;**

public CharStatics**(**char n**,** int t**)** **{**

name **=** n**;**

times **=** t**;**

**}**

public char getName**()** **{**

**return** name**;**

**}**

@Override

public String toString**()** **{**

**return** name**+**":"**+**times**;**

**}**

@Override

public int compareTo**(**CharStatics o**)** **{**

int d **=** o**.**times **-** **this.**times**;**

**if** **(**d **==** 0**)** **{**

d **=** **this.**name **-** o**.**name**;**

**}**

**return** d**;**

**}**

**}**

# 求解立方根

牛顿迭代法原理：  
对于求a的立方根，可以设f(x)=x^3-a，从而转换成求解f(x)=0，即求方程的根。  
f(x)展开泰勒公式：f(x)=f(x0)+(x-x0)\*f'(x0)=0，得出的x=x0-f(x0)/f'(x0)=g(x0)，此时递归调用该式子可以逐步接近于最终结果。  
为什么会接近于最终结果？当然，牛顿迭代并不是无条件收敛的。

**import** java**.**util**.**Scanner**;**

public class Main **{**

static double PRECISION **=** 0.0001**;**

public static void main**(**String**[]** args**)** **throws** InterruptedException **{**

Scanner scanner **=** **new** Scanner**(**System**.**in**);**

**while** **(**scanner**.**hasNext**())** **{**

double n **=** scanner**.**nextDouble**();**

System**.**out**.**printf**(**"%.1f"**,**getCubeRoot**(**n**));**

**}**

scanner**.**close**();**

**}**

static double getCubeRoot**(**double n**)** **{**

double x **=** 1**;**

double x0 **=** x **-** **(**x**\***x**\***x **-** n**)/(**3**\***x**\***x**);**

**while** **(**Math**.**abs**(**x**-**x0**)** **>** PRECISION**)** **{**

x **=** x0**;**

x0 **=** x **-** **(**x**\***x**\***x **-** n**)/(**3**\***x**\***x**);**

**}**

**return** x**;**

**}**

**}**

# 啊哈算法：岛屿染色

public class Main **{**

public static void main**(**String**[]** args**)** **throws** InterruptedException **{**

//岛的地图 0代表海水 大于0为陆地

int**[][]** map **=** **{{**0**,**0**,**0**,**0**,**0**,**0**,**0**,**0**,**0**,**0**,**0**},**

**{**0**,**1**,**2**,**1**,**0**,**0**,**0**,**0**,**0**,**2**,**3**},**//1~10

**{**0**,**3**,**0**,**2**,**0**,**1**,**2**,**1**,**0**,**1**,**2**},**

**{**0**,**4**,**0**,**1**,**0**,**1**,**2**,**3**,**2**,**0**,**1**},**

**{**0**,**3**,**2**,**0**,**0**,**0**,**1**,**2**,**4**,**0**,**0**},**

**{**0**,**0**,**0**,**0**,**0**,**0**,**0**,**1**,**5**,**3**,**0**},**

**{**0**,**0**,**1**,**2**,**1**,**0**,**1**,**5**,**4**,**3**,**0**},**

**{**0**,**0**,**1**,**2**,**3**,**1**,**3**,**6**,**2**,**1**,**0**},**

**{**0**,**0**,**0**,**3**,**4**,**8**,**9**,**7**,**5**,**0**,**0**},**

**{**0**,**0**,**0**,**0**,**3**,**7**,**8**,**6**,**0**,**1**,**2**},**

**{**0**,**0**,**0**,**0**,**0**,**0**,**0**,**0**,**0**,**1**,**0**}};**//

int Xborder **=** map**.**length**-**1**;**

int Yborder **=** map**[**0**].**length**-**1**;**

int**[][]** book **=** **new** int**[**Xborder**+**1**][**Yborder**+**1**];**

//使用bfs进行岛屿染色

int color **=** 1**;**

**for** **(**int i**=**1**;** i**<=**Xborder**;** i**++)** **{**

**for** **(**int j**=**1**;** j**<=**Yborder**;** j**++)** **{**

**if** **(**map**[**i**][**j**]** **!=** 0 **&&** book**[**i**][**j**]** **==** 0**)** **{**

findIsland**(**map**,** book**,** i**,** j**,** color**++);**

**}**

**}**

**}**

**}**

private static void findIsland**(**int**[][]** map**,**int**[][]** book**,**

int startX**,**int startY**,** int color**)** **{**

MyQueue queue **=** **new** MyQueue**();**

int Xborder **=** map**.**length**-**1**;**

int Yborder **=** map**[**0**].**length**-**1**;**

int sum **=** 0**;**

**if** **(**map**[**startX**][**startY**]** **!=** 0 **&&** book**[**startX**][**startY**]** **!=** 1**)** **{**

queue**.**add**(**startX**,** startY**);**

book**[**startX**][**startY**]** **=** color**;**

sum **=** 1**;**

**}**

**while** **(!**queue**.**isEmputy**())** **{**

int**[][]** next **=** **{{**0**,**1**},{**0**,-**1**},{**1**,**0**},{-**1**,**0**}};**

int**[]** node **=** queue**.**get**();**

**for** **(**int i**=**0**;** i**<**4**;** i**++)** **{**

int toX **=** node**[**0**]** **+** next**[**i**][**0**];**

int toY **=** node**[**1**]** **+** next**[**i**][**1**];**

**if** **(**toX **<** 1 **||** toX **>** Xborder **||** toY **<**1 **||** toY **>** Yborder**)** **{**

**continue;**

**}**

**if** **(**map**[**toX**][**toY**]** **!=** 0 **&&** book**[**toX**][**toY**]** **==** 0**)** **{**

queue**.**add**(**toX**,** toY**);**

book**[**toX**][**toY**]** **=** color**;**

sum**++;**

**}**

**}**

**}**

**if** **(**sum **!=** 0**)** **{**

System**.**out**.**println**(**"color:"**+**color**+**" sum:"**+**sum**);**

printArray2**(**book**);**

System**.**out**.**println**();**

**}**

**}**

static void printArray2**(**int**[][]** a**)** **{**

**for** **(**int i**=**1**;** i**<**a**.**length**;** i**++)** **{**

**for** **(**int j**=**1**;** j**<**a**[**0**].**length**;** j**++)** **{**

System**.**out**.**print**(**a**[**i**][**j**]+**" "**);**

**}**

System**.**out**.**println**();**

**}**

**}**

**}**

class MyQueue **{**

private static int MAXSIZE **=** 20**;**

private int**[][]** data**;**

private int head**;**

private int tail**;**

private int size**;**

public MyQueue**()** **{**

data **=** **new** int**[**MAXSIZE**][**2**];**

head **=** 0**;**

tail **=** 0**;**

**}**

public boolean isFull**()** **{**

**if** **((**tail**+**1**)** **%** MAXSIZE **==** head**)**

**return** **true;**

**else**

**return** **false;**

**}**

public boolean isEmputy**()** **{**

**if** **(**tail **==** head**)**

**return** **true;**

**else**

**return** **false;**

**}**

public int getSize**()** **{**

size **=** **(**tail **-** head **+** MAXSIZE**)** **%** MAXSIZE**;**

**return** size**;**

**}**

public boolean add**(**int x**,** int y**)** **{**

**if** **(**isFull**())** **{**

**return** **false;**

**}** **else** **{**

data**[**tail**][**0**]** **=** x**;**

data**[**tail**][**1**]** **=** y**;**

tail **=** **(**tail**+**1**)** **%** MAXSIZE**;**

**return** **true;**

**}**

**}**

public int**[]** get**()** **{**

**if** **(**isEmputy**())** **{**

**return** **null;**

**}** **else** **{**

int**[]** e **=** data**[**head**];**

head **=** **(**head**+**1**)** **%** MAXSIZE**;**

**return** e**;**

**}**

**}**

@Override

public String toString**()** **{**

StringBuilder sb **=** **new** StringBuilder**();**

sb**.**append**(**"h:"**+**head**+**" t:"**+**tail**+**" s:"**+**getSize**()+**"\n"**);**

**for** **(**int i**=**0**;** i**<**MAXSIZE**;** i**++)** **{**

sb**.**append**(**data**[**i**][**0**]+**"\_"**+**data**[**i**][**1**]+**" "**);**

**}**

// sb.append("\n");

**return** sb**.**toString**();**

**}**

**}**
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使用dfs染色：

public class Demo **{**

public static void main**(**String**[]** args**)** **{**

int**[][]** book **=** **new** int**[**11**][**11**];**

int**[][]** map **=** **{{**0**,**0**,**0**,**0**,**0**,**0**,**0**,**0**,**0**,**0**,**0**},**

**{**0**,**1**,**2**,**1**,**0**,**0**,**0**,**0**,**0**,**2**,**3**},**//1~10

**{**0**,**3**,**0**,**2**,**0**,**1**,**2**,**1**,**0**,**1**,**2**},**

**{**0**,**4**,**0**,**1**,**0**,**1**,**2**,**3**,**2**,**0**,**1**},**

**{**0**,**3**,**2**,**0**,**0**,**0**,**1**,**2**,**4**,**0**,**0**},**

**{**0**,**0**,**0**,**0**,**0**,**0**,**0**,**1**,**5**,**3**,**0**},**

**{**0**,**0**,**1**,**2**,**1**,**0**,**1**,**5**,**4**,**3**,**0**},**

**{**0**,**0**,**1**,**2**,**3**,**1**,**3**,**6**,**2**,**1**,**0**},**

**{**0**,**0**,**0**,**3**,**4**,**8**,**9**,**7**,**5**,**0**,**0**},**

**{**0**,**0**,**0**,**0**,**3**,**7**,**8**,**6**,**0**,**1**,**2**},**

**{**0**,**0**,**0**,**0**,**0**,**0**,**0**,**0**,**0**,**1**,**0**}};**//

int xBorder **=** map**.**length**-**1**;**

int yBorder **=** map**[**0**].**length**-**1**;**

// printArray2(book);

int color **=** 0**;**

**for** **(**int i**=**1**;** i**<=**xBorder**;** i**++)** **{**

**for** **(**int j**=**1**;** j**<=**yBorder**;** j**++)** **{**

**if** **(**map**[**i**][**j**]** **>** 0 **&&** book**[**i**][**j**]** **==** 0**)** **{**

sum **=** 1**;**

drawColor**(**map**,**book**,**i**,** j**,++**color**);**

System**.**out**.**println**(**"sum="**+**sum**+**" color:"**+**color**);**

printArray2**(**book**);**

System**.**out**.**println**();**

**}**

**}**

**}**

**}**

static int sum **=** 0**;**

**//dfs染色算法**

static void drawColor**(**int**[][]** arr**,**int**[][]** book**,** int x**,** int y**,** int color**)** **{**

int xBorder **=** arr**.**length**-**1**;**

int yBorder **=** arr**[**0**].**length**-**1**;**

book**[**x**][**y**]** **=** color**;**

int**[][]** next **=** **{{**0**,**1**},{**0**,-**1**},{**1**,**0**},{-**1**,**0**}};**

**for** **(**int i**=**0**;** i**<**4**;** i**++)** **{**

int toX **=** x **+** next**[**i**][**0**];**

int toY **=** y **+** next**[**i**][**1**];**

**if** **(**toX **>=**0 **&&** toX **<=** xBorder **&&** toY **>=**0 **&&** toY **<=**yBorder**)** **{**

**if** **(**arr**[**toX**][**toY**]** **>** 0 **&&** book**[**toX**][**toY**]** **==** 0**)** **{**

drawColor**(**arr**,**book**,** toX**,** toY**,** color**);**

sum**++;**

**}**

**}**

**}**

**}**

static void printArray2**(**int**[][]** a**)** **{**

**for** **(**int i**=**1**;** i**<**a**.**length**;** i**++)** **{**

**for** **(**int j**=**1**;** j**<**a**[**0**].**length**;** j**++)** **{**

System**.**out**.**printf**(**"%-3d"**,**a**[**i**][**j**]);**

**}**

System**.**out**.**println**();**

**}**

**}**

**}**
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# 图的遍历

public class Main **{**

static int**[][]** map= **{{**0**,**1**,**1**,-**1**,**1**},**

**{**1**,**0**,-**1**,**1**,-**1**},**

**{**1**,-**1**,**0**,-**1**,**1**},**

**{-**1**,**1**,-**1**,**0**,-**1**},**

**{**1**,-**1**,**1**,-**1**,**0**}};**

static int N **=** 5**;**

static int**[]** book **=** **new** int**[**N**+**1**];**

static int sum **=** 0**;**

public static void main**(**String**[]** args**)** **throws** InterruptedException **{**

book**[**1**]** **=** 1**;**

dfs**(**1**);**

**}**

//cur 顶点编号

static void dfs**(**int cur**)** **{**

System**.**out**.**printf**(**"%3d"**,**cur**);**

sum**++;**//当前已经遍历过的顶点个数 遍历完毕以后退出

**if** **(**sum **==** N**+**1**)** **return;**

**for** **(**int i**=**1**;** i**<=**N**;** i**++)** **{**

**if** **(**map**[**cur**-**1**][**i**-**1**]** **==** 1 **&&** book**[**i**]** **==** 0**)** **{**

book**[**i**]** **=** 1**;**

dfs**(**i**);**

**}**

**}**

**}**

**}**
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bfs遍历

public class Main **{**

static int**[][]** map **=** **{{**0**,**1**,**1**,-**1**,**1**},**

**{**1**,**0**,-**1**,**1**,-**1**},**

**{**1**,-**1**,**0**,-**1**,**1**},**

**{-**1**,**1**,-**1**,**0**,-**1**},**

**{**1**,-**1**,**1**,-**1**,**0**}};**

static int N **=** 5**;**

static int sum **=** 0**;**

public static void main**(**String**[]** args**)** **throws** InterruptedException **{**

int**[]** book **=** **new** int**[**10**];**

MyQueue queue **=** **new** MyQueue**();**

queue**.**add**(**1**);**

int cur**=**0**;**

**while** **(!**queue**.**isEmputy**())** **{**

cur **=** queue**.**get**();**

System**.**out**.**println**(**"cur:"**+**cur**);**

**for** **(**int i**=**1**;** i**<=**N**;** i**++)** **{**

**if** **(**map**[**cur**-**1**][**i**-**1**]** **==** 1 **&&** book**[**i**]** **==** 0**)** **{**

queue**.**add**(**i**);**

book**[**i**]** **=** 1**;**

**}**

**}**

**}**

System**.**out**.**println**(**queue**);**

**}**

static void printArray**(**int**[]** arr**)** **{**

**for** **(**int i**=**0**;** i**<**arr**.**length**;** i**++)** **{**

System**.**out**.**print**(**arr**[**i**]** **+** " "**);**

**}**

System**.**out**.**println**();**

**}**

**}**

class MyQueue **{**

private static int MAXSIZE **=** 20**;**

private int**[]** data**;**

private int head**;**

private int tail**;**

private int size**;**

public MyQueue**()** **{**

data **=** **new** int**[**MAXSIZE**];**

head **=** 0**;**

tail **=** 0**;**

**}**

public boolean isFull**()** **{**

**if** **((**tail**+**1**)** **%** MAXSIZE **==** head**)**

**return** **true;**

**else**

**return** **false;**

**}**

public boolean isEmputy**()** **{**

**if** **(**tail **==** head**)**

**return** **true;**

**else**

**return** **false;**

**}**

public int getSize**()** **{**

size **=** **(**tail **-** head **+** MAXSIZE**)** **%** MAXSIZE**;**

**return** size**;**

**}**

public boolean add**(**int x**)** **{**

**if** **(**isFull**())** **{**

**return** **false;**

**}** **else** **{**

data**[**tail**]** **=** x**;**

tail **=** **(**tail**+**1**)** **%** MAXSIZE**;**

**return** **true;**

**}**

**}**

public int get**()** **{**

**if** **(**isEmputy**())** **{**

**return** 0**;**

**}** **else** **{**

int e **=** data**[**head**];**

head **=** **(**head**+**1**)** **%** MAXSIZE**;**

**return** e**;**

**}**

**}**

@Override

public String toString**()** **{**

StringBuilder sb **=** **new** StringBuilder**();**

sb**.**append**(**"h:"**+**head**+**" t:"**+**tail**+**" s:"**+**getSize**()+**"\n"**);**

**for** **(**int i**=**0**;** i**<**MAXSIZE**;** i**++)** **{**

sb**.**append**(**data**[**i**]+**" "**);**

**}**

// sb.append("\n");

**return** sb**.**toString**();**

**}**

**}**
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# DFS求最短路径

public class Main **{**

static int**[][]** map **=** **{{**0**,**2**,-**1**,-**1**,**10**},**

**{-**1**,**0**,**3**,-**1**,**7**},**

**{**4**,-**1**,**0**,**4**,-**1**},**

**{-**1**,-**1**,-**1**,**0**,**5**},**

**{-**1**,-**1**,**3**,-**1**,**0**}};**

static int N **=** 5**;**

static int**[]** book **=** **new** int**[**N**+**1**];**

static int sum **=** 0**;**

public static void main**(**String**[]** args**)** **{**

book**[**1**]** **=** 1**;**

dfs**(**1**,** 0**,** 1**);**

System**.**out**.**println**(**"最短路径："**+**minPath**);**

**}**

static int minPath **=** Integer**.**MAX\_VALUE**;**

//cur 顶点编号 ，path路径长度 ，step第几个路过点

static void dfs**(**int cur**,** int path**,** int step**)** **{**

**if** **(**cur **==** 5**)** **{**

**if** **(**minPath **>** path**)** **{**

minPath **=** path**;**

**}**

System**.**out**.**println**(**"路径长度:"**+**path**);**

book**[**5**]** **=** step**;**

System**.**out**.**print**(**"路径："**);**

printArray**(**book**);**

book**[**5**]** **=** 0**;**

**return;**

**}**

**for** **(**int i**=**1**;** i**<=**N**;** i**++)** **{**

**if** **(**map**[**cur**-**1**][**i**-**1**]** **>** 0 **&&** book**[**i**]** **==** 0**)** **{**

book**[**i**]** **=** step**;**

dfs**(**i**,** path **+** map**[**cur**-**1**][**i**-**1**],** step**+**1**);**

book**[**i**]** **=** 0**;**

**}**

**}**

**}**

static void printArray**(**int**[]** arr**)** **{**

**for** **(**int i**=**1**;**i**<**arr**.**length**;** i**++)** **{**

System**.**out**.**print**(**arr**[**i**]+**" "**);**

**}**

System**.**out**.**println**();**

**}**

**}**
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求2点之间的最短路径

public class Main **{**

static int**[][]** map **=** **{{**0**,**2**,**6**,**4**},**

**{-**1**,**0**,**3**,-**1**},**

**{**7**,-**1**,**0**,**1**},**

**{**5**,-**1**,**12**,**0**}**

**};**

static int N **=** 4**;**

static int**[]** book **=** **new** int**[**N**+**1**];**

static int sum **=** 0**;**

static int start **=** 4**;**

static int end **=** 3**;**

public static void main**(**String**[]** args**)** **{**

book**[**start**]** **=** 1**;**

dfs**(**start**,** 0**,** 1**);**

System**.**out**.**println**(**"最短路径："**+**minPath**);**

**}**

static int minPath **=** Integer**.**MAX\_VALUE**;**

//cur 顶点编号 ，path路径长度 ，step第几个路过点

static void dfs**(**int cur**,** int path**,** int step**)** **{**

**if** **(**cur **==** end**)** **{**

**if** **(**minPath **>** path**)** **{**

minPath **=** path**;**

**}**

System**.**out**.**println**(**"路径长度:"**+**path**);**

book**[**end**]** **=** step**;**

System**.**out**.**print**(**"路径："**);**

printArray**(**book**);**

book**[**end**]** **=** 0**;**

**return;**

**}**

**for** **(**int i**=**1**;** i**<=**N**;** i**++)** **{**

**if** **(**map**[**cur**-**1**][**i**-**1**]** **>** 0 **&&** book**[**i**]** **==** 0**)** **{**

book**[**i**]** **=** step**;**

dfs**(**i**,** path **+** map**[**cur**-**1**][**i**-**1**],** step**+**1**);**

book**[**i**]** **=** 0**;**

**}**

**}**

**}**

static void printArray**(**int**[]** arr**)** **{**

**for** **(**int i**=**1**;**i**<**arr**.**length**;** i**++)** **{**

System**.**out**.**print**(**arr**[**i**]+**" "**);**

**}**

System**.**out**.**println**();**

**}**

**}**

# Floyd算法求最短路径

public class Main **{**

static int**[][]** map **=** **{{**0**,**2**,**6**,**4**},**

**{**99**,**0**,**3**,**99**},**

**{**7**,**99**,**0**,**1**},**

**{**5**,**99**,**12**,**0**}**

**};**

static int inf **=** 99**;**

public static void main**(**String**[]** args**)** **{**

int row **=** map**.**length**;**

int column **=** map**[**0**].**length**;**

printArray2**(**map**);**

//分别对节点1 到4求最短路径

**for** **(**int k**=**1**;** k**<=**4**;** k**++)** **{**

**for** **(**int i**=**0**;** i**<** row**;** i**++)** **{**

**for** **(**int j**=**0**;** j**<**column**;** j**++)** **{**

**if** **(**map**[**i**][**k**-**1**]** **<** inf **&&** map**[**k**-**1**][**j**]** **<** inf **&&**

map**[**i**][**j**]** **>** map**[**i**][**k**-**1**]+**map**[**k**-**1**][**j**])** **{**

map**[**i**][**j**]** **=** map**[**i**][**k**-**1**]** **+** map**[**k**-**1**][**j**];**

**}**

**}**

**}**

**}**

printArray2**(**map**);**

**}**

static int minPath **=** Integer**.**MAX\_VALUE**;**

static void printArray2**(**int**[][]** arr**)** **{**

**for** **(**int i**=**0**;**i**<**arr**.**length**;** i**++)** **{**

**for** **(**int j**=**0**;** j**<** arr**[**0**].**length**;** j**++)** **{**

System**.**out**.**printf**(**"%3d"**,**arr**[**i**][**j**]);**

**}**

System**.**out**.**println**();**

**}**

System**.**out**.**println**();**

**}**

**}**

}
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# Dijkstra算法求最短路径

public class Main **{**

static int**[][]** map **=** **{{**0**,**1**,**12**,**99**,**99**,**99**},**

**{**99**,**0**,**9**,**3**,**99**,**99**},**

**{**99**,**99**,**0**,**99**,**5**,**99**},**

**{**99**,**99**,**4**,**0**,**13**,**15**},**

**{**99**,**99**,**99**,**99**,**0**,**4**},**

**{**99**,**99**,**99**,**99**,**99**,**0**}**

**};**

static int inf **=** 99**;**

public static void main**(**String**[]** args**)** **{**

int points **=** 6**;**//顶点个数

int start **=** 1**;**

int**[]** dis **=** **new** int**[**points**+**1**];**

int**[]** book **=** **new** int**[**points**+**1**];**

//初始化最短距离 start到第i个顶点的距离

**for** **(**int i**=**1**;** i**<=**points**;** i**++)** **{**

dis**[**i**]** **=** map**[**start**-**1**][**i**-**1**];**

**}**

printArray**(**dis**);**

book**[**start**]** **=** 1**;**

**for** **(**int k**=**1**;** k**<**points**;** k**++)** **{**

int min **=** inf**,**minId **=** 0**;**

**for** **(**int i**=**1**;** i**<=**points**;** i**++)** **{**

**if** **(**book**[**i**]** **==** 0 **&&** min **>** dis**[**i**])** **{**

min **=** dis**[**i**];**

minId **=** i**;**

**}**

**}**

System**.**out**.**println**(**minId**);**

book**[**minId**]** **=** 1**;**

**for** **(**int i**=**1**;** i**<=**points**;** i**++)** **{**

**if** **(**map**[**minId**-**1**][**i**-**1**]** **<** inf**)** **{**

**if** **(**dis**[**i**]** **>** dis**[**minId**]** **+** map**[**minId**-**1**][**i**-**1**])** **{**

dis**[**i**]** **=** dis**[**minId**]** **+** map**[**minId**-**1**][**i**-**1**];**

**}**

**}**

**}**

printArray**(**dis**);**

**}**

**}**

static int minPath **=** Integer**.**MAX\_VALUE**;**

static void printArray**(**int**[]** arr**)** **{**

**for** **(**int i**=**1**;**i**<**arr**.**length**;** i**++)** **{**

System**.**out**.**printf**(**"%3d"**,**arr**[**i**]);**

**}**

System**.**out**.**println**();**

**}**

static void printArray2**(**int**[][]** arr**)** **{**

**for** **(**int i**=**0**;**i**<**arr**.**length**;** i**++)** **{**

**for** **(**int j**=**0**;** j**<** arr**[**0**].**length**;** j**++)** **{**

System**.**out**.**printf**(**"%3d"**,**arr**[**i**][**j**]);**

**}**

System**.**out**.**println**();**

**}**

System**.**out**.**println**();**

**}**

**}**
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# 字串的连接最长路径查找
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package com**.**oj**;**

**import** java**.**util**.**Scanner**;**

public class Main **{**

public static void main**(**String**[]** args**)** **{**

Scanner scanner **=** **new** Scanner**(**System**.**in**);**

**while** **(**scanner**.**hasNext**())** **{**

String in **=** scanner**.**nextLine**();**

String**[]** strs **=** in**.**split**(**" "**);**

maxCatenate**(**strs**);**

**}**

**}**

static void maxCatenate**(**String**[]** strs**)** **{**

int**[][]** point **=** **new** int**[**strs**.**length**][**strs**.**length**];**

String**[][]** side **=** **new** String**[**strs**.**length**][**strs**.**length**];**

**for** **(**int i**=**0**;** i**<**strs**.**length**;** i**++)** **{**

String suffix **=** strs**[**i**].**substring**(**1**);**

**for** **(**int j**=**i**+**1**;** j**<**strs**.**length**;** j**++)** **{**

**if** **(**strs**[**j**].**indexOf**(**suffix**)** **==** 0**)** **{**

point**[**i**][**j**]** **=** 1**;**

side**[**i**][**j**]** **=** strs**[**j**].**substring**(**strs**[**j**].**length**()-**1**);**

**}**

**}**

**}**

int len **=** strs**.**length**;**

int maxLen **=** 0**;**

String maxStr **=** ""**;**

**for** **(**int k**=**0**;** k**<**len**;** k**++)** **{**

**for** **(**int i**=**0**;** i**<**len**;** i**++)** **{**

**for** **(**int j**=**0**;** j**<**len**;** j**++)** **{**

**if** **(**point**[**i**][**k**]!=**0 **&&** point**[**k**][**j**]** **!=** 0 **&&**

point**[**i**][**j**]** **<** point**[**i**][**k**]+**point**[**k**][**j**])** **{**

point**[**i**][**j**]** **=** point**[**i**][**k**]+**point**[**k**][**j**];**

side**[**i**][**j**]** **=** side**[**i**][**k**]** **+** side**[**k**][**j**];**

**}**

**}**

**}**

**}**

int max **=** 0**;**

int start **=** 0**;**

int end **=** 0**;**

**for** **(**int i **=** 0**;** i **<** strs**.**length**;** i**++)** **{**

**for** **(**int j **=** 0**;** j **<** strs**.**length**;** j**++)** **{**

**if** **(**max **<** point**[**i**][**j**]** **&&** i **!=** j**)** **{**

max **=** point**[**i**][**j**];**

start **=** i**;**

end **=** j**;**

**}**

**}**

**}**

**if** **(**start **!=** end**)** **{**

System**.**out**.**println**(**strs**[**start**]** **+** side**[**start**][**end**]);**

**}**

**}**

static void printArray**(**int**[]** arr**)** **{**

**for** **(**int i**=**1**;**i**<**arr**.**length**;** i**++)** **{**

System**.**out**.**printf**(**"%3d"**,**arr**[**i**]);**

**}**

System**.**out**.**println**();**

**}**

static void printArray2**(**int**[][]** arr**)** **{**

**for** **(**int i**=**0**;**i**<**arr**.**length**;** i**++)** **{**

**for** **(**int j**=**0**;** j**<** arr**[**0**].**length**;** j**++)** **{**

System**.**out**.**printf**(**"%3d"**,**arr**[**i**][**j**]);**

**}**

System**.**out**.**println**();**

**}**

System**.**out**.**println**();**

**}**

static void printStrs**(**String**[][]** arr**)** **{**

**for** **(**int i**=**0**;**i**<**arr**.**length**;** i**++)** **{**

**for** **(**int j**=**0**;** j**<** arr**[**0**].**length**;** j**++)** **{**

System**.**out**.**printf**(**"%5s"**,**arr**[**i**][**j**]);**

**}**

System**.**out**.**println**();**

**}**

System**.**out**.**println**();**

**}**

**}**

# 寻找等差数列
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package com**.**oj**;**

**import** java**.**util**.**ArrayList**;**

**import** java**.**util**.**List**;**

**import** java**.**util**.**Scanner**;**

public class Main **{**

public static void main**(**String**[]** args**)** **{**

Scanner scanner **=** **new** Scanner**(**System**.**in**);**

**while** **(**scanner**.**hasNext**())** **{**

int start **=** scanner**.**nextInt**();**

int end **=** scanner**.**nextInt**();**

ArrayList**<**Integer**>** primes **=** **new** ArrayList**<>();**

**for** **(**int i**=**start**;** i**<=**end**;** i**++)** **{**

**if** **(**isPrime**(**i**))** **{**

primes**.**add**(**i**);**

**}**

**}**

// System.out.println(primes);

find2**(**primes**);**

**}**

scanner**.**close**();**

**}**

public static void find2**(**List**<**Integer**>** primes**)** **{**

int len **=** primes**.**size**();**

int**[][]** dp **=** **new** int**[**len**][**len**];**

//初始化数组

// dp[i][j]表示以a[i]和a[j]结尾的最长等差数列的长度。

// 枚举最后两个元素，对于每一个a[i]和a[j]，

// 都要找到a[p]，即a[p],a[i],a[j]; p < i，满足a[p] + a[j] == 2 \* a[i]。

// 然后dp[p][i] + 1去更新dp[i][j]

//初始化

**for** **(**int m**=**0**;** m**<**len**;** m**++)** **{**

**for** **(**int n**=**m**+**1**;** n**<**len**;** n**++)** **{**

dp**[**m**][**n**]** **=** 2**;**

**}**

**}**

int maxLen **=** 0**,** maxI**=**0**,**maxJ**=**0**;**

**for** **(**int j**=**1**;** j**<**len**;** j**++)** **{**

**for** **(**int i**=**0**;** i**<**j**;** i**++)** **{**

int p **=** 0**;**

**while** **(**p**<**i**)** **{**

**if** **((**primes**.**get**(**p**)+**primes**.**get**(**j**))** **==** 2**\***primes**.**get**(**i**))** **{**

dp**[**i**][**j**]** **=** dp**[**p**][**i**]** **+** 1**;**

**break;**

**}**

p**++;**

**}**

**if** **(**maxLen **<=** dp**[**i**][**j**])** **{**

maxLen **=** dp**[**i**][**j**];**

maxI **=** i**;**

maxJ **=** j**;**

**}**

**}**

**}**

// printArray2(dp);

int tail **=** primes**.**get**(**maxJ**);**

int diff **=** primes**.**get**(**maxJ**)-**primes**.**get**(**maxI**);**

**for** **(**int i**=**maxLen**-**1**;** i**>=**0**;** i**--)** **{**

System**.**out**.**println**(**tail**-**diff**\***i**);**

**}**

**}**

private static void find**(**ArrayList**<**Integer**>** primes**)** **{**

int maxDiff **=** primes**.**get**(**primes**.**size**()-**1**)** **-** primes**.**get**(**0**);**

int size **=** primes**.**size**();**

//dp[i][d]表示以第i个元素为结尾，以d为等差的最长等差数列的长度。

//dp[i][d] = dp[j][d] + 1; (j<=i-1,d=num[i]-num[j])

int**[][]** dp **=** **new** int**[**size**][**maxDiff**+**1**];**

//初始化数组

**for** **(**int m**=**0**;** m**<**size**;** m**++)** **{**

**for** **(**int n**=**0**;** n**<=**maxDiff**;** n**++)** **{**

dp**[**m**][**n**]** **=** 1**;**

**}**

**}**

int maxLen **=** 0**,**maxM**=**0**,**maxN**=**0**;**

**for** **(**int m**=**1**;** m**<**size**;** m**++)** **{**

**for** **(**int n**=**m**-**1**;** n**>=**0**;** n**--)** **{**

int dif **=** primes**.**get**(**m**)-**primes**.**get**(**n**);**

dp**[**m**][**dif**]** **=** dp**[**n**][**dif**]** **+** 1**;**

//maxLen表示等差数列的长度

//maxM第几个元素

//maxN表示等差值

**if** **(**maxLen **<=** dp**[**m**][**dif**])** **{**

maxLen **=** dp**[**m**][**dif**];**

maxM **=** m**;**

maxN **=** dif**;**

**}**

**}**

**}**

// System.out.println(maxDiff);

// printArray2(dp);

**for** **(**int i**=**maxLen**-**1**;** i**>=**0**;** i**--)** **{**

System**.**out**.**println**(**primes**.**get**(**maxM**)-**i**\***maxN**);**

**}**

**}**

static boolean isPrime**(**int n**)** **{**

**if** **(**n **<** 2**)** **{**

**return** **false;**

**}**

int end **=** **(**int**)** Math**.**sqrt**(**n**);**

int i**;**

**for** **(**i**=**2**;** i**<=**end**;** i**++)** **{**

**if** **(**n **%** i **==** 0**)**

**break;**

**}**

**if** **(**i **>** end**)** **{**

**return** **true;**

**}** **else** **{**

**return** **false;**

**}**

**}**

static void printArray**(**int**[]** arr**)** **{**

**for** **(**int i**=**1**;**i**<**arr**.**length**;** i**++)** **{**

System**.**out**.**printf**(**"%3d"**,**arr**[**i**]);**

**}**

System**.**out**.**println**();**

**}**

static void printArray2**(**int**[][]** arr**)** **{**

**for** **(**int i**=**0**;**i**<**arr**.**length**;** i**++)** **{**

**for** **(**int j**=**0**;** j**<** arr**[**0**].**length**;** j**++)** **{**

System**.**out**.**printf**(**"%3d"**,**arr**[**i**][**j**]);**

**}**

System**.**out**.**println**();**

**}**

System**.**out**.**println**();**

**}**

**}**

# 密码强度等级

密码按如下规则进行计分，并根据不同的得分为密码进行安全等级划分。

       一、密码长度:

       5 分: 小于等于4 个字符

       10 分: 5 到7 字符

       25 分: 大于等于8 个字符

       二、字母:

       0 分: 没有字母

       10 分: 全都是小（大）写字母

       20 分: 大小写混合字母

       三、数字:

       0 分: 没有数字

       10 分: 1 个数字

       20 分: 大于1 个数字

       四、符号:

       0 分: 没有符号

       10 分: 1 个符号

       25 分: 大于1 个符号

       五、奖励:

       2 分: 字母和数字

       3 分: 字母、数字和符号

       5 分: 大小写字母、数字和符号

       最后的评分标准:

       >= 90: 非常安全

       >= 80: 安全（Secure）

       >= 70: 非常强

       >= 60: 强（Strong）

       >= 50: 一般（Average）

       >= 25: 弱（Weak）

       >= 0:  非常弱

对应输出为：

  VERY\_WEAK,

   WEAK,

   AVERAGE,

   STRONG,

   VERY\_STRONG,

   SECURE,

   VERY\_SECURE

       请根据输入的密码字符串，进行安全评定。

       注：

       字母：a-z, A-Z

       数字：-9

       符号包含如下： (ASCII码表可以在UltraEdit的菜单view->ASCII Table查看)

       !"#$%&'()\*+,-./     (ASCII码：x21~0x2F)

       :;<=>?@             (ASCII<=><=><=><=><=>码：x3A~0x40)

       [\]^\_`              (ASCII码：x5B~0x60)

  {|}~                (ASCII码：x7B~0x7E)

package com**.**oj**;**

**import** java**.**util**.**Scanner**;**

public class Main **{**

public static void main**(**String**[]** args**)** **{**

Scanner scanner **=** **new** Scanner**(**System**.**in**);**

**while** **(**scanner**.**hasNext**())** **{**

String in **=** scanner**.**nextLine**();**

int alpha **=** getAlpahaScore**(**in**);**

int digit **=** getDigitScore**(**in**);**

int symbol **=** getSymbolScore**(**in**);**

int len **=** getLenScore**(**in**);**

int other **=** getOtherScore**(**alpha**,** digit**,** symbol**);**

int total **=** alpha**+**digit**+**symbol**+**other**+**len**;**

**if** **(**total **>=** 90**)** **{**

System**.**out**.**println**(**"VERY\_SECURE"**);**

**}** **else** **if** **(**total **>=** 80**)** **{**

System**.**out**.**println**(**"SECURE"**);**

**}** **else** **if** **(**total **>=** 70**)** **{**

System**.**out**.**println**(**"VERY\_STRONG"**);**

**}** **else** **if** **(**total **>=** 60**)** **{**

System**.**out**.**println**(**"STRONG"**);**

**}** **else** **if** **(**total **>=** 50**)** **{**

System**.**out**.**println**(**"AVERAGE"**);**

**}** **else** **if** **(**total **>=** 25**)** **{**

System**.**out**.**println**(**"WEAK"**);**

**}** **else** **if** **(**total **>=** 0**)** **{**

System**.**out**.**println**(**"VERY\_WEAK"**);**

**}**

**}**

scanner**.**close**();**

**}**

static int getLenScore**(**String str**)** **{**

int len **=** str**.**length**();**

int score **=** 0**;**

**if** **(**len **>=** 8**)** **{**

score **=** 25**;**

**}** **else** **if** **(**len **>=** 5**){**

score **=** 10**;**

**}** **else{**

score **=** 5**;**

**}**

**return** score**;**

**}**

static int getAlpahaScore**(**String str**)** **{**

int up**=**0**,**down**=**0**,**score**=**0**;**

**for** **(**int i**=**0**;** i**<**str**.**length**();** i**++)** **{**

char ch **=** str**.**charAt**(**i**);**

**if** **(**ch**>=**'a' **&&** ch**<=**'z'**)** **{**

down**++;**

**}** **else** **if** **(**ch**>=**'A' **&&** ch**<=**'Z'**)** **{**

up**++;**

**}**

**}**

**if** **(**up**==**0 **&&** down**==**0**)** **{**

score **=** 0**;**

**}** **else** **if** **(**up**==**0 **||** down**==**0**){**

score **=** 10**;**

**}** **else** **{**

score **=** 20**;**

**}**

**return** score**;**

**}**

static int getDigitScore**(**String str**)** **{**

int times**=**0**,**score**=**0**;**

**for** **(**int i**=**0**;** i**<**str**.**length**();** i**++)** **{**

**if** **(**str**.**charAt**(**i**)** **>=** '0' **&&** str**.**charAt**(**i**)** **<=** '9'**)** **{**

times**++;**

**}**

**}**

**if** **(**times **==** 0**)** **{**

score **=** 0**;**

**}** **else** **if** **(**times **==** 1**)** **{**

score **=** 10**;**

**}** **else** **{**

score **=** 20**;**

**}**

**return** score**;**

**}**

static int getSymbolScore**(**String str**)** **{**

int times**=**0**,** score**=**0**;**

int ch**;**

**for** **(**int i**=**0**;** i**<**str**.**length**();** i**++)** **{**

ch **=** str**.**charAt**(**i**);**

**if** **((**ch**>=**0x21**&&**ch**<=**0x2f**)||(**ch**>=**0x3a**&&**ch**<=**0x40**)**

**||(**ch**>=**0x5b**&&**ch**<=**0x60**)||(**ch**>=**0x7b**&&**ch**<=**0x7e**))** **{**

times**++;**

**}**

**}**

**if** **(**times **==** 0**)** **{**

score **=** 0**;**

**}** **else** **if** **(**times **==** 1**)** **{**

score **=** 10**;**

**}** **else** **{**

score **=** 20**;**

**}**

**return** score**;**

**}**

static int getOtherScore**(**int alpha**,** int digit**,** int symbol**)** **{**

int score**=**0**;**

**if** **(**alpha**==**20 **&&** digit**>=**10 **&&** symbol**>=**10**)** **{**

score **=** 5**;**

**}** **else** **if** **(**alpha**==**10 **&&** digit**>=**10 **&&** symbol**>=**10**)** **{**

score **=** 3**;**

**}** **else** **if** **(**alpha **>=**10 **&&** digit**>=**10**)** **{**

score **=** 2**;**

**}**

**return** score**;**

**}**

**}**

# 字符串通配符
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package com**.**oj**;**

**import** java**.**util**.**Scanner**;**

public class Main **{**

public static void main**(**String**[]** args**)** **{**

Scanner scanner **=** **new** Scanner**(**System**.**in**);**

**while** **(**scanner**.**hasNext**())** **{**

String regex **=** scanner**.**next**().**toLowerCase**();**

String text **=** scanner**.**next**().**toLowerCase**();**

System**.**out**.**println**(**matchHere**(**text**,** regex**));**

**}**

scanner**.**close**();**

**}**

//逐个匹配

static boolean matchHere**(**String text**,** String regex**)** **{**

//当匹配字符串结束

**if** **(**regex**.**length**()** **==** 0**)** **{**

**return** **(**text**.**length**()** **==** 0**);**

**}**

//遇到\*号

**if** **(**regex**.**charAt**(**0**)** **==** '\*'**)** **{**

**return** matchStart**(**text**,** regex**.**substring**(**1**));**

**}**

//当被匹配字符串结束，判断匹配字符串的下一个是否为\*号

//是则继续匹配，不是则匹配失败

//如 abc abc\*; abc abc\*d; abc abcd

**if** **(**text**.**length**()** **==** 0**)** **{**

**if** **(**regex**.**charAt**(**0**)** **==** '\*'**)**

**return** matchHere**(**text**,** regex**);**

**else**

**return** **false;**

**}**

//如果2个字符串第一个字符相等 或者匹配字符为？号，则继续匹配后面的字符串

**if** **((**text**.**charAt**(**0**)** **==** regex**.**charAt**(**0**))**

**||** regex**.**charAt**(**0**)==**'?'**)** **{**

**return** matchHere**(**text**.**substring**(**1**),** regex**.**substring**(**1**));**

**}**

**return** **false;**

**}**

//匹配星号

static boolean matchStart**(**String text**,** String regex**)** **{**

//表明当前只剩一个\*号，可以匹配

**if** **(**regex**.**length**()** **==** 0**)** **{**

**return** **true;**

**}**

// do {

// System.out.println(text);

// if (matchH(text, regex)) {

// return true;

// }

// text = text.substring(1);

// } while(text.length() > 0);

**while(**text**.**length**()** **>** 0**)** **{**

**if** **(**matchHere**(**text**,** regex**))** **{**

**return** **true;**

**}**

//对\*号后的字符匹配比较，如果不匹配则跳过

//如 abc和\*c 依次比较abc c->bc c->c c->true

text **=** text**.**substring**(**1**);**

**}**

**return** **false;**

**}**

**}**

# 杨辉三角的变形
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**import** java**.**util**.**Scanner**;**

public class Main **{**

public static void main**(**String**[]** args**)** **{**

Scanner scanner **=** **new** Scanner**(**System**.**in**);**

**while** **(**scanner**.**hasNext**())** **{**

int row **=** 0**;**

row **=** scanner**.**nextInt**();**

**for** **(**int j**=**1**;** j**<**2**\***row**;** j**++)** **{**

**if** **(**getPoint**(**row**,** j**)** **%** 2 **==** 0**)** **{**

System**.**out**.**println**(**j**);**

**break;**

**}**

**if** **(**j **==** **(**2**\***row**-**1**))** **{**

System**.**out**.**println**(-**1**);**

**}**

**}**

**}**

scanner**.**close**();**

**}**

static long getPoint**(**long row**,** long column**)** **{**

**if** **(**column **==** 1**)**

**return** 1**;**

**if** **(**column **<** 1 **||** column **>** **(**2**\***row**-**1**))** **{**

**return** 0**;**

**}**

**return** getPoint**(**row**-**1**,** column**-**2**)+**getPoint**(**row**-**1**,** column**-**1**)**

**+**getPoint**(**row**-**1**,** column**);**

**}**

**}**

# 称砝码
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package com**.**oj**;**

**import** java**.**util**.**ArrayList**;**

**import** java**.**util**.**HashSet**;**

**import** java**.**util**.**Iterator**;**

**import** java**.**util**.**Scanner**;**

public class Main **{**

public static void main**(**String**[]** args**)** **{**

Scanner scanner **=** **new** Scanner**(**System**.**in**);**

**while** **(**scanner**.**hasNext**())** **{**

int n **=** scanner**.**nextInt**();**

int**[]** weight **=** **new** int**[**n**+**1**];**

int**[]** count **=** **new** int**[**n**+**1**];**

**for** **(**int i**=**1**;** i**<=**n**;** i**++)** **{**

weight**[**i**]** **=** scanner**.**nextInt**();**

**}**

int maxWeight **=** 0**;**

**for** **(**int i**=**1**;** i**<=**n**;** i**++)** **{**

count**[**i**]** **=** scanner**.**nextInt**();**

maxWeight **+=** weight**[**i**]\***count**[**i**];**

**}**

// find(weight, count, maxWeight);

find2**(**weight**,** count**);**

**}**

scanner**.**close**();**

**}**

private static void find**(**int**[]** weight**,** int**[]** count**,** int maxWeight**)** **{**

int n **=** weight**.**length**-**1**;**

int**[]** dp **=** **new** int**[**maxWeight**+**1**];**

dp**[**0**]** **=** 1**;**

**for** **(**int i**=**1**;** i**<=**n**;** i**++)** **{**

**for** **(**int m **=** maxWeight**;** m**>=**0**;** m**--)** **{**

**for** **(**int j**=**1**;** j**<=**count**[**i**];** j**++)** **{**

dp**[**m**]** **=** dp**[**m**]** **|** **((**m**-**j**\***weight**[**i**]** **<** 0**)?**0**:**dp**[**m**-**j**\***weight**[**i**]]);**

**}**

**}**

**}**

// print(dp);

int total**=**0**;**

**for** **(**int i**=**0**;** i**<=**maxWeight**;** i**++)** **{**

total **+=** dp**[**i**];**

**}**

System**.**out**.**println**(**total**);**

**}**

private static void find2**(**int**[]** weight**,** int**[]** count**)** **{**

int n **=** weight**.**length**-**1**;**

ArrayList**<**Integer**>** weights **=** **new** ArrayList**<>();**

**for** **(**int i**=**1**;** i**<=**n**;** i**++)** **{**

**for** **(**int j**=**1**;** j**<=**count**[**i**];** j**++)** **{**

weights**.**add**(**weight**[**i**]);**

**}**

**}**

// System.out.println(weights);

HashSet**<**Integer**>** ws **=** **new** HashSet**<>();**

ws**.**add**(**0**);**

**for** **(**int i**=**0**;** i**<**weights**.**size**();** i**++)** **{**

int w **=** weights**.**get**(**i**);**

Iterator**<**Integer**>** it **=** ws**.**iterator**();**

HashSet**<**Integer**>** temp **=** **new** HashSet**<>(**ws**);**

**while** **(**it**.**hasNext**())** **{**

temp**.**add**(**w**+**it**.**next**());**

**}**

ws **=** temp**;**

**}**

System**.**out**.**println**(**ws**.**size**());**

**}**

static void print**(**int**[]** a**)** **{**

**for** **(**int i**=**0**;** i**<**a**.**length**;** i**++)** **{**

System**.**out**.**print**(**a**[**i**]+**" "**);**

**}**

System**.**out**.**println**();**

**}**

**}**

# 合唱队
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package com**.**oj**;**

**import** java**.**util**.**Scanner**;**

public class Main **{**

public static void main**(**String**[]** args**)** **{**

Scanner scanner **=** **new** Scanner**(**System**.**in**);**

int n**;**

n **=** scanner**.**nextInt**();**

int height**[]** **=** **new** int**[**n**];**

//input height

**for(**int i **=** 0**;** i **<** n**;** i**++){**

height**[**i**]** **=** scanner**.**nextInt**();**

**}**//for

getPeople**(**height**);**

scanner**.**close**();**

**}**

static void getPeople**(**int**[]** height**)** **{**

int len **=** height**.**length**;**

//从左到右的递增子序列最长长度

//lis[i]表示以第i个元素为结尾 的数列中的 最长递增子序列的长度

int**[]** lis **=** **new** int**[**len**];**

**for** **(**int i**=**0**;** i**<**len**;** i**++)** **{**

lis**[**i**]** **=** 1**;**

**}**

**for** **(**int m**=**1**;** m**<**len**;** m**++)** **{**

**for** **(**int n**=**0**;** n**<**m**;** n**++)** **{**

**if** **(**height**[**n**]** **<** height**[**m**]** **&&** lis**[**m**]** **<** **(**lis**[**n**]** **+** 1**))** **{**

lis**[**m**]** **=** lis**[**n**]** **+** 1**;**

**}**

**}**

**}**

// print(lis);

//从右到左的递增子序列最长长度

int**[]** lds **=** **new** int**[**len**];**

**for** **(**int i**=**0**;** i**<**len**;** i**++)** **{**

lds**[**i**]** **=** 1**;**

**}**

**for** **(**int m**=**len**-**2**;** m**>=**0**;** m**--)** **{**

**for** **(**int n**=**len**-**1**;** n**>**m**;** n**--)** **{**

**if** **(**height**[**m**]** **>** height**[**n**]** **&&** lds**[**m**]** **<** **(**lds**[**n**]** **+** 1**))** **{**

lds**[**m**]** **=** lds**[**n**]** **+** 1**;**

**}**

**}**

**}**

// print(lds);

int maxLen **=** 0**;**

**for** **(**int i**=**0**;** i**<**len**;** i**++)** **{**

**if** **(**maxLen **<** **(**lis**[**i**]** **+** lds**[**i**])-**1**)** **{**

maxLen **=** **(**lis**[**i**]** **+** lds**[**i**])-**1**;**

**}**

**}**

System**.**out**.**println**(**len **-** maxLen**);**

**}**

static void print**(**int**[]** a**)** **{**

**for** **(**int i**=**0**;** i**<**a**.**length**;** i**++)** **{**

System**.**out**.**print**(**a**[**i**]+**" "**);**

**}**

System**.**out**.**println**();**

**}**

**}**

# 字符串分隔
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**import** java**.**util**.**ArrayList**;**

**import** java**.**util**.**Scanner**;**

public class Main **{**

public static void main**(**String**[]** args**)** **{**

Scanner scanner **=** **new** Scanner**(**System**.**in**);**

**while** **(**scanner**.**hasNext**())** **{**

String in **=** scanner**.**nextLine**();**

String**[]** ins **=** in**.**split**(**" "**);**

ArrayList**<**String**>** list **=** **new** ArrayList**<>();**

**for** **(**int i**=**0**;** i**<**ins**.**length**;** i**++)** **{**

splitStr**(**list**,** ins**[**i**]);**

**}**

// System.out.println(list);

**for** **(**int i**=**0**;** i**<**list**.**size**();** i**++)** **{**

System**.**out**.**println**(**list**.**get**(**i**));**

**}**

**}**

scanner**.**close**();**

**}**

static void splitStr**(**ArrayList**<**String**>** list**,** String str**)** **{**

int len **=** str**.**length**();**

**if** **(**len **>** 8**)** **{**

int id **=** 0**;**

String part**;**

**while** **(**id **+** 8 **<=** len**)** **{**

part **=** str**.**substring**(**id**,** id**+**8**);**

id **+=** 8**;**

list**.**add**(**part**);**

**}**

**if** **(**id **<** len**)** **{**

list**.**add**(**getEightStr**(**str**.**substring**(**id**,**len**)));**

**}**

**}** **else** **{**

list**.**add**(**getEightStr**(**str**));**

**}**

**}**

static String getEightStr**(**String str**)** **{**

int len **=** str**.**length**();**

StringBuilder sb **=** **new** StringBuilder**(**str**);**

**if** **(**len **<=** 8**)** **{**

int i **=** 8 **-** len**;**

**while** **(**i**--** **>** 0**)** **{**

sb**.**append**(**'0'**);**

**}**

**}**

**return** sb**.**toString**();**

**}**

**}**

**import** java.util.ArrayList;

**import** java.util.List;

**import** java.util.Scanner;

**public** **class** Main {

**public** **static** **void** main(String[] args) {

Scanner scanner = **new** Scanner(System.***in***);

**while** (scanner.hasNext()) {

**int** n = scanner.nextInt();

List<String> list = **new** ArrayList<>();

**for** (**int** i=0; i<n; i++) {

*splitStr*(list, scanner.next());

}

**for** (**int** i=0; i<list.size(); i++) {

System.***out***.println(list.get(i));

}

}

scanner.close();

}

**static** **void** splitStr(List<String> list, String str) {

**if** (str.length() > 8) {

**int** id = 0;

**while** (id + 8 <= str.length()) {

list.add(str.substring(id, id+8));

id += 8;

}

**if** (id < str.length()) {

list.add(*get8Str*(str.substring(id, str.length())));

}

} **else** {

list.add(*get8Str*(str));

}

}

**static** String get8Str(String str) {

StringBuilder sb = **null**;

**if** (str.length() <= 8) {

sb = **new** StringBuilder(str);

**int** len = str.length();

**int** i = 8 - len;

**while** (i > 0) {

sb.append('0');

i--;

}

} **else** {

**return** **null**;

}

**return** sb.toString();

}

}

# 购物单
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package com**.**oj**;**

**import** java**.**util**.**ArrayList**;**

**import** java**.**util**.**Scanner**;**

public class Main **{**

public static void main**(**String**[]** args**)** **{**

Scanner scanner **=** **new** Scanner**(**System**.**in**);**

**while** **(**scanner**.**hasNext**())** **{**

int money **=** scanner**.**nextInt**()/**10**;**

int n **=** scanner**.**nextInt**();**

ArrayList**<**Goods**>** list **=** **new** ArrayList**<>();**

**for** **(**int i**=**0**;** i**<**n**;** i**++)** **{**

int v **=** scanner**.**nextInt**()/**10**;**

int w **=** scanner**.**nextInt**();**

int q **=** scanner**.**nextInt**();**

**if** **(**q **==** 0**)** **{**

//添加主件,其编号为下标+1

Goods goods **=** **new** Goods**(**v**,** w**);**

list**.**add**(**goods**);**

**}** **else** **{**

//添加附件，q为主件编号，对应在第q-1位置的元素

list**.**get**(**q**-**1**).**addChild**(**v**,** w**);**

**}**

**}**

int len **=** list**.**size**();**

//dp[i][j]表示对于前i个物品，使用j元钱购买

//所能获取的最大价格与重要度的乘积的总和

//dp[i][j] = max(dp[i-1][j](没买),dp[i-1][j-v]+v\*w（买入）);

int**[][]** dp **=** **new** int**[**len**+**1**][**money**+**1**];**

int v **=** 0**,** w **=** 0**,** v1 **=** 0**,** w1 **=** 0**,** v2 **=** 0**,** w2 **=** 0**,** max **=** 0**;**

Goods goods**;**

**for** **(**int i**=**1**;** i**<=**len**;** i**++)** **{**

**for** **(**int j**=**0**;** j**<=**money**;** j**++)** **{**

goods **=** list**.**get**(**i**-**1**);**

//只计算主件

v **=** goods**.**value**;**

w **=** goods**.**weight**;**

**if** **(**j **>=** v**)** **{**

dp**[**i**][**j**]** **=** max**(**dp**[**i**-**1**][**j**],**dp**[**i**-**1**][**j**-**v**]+**v**\***w**);**

**if** **(**max **<** dp**[**i**][**j**])** **{**

max **=** dp**[**i**][**j**];**

**}**

**}**

//计算主件和第一个附件

**if** **(**goods**.**child1 **!=** **null)** **{**

v1 **=** goods**.**child1**.**value**;**

w1 **=** goods**.**child1**.**weight**;**

**if** **(**j **>=** v**+**v1**)** **{**

dp**[**i**][**j**]** **=** max**(**dp**[**i**-**1**][**j**]**

**,**dp**[**i**-**1**][**j**-**v**-**v1**]** **+** v**\***w **+** v1**\***w1**);**

**if** **(**max **<** dp**[**i**][**j**])** **{**

max **=** dp**[**i**][**j**];**

**}**

**}**

**}**

//计算主件和第二个附件

**if** **(**goods**.**child2 **!=** **null)** **{**

v2 **=** goods**.**child2**.**value**;**

w2 **=** goods**.**child2**.**weight**;**

**if** **(**j **>=** v**+**v2**)** **{**

dp**[**i**][**j**]** **=** max**(**dp**[**i**-**1**][**j**]**

**,**dp**[**i**-**1**][**j**-**v**-**v2**]** **+** v**\***w **+** v2**\***w2**);**

**if** **(**max **<** dp**[**i**][**j**])** **{**

max **=** dp**[**i**][**j**];**

**}**

**}**

//计算主件和第一、第二个附件

**if** **(**j **>=** v**+**v1**+**v2**)** **{**

dp**[**i**][**j**]** **=** max**(**dp**[**i**-**1**][**j**]**

**,**dp**[**i**-**1**][**j**-**v**-**v1**-**v2**]** **+** v**\***w **+**v1**\***w1 **+** v2**\***w2**);**

**if** **(**max **<** dp**[**i**][**j**])** **{**

max **=** dp**[**i**][**j**];**

**}**

**}**

**}**

**}**

**}**

// System.out.println(list);

// printArray2(dp);

System**.**out**.**println**(**max**\***10**);**

**}**

scanner**.**close**();**

**}**

private static int max**(**int i**,** int j**)** **{**

// TODO Auto-generated method stub

**return** i **>** j **?** i **:** j**;**

**}**

static void printArray2**(**int**[][]** ns**)** **{**

**for** **(**int i**=**0**;** i**<**ns**.**length**;** i**++)** **{**

**for** **(**int j**=**0**;** j**<**ns**[**0**].**length**;** j**++)** **{**

System**.**out**.**printf**(**"%-3d "**,**ns**[**i**][**j**]);**

**}**

System**.**out**.**println**();**

**}**

**}**

**}**

class Goods **{**

public int value**;**

public int weight**;**

Goods child1**;**

Goods child2**;**

public Goods**(**int v**,** int w**)** **{**

value **=** v**;**

weight **=** w**;**

**}**

//只能依次添加附件1，附件2

public void addChild**(**int v**,** int w**)** **{**

**if** **(**child1 **==** **null)** **{**

child1 **=** **new** Goods**(**v**,** w**);**

**}** **else** **if** **(**child2 **==** **null)** **{**

child2 **=** **new** Goods**(**v**,** w**);**

**}**

**}**

public String toString**()** **{**

StringBuilder sb **=** **new** StringBuilder**();**

sb**.**append**(**"v:"**+**value**+**" w:"**+**weight**);**

**if** **(**child1 **!=** **null)** **{**

sb**.**append**(**" child1:"**+**child1**.**value**+**" "**+**child1**.**weight**);**

**}**

**if** **(**child2 **!=** **null)** **{**

sb**.**append**(**" child2:"**+**child2**.**value**+**" "**+**child2**.**weight**);**

**}**

**return** sb**.**toString**();**

**}**

**}**

# 识别有效的IP地址和掩码并进行分类统计

|  |  |
| --- | --- |
| 描述 | 请解析IP地址和对应的掩码，进行分类识别。  要求按照A/B/C/D/E类地址归类，不合法的地址和掩码单独归类。    所有的IP地址划分为 A,B,C,D,E五类    A类地址1.0.0.0~126.255.255.255;    B类地址128.0.0.0~191.255.255.255;    C类地址192.0.0.0~223.255.255.255;    D类地址224.0.0.0~239.255.255.255；    E类地址240.0.0.0~255.255.255.255        私网IP范围是：    10.0.0.0～10.255.255.255    172.16.0.0～172.31.255.255    192.168.0.0～192.168.255.255        子网掩码为前面是连续的1，然后全是0 |
| 知识点 | 字符串,循环,查找,搜索,排序,函数,指针,枚举,位运算,结构体,联合体,文件操作,递归 |
| 运行时间限制 | 0M |
| 内存限制 | 0 |
| 输入 | 多行字符串。每行一个IP地址和掩码，已~隔开。如：    10.70.44.68~255.254.255.0    1.0.0.1~255.0.0.0    192.168.0.2~255.255.255.0    19..0.~255.255.255.0 |
| 输出 | 统计A、B、C、D、E、错误IP地址或错误掩码、私有IP的个数，之间以空格隔开，根据上面的IP，可以得到：    1.0.0.1~255.0.0.0 ----A类    192.168.0.2~255.255.255.0  ----C类，私有    10.70.44.68~255.254.255.0----错误的掩码    19..0.~255.255.255.0-----错误的IP    可以得到统计数据如下：    1 0 1 0 0 2 1 |

样例输入

10.70.44.68~255.254.255.0

1.0.0.1~255.0.0.0

192.168.0.2~255.255.255.0

19..0.~255.255.255.0

|  |  |
| --- | --- |
| 样例输出 | 1 0 1 0 0 2 1 |

package com**.**oj**;**

**import** java**.**util**.**Scanner**;**

public class Main **{**

public static void main**(**String**[]** args**)** **{**

Scanner scanner **=** **new** Scanner**(**System**.**in**);**

int**[]** types **=** **new** int**[**8**];**

**while** **(**scanner**.**hasNextLine**())** **{**

String in **=** scanner**.**nextLine**();**

// if (in.length()==0) break;

String**[]** ins **=** in**.**split**(**"\\~"**);**

int id **=** getType**(**ins**[**0**],** ins**[**1**]);**

types**[**id**]++;**

**if** **(**isPrivate**(**ins**[**0**],** ins**[**1**]))** **{**

types**[**7**]++;**

**}**

**}**

**for** **(**int i**=**1**;** i**<**8**;** i**++)** **{**

System**.**out**.**print**(**types**[**i**]+**" "**);**

**}**

scanner**.**close**();**

**}**

//1-6分别代表A、B、C、D、E、错误

static int getType**(**String ip**,** String mask**)** **{**

**if** **(**isValidIP**(**ip**)** **&&** isValidMask**(**mask**))** **{**

String**[]** ips **=** ip**.**split**(**"\\."**);**

//判断类似12..0.1

**for** **(**int i**=**0**;** i**<**4**;** i**++)** **{**

**if** **(**ips**[**i**].**length**()** **==** 0**)**

**return** 6**;**

**}**

int ip1 **=** Integer**.**parseInt**(**ips**[**0**]);**

int ip2 **=** Integer**.**parseInt**(**ips**[**1**]);**

String**[]** masks **=** mask**.**split**(**"\\."**);**

int m1 **=** Integer**.**parseInt**(**masks**[**0**]);**

int m2 **=** Integer**.**parseInt**(**masks**[**1**]);**

int h1 **=** ip1 **&** m1**;**

int h2 **=** ip2 **&** m2**;**

**if** **(**h1 **>=** 1 **&&** h1 **<=** 126**)** **{**

**return** 1**;**

**}** **else** **if** **(**h1 **>=** 128 **&&** h1 **<=** 191**)** **{**

**return** 2**;**

**}** **else** **if** **(**h1 **>=** 192 **&&** h1 **<=** 223**)** **{**

**return** 3**;**

**}** **else** **if** **(**h1 **>=** 224 **&&** h1 **<=** 239**)** **{**

**return** 4**;**

**}** **else** **if** **(**h1 **>=** 240 **&&** h1 **<=** 255**)** **{**

**return** 5**;**

**}**

**if** **(**h1 **==** 10 **||** **(**h1 **==** 192 **&&** h2 **==** 168**))** **{**

**return** 7**;**

**}** **else** **if** **(**h1 **==** 172 **&&** **(**h2**>=**16 **&&** h2**<=**31**))** **{**

**return** 7**;**

**}**

**}** **else** **{**

**return** 6**;**

**}**

**return** 0**;**

**}**

//私有单独判断，包含在A B C 类中

static boolean isPrivate**(**String ip**,** String mask**)** **{**

**if** **(**isValidIP**(**ip**)** **&&** isValidMask**(**mask**))** **{**

String**[]** ips **=** ip**.**split**(**"\\."**);**

//判断类似12..0.1

**for** **(**int i**=**0**;** i**<**4**;** i**++)** **{**

**if** **(**ips**[**i**].**length**()** **==** 0**)**

**return** **false;**

**}**

int ip1 **=** Integer**.**parseInt**(**ips**[**0**]);**

int ip2 **=** Integer**.**parseInt**(**ips**[**1**]);**

String**[]** masks **=** mask**.**split**(**"\\."**);**

int m1 **=** Integer**.**parseInt**(**masks**[**0**]);**

int m2 **=** Integer**.**parseInt**(**masks**[**1**]);**

int h1 **=** ip1 **&** m1**;**

int h2 **=** ip2 **&** m2**;**

**if** **(**h1 **==** 10 **||** **(**h1 **==** 192 **&&** h2 **==** 168**))** **{**

**return** **true;**

**}** **else** **if** **(**h1 **==** 172 **&&** **(**h2**>=**16 **&&** h2**<=**31**))** **{**

**return** **true;**

**}**

**}** **else** **{**

**return** **false;**

**}**

**return** **false;**

**}**

static boolean isValidIP**(**String ip**)** **{**

String regex **=** "(25[0-5]||2[0-4][0-9]||1[0-9][0-9]||[1-9][0-9]||[1-9])"

**+** "\\.(25[0-5]||2[0-4][0-9]||[0-1]?[0-9]?[0-9])"

**+** "\\.(25[0-5]||2[0-4][0-9]||[0-1]?[0-9]?[0-9])"

**+** "\\.(25[0-5]||2[0-4][0-9]||[0-1]?[0-9]?[0-9])"**;**

//有缺陷 无法判断类似12..0.1

// for (int i=0; i<4; i++) {

// if (ips[i].length() == 0)

// return false;

// }

**return** ip**.**matches**(**regex**);**

**}**

static boolean isValidMask**(**String mask**)** **{**

String regex **=** "(25[0-5]||2[0-4][0-9]||[0-1]?[0-9]?[0-9])"

**+** "\\.(25[0-5]||2[0-4][0-9]||[0-1]?[0-9]?[0-9])"

**+** "\\.(25[0-5]||2[0-4][0-9]||[0-1]?[0-9]?[0-9])"

**+** "\\.(25[0-5]||2[0-4][0-9]||[0-1]?[0-9]?[0-9])"**;**

**if** **(**mask**.**matches**(**regex**))** **{**

String**[]** ms **=** mask**.**split**(**"\\."**);**

StringBuilder sb **=** **new** StringBuilder**();**

**for** **(**int i**=**0**;** i**<**4**;** i**++)** **{**

sb**.**append**(**getBin8**(**ms**[**i**]));**

**}**

// System.out.println(sb.toString());

**if** **(**sb**.**toString**().**matches**(**"^[1]+[0]+$"**))** **{**

**return** **true;**

**}** **else** **{**

**return** **false;**

**}**

**}** **else** **{**

**return** **false;**

**}**

**}**

static String getBin8**(**String str**)** **{**

int num **=** Integer**.**parseInt**(**str**);**

String bin **=** Integer**.**toBinaryString**(**num**);**

StringBuilder sb **=** **new** StringBuilder**(**bin**);**

int len **=** bin**.**length**();**

**if** **(**len **<** 8**)** **{**

int i **=** 8 **-** len**;**

**while** **(**i**--** **>** 0**)** **{**

sb**.**insert**(**0**,** '0'**);**

**}**

**}**

**return** sb**.**toString**();**

**}**

**}**

# 密码验证合格程序

|  |  |
| --- | --- |
| 描述 | 密码要求:        1.长度超过8位        2.包括大小写字母.数字.其它符号,以上四种至少三种        3.不能有相同长度超2的子串重复        说明:长度超过2的子串 |
| 知识点 | 字符串,数组 |
| 运行时间限制 | 0M |
| 内存限制 | 0 |
| 输入 | 一组或多组长度超过2的子符串。每组占一行 |
| 输出 | 如果符合要求输出：OK，否则输出NG    每行输出对应一组输入的结果； |
| 样例输入 | 021Abc9000 021Abc9Abc1 021ABC9000 021$bc9000 |
| 样例输出 | OK NG NG OK |

**import** java**.**util**.**Scanner**;**

public class Main **{**

public static void main**(**String**[]** args**)** **{**

Scanner scanner **=** **new** Scanner**(**System**.**in**);**

StringBuilder sb **=** **new** StringBuilder**();**

**while** **(**scanner**.**hasNextLine**())** **{**

String in **=** scanner**.**nextLine**();**

sb**.**append**(**check**(**in**)).**append**(**"\n"**);**

// System.out.println(sb.toString());

**}**

System**.**out**.**println**(**sb**.**toString**().**trim**());**

scanner**.**close**();**

**}**

static String check**(**String pwd**)** **{**

boolean res **=** **true;**

**if** **(**pwd**.**length**()** **<=** 8**)** **{**

res **=** **false;**

**}**

int**[]** flags **=** **new** int**[**4**];**

char ch**;**

**for** **(**int i**=**0**;** i**<**pwd**.**length**();** i**++)** **{**

ch **=** pwd**.**charAt**(**i**);**

**if** **(**ch **>=** 'a' **&&** ch **<=** 'z'**)** **{**

flags**[**0**]** **=** 1**;**

**}** **else** **if** **(**ch **>=** 'A' **&&** ch **<=** 'Z'**)** **{**

flags**[**1**]** **=** 1**;**

**}** **else** **if** **(**ch **>=** '0' **&&** ch **<=** '9'**)** **{**

flags**[**2**]** **=** 1**;**

**}** **else** **{**

flags**[**3**]** **=** 1**;**

**}**

**}**

**if** **(**flags**[**0**]+**flags**[**1**]+**flags**[**2**]+**flags**[**3**]** **<** 3**)** **{**

res **=** **false;**

**}**

**if** **(**isRepeat**(**pwd**))** **{**

res **=** **false;**

**}**

**if** **(**res**)**

**return** "OK"**;**

**return** "NG"**;**

**}**

static boolean isRepeat**(**String str**)** **{**

int id**=**0**;**

**while** **(**id **+** 3 **<=** str**.**length**())** **{**

String part **=** str**.**substring**(**id**,** id**+**3**);**

// System.out.println(part);

//不包含重复子串

**if** **(**str**.**substring**(**0**,** id**).**contains**(**part**)**

**||** str**.**substring**(**id**+**3**,** str**.**length**()).**contains**(**part**))** **{**

**return** **true;**

**}**

// System.out.println(str.substring(0, id));

// System.out.println(str.substring(id+3, str.length()));

id**++;**

**}**

**return** **false;**

**}**

**}**

# 简单错误记录

|  |  |
| --- | --- |
| 描述 | 开发一个简单错误记录功能小模块，能够记录出错的代码所在的文件名称和行号。    处理：    1、 记录最多8条错误记录，循环记录，对相同的错误记录（净文件名称和行号完全匹配）只记录一条，错误计数增加；    2、 超过16个字符的文件名称，只记录文件的最后有效16个字符；    3、 输入的文件可能带路径，记录文件名称不能带路径。 |
| 知识点 | 字符串 |
| 运行时间限制 | 0M |
| 内存限制 | 0 |
| 输入 | 一行或多行字符串。每行包括带路径文件名称，行号，以空格隔开。    如：E:\V1R2\product\fpgadrive.c   1325 |
| 输出 | 将所有的记录统计并将结果输出，格式：文件名 代码行数 数目，一个空格隔开，如：     fpgadrive.c 1325 1 |
| 样例输入 | E:\V1R2\product\fpgadrive.c 1325 |
| 样例输出 | fpgadrive.c 1325 1 |

**import** java**.**util**.**ArrayList**;**

**import** java**.**util**.**HashMap**;**

**import** java**.**util**.**Scanner**;**

//E:\V1R2\product\fpgadrive.c 1325

public class Main **{**

public static void main**(**String**[]** args**)** **{**

Scanner scanner **=** **new** Scanner**(**System**.**in**);**

HashMap**<**String**,** Log**>** map **=** **new** HashMap**<>();**

ArrayList**<**Log**>** list **=** **new** ArrayList**<>();**

**while** **(**scanner**.**hasNext**())** **{**

String fName **=** scanner**.**next**();**

**if** **(**fName**.**equals**(**"0"**))** **break;**

int line **=** scanner**.**nextInt**();**

Log log **=** **new** Log**(**fName**,** line**);**

int id **=** getId**(**list**,** log**);**

**if** **(**id **==** **-**1**)** **{**

list**.**add**(**log**);**

**}** **else** **{**

list**.**get**(**id**).**add**();**

**}**

**}**

//Collections.sort(list);

int len **=** list**.**size**();**

int s **=** len**>**8**?**len**-**8**:**0**;**

**for** **(**int i**=**s**;** i**<**len**;** i**++)** **{**

System**.**out**.**println**(**list**.**get**(**i**));**

**}**

scanner**.**close**();**

**}**

static int getId**(**ArrayList**<**Log**>** list**,** Log log**)** **{**

int ans **=** **-**1**;**

**for** **(**int i**=**0**;** i**<**list**.**size**();** i**++)** **{**

**if** **(**list**.**get**(**i**).**equals**(**log**))** **{**

ans **=** i**;**

**break;**

**}**

**}**

**return** ans**;**

**}**

**}**

class Log **implements** Comparable**<**Log**>{**

String fullName**;**

String name**;**

int line**;**

int num**;**

int times**;**

public Log**(**String fn**,** int line**)** **{**

fullName **=** fn**;**

name **=** getFileName**(**fullName**);**

**this.**line **=** line**;**

times**++;**

**}**

public void add**()** **{**

times**++;**

**}**

private String getFileName**(**String text**)** **{**

int id **=** text**.**length**()-**1**;**

StringBuilder sb **=** **new** StringBuilder**();**

int i**=**0**;**

**while** **(**i**++** **<** 16**)** **{**

char ch **=** text**.**charAt**(**id**);**

**if** **(**ch **==** '\\'**)** **break;**

sb**.**append**(**ch**);**

id**--;**

**}**

**return** sb**.**reverse**().**toString**();**

**}**

@Override

public boolean equals**(**Object obj**)** **{**

**if** **(**obj**.**getClass**()** **!=** Log**.**class**)** **return** **false;**

Log log **=** **(**Log**)** obj**;**

**return** log**.**name**.**equals**(**name**)** **&&** log**.**line **==** line**;**

**}**

@Override

public String toString**()** **{**

**return** name**+**" "**+**line**+**" "**+**times**;**

**}**

@Override

public int compareTo**(**Log o**)** **{**

int dif **=** o**.**times **-** **this.**times**;**

**return** dif**;**

**}**

**}**

没有通过OJ：

**import** java**.**util**.**LinkedList**;**

**import** java**.**util**.**Scanner**;**

public class Main **{**

public static void main**(**String**[]** args**)** **{**

Scanner scanner **=** **new** Scanner**(**System**.**in**);**

LinkedList**<**Log**>** list **=** **new** LinkedList**<>();**

**while** **(**scanner**.**hasNextLine**())** **{**

String fullName **=** scanner**.**next**();**

int line **=** scanner**.**nextInt**();**

Log log **=** **new** Log**(**getFileName**(**fullName**),** line**);**

**if** **(**list**.**contains**(**log**))** **{**

int i **=** list**.**indexOf**(**log**);**

list**.**get**(**i**).**addCount**();**

**}** **else** **{**

list**.**add**(**log**);**

**}**

**if** **(**list**.**size**()** **>** 8**)** **{**

list**.**removeFirst**();**

**};**

// **if** **(**list**.**size**()** **>** 2**)** **break;**

// System.out.println(list);

**}**

**for** **(**int i**=**0**;** i**<**list**.**size**();** i**++)** **{**

System**.**out**.**println**(**list**.**get**(**i**));**

**}**

scanner**.**close**();**

**}**

static String getFileName**(**String fullName**)** **{**

StringBuilder sb **=** **new** StringBuilder**();**

int id **=** fullName**.**length**()-**1**;**

**while** **(**id **>=** 0**)** **{**

char ch **=** fullName**.**charAt**(**id**);**

**if** **(**ch **==** '\\'**)** **{**

**break;**

**}**

sb**.**append**(**ch**);**

**if** **(**sb**.**length**()** **==** 16**)** **break;**

id**--;**

**}**

**return** sb**.**reverse**().**toString**();**

**}**

**}**

class Log **{**

public String fileName**;**

public int line**;**

private int count**;**

public Log**(**String f**,** int l**)** **{**

fileName **=** f**;**

line **=** l**;**

count **=** 1**;**

**}**

public void addCount**()** **{**

count**++;**

**}**

@Override

public boolean equals**(**Object obj**)** **{**

**if** **(**obj **==** **null)** **{**

**return** **false;**

**}**

**if** **(**getClass**()** **!=** obj**.**getClass**())** **{**

**return** **false;**

**}**

Log log **=** **(**Log**)** obj**;**

**if** **(!**fileName**.**equals**(**log**.**fileName**)** **||** line **!=** log**.**line**)** **{**

**return** **false;**

**}**

**return** **true;**

**}**

@Override

public String toString**()** **{**

**return** fileName**+**" "**+**line**+**" "**+**count**;**

**}**

**}**

# 删除字符串中出现次数最少的字符

|  |  |
| --- | --- |
| 描述 | 实现删除字符串中出现次数最少的字符，若多个字符出现次数一样，则都删除。输出删除这些单词后的字符串，字符串中其它字符保持原来的顺序。 |
| 知识点 | 字符串 |
| 运行时间限制 | 0M |
| 内存限制 | 0 |
| 输入 | 字符串只包含小写英文字母, 不考虑非法输入，输入的字符串长度小于等于20个字节。 |
| 输出 | 删除字符串中出现次数最少的字符后的字符串。 |
| 样例输入 | abcdd |
| 样例输出 | dd |

**import** java**.**util**.**ArrayList**;**

**import** java**.**util**.**Collections**;**

**import** java**.**util**.**Scanner**;**

public class Main **{**

public static void main**(**String**[]** args**)** **{**

Scanner scanner **=** **new** Scanner**(**System**.**in**);**

**while** **(**scanner**.**hasNext**())** **{**

String in **=** scanner**.**nextLine**();**

ArrayList**<**Log**>** list **=** **new** ArrayList**<>();**

char ch**;**

**for** **(**int i**=**0**;** i**<**in**.**length**();** i**++)** **{**

ch **=** in**.**charAt**(**i**);**

**if** **(**list **!=** **null)** **{**

int id **=** getId**(**list**,** ch**);**

**if** **(**id **==** **-**1**)** **{**

Log log **=** **new** Log**(**ch**);**

list**.**add**(**log**);**

**}** **else** **{**

list**.**get**(**id**).**add**();**

**}**

**}** **else** **{**

Log log **=** **new** Log**(**ch**);**

list**.**add**(**log**);**

**}**

**}**

Collections**.**sort**(**list**);**

int min **=** list**.**get**(**0**).**times**;**

StringBuilder sb **=** **new** StringBuilder**();**

sb**.**append**(**list**.**get**(**0**).**name**);**

int id **=** 1**;**

**while** **(**id **<** list**.**size**())** **{**

**if** **(**list**.**get**(**id**).**times **>** min**)** **{**

**break;**

**}** **else** **{**

sb**.**append**(**list**.**get**(**id**).**name**);**

**}**

id**++;**

**}**

**for** **(**int i**=**0**;** i**<**sb**.**length**();** i**++)** **{**

String t **=** sb**.**charAt**(**i**)+**""**;**

in **=** in**.**replaceAll**(**t**,** ""**);**

**}**

System**.**out**.**println**(**in**);**

**}**

scanner**.**close**();**

**}**

static int getId**(**ArrayList**<**Log**>** list**,** char ch**)** **{**

int id **=** **-**1**;**

int i**=**0**;**

**for** **(**i**=**0**;** i**<**list**.**size**();** i**++)** **{**

**if** **(**list**.**get**(**i**).**name **==** ch**)**

**return** i**;**

**}**

**if** **(**i **==** list**.**size**())** **{**

**return** **-**1**;**

**}**

**return** **-**1**;**

**}**

**}**

class Log **implements** Comparable**<**Log**>{**

public char name**;**

public int times**;**

public Log**(**char n**)** **{**

name **=** n**;**

times **=** 1**;**

**}**

public void add**()** **{**

times**++;**

**}**

@Override

public String toString**()** **{**

**return** name**+**" "**+**times**;**

**}**

@Override

public int compareTo**(**Log o**)** **{**

// TODO Auto-generated method stub

**return** times **-** o**.**times**;**

**}**

**}**

# 素数伴侣

|  |  |
| --- | --- |
| 描述 | 题目描述 若两个正整数的和为素数，则这两个正整数称之为“素数伴侣”，如2和5、6和13，它们能应用于通信加密。现在密码学会请你设计一个程序，从已有的N（N为偶数）个正整数中挑选出若干对组成“素数伴侣”，挑选方案多种多样，例如有4个正整数：2，5，6，13，如果将5和6分为一组中只能得到一组“素数伴侣”，而将2和5、6和13编组将得到两组“素数伴侣”，能组成“素数伴侣”最多的方案称为“最佳方案”，当然密码学会希望你寻找出“最佳方案”。  输入:  有一个正偶数N（N≤100），表示待挑选的自然数的个数。后面给出具体的数字，范围为[2,30000]。  输出:  输出一个整数K，表示你求得的“最佳方案”组成“素数伴侣”的对数。 |
| 知识点 | 查找,搜索,排序 |
| 运行时间限制 | 10M |
| 内存限制 | 128 |
| 输入 | 输入说明 1 输入一个正偶数n 2 输入n个整数 |
| 输出 | 求得的“最佳方案”组成“素数伴侣”的对数。 |
| 样例输入 | 4 2 5 6 13 |
| 样例输出 | 2 |

**import** java**.**util**.**Scanner**;**

public class Main **{**

public static void main**(**String**[]** args**)** **{**

Scanner scanner **=** **new** Scanner**(**System**.**in**);**

**while** **(**scanner**.**hasNext**())** **{**

int n **=** scanner**.**nextInt**();**

int**[]** origin **=** **new** int**[**n**];**

int**[]** book **=** **new** int**[**n**];**

int**[]** get **=** **new** int**[**n**];**

**for** **(**int i**=**0**;** i**<**n**;** i**++)** **{**

origin**[**i**]** **=** scanner**.**nextInt**();**

**}**

dfs**(**origin**,** get**,** book**,** 0**);**

System**.**out**.**println**(**max**);**

**}**

scanner**.**close**();**

**}**

static int max **=** 0**;**

static void dfs**(**int**[]** origin**,** int**[]** get**,**int**[]** book**,** int n**)** **{**

**if** **(**n **==** origin**.**length**)** **{**

// print(get);

// System.out.println(getNum(get));

int num **=** getNum**(**get**);**

**if** **(**max **<** num**)** **{**

max **=** num**;**

**}**

**return;**

**}**

**for** **(**int i**=**0**;** i**<**origin**.**length**;** i**++)** **{**

**if** **(**book**[**i**]** **==** 0**)** **{**

int t **=** origin**[**i**];**

book**[**i**]** **=** 1**;**

get**[**n**]** **=** t**;**

dfs**(**origin**,** get**,** book**,** n**+**1**);**

book**[**i**]** **=** 0**;**

get**[**n**]** **=** 0**;**

**}**

**}**

**}**

static void print**(**int**[]** arr**)** **{**

**for** **(**int i**=**0**;** i**<**arr**.**length**;** i**++)** **{**

System**.**out**.**print**(**arr**[**i**]+**" "**);**

**}**

System**.**out**.**println**();**

**}**

static int getNum**(**int**[]** arr**)** **{**

int len **=** arr**.**length**;**

int num **=** 0**;**

**for** **(**int i**=**0**;** i**<**len**-**1**;** i**+=**2**)** **{**

**if** **(**isPrime**(**arr**[**i**]+**arr**[**i**+**1**]))** **{**

num**++;**

**}**

**}**

**return** num**;**

**}**

static boolean isPrime**(**int n**)** **{**

**if** **(**n **<** 2**)return** **false;**

int end **=** **(**int**)** Math**.**sqrt**(**n**);**

int i**=**2**;**

**for** **(;** i**<=**end**;** i**++)** **{**

**if** **(**n **%** i **==** 0**)**

**return** **false;**

**}**

**return** **true;**

**}**

**}**

# 查找兄弟单词

**import** java**.**util**.**ArrayList**;**

**import** java**.**util**.**Collections**;**

**import** java**.**util**.**Scanner**;**

public class Main **{**

public static void main**(**String**[]** args**)** **{**

Scanner scanner **=** **new** Scanner**(**System**.**in**);**

**while** **(**scanner**.**hasNext**())** **{**

ArrayList**<**String**>** list **=** **new** ArrayList**<>();**

int n **=** scanner**.**nextInt**();**

**for** **(**int i**=**0**;** i**<**n**;** i**++)** **{**

String s **=** scanner**.**next**();**

list**.**add**(**s**);**

**}**

String find **=** scanner**.**next**();**

int site **=** scanner**.**nextInt**();**

ArrayList**<**String**>** brothers **=** **new** ArrayList**<>();**

String get**;**

**for** **(**int i**=**0**;** i**<**list**.**size**();** i**++)** **{**

get **=** list**.**get**(**i**);**

**if** **(**get**.**equals**(**find**))** **{**

**continue;**

**}**

**if** **(**isBrother**(**find**,** get**))** **{**

brothers**.**add**(**get**);**

**}**

**}**

Collections**.**sort**(**brothers**);**

System**.**out**.**println**(**brothers**.**size**());**

**if** **(**brothers**.**size**()** **>=** site**)**

System**.**out**.**println**(**brothers**.**get**(**site**-**1**));**

**}**

scanner**.**close**();**

**}**

static boolean isBrother**(**String s1**,** String s2**)** **{**

**if** **(**s1**.**length**()** **!=** s2**.**length**())** **{**

**return** **false;**

**}**

**return** isEqual**(**getArr**(**s1**),** getArr**(**s2**));**

**}**

static int**[]** getArr**(**String text**)** **{**

int**[]** table **=** **new** int**[**26**];**

**for** **(**int i**=**0**;** i**<**text**.**length**();** i**++)** **{**

table**[**text**.**charAt**(**i**)-**'a'**]++;**

**}**

**return** table**;**

**}**

static boolean isEqual**(**int**[]** a**,** int**[]** b**)** **{**

**for** **(**int i**=**0**;** i**<**26**;** i**++)** **{**

**if** **(**a**[**i**]** **!=** b**[**i**])**

**return** **false;**

**}**

**return** **true;**

**}**

**}**

# 整数与IP地址间的转换

|  |  |
| --- | --- |
| 描述 | 原理：ip地址的每段可以看成是一个0-255的整数，把每段拆分成一个二进制形式组合起来，然后把这个二进制数转变成 一个长整数。 举例：一个ip地址为10.0.3.193 每段数字             相对应的二进制数 10                   00001010 0                    00000000 3                    00000011 193                  11000001 组合起来即为：00001010 00000000 00000011 11000001,转换为10进制数就是：167773121，即该IP地址转换后的数字就是它了。    的每段可以看成是一个0-255的整数，需要对IP地址进行校验 |
| 知识点 | 字符串,位运算 |
| 运行时间限制 | 10M |
| 内存限制 | 128 |
| 输入 | 输入  1 输入IP地址 2 输入10进制型的IP地址 |
| 输出 | 输出 1 输出转换成10进制的IP地址 2 输出转换后的IP地址 |
| 样例输入 | 10.0.3.193 167969729 |
| 样例输出 | 167773121 10.3.3.193 |

package com**.**oj**;**

**import** java**.**util**.**Scanner**;**

public class Main **{**

public static void main**(**String**[]** args**)** **{**

Scanner scanner **=** **new** Scanner**(**System**.**in**);**

**while** **(**scanner**.**hasNext**())** **{**

String ip **=** scanner**.**next**();**

String**[]** ips **=** ip**.**split**(**"\\."**);**

StringBuilder sb **=** **new** StringBuilder**();**

**for** **(**int i**=**0**;** i**<**ips**.**length**;** i**++)** **{**

sb**.**append**(**get8Bin**(**ips**[**i**]));**

**}**

long ipNum **=** Long**.**parseLong**(**sb**.**toString**(),** 2**);**

System**.**out**.**println**(**ipNum**);**

long num **=** scanner**.**nextLong**();**

String ipStr **=** get32Bin**(**num**);**

int id**=**0**;**

**for** **(**int i**=**0**;** i**<**3**;** i**++)** **{**

System**.**out**.**print**(**getInt**(**ipStr**.**substring**(**id**,** id**+**8**))+**"."**);**

id **+=** 8**;**

**}**

System**.**out**.**print**(**getInt**(**ipStr**.**substring**(**id**)));**

**}**

scanner**.**close**();**

**}**

static String get8Bin**(**String str**)** **{**

int num **=** Integer**.**parseInt**(**str**);**

String bin **=** Integer**.**toBinaryString**(**num**);**

StringBuilder sb **=** **new** StringBuilder**(**bin**);**

**if** **(**bin**.**length**()** **<** 8**)** **{**

int id **=** 8 **-** bin**.**length**();**

**while** **(**id **>** 0**)** **{**

sb**.**insert**(**0**,** '0'**);**

id**--;**

**}**

**}**

**return** sb**.**toString**();**

**}**

static String get32Bin**(**long num**)** **{**

String bin **=** Long**.**toBinaryString**(**num**);**

StringBuilder sb **=** **new** StringBuilder**(**bin**);**

**if** **(**sb**.**length**()** **<=** 32**)** **{**

int id **=** 32 **-** bin**.**length**();**

**while** **(**id **>** 0**)** **{**

sb**.**insert**(**0**,** '0'**);**

id**--;**

**}**

bin **=** sb**.**toString**();**

**}** **else** **{**

bin **=** sb**.**substring**(**sb**.**length**()-**32**,** sb**.**length**());**

**}**

**return** bin**;**

**}**

static int getInt**(**String bin**)** **{**

**return** Integer**.**parseInt**(**bin**,** 2**);**

**}**

**}**

# 字符串运用-密码截取

|  |  |
| --- | --- |
| 描述 | Catcher是MCA国的情报员，他工作时发现敌国会用一些对称的密码进行通信，比如像这些ABBA，ABA，A，123321，但是他们有时会在开始或结束时加入一些无关的字符以防止别国破解。比如进行下列变化 ABBA->12ABBA,ABA->ABAKK,123321->51233214　。因为截获的串太长了，而且存在多种可能的情况（abaaab可看作是aba,或baaab的加密形式），Cathcer的工作量实在是太大了，他只能向电脑高手求助，你能帮Catcher找出最长的有效密码串吗？  样例输入:  ABBA  12ABBA  A  ABAKK  51233214  abaaab  样例输出:  4  4  1  3  6  5  可以使用中提供的库函数。  实现接口，每个接口实现1个基本操作：  voidGetCipherMaxLen(characCipherContent[],int \*piCipherLen)：  acCipherContent是一个字符串数组常量，见参考用例；  piCipherLen为输出有效密码串的最大长度；  题目框架中有2个参考用例，其它用例请执行编写。 |
| 知识点 | 字符串 |
| 运行时间限制 | 10M |
| 内存限制 | 128 |
| 输入 | 输入一串字符 |
| 输出 | 输出有效长度 |
| 样例输入 | ABBA |
| 样例输出 | 4 |

**也可以使用反转求最长公共子串**

**import** java**.**util**.**Scanner**;**

public class Main **{**

public static void main**(**String**[]** args**)** **{**

Scanner scanner **=** **new** Scanner**(**System**.**in**);**

**while** **(**scanner**.**hasNext**())** **{**

String in **=** scanner**.**next**();**

// System.out.println(getPwdLen(in));

StringBuilder sb **=** **new** StringBuilder**(**in**);**

System**.**out**.**println**(**getMaxLen**(**in**,** sb**.**reverse**().**toString**()));**

**}**

scanner**.**close**();**

**}**

private static int getMaxLen**(**String s1**,** String s2**)** **{**

int len **=** s1**.**length**();**

int dp**[][]** **=** **new** int**[**len**+**1**][**len**+**1**];**

int max **=** 0**;**

**for** **(**int i**=**1**;** i**<=**len**;** i**++)** **{**

**for** **(**int j**=**1**;** j**<=**len**;** j**++)** **{**

**if** **(**s1**.**charAt**(**i**-**1**)** **==** s2**.**charAt**(**j**-**1**))** **{**

dp**[**i**][**j**]** **=** dp**[**i**-**1**][**j**-**1**]** **+** 1**;**

**if** **(**max **<** dp**[**i**][**j**])** **{**

max **=** dp**[**i**][**j**];**

**}**

**}**

**}**

**}**

**return** max**;**

**}**

private static int getPwdLen**(**String str**)** **{**

int len **=** str**.**length**();**

int start **=** 0**;**

**while** **(true)** **{**

**if** **(**start**+**len **<=** str**.**length**())** **{**

**if** **(**isDuiChen**(**str**.**substring**(**start**,** start**+**len**)))** **{**

**return** **(**str**.**substring**(**start**,** start**+**len**).**length**());**

**}**

start**++;**

**}** **else** **{**

start **=** 0**;**

len**--;**

**}**

**}**

**}**

static boolean isDuiChen**(**String str**)** **{**

int h**=**0**,** t **=** str**.**length**()-**1**;**

**while** **(**h **<** t**)** **{**

**if** **(**str**.**charAt**(**h**)** **!=** str**.**charAt**(**t**))** **{**

**return** **false;**

**}**

h**++;**

t**--;**

**}**

**return** **true;**

**}**

**}**

# 数独（Sudoku）

|  |  |
| --- | --- |
| 描述 | 问题描述：数独（Sudoku）是一款大众喜爱的数字逻辑游戏。  玩家需要根据9X9盘面上的已知数字，推算出所有剩余空格的数字，  并且满足每一行、每一列、每一个粗线宫内的数字均含1-9，并且不重复。 输入： 包含已知数字的9X9盘面数组[空缺位以数字0表示] 输出： 完整的9X9盘面数组 |
| 知识点 | 查找,搜索,排序 |
| 运行时间限制 | 10M |
| 内存限制 | 128 |
| 输入 | 包含已知数字的9X9盘面数组[空缺位以数字0表示] |
| 输出 | 完整的9X9盘面数组 |
| 样例输入 | 0 9 2 4 8 1 7 6 3 4 1 3 7 6 2 9 8 5 8 6 7 3 5 9 4  1 2 6 2 4 1 9 5 3 7 8 7 5 9 8 4 3 1 2 6 1 3 8 6 2 7 5 9  4 2 7 1 5 3 8 6 4 9 3 8 6 9 1 4 2 5 7 0 4 5 2 7 6 8 3 1 |
| 样例输出 | 5 9 2 4 8 1 7 6 3 4 1 3 7 6 2 9 8 5 8 6 7 3 5 9 4 1 2 6  2 4 1 9 5 3 7 8 7 5 9 8 4 3 1 2 6 1 3 8 6 2 7 5 9 4 2 7 1  5 3 8 6 4 9 3 8 6 9 1 4 2 5 7 9 4 5 2 7 6 8 3 1 |

package com**.**oj**;**

**import** java**.**util**.**ArrayList**;**

**import** java**.**util**.**List**;**

**import** java**.**util**.**Scanner**;**

public class Main **{**

public static void main**(**String**[]** args**)** **{**

Scanner scanner **=** **new** Scanner**(**System**.**in**);**

**while** **(**scanner**.**hasNext**())** **{**

ArrayList**<**Point**>** list **=** **new** ArrayList**<>();**

int**[][]** ns **=** **new** int**[**9**][**9**];**

**for** **(**int i**=**0**;** i**<**9**;** i**++)** **{**

**for** **(**int j**=**0**;** j**<**9**;** j**++)** **{**

ns**[**i**][**j**]** **=** scanner**.**nextInt**();**

**if** **(**ns**[**i**][**j**]** **==** 0**)** **{**

Point point **=** **new** Point**(**i**,** j**);**

list**.**add**(**point**);**

**}**

**}**

**}**

// for (int i=0; i<list.size(); i++) {

// List<Integer> list2 = getPossibleValue(ns, list.get(i).x, list.get(i).y);

// System.out.println(list2);

// }

dfsOne**(**ns**,** list**,** 0**);**

**}**

scanner**.**close**();**

**}**

//判断后枚举,输出一种结果

static boolean findFlag **=** **false;**

static void dfsOne**(**int**[][]** arr**,** ArrayList**<**Point**>** list**,** int id**)** **{**

**if** **(**id **==** list**.**size**())** **{**

**if** **(**check**(**arr**))** **{**

print**(**arr**);**

findFlag **=** **true;**

**}**

**return;**

**}**

**if** **(**findFlag**)** **return;**

Point point **=** list**.**get**(**id**);**

List**<**Integer**>** pV **=** getPossibleValue**(**arr**,** point**.**x**,** point**.**y**);**

**for** **(**int i**=**0**;** i**<**pV**.**size**();** i**++)** **{**

// System.out.print(point+" ");

// System.out.println(pV);

arr**[**point**.**x**][**point**.**y**]** **=** pV**.**get**(**i**);**

dfsOne**(**arr**,** list**,** id**+**1**);**

arr**[**point**.**x**][**point**.**y**]** **=** 0**;**

**}**

**}**

//判断后枚举,输出所有结果

static void dfsAll**(**int**[][]** arr**,** ArrayList**<**Point**>** list**,** int id**)** **{**

**if** **(**id **==** list**.**size**())** **{**

**if** **(**check**(**arr**))** **{**

print**(**arr**);**

System**.**out**.**println**();**

**}**

**return;**

**}**

Point point **=** list**.**get**(**id**);**

List**<**Integer**>** pV **=** getPossibleValue**(**arr**,** point**.**x**,** point**.**y**);**

**for** **(**int i**=**0**;** i**<**pV**.**size**();** i**++)** **{**

// System.out.print(point+" ");

// System.out.println(pV);

arr**[**point**.**x**][**point**.**y**]** **=** pV**.**get**(**i**);**

dfsAll**(**arr**,** list**,** id**+**1**);**

arr**[**point**.**x**][**point**.**y**]** **=** 0**;**

**}**

**}**

//暴力枚举

static void dfs**(**int**[][]** arr**,** ArrayList**<**Point**>** list**,** int id**)** **{**

**if** **(**id **==** list**.**size**())** **{**

**if** **(**check**(**arr**))** **{**

print**(**arr**);**

**}**

**return;**

**}**

**for** **(**int i**=**1**;** i**<=**9**;** i**++)** **{**

Point point **=** list**.**get**(**id**);**

arr**[**point**.**x**][**point**.**y**]** **=** i**;**

dfs**(**arr**,** list**,** id**+**1**);**

arr**[**point**.**x**][**point**.**y**]** **=** 0**;**

**}**

**}**

static void print**(**int**[][]** a**)** **{**

**for** **(**int i**=**0**;** i**<**9**;** i**++)** **{**

**for** **(**int j**=**0**;** j**<**9**;** j**++)** **{**

**if** **(**j **==** 8**)**

System**.**out**.**printf**(**"%d\n"**,** a**[**i**][**j**]);**

**else**

System**.**out**.**printf**(**"%d "**,** a**[**i**][**j**]);**

**}**

**}**

**}**

//检查是否满足数独

static boolean check**(**int**[][]** arr**)** **{**

**for** **(**int i**=**0**;** i**<**9**;** i**++)** **{**

**if** **(!**checkRow**(**arr**,** i**)** **||** **!**checkColumn**(**arr**,** i**))** **{**

**return** **false;**

**}**

**}**

**if** **(!**checkAllZone**(**arr**))** **{**

**return** **false;**

**}**

**return** **true;**

**}**

//检测第row行是否满足1~9

static boolean checkRow**(**int**[][]** arr**,** int row**)** **{**

int**[]** book **=** **new** int**[**10**];**

int sum **=** 0**;**

**for** **(**int i**=**0**;** i**<**arr**[**row**].**length**;** i**++)** **{**

book**[**arr**[**row**][**i**]]** **=** 1**;**

**}**

**for** **(**int i**=**0**;** i**<**book**.**length**;** i**++)** **{**

// System.out.print(book[i]+ " ");

sum **+=** book**[**i**];**

**}**

**if** **(**sum **==** 9**)** **return** **true;**

**return** **false;**

**}**

//检测第row行是否满足1~9

static boolean checkColumn**(**int**[][]** arr**,** int column**)** **{**

int**[]** book **=** **new** int**[**10**];**

int sum **=** 0**;**

**for** **(**int i**=**0**;** i**<**arr**.**length**;** i**++)** **{**

book**[**arr**[**i**][**column**]]** **=** 1**;**

**}**

**for** **(**int i**=**0**;** i**<**book**.**length**;** i**++)** **{**

// System.out.print(book[i]+ " ");

sum **+=** book**[**i**];**

**}**

**if** **(**sum **==** 9**)** **return** **true;**

**return** **false;**

**}**

//检测3\*3区域是否满足1~9

static boolean checkPartZone**(**int**[][]** arr**,** int x**,** int y**)** **{**

int**[]** book **=** **new** int**[**10**];**

int sum **=** 0**;**

**for** **(**int i**=**0**;** i**<**9**;** i**++)** **{**

book**[**arr**[**x**+**i**/**3**][**y**+**i**%**3**]]** **=** 1**;**

**}**

**for** **(**int i**=**0**;** i**<**book**.**length**;** i**++)** **{**

// System.out.print(book[i]+ " ");

sum **+=** book**[**i**];**

**}**

**if** **(**sum **==** 9**)** **return** **true;**

**return** **false;**

**}**

//检测9\*9区域是否满足1~9

static boolean checkAllZone**(**int**[][]** arr**)** **{**

**for** **(**int i**=**0**;** i**<=**6**;** i**+=**3**)** **{**

**for** **(**int j**=**0**;** j**<=**6**;** j**+=**3**)** **{**

// System.out.println(i+" " +j);

**if** **(!**checkPartZone**(**arr**,** i**,** j**))** **{**

**return** **false;**

**}**

**}**

**}**

**return** **true;**

**}**

//获取某个位置可能取的数值

static List**<**Integer**>** getPossibleValue**(**int**[][]** arr**,** int x**,** int y**)** **{**

int**[]** book **=** **new** int**[**10**];**

List**<**Integer**>** list **=** **new** ArrayList**<>();**

int sum **=** 0**;**

**for** **(**int i**=**0**;** i**<**9**;** i**++)** **{**

book**[**arr**[**i**][**y**]]** **=** 1**;**

book**[**arr**[**x**][**i**]]** **=** 1**;**

**}**

//获取坐标所在3\*3区域的起点坐标

int startX **=** x**/**3**\***3**;**

int startY **=** y**/**3**\***3**;**

**for** **(**int i**=**0**;** i**<**9**;** i**++)** **{**

book**[**arr**[**startX**+**i**/**3**][**startY**+**i**%**3**]]** **=** 1**;**

**}**

**for** **(**int i**=**1**;** i**<=**9**;** i**++)** **{**

**if** **(**book**[**i**]** **==** 0**)** **{**

list**.**add**(**i**);**

**}**

**}**

**return** list**;**

**}**

**}**

class Point **{**

public int x**,**y**;**

public Point**(**int x**,** int y**)** **{**

**this.**x **=** x**;**

**this.**y **=** y**;**

**}**

@Override

public String toString**()** **{**

**return** x **+** " " **+** y**;**

**}**

**}**

//从空数组生成数独

**static** **boolean** *findOneFlag* = **false**;

**static** **void** dfsGet(**int**[][] arr, **int** num) {

**if** (num == 81) {

*print*(arr);

System.***out***.println();

*findOneFlag* = **true**;

**return**;

}

**if** (*findOneFlag*) **return**;

**int** x = num / 9;

**int** y = num % 9;

List<Integer> pV = *getPossibleValue*(arr, x, y);

**for** (**int** i=0; i<pV.size(); i++) {

arr[x][y] = pV.get(i);

*dfsGet*(arr, num+1);

arr[x][y] = 0;

}

}

package com**.**oj**;**

**import** java**.**util**.**ArrayList**;**

**import** java**.**util**.**LinkedList**;**

**import** java**.**util**.**Scanner**;**

/\*

0 9 2 4 8 1 7 6 3 4 1 3 7 6 2 9 8 5 8 6 7 3 5 9 4

1 2 6 2 4 1 9 5 3 7 8 7 5 9 8 4 3 1 2 6 1 3 8 6 2 7 5 9

4 2 7 1 5 3 8 6 4 9 3 8 6 9 1 4 2 5 7 0 4 5 2 7 6 8 3 1

\*/

public class Demo **{**

public static void main**(**String**[]** args**)** **{**

Scanner scanner **=** **new** Scanner**(**System**.**in**);**

**while** **(**scanner**.**hasNext**())** **{**

int**[][]** arr **=** **new** int**[**9**][**9**];**

int zeroNums **=** 0**;**

**for** **(**int i**=**0**;** i**<**9**;** i**++)** **{**

**for** **(**int j**=**0**;** j**<**9**;** j**++)** **{**

arr**[**i**][**j**]** **=** scanner**.**nextInt**();**

**if** **(**arr**[**i**][**j**]** **==** 0**)** zeroNums**++;**

**}**

**}**

// print(arr);

findFlag **=** **false;**

dfs**(**arr**,** 0**,** zeroNums**);**

**}**

scanner**.**close**();**

**}**

static boolean findFlag **=** **false;**

static void dfs**(**int**[][]** arr**,** int id**,** int zeros**)** **{**

**if** **(**findFlag**)** **return;**

**if** **(**zeros **==** 0**)** **{**

print**(**arr**);**

// System.out.println();

findFlag **=** **true;**

**return;**

**};**

**while** **(**arr**[**id**/**9**][**id**%**9**]** **!=** 0**)** **{**

id**++;**

**}**

ArrayList**<**Integer**>** list **=** getValues**(**arr**,** id**/**9**,** id**%**9**);**

**for** **(**int i**=**0**;** i**<**list**.**size**();** i**++)** **{**

int num **=** list**.**get**(**i**);**

arr**[**id**/**9**][**id**%**9**]** **=** num**;**

dfs**(**arr**,** id**+**1**,** zeros**-**1**);**

arr**[**id**/**9**][**id**%**9**]** **=** 0**;**

**}**

**}**

static ArrayList**<**Integer**>** getValues**(**int**[][]** arr**,** int x**,** int y**)** **{**

int**[]** book **=** **new** int**[**10**];**

**for** **(**int i**=**0**;** i**<**9**;** i**++)** **{**

book**[**arr**[**x**][**i**]]** **=** 1**;**

book**[**arr**[**i**][**y**]]** **=** 1**;**

**}**

int sx **=** x**/**3**\***3**;**

int sy **=** y**/**3**\***3**;**

**for** **(**int i**=**0**;** i**<**3**;** i**++)** **{**

**for** **(**int j**=**0**;** j**<**3**;** j**++)** **{**

book**[**arr**[**sx**+**i**][**sy**+**j**]]** **=** 1**;**

**}**

book**[**arr**[**x**][**i**]]** **=** 1**;**

book**[**arr**[**i**][**y**]]** **=** 1**;**

**}**

ArrayList**<**Integer**>** list **=** **new** ArrayList**<>();**

**for** **(**int i**=**1**;** i**<=**9**;** i**++)** **{**

**if** **(**book**[**i**]** **==** 0**)** **{**

list**.**add**(**i**);**

**}**

**}**

// System.out.println(list);

**return** list**;**

**}**

static void print**(**int**[][]** a**)** **{**

**for** **(**int i**=**0**;** i**<**9**;** i**++)** **{**

**for** **(**int j**=**0**;** j**<**9**;** j**++)** **{**

**if** **(**j **==** 8**&&**i**<**8**)**

System**.**out**.**printf**(**"%d\n"**,** a**[**i**][**j**]);**

**else** **if** **(**j **==** 8**&&**i **==** 8**)**

System**.**out**.**printf**(**"%d"**,** a**[**i**][**j**]);**

**else**

System**.**out**.**printf**(**"%d "**,** a**[**i**][**j**]);**

**}**

**}**

**}**

**}**

# 迷宫问题

|  |  |
| --- | --- |
| 描述 | 定义一个二维数组N\*M（其中2<=N<=10;2<=M<=10），如5 × 5数组下所示：  int maze[5][5] = {          0, 1, 0, 0, 0,          0, 1, 0, 1, 0,          0, 0, 0, 0, 0,          0, 1, 1, 1, 0,          0, 0, 0, 1, 0,  };  它表示一个迷宫，其中的1表示墙壁，0表示可以走的路，只能横着走或竖着走，不能斜着走，要求编程序找出从左  上角到右下角的最短路线。入口点为[0,0],既第一空格是可以走的路。  Input  一个N × M的二维数组，表示一个迷宫。数据保证有唯一解,不考虑有多解的情况，即迷宫只有一条通道。  Output  左上角到右下角的最短路径，格式如样例所示。  Sample Input  0 1 0 0 0  0 1 0 1 0  0 0 0 0 0  0 1 1 1 0  0 0 0 1 0  Sample Output  (0, 0)  (1, 0)  (2, 0)  (2, 1)  (2, 2)  (2, 3)  (2, 4)  (3, 4)  (4, 4) |
| 知识点 | 查找,搜索,排序 |
| 运行时间限制 | 10M |
| 内存限制 | 128 |
| 输入 | 输入两个整数，分别表示二位数组的行数，列数。再输入相应的数组，其中的1表示墙壁，0表示可以走的路。  数据保证有唯一解,不考虑有多解的情况，即迷宫只有一条通道。 |
| 输出 | 左上角到右下角的最短路径，格式如样例所示。 |
| 样例输入 | 5 5 0 1 0 0 0 0 1 0 1 0 0 0 0 0 0 0 1 1 1 0 0 0 0 1 0 |
| 样例输出 | (0,0) (1,0) (2,0) (2,1) (2,2) (2,3) (2,4) (3,4) (4,4) |

package com**.**oj**;**

**import** java**.**util**.**ArrayList**;**

**import** java**.**util**.**List**;**

**import** java**.**util**.**Scanner**;**

**import** org**.**omg**.**Messaging**.**SyncScopeHelper**;**

public class Main **{**

static int**[][]** maze1 **=** **{**

**{**0**,** 1**,** 0**,** 0**,** 0**},**

**{**0**,** 1**,** 0**,** 1**,** 0**},**

**{**0**,** 0**,** 0**,** 0**,** 0**},**

**{**0**,** 1**,** 1**,** 1**,** 0**},**

**{**0**,** 0**,** 0**,** 1**,** 0**}};**

public static void main**(**String**[]** args**)** **{**

Scanner scanner **=** **new** Scanner**(**System**.**in**);**

**while** **(**scanner**.**hasNext**())** **{**

int m **=** scanner**.**nextInt**();**

int n **=** scanner**.**nextInt**();**

int**[][]** maze **=** **new** int**[**m**][**n**];**

int**[][]** book **=** **new** int**[**m**][**n**];**

**for** **(**int i**=**0**;** i**<**m**;** i**++)** **{**

**for** **(**int j**=**0**;** j**<**n**;** j**++)** **{**

maze**[**i**][**j**]** **=** scanner**.**nextInt**();**

**}**

**}**

// print(maze);

dfs**(**maze**,** book**,** 0**,** 0**,** 1**);**

printPoints**(**points**);**

**}**

scanner**.**close**();**

**}**

static int**[][]** next **=** **{{**0**,**1**},{**0**,-**1**},{**1**,**0**},{-**1**,**0**}};**

static int minSteps **=** Integer**.**MAX\_VALUE**;**

static int**[][]** points**;**

static void dfs**(**int**[][]** map**,** int**[][]** book**,** int x**,** int y**,** int steps**)** **{**

**if** **(**x **==** map**.**length**-**1 **&&** y **==** map**[**0**].**length**-**1**)** **{**

book**[**x**][**y**]** **=** steps**;**

**if** **(**minSteps **>** steps**)** **{**

minSteps **=** steps**;**

int**[][]** ps **=** **new** int**[**minSteps**][**2**];**

//获取路径坐标

**for** **(**int i**=**0**;** i**<**book**.**length**;** i**++)** **{**

**for** **(**int j**=**0**;** j**<**book**[**0**].**length**;** j**++)** **{**

**if** **(**book**[**i**][**j**]** **!=** 0**)** **{**

ps**[**book**[**i**][**j**]-**1**][**0**]** **=** i**;**

ps**[**book**[**i**][**j**]-**1**][**1**]** **=** j**;**

**}**

**}**

**}**

points **=** ps**;**

// print(ps);

**}**

book**[**x**][**y**]** **=** 0**;**

**return;**

**}**

book**[**x**][**y**]** **=** steps**;**

**for** **(**int i**=**0**;** i**<**4**;** i**++)** **{**

int toX **=** x**+**next**[**i**][**0**];**

int toY **=** y**+**next**[**i**][**1**];**

**if** **(**toX**>=** 0**&&**toX**<**map**.**length**&&**toY**>=**0**&&**toY**<**map**[**0**].**length**)** **{**

**if** **(**map**[**toX**][**toY**]** **==** 0 **&&** book**[**toX**][**toY**]** **==** 0**)** **{**

dfs**(**map**,** book**,** toX**,** toY**,** steps**+**1**);**

**}**

**}**

**}**

book**[**x**][**y**]** **=** 0**;**

**}**

static void print**(**int**[][]** a**)** **{**

**for** **(**int i**=**0**;** i**<**a**.**length**;** i**++)** **{**

**for** **(**int j**=**0**;** j**<**a**[**0**].**length**;** j**++)** **{**

**if** **(**j **==** a**[**0**].**length**-**1**)**

System**.**out**.**printf**(**"%d\n"**,** a**[**i**][**j**]);**

**else**

System**.**out**.**printf**(**"%d "**,** a**[**i**][**j**]);**

**}**

**}**

**}**

static void printPoints**(**int**[][]** a**)** **{**

**if** **(**a **==** **null)** **return;**

**for** **(**int i**=**0**;** i**<**a**.**length**;** i**++)** **{**

System**.**out**.**printf**(**"(%d,%d)\n"**,**a**[**i**][**0**],**a**[**i**][**1**]);**

**}**

**}**

**}**

# 按字节截取字符串

|  |  |
| --- | --- |
| 描述 | 编写一个截取字符串的函数，输入为一个字符串和字节数，输出为按字节截取的字符串。但是要保证汉字不被截半个，如"我ABC"4，应该截为"我AB"，输入"我ABC汉DEF"6，应该输出为"我ABC"而不是"我ABC+汉的半个"。     * 接口说明   原型：public String cutString(String s, int length) |
| 知识点 | 字符串 |
| 运行时间限制 | 10M |
| 内存限制 | 128 |
| 输入 | 输入待截取的字符串及长度 |
| 输出 | 截取后的字符串 |
| 样例输入 | 我ABC汉DEF 6 |
| 样例输出 | 我ABC |

package com**.**oj**;**

**import** java**.**util**.**Scanner**;**

public class Main **{**

public static void main**(**String**[]** args**)** **{**

Scanner scanner **=** **new** Scanner**(**System**.**in**);**

**while** **(**scanner**.**hasNext**())** **{**

String str **=** scanner**.**next**();**

int len **=** scanner**.**nextInt**();**

StringBuilder sb **=** **new** StringBuilder**();**

char ch**;**

int getNum**=**0**;**

**for** **(**int i**=**0**;** i**<**str**.**length**();** i**++)** **{**

ch **=** str**.**charAt**(**i**);**

**if** **(**isChinese**(**ch**))** **{**

getNum **+=** 2**;**

**}** **else** **{**

getNum**++;**

**}**

**if** **(**getNum **<=** len**)** **{**

sb**.**append**(**ch**);**

**}** **else** **{**

**break;**

**}**

**}**

// System.out.println(str);

System**.**out**.**println**(**sb**.**toString**());**

**}**

scanner**.**close**();**

**}**

static boolean isChinese**(**char ch**)** **{**

Character**.**UnicodeScript sc **=** Character**.**UnicodeScript**.**of**(**ch**);**

**if** **(**sc **==** Character**.**UnicodeScript**.**HAN**)** **{**

**return** **true;**

**}**

**return** **false;**

**}**

**}**

# 线性插值

|  |  |
| --- | --- |
| 描述 | 信号测量的结果包括测量编号和测量值。存在信号测量结果丢弃及测量结果重复的情况。      1.测量编号不连续的情况，认为是测量结果丢弃。对应测量结果丢弃的情况，需要进行插值操作以更准确的评估信号。    采用简化的一阶插值方法,由丢失的测量结果两头的测量值算出两者中间的丢失值。    假设第M个测量结果的测量值为A，第N个测量结果的测量值为B。则需要进行(N-M-1)个测量结果的插值处理。进行一阶线性插值估计的第N+i个测量结果的测量值为A+( (B-A)/(N-M) )\*i  (注：N的编号比M大。)    例如：只有测量编号为4的测量结果和测量编号为7的测量结果，测量值分别为4和10          则需要补充测量编号为5和6的测量结果。           其中测量编号为5的测量值=4 + ((10-4)/(7-4))\*1 = 6           其中测量编号为6的测量值=4 + ((10-4)/(7-4))\*2 = 8          2.测量编号相同，则认为测量结果重复，需要对丢弃后来出现的测量结果。      请根据以上规则进行测量结果的整理。  详细描述：  接口说明  原型：  intCleanUpMeasureInfo(MEASURE\_INFO\_STRUCT\* pOriMeasureInfo,intnOriMINum,intnMaxMIRst, MEASURE\_INFO\_STRUCT\* pMeasureInfoRst);  输入参数：          MEASURE\_INFO\_STRUCT\* pOriMeasureInfo:         原始测量结果内容，以结构数组方式存放。测量编号已经按升序排列。MEASURE\_INFO\_STRUCT定义包含编号和测量值，见OJ.h            int nOriMINum:                                原始测量结果个数。            int nMaxMIRst:                                整理的测量结果最大个数。  输入参数：      MEASURE\_INFO\_STRUCT\* pMeasureInfoRst：         整理的测量结果  返回值：      Int           整理的测量结果个数 |
| 知识点 | 数组,函数,指针,位运算,结构体 |
| 运行时间限制 | 10M |
| 内存限制 | 128 |
| 输入 | 输入说明  1 输入两个整数m, n 2 输入m个数据组 |
| 输出 | 输出整理后的结果 |
| 样例输入 | 2 3 4 5 5 7 |
| 样例输出 | 4 5 5 7 |

package com**.**oj**;**

**import** java**.**util**.**LinkedList**;**

**import** java**.**util**.**Scanner**;**

public class Main **{**

public static void main**(**String**[]** args**)** **{**

Scanner scanner **=** **new** Scanner**(**System**.**in**);**

**while** **(**scanner**.**hasNext**())** **{**

int len **=** scanner**.**nextInt**();**

int n **=** scanner**.**nextInt**();**

LinkedList**<**CalRes**>** list **=** **new** LinkedList**<>();**

getRecord**(**scanner**,** len**,** list**);**

**for** **(**int i**=**0**;** i**<**list**.**size**();** i**++)** **{**

System**.**out**.**println**(**list**.**get**(**i**));**

**}**

**}**

scanner**.**close**();**

**}**

private static void getRecord**(**Scanner scanner**,** int len**,** LinkedList**<**CalRes**>** list**)** **{**

int num**,** value**,** preNum**=**0**,** preValue**=**0**;**

**for** **(**int i**=**0**;** i**<**len**;** i**++)** **{**

num **=** scanner**.**nextInt**();**

value **=** scanner**.**nextInt**();**

**if** **(**list**.**size**()** **==** 0**)** **{**

list**.**add**(new** CalRes**(**num**,** value**));**

**}** **else** **{**

preNum **=** list**.**getLast**().**num**;**

preValue **=** list**.**getLast**().**value**;**

**if** **(**num **==** preNum **+** 1**)** **{**

list**.**add**(new** CalRes**(**num**,** value**));**

**}** **else** **if** **(**num **==** preNum**)** **{**

**continue;**

**}**

**else** **if** **(**num **>** preNum **+** 1**)** **{**

int k **=** num **-** preNum **-** 1**;**//插入k个值

**for** **(**int ins**=**1**;** ins**<=**k**;** ins**++)** **{**

list**.**add**(new** CalRes**(**preNum**+**ins

**,** preValue**+(**value**-**preValue**)/(**num**-**preNum**)\***ins**));**

**}**

list**.**add**(new** CalRes**(**num**,** value**));**

**}**

**}**

**}**

**}**

**}**

class CalRes **{**

int num**;**

int value**;**

public CalRes**(**int n**,** int v**)** **{**

num **=** n**;**

value **=** v**;**

**}**

@Override

public String toString**()** **{**

**return** num**+**" "**+**value**;**

**}**

**}**

# 从单向链表中删除指定值的节点

|  |  |
| --- | --- |
| 描述 | 输入一个单向链表和一个节点的值，从单向链表中删除等于该值的节点，删除后如果链表中无节点则返回空指针。  链表结点定义如下：  struct ListNode  {        int       m\_nKey;        ListNode\* m\_pNext;  };  详细描述：  本题为考察链表的插入和删除知识。  链表的值不能重复  构造过程，例如  1 -> 2  3 -> 2  5 -> 1  4 -> 5  7 -> 2  最后的链表的顺序为 2 7 3 1 5 4  删除 结点 2  则结果为 7 3 1 5 4 |
| 知识点 | 链表,指针,结构体 |
| 运行时间限制 | 10M |
| 内存限制 | 128 |
| 输入 | 1 输入链表结点个数 2 输入头结点的值 3 按照格式插入各个结点 4 输入要删除的结点的值 |
| 输出 | 输出删除结点后的序列 |
| 样例输入 | 5 2 3 2 4 3 5 2 1 4 3 |
| 样例输出 | 2 1 5 4 |

**import** java**.**util**.**Scanner**;**

public class Main **{**

public static void main**(**String**[]** args**)** **{**

Scanner scanner **=** **new** Scanner**(**System**.**in**);**

**while** **(**scanner**.**hasNext**())** **{**

int n **=** scanner**.**nextInt**();**

int head **=** scanner**.**nextInt**();**

MyLink link **=** **new** MyLink**(**head**);**

**for** **(**int i**=**0**;** i**<**n**-**1**;** i**++)** **{**

int v1 **=** scanner**.**nextInt**();**

int v2 **=** scanner**.**nextInt**();**

link**.**append**(**v2**,** v1**);**

**}**

int del **=** scanner**.**nextInt**();**

link**.**delete**(**del**);**

System**.**out**.**println**(**link**);**

**}**

scanner**.**close**();**

**}**

**}**

class MyLink **{**

class Node **{**

public int value**;**

public Node next**;**

public Node**(**int v**)** **{**

value **=** v**;**

next **=** **null;**

**}**

**}**

Node head**;**

public MyLink**(**int h**)** **{**

**this.**head **=** **new** Node**(**h**);**

**}**

//v2 插入到v1 之后

public void append**(**int v1**,** int v2**)** **{**

Node it **=** head**;**

**while** **(**it **!=** **null)** **{**

int temp **=** it**.**value**;**

**if** **(**temp **==** v1**)** **{**

Node n **=** **new** Node**(**v2**);**

n**.**next **=** it**.**next**;**

it**.**next **=** n**;**

**}**

it **=** it**.**next**;**

**}**

**}**

//删除值为obj的节点

public void delete**(**int obj**)** **{**

Node pre **=** **null;**

Node it **=** head**;**

**while** **(**it **!=** **null)** **{**

**if** **(**it**.**value **==** obj**)** **{**

**if** **(**pre **==** **null)** **{**

head **=** head**.**next**;**

**}** **else** **{**

pre**.**next **=** it**.**next**;**

**}**

**}**

pre **=** it**;**//保存要删除节点的上一个节点

it **=** it**.**next**;**

**}**

**}**

@Override

public String toString**()** **{**

Node it **=** head**;**

StringBuilder sb **=** **new** StringBuilder**();**

**while** **(**it **!=** **null)** **{**

sb**.**append**(**it**.**value**+**" "**);**

it **=** it**.**next**;**

**}**

**return** sb**.**toString**().**trim**();**

**}**

**}**

# 四则运算

|  |  |
| --- | --- |
| 描述 | 请实现如下接口      /\* 功能：四则运算       \* 输入：strExpression：字符串格式的算术表达式，如: "3+2\*{1+2\*[-4/(8-6)+7]}"           \* 返回：算术表达式的计算结果       \*/  **public** **static** **int** calculate(String strExpression)      {          /\* 请实现\*/  **return** 0;      }  约束：   1. pucExpression字符串中的有效字符包括[‘0’-‘9’],‘+’,‘-’, ‘\*’,‘/’ ,‘(’， ‘)’,‘[’, ‘]’,‘{’ ,‘}’。 2. pucExpression算术表达式的有效性由调用者保证; |
| 知识点 | 栈 |
| 运行时间限制 | 10M |
| 内存限制 | 128 |
| 输入 | 输入一个算术表达式 |
| 输出 | 得到计算结果 |
| 样例输入 | 3+2\*{1+2\*[-4/(8-6)+7]} |
| 样例输出 | 25 |

package com**.**oj**;**

**import** java**.**util**.**ArrayList**;**

**import** java**.**util**.**List**;**

**import** java**.**util**.**Scanner**;**

//9+(3-1)\*3+10/2

//[9, 3, 1, -, 3, \*, +, 10, 2, /, +]

public class Main **{**

static String symbolRegex **=** "[\*\\+-/\\]\\[)(}{]"**;**

public static void main**(**String**[]** args**)** **{**

Scanner scanner **=** **new** Scanner**(**System**.**in**);**

**while** **(**scanner**.**hasNext**())** **{**

String in **=** scanner**.**next**();**

//将{}、[]转换为（）

in **=** in**.**replaceAll**(**"[{\\[]"**,** "("**);**

in **=** in**.**replaceAll**(**"[}\\]]"**,** ")"**);**

// System.out.println(parseToList(in));

// System.out.println(getExpression(parseToList(in)));

System**.**out**.**println**(**cal**(**getExpression**(**parseToList**(**in**))));**

**}**

scanner**.**close**();**

**}**

//将输入表达式拆分，数字和符号依次存放

private static List**<**String**>** parseToList**(**String in**)** **{**

ArrayList**<**String**>** list **=** **new** ArrayList**<>();**

char ch**;**

int i**=**0**;**

**while** **(**i**<**in**.**length**())** **{**

ch **=** in**.**charAt**(**i**);**

**if** **(**Character**.**isDigit**(**ch**)** **||** //负数判断

**(**ch **==** '-'**&&(**i**-**1**>=**0**)&&!**Character**.**isDigit**(**in**.**charAt**(**i**-**1**)))**

**||** **(**i**==**0**&&**ch**==**'-'**))** **{**

String t **=** ch**+**""**;**

**if** **(++**i **==** in**.**length**())** **{**

list**.**add**(**t**);**

**break;**

**}**

ch **=** in**.**charAt**(**i**);**

**while** **(**Character**.**isDigit**(**ch**))** **{**

t **=** t **+** ch**;**

**if** **(++**i **==** in**.**length**())** **break;**

ch **=** in**.**charAt**(**i**);**

**}**

list**.**add**(**t**);**

**}** **else** **{**

list**.**add**(**ch**+**""**);**

i**++;**

**}**

**}**

**return** list**;**

**}**

//中缀表达式转换为后缀表达式

//数字直接输出，符号入栈，其中符号入栈前需要进行判断当前符号与栈顶符号的优先级

//只有当前符号的优先级高于栈顶符号才可以直接入栈。

//如果是（，则直接入栈，如果是），

//则将栈顶元素依次出栈，直到找到（为止。其中符号输出,(被忽略

//如果是\*或者/，因为它们的优先级最高，直接入栈

//如果是+或者-，如果栈顶为\* / + -，其优先级高于或等于入栈的+-

//则将其出栈，直至遇见（或者栈为空，再将+、-入栈

static List**<**String**>** getExpression**(**List**<**String**>** in**)** **{**

MyStack stack **=** **new** MyStack**();**

List**<**String**>** list **=** **new** ArrayList**<>();**

String ch**;**

**for** **(**int i**=**0**;** i**<**in**.**size**();** i**++)** **{**

ch **=** in**.**get**(**i**);**

**if** **(!**ch**.**matches**(**symbolRegex**))** **{**//数字

list**.**add**(**ch**);**

**}** **else** **{**//符号

**if** **(**ch**.**equals**(**")"**))** **{**

**do** **{**

String get **=** stack**.**pop**();**

**if** **(**get **==** **null** **||** get**.**equals**(**"("**))** **{**

**break;**

**}** **else** **{**

list**.**add**(**get**);**

**}**

**}** **while** **(true);**

**}**

**else** **if** **(**ch**.**equals**(**"+"**)** **||** ch**.**equals**(**"-"**))** **{**

String get **=** stack**.**pop**();**

**if** **(**get **==** **null)** **{**

stack**.**push**(**ch**);**

**}** **else** **if** **(**get**.**equals**(**"("**))** **{**

stack**.**push**(**get**);**

stack**.**push**(**ch**);**

**}** **else** **{**//为\*或/ + -

list**.**add**(**get**);**

**while** **(true)** **{**

get **=** stack**.**pop**();**

**if** **(**get **==** **null)** **{**

**break;**

**}** **else** **if** **(!**get**.**equals**(**"("**))** **{**

list**.**add**(**get**);**

**}** **else** **if** **(**get**.**equals**(**"("**)){**

stack**.**push**(**get**);**

**break;**

**}**

**}**

stack**.**push**(**ch**);**

**}**

**}**

**else** **{**//\* / (直接入栈

stack**.**push**(**ch**);**

**}**

**}**

//元素输出完毕，将栈内元素出栈

**if** **(**i **==** in**.**size**()** **-** 1**)** **{**

**do** **{**

String get **=** stack**.**pop**();**

**if** **(**get **==** **null)** **{**

**break;**

**}** **else** **{**

list**.**add**(**get**);**

**}**

**}** **while** **(true);**

**}**

**}**

**return** list**;**

**}**

//对后缀表达式运算求结果

//遇到数字直接入栈，遇到符号，出栈2个数字，对其进行相应的运算，再将结果入栈

//最后栈内的数据就是结果

//如符号-，依次出栈数字为d1,d2,计算d2-d1,对d2-d1入栈，即先出的数字在运算符右边

static int cal**(**List**<**String**>** list**)** **{**

MyStack stack **=** **new** MyStack**();**

String ch**;**

**for** **(**int i**=**0**;** i**<**list**.**size**();** i**++)** **{**

ch **=** list**.**get**(**i**);**

**if** **(!**ch**.**matches**(**symbolRegex**))** **{**

stack**.**push**(**ch**);**

**}** **else** **{**

int d2 **=** Integer**.**parseInt**(**String**.**valueOf**(**stack**.**pop**()));**

int d1 **=** Integer**.**parseInt**(**String**.**valueOf**(**stack**.**pop**()));**

**if** **(**ch**.**equals**(**"+"**))** **{**

int res **=** d1 **+** d2**;**

stack**.**push**(**res**+**""**);**

**}**

**if** **(**ch**.**equals**(**"-"**))** **{**

int res **=** d1 **-** d2**;**

stack**.**push**(**res**+**""**);**

**}**

**if** **(**ch**.**equals**(**"\*"**))** **{**

int res **=** d1 **\*** d2**;**

stack**.**push**(**res**+**""**);**

**}**

**if** **(**ch**.**equals**(**"/"**))** **{**

int res **=** d1 **/** d2**;**

stack**.**push**(**res**+**""**);**

**}**

**}**

**}**

**return** Integer**.**parseInt**(**stack**.**pop**());**

**}**

**}**

class MyStack **{**

String**[]** data **=** **new** String**[**1024**];**

int top **=** **-**1**;**

public void push**(**String ch**)** **{**

**if** **(**ch **==** **null)** **return;**

top**++;**

data**[**top**]** **=** ch**;**

**}**

public String pop**()** **{**

String ch **=** **null;**

**if** **(**top **!=** **-**1**)** **{**

ch **=** data**[**top**];**

top**--;**

**}**

**return** ch**;**

**}**

@Override

public String toString**()** **{**

StringBuilder sb **=** **new** StringBuilder**();**

**for** **(**int i**=**0**;** i**<=**top**;** i**++)** **{**

sb**.**append**(**data**[**i**]+**" "**);**

**}**

**return** sb**.**toString**().**trim**();**

**}**

**}**

可以对小数进行四则运算

**import** java**.**util**.**ArrayList**;**

**import** java**.**util**.**List**;**

**import** java**.**util**.**Scanner**;**

//9+(3-1)\*3+10/2

//[9, 3, 1, -, 3, \*, +, 10, 2, /, +]

public class Main **{**

static String symbolRegex **=** "[\*\\+-/\\]\\[)(}{]"**;**

public static void main**(**String**[]** args**)** **{**

Scanner scanner **=** **new** Scanner**(**System**.**in**);**

**while** **(**scanner**.**hasNext**())** **{**

String in **=** scanner**.**next**();**

//将{}、[]转换为（）

in **=** in**.**replaceAll**(**"[{\\[]"**,** "("**);**

in **=** in**.**replaceAll**(**"[}\\]]"**,** ")"**);**

System**.**out**.**println**(**parseToList**(**in**));**

// System.out.println(getExpression(parseToList(in)));

System**.**out**.**printf**(**"%.3f"**,** cal**(**getExpression**(**parseToList**(**in**))));**

**}**

scanner**.**close**();**

**}**

//将输入表达式拆分，数字和符号依次存放

private static List**<**String**>** parseToList**(**String in**)** **{**

ArrayList**<**String**>** list **=** **new** ArrayList**<>();**

char ch**;**

int i**=**0**;**

**while** **(**i**<**in**.**length**())** **{**

ch **=** in**.**charAt**(**i**);**

**if** **(**Character**.**isDigit**(**ch**)** **||** //负数判断

**(**ch **==** '-'**&&(**i**-**1**>=**0**)&&!**Character**.**isDigit**(**in**.**charAt**(**i**-**1**)))**

**||** **(**i**==**0**&&**ch**==**'-'**))** **{**

String t **=** ch**+**""**;**

**if** **(++**i **==** in**.**length**())** **{**

list**.**add**(**t**);**

**break;**

**}**

ch **=** in**.**charAt**(**i**);**

**while** **(**Character**.**isDigit**(**ch**)** **||** ch **==** '.'**)** **{**

t **=** t **+** ch**;**

**if** **(++**i **==** in**.**length**())** **break;**

ch **=** in**.**charAt**(**i**);**

**}**

list**.**add**(**t**);**

**}** **else** **{**

list**.**add**(**ch**+**""**);**

i**++;**

**}**

**}**

**return** list**;**

**}**

//中缀表达式转换为后缀表达式

//数字直接输出，符号入栈，其中符号入栈前需要进行判断当前符号与栈顶符号的优先级

//只有当前符号的优先级高于栈顶符号才可以直接入栈。

//如果是（，则直接入栈，如果是），

//则将栈顶元素依次出栈，直到找到（为止。其中符号输出,(被忽略

//如果是\*或者/，因为它们的优先级最高，直接入栈

//如果是+或者-，如果栈顶为\* / + -，其优先级高于或等于入栈的+-

//则将其出栈，直至遇见（或者栈为空，再将+、-入栈

static List**<**String**>** getExpression**(**List**<**String**>** in**)** **{**

MyStack stack **=** **new** MyStack**();**

List**<**String**>** list **=** **new** ArrayList**<>();**

String ch**;**

**for** **(**int i**=**0**;** i**<**in**.**size**();** i**++)** **{**

ch **=** in**.**get**(**i**);**

**if** **(!**ch**.**matches**(**symbolRegex**))** **{**//数字

list**.**add**(**ch**);**

**}** **else** **{**//符号

**if** **(**ch**.**equals**(**")"**))** **{**

**do** **{**

String get **=** stack**.**pop**();**

**if** **(**get **==** **null** **||** get**.**equals**(**"("**))** **{**

**break;**

**}** **else** **{**

list**.**add**(**get**);**

**}**

**}** **while** **(true);**

**}**

**else** **if** **(**ch**.**equals**(**"+"**)** **||** ch**.**equals**(**"-"**))** **{**

String get **=** stack**.**pop**();**

**if** **(**get **==** **null)** **{**

stack**.**push**(**ch**);**

**}** **else** **if** **(**get**.**equals**(**"("**))** **{**

stack**.**push**(**get**);**

stack**.**push**(**ch**);**

**}** **else** **{**//为\*或/ + -

list**.**add**(**get**);**

**while** **(true)** **{**

get **=** stack**.**pop**();**

**if** **(**get **==** **null)** **{**

**break;**

**}** **else** **if** **(!**get**.**equals**(**"("**))** **{**

list**.**add**(**get**);**

**}** **else** **if** **(**get**.**equals**(**"("**)){**

stack**.**push**(**get**);**

**break;**

**}**

**}**

stack**.**push**(**ch**);**

**}**

**}**

**else** **{**//\* / (直接入栈

stack**.**push**(**ch**);**

**}**

**}**

//元素输出完毕，将栈内元素出栈

**if** **(**i **==** in**.**size**()** **-** 1**)** **{**

**do** **{**

String get **=** stack**.**pop**();**

**if** **(**get **==** **null)** **{**

**break;**

**}** **else** **{**

list**.**add**(**get**);**

**}**

**}** **while** **(true);**

**}**

**}**

**return** list**;**

**}**

//对后缀表达式运算求结果

//遇到数字直接入栈，遇到符号，出栈2个数字，对其进行相应的运算，再将结果入栈

//最后栈内的数据就是结果

//如符号-，依次出栈数字为d1,d2,计算d2-d1,对d2-d1入栈，即先出的数字在运算符右边

static double cal**(**List**<**String**>** list**)** **{**

MyStack stack **=** **new** MyStack**();**

String ch**;**

**for** **(**int i**=**0**;** i**<**list**.**size**();** i**++)** **{**

ch **=** list**.**get**(**i**);**

**if** **(!**ch**.**matches**(**symbolRegex**))** **{**

stack**.**push**(**ch**);**

**}** **else** **{**

double d2 **=** Double**.**parseDouble**(**String**.**valueOf**(**stack**.**pop**()));**

double d1 **=** Double**.**parseDouble**(**String**.**valueOf**(**stack**.**pop**()));**

double res**;**

**if** **(**ch**.**equals**(**"+"**))** **{**

res **=** d1 **+** d2**;**

stack**.**push**(**res**+**""**);**

**}**

**if** **(**ch**.**equals**(**"-"**))** **{**

res **=** d1 **-** d2**;**

stack**.**push**(**res**+**""**);**

**}**

**if** **(**ch**.**equals**(**"\*"**))** **{**

res **=** d1 **\*** d2**;**

stack**.**push**(**res**+**""**);**

**}**

**if** **(**ch**.**equals**(**"/"**))** **{**

res **=** d1 **/** d2**;**

stack**.**push**(**res**+**""**);**

**}**

// int d2 = Integer.parseInt(String.valueOf(stack.pop()));

// int d1 = Integer.parseInt(String.valueOf(stack.pop()));

// if (ch.equals("+")) {

// int res = d1 + d2;

// stack.push(res+"");

// }

// if (ch.equals("-")) {

// int res = d1 - d2;

// stack.push(res+"");

// }

// if (ch.equals("\*")) {

// int res = d1 \* d2;

// stack.push(res+"");

// }

// if (ch.equals("/")) {

// int res = d1 / d2;

// stack.push(res+"");

// }

**}**

**}**

**return** Double**.**parseDouble**(**stack**.**pop**());**

**}**

**}**

class MyStack **{**

String**[]** data **=** **new** String**[**1024**];**

int top **=** **-**1**;**

public void push**(**String ch**)** **{**

**if** **(**ch **==** **null)** **return;**

top**++;**

data**[**top**]** **=** ch**;**

**}**

public String pop**()** **{**

String ch **=** **null;**

**if** **(**top **!=** **-**1**)** **{**

ch **=** data**[**top**];**

top**--;**

**}**

**return** ch**;**

**}**

@Override

public String toString**()** **{**

StringBuilder sb **=** **new** StringBuilder**();**

**for** **(**int i**=**0**;** i**<=**top**;** i**++)** **{**

sb**.**append**(**data**[**i**]+**" "**);**

**}**

**return** sb**.**toString**().**trim**();**

**}**

**}**

可以识别输入错误

package com**.**oj**;**

**import** java**.**util**.**ArrayList**;**

**import** java**.**util**.**List**;**

**import** java**.**util**.**Scanner**;**

//9+(3-1)\*3+10/2

//[9, 3, 1, -, 3, \*, +, 10, 2, /, +]

public class Main **{**

static String symbolRegex **=** "[\*\\+-/\\]\\[)(}{]"**;**

public static void main**(**String**[]** args**)** **{**

Scanner scanner **=** **new** Scanner**(**System**.**in**);**

**while** **(**scanner**.**hasNext**())** **{**

String in **=** scanner**.**nextLine**();**

//将{}、[]转换为（）

in **=** in**.**replaceAll**(**"[{\\[]"**,** "("**);**

in **=** in**.**replaceAll**(**"[}\\]]"**,** ")"**);**

// System.out.println(parseToList(in));

// System.out.println(getExpression(parseToList(in)));

**try** **{**

int res **=** cal**(**getExpression**(**parseToList**(**in**)));**

System**.**out**.**println**(**res**);**

System**.**out**.**println**(true);**

**}** **catch** **(**Exception e**)** **{**

System**.**out**.**println**(false);**

**}**

**}**

scanner**.**close**();**

**}**

//将输入表达式拆分，数字和符号依次存放

private static List**<**String**>** parseToList**(**String in**)** **{**

ArrayList**<**String**>** list **=** **new** ArrayList**<>();**

char ch**;**

int i**=**0**;**

**while** **(**i**<**in**.**length**())** **{**

ch **=** in**.**charAt**(**i**);**

**if** **(**Character**.**isDigit**(**ch**)** **||** //负数判断

**(**ch **==** '-'**&&(**i**-**1**>=**0**)&&!**Character**.**isDigit**(**in**.**charAt**(**i**-**1**)))**

**||** **(**i**==**0**&&**ch**==**'-'**))** **{**

String t **=** ch**+**""**;**

**if** **(++**i **==** in**.**length**())** **{**

list**.**add**(**t**);**

**break;**

**}**

ch **=** in**.**charAt**(**i**);**

**while** **(**Character**.**isDigit**(**ch**))** **{**

t **=** t **+** ch**;**

**if** **(++**i **==** in**.**length**())** **break;**

ch **=** in**.**charAt**(**i**);**

**}**

list**.**add**(**t**);**

**}** **else** **{**

list**.**add**(**ch**+**""**);**

i**++;**

**}**

**}**

**return** list**;**

**}**

//中缀表达式转换为后缀表达式

//数字直接输出，符号入栈，其中符号入栈前需要进行判断当前符号与栈顶符号的优先级

//只有当前符号的优先级高于栈顶符号才可以直接入栈。

//如果是（，则直接入栈，如果是），

//则将栈顶元素依次出栈，直到找到（为止。其中符号输出,(被忽略

//如果是\*或者/，因为它们的优先级最高，直接入栈

//如果是+或者-，如果栈顶为\* / + -，其优先级高于或等于入栈的+-

//则将其出栈，直至遇见（或者栈为空，再将+、-入栈

static List**<**String**>** getExpression**(**List**<**String**>** in**)** **{**

MyStack stack **=** **new** MyStack**();**

List**<**String**>** list **=** **new** ArrayList**<>();**

String ch**;**

**for** **(**int i**=**0**;** i**<**in**.**size**();** i**++)** **{**

ch **=** in**.**get**(**i**);**

**if** **(!**ch**.**matches**(**symbolRegex**))** **{**//数字

list**.**add**(**ch**);**

**}** **else** **{**//符号

**if** **(**ch**.**equals**(**")"**))** **{**

**do** **{**

String get **=** stack**.**pop**();**

**if** **(**get **==** **null** **||** get**.**equals**(**"("**))** **{**

**break;**

**}** **else** **{**

list**.**add**(**get**);**

**}**

**}** **while** **(true);**

**}**

**else** **if** **(**ch**.**equals**(**"+"**)** **||** ch**.**equals**(**"-"**))** **{**

String get **=** stack**.**pop**();**

**if** **(**get **==** **null)** **{**

stack**.**push**(**ch**);**

**}** **else** **if** **(**get**.**equals**(**"("**))** **{**

stack**.**push**(**get**);**

stack**.**push**(**ch**);**

**}** **else** **{**//为\*或/ + -

list**.**add**(**get**);**

**while** **(true)** **{**

get **=** stack**.**pop**();**

**if** **(**get **==** **null)** **{**

**break;**

**}** **else** **if** **(!**get**.**equals**(**"("**))** **{**

list**.**add**(**get**);**

**}** **else** **if** **(**get**.**equals**(**"("**)){**

stack**.**push**(**get**);**

**break;**

**}**

**}**

stack**.**push**(**ch**);**

**}**

**}**

**else** **{**//\* / (直接入栈

stack**.**push**(**ch**);**

**}**

**}**

//元素输出完毕，将栈内元素出栈

**if** **(**i **==** in**.**size**()** **-** 1**)** **{**

**do** **{**

String get **=** stack**.**pop**();**

**if** **(**get **==** **null)** **{**

**break;**

**}** **else** **{**

list**.**add**(**get**);**

**}**

**}** **while** **(true);**

**}**

**}**

**return** list**;**

**}**

//对后缀表达式运算求结果

//遇到数字直接入栈，遇到符号，出栈2个数字，对其进行相应的运算，再将结果入栈

//最后栈内的数据就是结果

//如符号-，依次出栈数字为d1,d2,计算d2-d1,对d2-d1入栈，即先出的数字在运算符右边

static int cal**(**List**<**String**>** list**)** **throws** Exception **{**

MyStack stack **=** **new** MyStack**();**

String ch**;**

**for** **(**int i**=**0**;** i**<**list**.**size**();** i**++)** **{**

ch **=** list**.**get**(**i**);**

**if** **(!**ch**.**matches**(**symbolRegex**))** **{**

stack**.**push**(**ch**);**

**}** **else** **{**

int d2 **=** Integer**.**parseInt**(**String**.**valueOf**(**stack**.**pop**()));**

int d1 **=** Integer**.**parseInt**(**String**.**valueOf**(**stack**.**pop**()));**

**if** **(**ch**.**equals**(**"+"**))** **{**

int res **=** d1 **+** d2**;**

stack**.**push**(**res**+**""**);**

**}**

**if** **(**ch**.**equals**(**"-"**))** **{**

int res **=** d1 **-** d2**;**

stack**.**push**(**res**+**""**);**

**}**

**if** **(**ch**.**equals**(**"\*"**))** **{**

int res **=** d1 **\*** d2**;**

stack**.**push**(**res**+**""**);**

**}**

**if** **(**ch**.**equals**(**"/"**))** **{**

int res **=** d1 **/** d2**;**

stack**.**push**(**res**+**""**);**

**}**

**}**

**}**

int r **=** Integer**.**parseInt**(**stack**.**pop**());**

//判断栈内是否只剩下一个元素，否则为无效计算

**if** **(**stack**.**pop**()** **==** **null)** **{**

**return** r**;**

**}** **else** **{**

**throw** **new** Exception**(**"input wrong"**);**

**}**

// return Integer.parseInt(stack.pop());

**}**

**}**

class MyStack **{**

String**[]** data **=** **new** String**[**1024**];**

int top **=** **-**1**;**

public void push**(**String ch**)** **{**

**if** **(**ch **==** **null)** **return;**

top**++;**

data**[**top**]** **=** ch**;**

**}**

public String pop**()** **{**

String ch **=** **null;**

**if** **(**top **!=** **-**1**)** **{**

ch **=** data**[**top**];**

top**--;**

**}**

**return** ch**;**

**}**

@Override

public String toString**()** **{**

StringBuilder sb **=** **new** StringBuilder**();**

**for** **(**int i**=**0**;** i**<=**top**;** i**++)** **{**

sb**.**append**(**data**[**i**]+**" "**);**

**}**

**return** sb**.**toString**().**trim**();**

**}**

**}**

# MP3光标位置

|  |  |
| --- | --- |
| 描述 | MP3 Player因为屏幕较小，显示歌曲列表的时候每屏只能显示几首歌曲，用户要通过上下键才能浏览所有的歌曲。  为了简化处理，假设每屏只能显示4首歌曲，光标初始的位置为第1首歌。    现在要实现通过上下键控制光标移动来浏览歌曲列表，控制逻辑如下：   1. 歌曲总数<=4的时候，不需要翻页，只是挪动光标位置。光标在第一首歌曲上时，按Up键光标挪到最后一首歌曲； 2. 光标在最后一首歌曲时，按Down键光标挪到第一首歌曲。   其他情况下用户按Up键，光标挪到上一首歌曲；用户按Down键，光标挪到下一首歌曲。  歌曲总数大于4的时候（以一共有10首歌为例）：  特殊翻页：屏幕显示的是第一页（即显示第1 –4首）时，光标在第一首歌曲上，用户按Up键后，屏幕要显示最后一页  （即显示第7-10首歌），同时光标放到最后一首歌上。同样的，屏幕显示最后一页时，光标在最后一首歌曲上，  用户按Down键，屏幕要显示第一页，光标挪到第一首歌上。  一般翻页：屏幕显示的不是第一页时，光标在当前屏幕显示的第一首歌曲时，用户按Up键后，屏幕从当前歌曲  的上一首开始显示，光标也挪到上一首歌曲。光标当前屏幕的最后一首歌时的Down键处理也类似。  其他情况，不用翻页，只是挪动光标就行。    **详细描述：**   * 接口说明   原型：   * void InputPreCondition(int iTotalItemsNum,char\* pCommandLst, char\* pCurDspSongLst, int \* iCurItemNo);   输入参数：      int iTotalItemsNum：MP3中歌曲的总数      char\* pCommandLst：用户操作序列(‘U’表示Up键，‘D’表示Down键)  输出参数：      char\* pCurDspSongLst: 经过用户操作序列后，当前屏幕里显示的歌曲列表(从上到下)      int \* iCurItemNo：经过用户操作后光标的位置(第几首歌)  返回值：          void |
| 知识点 | 数组,函数 |
| 运行时间限制 | 10M |
| 内存限制 | 128 |
| 输入 | 输入说明： 1 输入歌曲数量 2 输入命令 U或者D |
| 输出 | 输出说明 1 输出当前列表 2 输出当前选中歌曲 |
| 样例输入 | 10 UUUU |
| 样例输出 | 7 8 9 10 7 |

**import** java**.**util**.**Scanner**;**

public class Main **{**

public static void main**(**String**[]** args**)** **{**

Scanner scanner **=** **new** Scanner**(**System**.**in**);**

**while** **(**scanner**.**hasNext**())** **{**

total **=** scanner**.**nextInt**();**

current **=** 1**;**

pageFirst **=** 1**;**

String cmds **=** scanner**.**next**();**

**for** **(**int i**=**0**;** i**<**cmds**.**length**();** i**++)** **{**

char cmd **=** cmds**.**charAt**(**i**);**

command**(**cmd**);**

**}**

showInfo**();**

**}**

scanner**.**close**();**

**}**

static int total**=**6**,** current**=**1**,**pageFirst**=**1**;**

static void command**(**char cmd**)** **{**

**if** **(**total **<=** 4**)** **{**

**if** **(**cmd **==** 'D'**)** **{**

current**++;**

**if** **(**current **==** total **+** 1**)** current **=** 1**;**

**}**

**if** **(**cmd **==** 'U'**)** **{**

current**--;**

**if** **(**current **==** 0**)** current **=** total**;**

**}**

**return;**

**}**

**if** **(**cmd **==** 'D'**)** **{**

current**++;**

**if** **(**current **==** total **+** 1**)** **{**

current **=** 1**;**

pageFirst **=** 1**;**

**}**

**if** **(**current **==** pageFirst**+**4**)** **{**

pageFirst**++;**

**}**

**}**

**if** **(**cmd **==** 'U'**)** **{**

current**--;**

**if** **(**current **==** 0**)** **{**

pageFirst **=** total**-**3**;**

current **=** total**;**

**}**

**if** **(**current **==** pageFirst**-**1**)** **{**

pageFirst**--;**

**}**

**}**

**}**

static void showInfo**()** **{**

**if** **(**total **<=** 4**)** **{**

**for** **(**int i**=**0**;** i**<**total**-**1**;** i**++)** **{**

System**.**out**.**printf**(**"%d "**,**pageFirst**+**i**);**

**}**

System**.**out**.**printf**(**"%d\n"**,**pageFirst**+**total**-**1**);**

System**.**out**.**println**(**current**);**

**}** **else** **{**

**for** **(**int i**=**0**;** i**<**3**;** i**++)** **{**

System**.**out**.**printf**(**"%d "**,**pageFirst**+**i**);**

**}**

System**.**out**.**printf**(**"%d\n"**,**pageFirst**+**3**);**

System**.**out**.**println**(**current**);**

**}**

**}**

**}**

# 成绩排序

|  |  |
| --- | --- |
| 描述 | 查找和排序  题目：输入任意（用户，成绩）序列，可以获得成绩从高到低或从低到高的排列,相同成绩       都按先录入排列在前的规则处理。     例示：    jack      70    peter     96    Tom       70    smith     67     从高到低  成绩                peter     96        jack      70        Tom       70        smith     67     从低到高     smith     67  jack      70     Tom       70           peter     96 |
| 知识点 | 排序 |
| 运行时间限制 | 10M |
| 内存限制 | 128 |
| 输入 | 输入多行，先输入要排序的人的个数，然后分别输入他们的名字和成绩，以一个空格隔开  用户名字，字符串,非空串,长度不超过20;  成绩，整数，范围【0，100】  输入排序方式，0或1，0表示成绩从高到低方式输出名字和成绩，1表示成绩从低到高方式输出名字和成绩 |
| 输出 | 按照指定方式输出名字和成绩，名字和成绩之间以一个空格隔开 |
| 样例输入 | 3 0 fang 90 yang 50 ning 70 |
| 样例输出 | fang 90 ning 70 yang 50 |

**import** java**.**util**.**ArrayList**;**

**import** java**.**util**.**Collections**;**

**import** java**.**util**.**Comparator**;**

**import** java**.**util**.**List**;**

**import** java**.**util**.**Scanner**;**

public class Main **{**

public static void main**(**String**[]** args**)** **{**

Scanner scanner **=** **new** Scanner**(**System**.**in**);**

**while** **(**scanner**.**hasNext**())** **{**

int n **=** scanner**.**nextInt**();**

int type **=** scanner**.**nextInt**();**

ArrayList**<**Stu**>** list **=** **new** ArrayList**<>();**

**for** **(**int i**=**0**;** i**<**n**;** i**++)** **{**

list**.**add**(new** Stu**(**scanner**.**next**(),** i**+**1**,** scanner**.**nextInt**()));**

**}**

**if** **(**type **==** 1**)** **{**

Collections**.**sort**(**list**,** **new** Comparator**<**Stu**>()** **{**

@Override

public int compare**(**Stu o1**,** Stu o2**)** **{**

int dif **=** o1**.**score **-** o2**.**score**;**

**if** **(**dif **==** 0**)** **{**

dif **=** o1**.**num **-** o2**.**num**;**

**}**

**return** dif**;**

**}**

**});**

print**(**list**);**

**}** **else** **{**

Collections**.**sort**(**list**,** **new** Comparator**<**Stu**>()** **{**

@Override

public int compare**(**Stu o1**,** Stu o2**)** **{**

int dif **=** o2**.**score **-** o1**.**score**;**

**if** **(**dif **==** 0**)** **{**

dif **=** o1**.**num **-** o2**.**num**;**

**}**

**return** dif**;**

**}**

**});**

print**(**list**);**

**}**

**}**

scanner**.**close**();**

**}**

static void print**(**List**<**Stu**>** list**)** **{**

int i**=**0**;**

**for** **(**i**=**0**;** i**<**list**.**size**();** i**++)** **{**

System**.**out**.**println**(**list**.**get**(**i**));**

**}**

**}**

**}**

class Stu **{**

String name**;**

int num**;**

int score**;**

public Stu**(**String na**,** int n**,** int s**)** **{**

name **=** na**;**

num **=** n**;**

score **=** s**;**

**}**

@Override

public String toString**()** **{**

// TODO Auto-generated method stub

**return** name **+** " " **+** score**;**

**}**

**}**

# 矩阵乘法计算量估算

|  |  |
| --- | --- |
| 描述 | 矩阵乘法的运算量与矩阵乘法的顺序强相关。  例如：      A是一个50×10的矩阵，B是10×20的矩阵，C是20×5的矩阵    计算A\*B\*C有两种顺序：（（AB）C）或者（A（BC）），前者需要计算15000次乘法，后者只需要3500次。    编写程序计算不同的计算顺序需要进行的乘法次数 |
| 知识点 | 字符串 |
| 运行时间限制 | 10M |
| 内存限制 | 128 |
| 输入 | 输入多行，先输入要计算乘法的矩阵个数n，每个矩阵的行数，列数，总共2n的数，最后输入要计算的法则  3       //矩阵个数n  50 10   //矩阵A的行数50，列数10 10 20   //矩阵B的行数10，列数20 20 5    //矩阵C的行数20，列数5 (A(BC)) //矩阵从A开始命名，A、B、C、D...以此类推，通过括号表示运算顺序 |
| 输出 | 输出需要进行的乘法次数 |
| 样例输入 | 3 50 10 10 20 20 5 (A(BC)) |
| 样例输出 | 3500 |

package com**.**oj**;**

**import** java**.**util**.**ArrayList**;**

**import** java**.**util**.**Scanner**;**

public class Main **{**

public static void main**(**String**[]** args**)** **{**

Scanner scanner **=** **new** Scanner**(**System**.**in**);**

**while** **(**scanner**.**hasNext**())** **{**

int n **=** scanner**.**nextInt**();**

int**[][]** matrix **=** **new** int**[**27**][**2**];**

int index **=** 0**,** sum **=** 0**;**

**for** **(**int i**=**0**;** i**<**n**;** i**++)** **{**

matrix**[**i**][**0**]** **=** scanner**.**nextInt**();**

matrix**[**i**][**1**]** **=** scanner**.**nextInt**();**

**}**

String fun **=** scanner**.**next**();**

// print2(matrix);

// System.out.println(fun);

//2个矩阵 m\*n n\*p,其乘法次数为m\*n\*p,相乘后得到的矩阵为m\*p

MyStack stack **=** **new** MyStack**();**

**for** **(**int i**=**0**;** i**<**fun**.**length**();** i**++)** **{**

char ch **=** fun**.**charAt**(**i**);**

**if** **(**ch **!=** ')'**)** **{**

stack**.**push**(**ch**);**

**}** **else** **{**

//提取（）内的矩阵

ArrayList**<**Character**>** list **=** **new** ArrayList**<>();**

**do** **{**

Character get **=** stack**.**pop**();**

**if** **(**get **==** '('**)** **{**

**break;**

**}** **else** **if** **(**get **!=** '('**)** **{**

list**.**add**(**get**);**

**}**

**}** **while(true);**

//对（）内的矩阵从左到右依次相乘

int id **=** list**.**size**()-**1**;**

char mult1 **=** list**.**get**(**id**--);**//第一个矩阵

char mult2 **=** list**.**get**(**id**--);**//第二个矩阵

sum **+=** matrix**[**mult1**-**'A'**][**0**]** //乘法次数累计

**\***matrix**[**mult1**-**'A'**][**1**]\***matrix**[**mult2**-**'A'**][**1**];**

int row **=** matrix**[**mult1**-**'A'**][**0**];**

int col **=** matrix**[**mult2**-**'A'**][**1**];**

//矩阵个数大于2

**while** **(**id **>=** 0**)** **{**

char mult **=** list**.**get**(**id**--);**

sum **+=** row**\***col**\***matrix**[**mult**-**'A'**][**1**];**

row **=** row**;**

col **=** matrix**[**mult**-**'A'**][**1**];**

**}**

//存入新的矩阵，借用之前矩阵数据的存放位置

matrix**[**mult1**-**'A'**][**0**]** **=** row**;**

matrix**[**mult1**-**'A'**][**1**]** **=** col**;**

stack**.**push**(**mult1**);**

**}**

**}**

System**.**out**.**println**(**sum**);**

**}**

scanner**.**close**();**

**}**

static void print2**(**int**[][]** a**)** **{**

**for** **(**int i**=**0**;** i**<**a**.**length**;** i**++)** **{**

**for** **(**int j**=**0**;** j**<**a**[**0**].**length**;** j**++)** **{**

System**.**out**.**print**(**a**[**i**][**j**]+**" "**);**

**}**

System**.**out**.**println**();**

**}**

**}**

**}**

class MyStack **{**

char**[]** data **=** **new** char**[**1024**];**

int top **=** **-**1**;**

public void push**(**char ch**)** **{**

top**++;**

data**[**top**]** **=** ch**;**

**}**

public Character pop**()** **{**

Character get**=null;**

**if** **(**top **!=** **-**1**)** **{**

get **=** data**[**top**];**

top**--;**

**}**

**return** get**;**

**}**

@Override

public String toString**()** **{**

// TODO Auto-generated method stub

**return** String**.**valueOf**(**data**).**substring**(**0**,** top**+**1**);**

**}**

**}**

# 参数解析

|  |  |
| --- | --- |
| 描述 | 在命令行输入如下命令：  xcopy /s c:\ d:\，  各个参数如下：  参数1：命令字xcopy  参数2：字符串/s  参数3：字符串c:\  参数4: 字符串d:\  请编写一个参数解析程序，实现将命令行各个参数解析出来。    解析规则：  1.参数分隔符为空格  2.对于用“”包含起来的参数，如果中间有空格，不能解析为多个参数。比如在命令行输入xcopy /s “C:\program files” “d:\”时，参数仍然是4个，第3个参数应该是字符串C:\program files，而不是C:\program，注意输出参数时，需要将“”去掉，引号不存在嵌套情况。 3.参数不定长  4.输入由用例保证，不会出现不符合要求的输入 |
| 知识点 | 字符串 |
| 运行时间限制 | 10M |
| 内存限制 | 128 |
| 输入 | 输入一行字符串，可以有空格 |
| 输出 | 输出参数个数，分解后的参数，每个参数都独占一行 |
| 样例输入 | xcopy /s c:\\ d:\\ |
| 样例输出 | 4 xcopy /s c:\\ d:\\ |

package com**.**oj**;**

**import** java**.**util**.**ArrayList**;**

**import** java**.**util**.**List**;**

**import** java**.**util**.**Scanner**;**

public class Main **{**

public static void main**(**String**[]** args**)** **{**

int**[]** ms **=** **{**0**,**31**,**28**,**31**,** 30**,**31**,**30**,** 31**,**31**,**30**,** 31**,**30**,**31**};**

Scanner scanner **=** **new** Scanner**(**System**.**in**);**

**while** **(**scanner**.**hasNext**())** **{**

String in **=** scanner**.**nextLine**();**

List**<**String**>** list **=** **new** ArrayList**<>();**

StringBuilder sb **=** **new** StringBuilder**();**

boolean flag **=** **false;**

**for** **(**int i**=**0**;** i**<**in**.**length**();** i**++)** **{**

char ch **=** in**.**charAt**(**i**);**

**if** **(**ch **==** '"'**)** **{**

StringBuilder sb2 **=** **new** StringBuilder**();**

sb2**.**append**(**ch**);**

**do** **{**

i**++;**

ch **=** in**.**charAt**(**i**);**

**if** **(**ch **==** '"'**)** **{**

sb2**.**append**(**ch**);**

i**++;**

**break;**

**}** **else** **{**

sb2**.**append**(**ch**);**

**}**

**}** **while** **(true);**

list**.**add**(**sb2**.**toString**());**

**continue;**

**}**

**if** **(**Character**.**isWhitespace**(**ch**))** **{**

**if** **(**sb**.**length**()** **>** 0**)** **{**

list**.**add**(**sb**.**toString**());**

sb**.**delete**(**0**,** sb**.**length**());**

**}**

**}** **else** **{**

sb**.**append**(**ch**);**

**}**

**if** **(**i **==** in**.**length**()-**1**)** **{**

**if** **(**sb**.**length**()** **>** 0**)** **{**

list**.**add**(**sb**.**toString**());**

sb**.**delete**(**0**,** sb**.**length**());**

**}**

**}**

**}**

System**.**out**.**println**(**list**.**size**());**

**for** **(**int i**=**0**;** i**<**list**.**size**();** i**++)** **{**

System**.**out**.**println**(**list**.**get**(**i**));**

**}**

**}**

scanner**.**close**();**

**}**

**}**

# 24点运算

|  |  |
| --- | --- |
| 描述 | 计算24点是一种扑克牌益智游戏，随机抽出4张扑克牌，通过加(+)，减(-)，乘(\*), 除(/)四种运算法则计算  得到整数24，本问题中，扑克牌通过如下字符或者字符串表示，其中，小写joker表示小王，  大写JOKER表示大王：                     3 4 5 6 7 8 9 10 J Q K A 2 joker JOKER  本程序要求实现：输入4张牌，输出一个算式，算式的结果为24点。  详细说明：  1.运算只考虑加减乘除运算，没有阶乘等特殊运算符号，友情提醒，整数除法要当心；  2.牌面2~10对应的权值为2~10, J、Q、K、A权值分别为为11、12、13、1；  3.输入4张牌为字符串形式，以一个空格隔开，首尾无空格；如果输入的4张牌中包含大小王，则输出字符串“ERROR”，  表示无法运算；  4.输出的算式格式为4张牌通过+-\*/四个运算符相连，中间无空格，4张牌出现顺序任意，只要结果正确；  5.输出算式的运算顺序从左至右，不包含括号，如1+2+3\*4的结果为24  6.如果存在多种算式都能计算得出24，只需输出一种即可，如果无法得出24，则输出“NONE”表示无解。 |
| 知识点 | 字符串,循环,函数,指针,枚举,位运算,结构体,联合体,文件操作,递归 |
| 运行时间限制 | 10M |
| 内存限制 | 128 |
| 输入 | 输入4张牌为字符串形式，以一个空格隔开，首尾无空格； |
| 输出 | 如果输入的4张牌中包含大小王，则输出字符串“ERROR”，表示无法运算；  输出的算式格式为4张牌通过+-\*/四个运算符相连，中间无空格，4张牌出现顺序任意，  只要结果正确；  输出算式的运算顺序从左至右，不包含括号，如1+2+3\*4的结果为24  如果存在多种算式都能计算得出24，只需输出一种即可，如果无法得出24，  则输出“NONE”表示无解。 |
| 样例输入 | A A A A |
| 样例输出 | NONE |

**import** java**.**util**.**Scanner**;**

public class Main **{**

static int**[]** cards**;**

final static int N **=** 4**;**//N张牌

public static void main**(**String**[]** args**)** **{**

Scanner scanner **=** **new** Scanner**(**System**.**in**);**

**while** **(**scanner**.**hasNext**())** **{**

String in **=** scanner**.**nextLine**();**

int**[]** book **=** **new** int**[**N**];**

cards **=** parseCard**(**in**,** N**);**

**if** **(**cards **==** **null)** **{**

System**.**out**.**println**(**"ERROR"**);**

**continue;**

**}**

int**[]** arr **=** **new** int**[**N**];**

dfsSequence**(**arr**,** book**,** 0**);**

**if** **(!**findFlag**)** **{**

System**.**out**.**println**(**"NONE"**);**

**}**

**}**

scanner**.**close**();**

**}**

//获取输入牌的值 in:输入纸牌字符串 n张牌

static int**[]** parseCard**(**String in**,** int n**)** **{**

String**[]** cards **=** in**.**split**(**" "**);**

int**[]** values **=** **new** int**[**n**];**

**for** **(**int i**=**0**;** i**<**n**;** i**++)** **{**

**if** **(**cards**[**i**].**equals**(**"joker"**)** **||** cards**[**i**].**equals**(**"JOKER"**))** **{**

**return** **null;**

**}**

**if** **(**cards**[**i**].**equals**(**"A"**))** **{**

values**[**i**]** **=** 1**;**

**}** **else** **if** **(**cards**[**i**].**equals**(**"J"**))** **{**

values**[**i**]** **=** 11**;**

**}** **else** **if** **(**cards**[**i**].**equals**(**"Q"**))** **{**

values**[**i**]** **=** 12**;**

**}** **else** **if** **(**cards**[**i**].**equals**(**"K"**))** **{**

values**[**i**]** **=** 13**;**

**}** **else** **{**

values**[**i**]** **=** Integer**.**parseInt**(**cards**[**i**]);**

**}**

**}**

**return** values**;**

**}**

//对N张牌进行排列组合 共有N!种可能

static void dfsSequence**(**int**[]** arr**,** int**[]** book**,** int id**)** **{**

**if** **(**findFlag**)** **return;**

**if** **(**id **==** arr**.**length**)** **{**

// print(arr);

dfsCal**(**arr**,** arr**[**0**],** 1**,** ""**);**

**return;**

**}**

**for** **(**int i**=**0**;** i**<**arr**.**length**;** i**++)** **{**

**if** **(**book**[**i**]** **==** 0**)** **{**

book**[**i**]** **=** 1**;**

arr**[**id**]** **=** cards**[**i**];**

dfsSequence**(**arr**,** book**,** id**+**1**);**

arr**[**id**]** **=** 0**;**

book**[**i**]** **=** 0**;**

**}**

**}**

**}**

//对N张牌的每一种排列组合进行 + - 乘除运算，每一种组合有4^(N-1)种运算

//最多共有 N! \* 4^(N-1) 种运算方式

//初始值res为数组中的第一个元素，id为1,即下一个运算值的下标

static boolean findFlag **=** **false;**

static void dfsCal**(**int**[]** arr**,** int res**,** int id**,** String symbol**)** **{**

**if** **(**findFlag**)** **return;**

**if** **(**id **==** arr**.**length**)** **{**

**if** **(**res **==** 24**)** **{**

StringBuilder sb **=** **new** StringBuilder**();**

**for** **(**int i**=**0**;** i**<**arr**.**length**-**1**;** i**++)** **{**

sb**.**append**(**arr**[**i**]).**append**(**symbol**.**charAt**(**i**));**

**}**

sb**.**append**(**arr**[**arr**.**length**-**1**]);**

// sb.append(arr[0]).append(symbol.charAt(0)).

// append(arr[1]).append(symbol.charAt(1)).

// append(arr[2]).append(symbol.charAt(2)).

// append(arr[3]);

System**.**out**.**println**(**sb**.**toString**());**

findFlag **=** **true;**

**}**

**return;**

**}**

int resNew**;**

//+

resNew **=** res **+** arr**[**id**];**

dfsCal**(**arr**,** resNew**,** id**+**1**,** symbol**+**"+"**);**

//-

resNew **=** res **-** arr**[**id**];**

dfsCal**(**arr**,** resNew**,** id**+**1**,** symbol**+**"-"**);**

//\*

resNew **=** res **\*** arr**[**id**];**

dfsCal**(**arr**,** resNew**,** id**+**1**,** symbol**+**"\*"**);**

// / 判断是否可整除

**if** **(**res **%** arr**[**id**]** **==** 0**)** **{**

resNew **=** res **/** arr**[**id**];**

dfsCal**(**arr**,** resNew**,** id**+**1**,** symbol**+**"/"**);**

**}**

**}**

static void print**(**int**[]** a**)** **{**

**if** **(**a **==** **null)** **{**

System**.**out**.**println**(**"ERROR"**);**

**return;**

**}**

**for** **(**int i**=**0**;** i**<**a**.**length**;** i**++)** **{**

System**.**out**.**print**(**a**[**i**]+**" "**);**

**}**

System**.**out**.**println**();**

**}**

**}**

# JAVA 题目2-3级

|  |  |
| --- | --- |
| 描述 | 请编写一个函数（允许增加子函数），计算n x m的棋盘格子（n为横向的格子数，m为竖向的格子数）沿着各自边缘线从左上角走到右下角，总共有多少种走法，要求不能走回头路，即：只能往右和往下走，不能往左和往上走。 |
| 知识点 | 字符串,循环,函数,指针,枚举,位运算,结构体,联合体,文件操作,递归 |
| 运行时间限制 | 10M |
| 内存限制 | 128 |
| 输入 | 输入两个正整数 |
| 输出 | 返回结果 |
| 样例输入 | 2 2 |
| 样例输出 | 6 |

package com**.**oj**;**

**import** java**.**util**.**Scanner**;**

public class Main **{**

static int paths **=** 0**;**

public static void main**(**String**[]** args**)** **{**

Scanner scanner **=** **new** Scanner**(**System**.**in**);**

**while** **(**scanner**.**hasNext**())** **{**

int m **=** scanner**.**nextInt**();**

int n **=** scanner**.**nextInt**();**

int**[][]** map **=** **new** int**[**m**+**1**][**n**+**1**];**

paths **=** 0**;**

getPaths**(**map**,** 0**,** 0**);**

System**.**out**.**println**(**paths**);**

**}**

scanner**.**close**();**

**}**

static void getPaths**(**int**[][]** map**,** int x**,** int y**)** **{**

**if** **(**x **==** map**.**length**-**1 **&&** y **==** map**[**0**].**length **-**1**)** **{**

paths**++;**

// map[x][y] = 1;

// print(map);

// map[x][y] = 0;

// System.out.println();

**return;**

**}**

map**[**x**][**y**]** **=** 1**;**

int tx **=** x **+** 1**;**

int ty **=** y**;**

**if** **(**tx **>=** 0 **&&** tx **<** map**.**length **&&** ty **>=** 0 **&&** ty **<** map**[**0**].**length**)** **{**

getPaths**(**map**,** tx**,** ty**);**

**}**

tx **=** x**;**

ty **=** y **+** 1**;**

**if** **(**tx **>=** 0 **&&** tx **<** map**.**length **&&** ty **>=** 0 **&&** ty **<** map**[**0**].**length**)** **{**

getPaths**(**map**,** tx**,** ty**);**

**}**

map**[**x**][**y**]** **=** 0**;**

**}**

static void print**(**int**[][]** a**)** **{**

**for** **(**int i**=**0**;** i**<**a**.**length**;** i**++)** **{**

**for** **(**int j**=**0**;** j**<**a**[**0**].**length**;** j**++)** **{**

System**.**out**.**print**(**a**[**i**][**j**]+**" "**);**

**}**

System**.**out**.**println**();**

**}**

**}**

**}**

另外的解题思路：其实是求C（m+n）n

**import** java**.**util**.**Scanner**;**

public class Main **{**

public static void main**(**String**[]** args**)** **{**

Scanner scanner **=** **new** Scanner**(**System**.**in**);**

**while** **(**scanner**.**hasNext**())** **{**

int m **=** scanner**.**nextInt**();**

int n **=** scanner**.**nextInt**();**

// System.out.println(getPath(m, n));

System**.**out**.**println**(**getPath2**(**m**,** n**));**

**}**

scanner**.**close**();**

**}**

//递归

static int getPath**(**int m**,** int n**)** **{**

**if** **(**m **==** 0 **||** n **==** 0**)** **{**

**return** 1**;**

**}**

**if** **(**m **>** 0 **&&** n **>** 0**)** **{**

**return** getPath**(**m**,** n**-**1**)** **+** getPath**(**m**-**1**,** n**);**

**}**

**return** 0**;**

**}**

//dp

static int getPath2**(**int m**,** int n**)** **{**

int**[][]** dp **=** **new** int**[**m**+**1**][**n**+**1**];**

**for** **(**int i**=**0**;** i**<=**m**;** i**++)** **{**

**for** **(**int j**=**0**;** j**<=**n**;** j**++)** **{**

**if** **(**i **==** 0 **||** j **==** 0**)** **{**

dp**[**i**][**j**]** **=** 1**;**

**continue;**

**}**

dp**[**i**][**j**]** **=** dp**[**i**-**1**][**j**]** **+** dp**[**i**][**j**-**1**];**

**}**

**}**

**return** dp**[**m**][**n**];**

**}**

**}**

# Redraiment的走法

|  |  |
| --- | --- |
| 描述 | 题目描述     Redraiment是走梅花桩的高手。Redraiment总是起点不限，从前到后，往高的桩子走，但走的步数最多，不知道为什么？你能替Redraiment研究他最多走的步数吗？    样例输入  6  2 5 1 5 4 5    样例输出  3    提示  Example:  6个点的高度各为 2 5 1 5 4 5  如从第1格开始走,最多为3步, 2 4 5  从第2格开始走,最多只有1步,5  而从第3格开始走最多有3步,1 4 5  从第5格开始走最多有2步,4 5  所以这个结果是3。    接口说明  方法原型：      int GetResult(int num, int[] pInput, List  pResult);  输入参数：    int num：整数，表示数组元素的个数（保证有效）。    int[] pInput: 数组，存放输入的数字。  输出参数：    List pResult: 保证传入一个空的List，要求把结果放入第一个位置。 返回值：   正确返回1，错误返回0 |
| 知识点 | 排序 |
| 运行时间限制 | 10M |
| 内存限制 | 128 |
| 输入 | 输入多行，先输入数组的个数，再输入相应个数的整数 |
| 输出 | 输出结果 |
| 样例输入 | 6 2 5 1 5 4 5 |
| 样例输出 | 3 |

**import** java**.**util**.**Scanner**;**

public class Main **{**

public static void main**(**String**[]** args**)** **{**

Scanner scanner **=** **new** Scanner**(**System**.**in**);**

**while** **(**scanner**.**hasNext**())** **{**

int n **=** scanner**.**nextInt**();**

int**[]** arr **=** **new** int**[**n**];**

**for** **(**int i**=**0**;** i**<**n**;** i**++)** **{**

arr**[**i**]** **=** scanner**.**nextInt**();**

**}**

System**.**out**.**println**(**getMaxLen**(**arr**));**

**}**

scanner**.**close**();**

**}**

static int getMaxLen**(**int**[]** arr**)** **{**

int len **=** arr**.**length**;**

int max **=** 0**;**

//dp[i][j]表示以下标i元素为起点

//到j元素之间最多可以有多少个递增元素

//i>j

int**[][]** dp **=** **new** int**[**len**][**len**];**

**for** **(**int m**=**0**;** m**<**len**;** m**++)** **{**

**for** **(**int n**=**m**;** n**<**len**;** n**++)** **{**

//初始化

**if** **(**m **==** n**)** **{**

dp**[**m**][**n**]** **=** 1**;**

**continue;**

**}**

**//对左边元素查找，若小于当前元素且大于起点元素，则判断**

int k **=** m**;**

**while** **(**k **<** n**)** **{**

**if** **(**arr**[**k**]** **<** arr**[**n**]** **&&** arr**[**k**]** **>=** arr**[**m**])** **{**

dp**[**m**][**n**]** **=** max**(**dp**[**m**][**n**],** dp**[**m**][**k**]** **+** 1**);**

**}**

k**++;**

**}**

**if** **(**max **<** dp**[**m**][**n**])** **{**

max **=** dp**[**m**][**n**];**

**}**

**}**

**}**

// print(dp);

**return** max**;**

**}**

private static int max**(**int i**,** int j**)** **{**

// TODO Auto-generated method stub

**return** i **>** j **?** i **:** j**;**

**}**

static void print**(**int**[][]** a**)** **{**

**for** **(**int i**=**0**;** i**<**a**.**length**;** i**++)** **{**

**for** **(**int j**=**0**;** j**<**a**[**0**].**length**;** j**++)** **{**

System**.**out**.**print**(**a**[**i**][**j**]+**" "**);**

**}**

System**.**out**.**println**();**

**}**

**}**

**}**

# 字符串合并处理

|  |  |
| --- | --- |
| 描述 | 按照指定规则对输入的字符串进行处理。  详细描述：  将输入的两个字符串合并。  对合并后的字符串进行排序，要求为：下标为奇数的字符和下标为偶数的字符分别从小到大排序。这里的下标意思是字符在字符串中的位置。  对排训后的字符串进行操作，如果字符为‘0’——‘9’或者‘A’——‘F’或者‘a’——‘f’，则对他们所代表的16进制的数进行BIT倒序的操作，并转换为相应的大写字符。如字符为‘4’，为0100b，则翻转后为0010b，也就是2。转换后的字符为‘2’； 如字符为‘7’，为0111b，则翻转后为1110b，也就是e。转换后的字符为大写‘E’。    举例：输入str1为"dec"，str2为"fab"，合并为“decfab”，分别对“dca”和“efb”进行排序，排序后为“abcedf”，转换后为“5D37BF”  接口设计及说明：  /\*  功能:字符串处理  输入:两个字符串,需要异常处理  输出:合并处理后的字符串，具体要求参考文档  返回:无  \*/  void ProcessString(char\* str1,char \*str2,char \* strOutput)  {  } |
| 知识点 | 字符串,排序,位运算 |
| 运行时间限制 | 10M |
| 内存限制 | 128 |
| 输入 | 输入两个字符串 |
| 输出 | 输出转化后的结果 |
| 样例输入 | dec fab |
| 样例输出 | 5D37BF |

注意题目中没说的，有可能字符会不在0-F范围内比如会出现G,H之类的，这种类型的字符也参与排序，但不参与编码，即在0-F（及0-f）范围之外的字符保留原样

package com**.**oj**;**

**import** java**.**util**.**ArrayList**;**

**import** java**.**util**.**Arrays**;**

**import** java**.**util**.**List**;**

**import** java**.**util**.**Scanner**;**

public class Main **{**

public static void main**(**String**[]** args**)** **{**

Scanner scanner **=** **new** Scanner**(**System**.**in**);**

**while** **(**scanner**.**hasNext**())** **{**

String s1 **=** scanner**.**next**();**

String s2 **=** scanner**.**next**();**

// String ss = change(s1+s2);

System**.**out**.**println**(**transfer**(**s1**+**s2**));**

**}**

scanner**.**close**();**

**}**

static String transfer**(**String str**)** **{**

//奇偶排序

char**[]** cs **=** str**.**toCharArray**();**

int len **=** str**.**length**();**

// int k=0;

// while (k <= 1) {//k=0 偶排序， k=1奇排序

// //选择排序

// for (int i=k; i<len-1; i+=2) {

// int m = i;

// for (int j=i+2; j<len; j+=2) {

// if (cs[m] > cs[j]) {

// m = j;

// }

// }

// if (m != i) {

// char t = cs[i];

// cs[i] = cs[m];

// cs[m] = t;

// }

// }

// k++;

// }

int k2 **=** 2**;**

**while** **(**k2 **<=** 3**)** **{**

//插入排序

**for** **(**int i**=**k2**;** i**<**len**;** i**+=**2**)** **{**

int m **=** i**;**

**while(**m**-**2 **>=** 0**)** **{**

**if** **(**cs**[**m**-**2**]** **>** cs**[**m**])** **{**

char t **=** cs**[**m**-**2**];**

cs**[**m**-**2**]** **=** cs**[**m**];**

cs**[**m**]** **=** t**;**

**}** **else** **{**

**break;**

**}**

m**-=**2**;**

**}**

**}**

k2**++;**

**}**

//转换

StringBuilder sb2 **=** **new** StringBuilder**();**

**for** **(**int i**=**0**;** i**<**cs**.**length**;** i**++)** **{**

sb2**.**append**(**reverse**(**cs**[**i**]));**

**}**

// System.out.println(String.valueOf(cs));

**return** **(**sb2**.**toString**());**

**}**

//奇偶拆分 排序 合并 转换

static String change**(**String s1**)** **{**

//奇偶拆分

char**[]** odd **=** **new** char**[**s1**.**length**()];**

char**[]** even **=** **new** char**[**s1**.**length**()];**

int len **=** s1**.**length**(),** ie**=**0**,**io**=**0**;**

**for** **(**int i**=**0**;** i**<**len**;** i**++)** **{**

**if** **(**i **%** 2 **==** 0**)** **{**

even**[**ie**++]** **=** s1**.**charAt**(**i**);**

**}** **else** **{**

odd**[**io**++]** **=** s1**.**charAt**(**i**);**

**}**

**}**

// System.out.println(String.valueOf(even));

// System.out.println(String.valueOf(odd));

//排序

Arrays**.**sort**(**even**,** 0**,** ie**);**

Arrays**.**sort**(**odd**,** 0**,** io**);**

StringBuilder sb **=** **new** StringBuilder**();**

//合并

ie**=**0**;**io**=**0**;**

**for** **(**int i**=**0**;** i**<**len**;** i**++)** **{**

**if** **(**i **%** 2 **==** 0**)** **{**

sb**.**append**(**even**[**ie**++]);**

**}** **else** **{**

sb**.**append**(**odd**[**io**++]);**

**}**

**}**

//转换

StringBuilder sb2 **=** **new** StringBuilder**();**

**for** **(**int i**=**0**;** i**<**sb**.**length**();** i**++)** **{**

sb2**.**append**(**reverse**(**sb**.**charAt**(**i**)));**

**}**

**return** **(**sb2**.**toString**());**

**}**

static char reverse**(**char ch**)** **{**

char c **=** Character**.**toLowerCase**(**ch**);**

**if** **(!((**c**>=**'0' **&&** c**<=**'9'**)** **||** **(**c **>=** 'a' **&&** c **<=** 'f'**)))** **{**

**return** ch**;**

**}**

int n **=** 0**;**

**if** **(**c**>=**'0' **&&** c**<=**'9'**)** **{**

n **=** c **-** '0'**;**

**}**

**if** **(**c **>=** 'a' **&&** c **<=** 'f'**)** **{**

n **=** c **-** 'a' **+** 10**;**

**}**

StringBuilder s1 **=** **new** StringBuilder**(**get4Bin**(**n**));**

String s2 **=** s1**.**reverse**().**toString**();**

int n2 **=** Integer**.**parseInt**(**s2**,** 2**);**

**if** **(**n2 **>=** 0 **&&** n2 **<=** 9**)** **{**

c **=** **(**char**)** **(**n2 **+** '0'**);**

**}**

**if** **(**n2 **>=** 10 **&&** n2 **<=** 15**)** **{**

c **=** **(**char**)** **(**n2 **-** 10 **+** 'a'**);**

**}**

// System.out.println(n2);

**return** Character**.**toUpperCase**(**c**);**

**}**

static String get4Bin**(**int n**)** **{**

String str **=** Integer**.**toBinaryString**(**n**);**

StringBuilder sb **=** **new** StringBuilder**(**str**);**

**if** **(**str**.**length**()** **<** 4**)** **{**

int i **=** 4 **-** str**.**length**();**

**while** **(**i**--** **>** 0**)** **{**

sb**.**insert**(**0**,** '0'**);**

**}**

**}**

**return** sb**.**toString**();**

**}**

**}**

# 一笔画判断

|  |  |
| --- | --- |
| 描述 | 一笔画游戏是一个数学游戏  即平面上由多条线段构成的一个图形能不能一笔画成，使得在每条线段上都不重复？例如汉字‘日’和‘中’字都可以一笔画的，而‘田’和‘目’则不能。  请编程实现一笔画：  首先输入坐标系上的点数个数，然后输入点的坐标，请判断这张图是否可以一笔画出，并输出画线顺序 （每条线段必须经过一次，且只能经过一次。每个端点可以经过多次。）  **当有多种方式可以完成一笔画时，每一步都必须尽可能先画数值最小的端点。**  如  输入 1,2  1,3 2，3 三个点  http://career-oj.huawei.com/exam/manager/uploadImage/1400832164178.png  画线顺序为：1 2 3 1  如果能画线输出true  其他输出false； |
| 知识点 | 链表,队列,栈,树,图,数组 |
| 运行时间限制 | 10M |
| 内存限制 | 128 |
| 输入 | 1、输入点的个数  2、输入点的坐标 |
| 输出 | 如果可以一笔画这输出 画线顺序 |
| 样例输入 | 3 1 2 1 3 2 3 |
| 样例输出 | true |

只有125分的代码：

package com**.**oj**;**

**import** java**.**util**.**ArrayList**;**

**import** java**.**util**.**Scanner**;**

**import** java**.**util**.**TreeSet**;**

//三角形 3 1 2 1 3 2 3

//日字 7 1 2 1 3 2 4 3 4 3 5 4 6 5 6

//中 9 1 3 2 3 3 4 4 7 7 6 6 5 5 2 6 8 3 6

//目字 10 1 2 1 3 2 4 3 4 3 5 4 6 5 6 5 7 6 8 7 8

public class Main **{**

static int Edges **=** 0**,**Nodes**=**0**;**//总的边数，顶点数

public static void main**(**String**[]** args**)** **{**

Scanner scanner **=** **new** Scanner**(**System**.**in**);**

**while** **(**scanner**.**hasNext**())** **{**

int n **=** scanner**.**nextInt**();**

Edges **=** n**;**

TreeSet**<**Integer**>** set **=** **new** TreeSet**<>();**

ArrayList**<**Integer**>** list **=** **new** ArrayList**<>();**

**for** **(**int i**=**0**;** i**<**n**;** i**++)** **{**

int a **=** scanner**.**nextInt**();**

int b **=** scanner**.**nextInt**();**

list**.**add**(**a**);**

list**.**add**(**b**);**

set**.**add**(**a**);**

set**.**add**(**b**);**

**}**

Nodes **=** set**.**size**();**

int**[][]** map **=** **new** int**[**Nodes**+**1**][**Nodes**+**1**];**

int**[][]** book **=** **new** int**[**Nodes**+**1**][**Nodes**+**1**];**

**for** **(**int i**=**0**;** i**<**list**.**size**();** i**+=**2**)** **{**

int j **=** i**+**1**;**

map**[**list**.**get**(**i**)][**list**.**get**(**j**)]** **=** 1**;**

map**[**list**.**get**(**j**)][**list**.**get**(**i**)]** **=** 1**;**

**}**

// print(map);

enableFlag **=** **false;**

**for** **(**int i**=**1**;** i**<=**Nodes**;** i**++)** **{**

dfs**(**map**,** book**,** i**,** 0**,** ""**);**

**}**

// dfs(map, book, 3, 0);

**if** **(**enableFlag**)** **{**

System**.**out**.**println**(true);**

// System.out.println(out);

**}** **else** **{**

System**.**out**.**println**(false);**

**}**

**}**

scanner**.**close**();**

**}**

static boolean enableFlag **=** **false;**

static String out**=**""**;**

//node表示走到当前节点编号，bookNodes表示走过了几个顶点

static void dfs**(**int**[][]** map**,** int**[][]** book**,** int node**,** int edges**,** String path**)** **{**

**if** **(**enableFlag**)** **return;**

**if** **(**edges **==** Edges**)** **{**

enableFlag **=** **true;**

// System.out.println(path+node);

out **=** path**+**node**;**

**return;**

**}**

//从顶点node 到顶点 i

**for** **(**int i**=**1**;** i**<=**Nodes**;** i**++)** **{**

**if** **(**map**[**node**][**i**]** **==** 1 **&&** book**[**node**][**i**]** **==** 0**)** **{**

book**[**node**][**i**]** **=** 1**;**

book**[**i**][**node**]** **=** 1**;**

dfs**(**map**,** book**,** i**,** edges**+**1**,** path**+**node**+**" "**);**

book**[**node**][**i**]** **=** 0**;**

book**[**i**][**node**]** **=** 0**;**

**}**

**}**

**}**

static void print**(**int**[][]** a**)** **{**

**for** **(**int i**=**1**;** i**<**a**.**length**;** i**++)** **{**

**for** **(**int j**=**1**;**j**<**a**[**0**].**length**;** j**++)** **{**

System**.**out**.**printf**(**"%d "**,**a**[**i**][**j**]);**

**}**

System**.**out**.**println**();**

**}**

**}**

**}**

# 扑克牌大小

|  |  |
| --- | --- |
| 描述 | 扑克牌游戏大家应该都比较熟悉了，一副牌由54张组成，含3~A、2各4张，小王1张，大王1张。牌面从小到大用如下字符和字符串表示（其中，小写joker表示小王，大写JOKER表示大王）： 3 4 5 6 7 8 9 10 J Q K A 2 joker JOKER 输入两手牌，两手牌之间用"-"连接，每手牌的每张牌以空格分隔，"-"两边没有空格，如：4 4 4 4-joker JOKER。 请比较两手牌大小，输出较大的牌，如果不存在比较关系则输出ERROR。 基本规则： （1）输入每手牌可能是个子、对子、顺子（连续5张）、三个、炸弹（四个）和对王中的一种，不存在其他情况，由输入保证两手牌都是合法的，顺子已经从小到大排列； （2）除了炸弹和对王可以和所有牌比较之外，其他类型的牌只能跟相同类型的存在比较关系（如，对子跟对子比较，三个跟三个比较），不考虑拆牌情况（如：将对子拆分成个子）； （3）大小规则跟大家平时了解的常见规则相同，个子、对子、三个比较牌面大小；顺子比较最小牌大小；炸弹大于前面所有的牌，炸弹之间比较牌面大小；对王是最大的牌；  （4）输入的两手牌不会出现相等的情况。 |
| 知识点 | 字符串,循环,链表,队列,栈,查找,搜索,排序,树,图,数组,函数,指针,枚举,位运算,结构体,联合体,文件操作,递归 |
| 运行时间限制 | 0M |
| 内存限制 | 0 |
| 输入 | 输入两手牌，两手牌之间用"-"连接，每手牌的每张牌以空格分隔，"-"两边没有空格，如 4 4 4 4-joker JOKER。 |
| 输出 | 输出两手牌中较大的那手，不含连接符，扑克牌顺序不变，仍以空格隔开；如果不存在比较关系则输出ERROR。 |
| 样例输入 | 4 4 4 4-joker JOKER |
| 样例输出 | joker JOKER |

**import** java**.**awt**.**print**.**Printable**;**

**import** java**.**util**.**ArrayList**;**

**import** java**.**util**.**HashMap**;**

**import** java**.**util**.**LinkedList**;**

**import** java**.**util**.**List**;**

**import** java**.**util**.**Scanner**;**

public class Main **{**

public static void main**(**String**[]** args**)** **{**

Scanner scanner **=** **new** Scanner**(**System**.**in**);**

**while** **(**scanner**.**hasNext**())** **{**

boolean bigLarger **=** **false;**//牌多的一组大的标志位

String**[]** cards **=** scanner**.**nextLine**().**split**(**"-"**);**

String**[]** t1 **=** cards**[**0**].**split**(**" "**);**

String**[]** t2 **=** cards**[**1**].**split**(**" "**);**

String**[]** big **=** t1**.**length //牌多的一组

**>** t2**.**length **?** t1 **:** t2**;**

String**[]** small **=** t1**.**length //牌少的一组

**<=** t2**.**length **?** t1 **:** t2**;**

LinkedList**<**String**>** list **=** **(**LinkedList**<**String**>)** init**();**

//牌数相同 1-1 2-2 3-3 4-4 5-5

**if** **(**big**.**length **==** small**.**length**)** **{**

int a **=** list**.**indexOf**(**big**[**0**]);**

int b **=** list**.**indexOf**(**small**[**0**]);**

**if** **(**a **>** b**)** **{**

bigLarger **=** **true;**

**}** **else** **{**

bigLarger **=** **false;**

**}**

**}** **else** **if** **(**big**.**length **==** 2 //双王

**&&** big**[**0**].**toLowerCase**().**equals**(**"joker"**))** **{**

bigLarger **=** **true;**

**}** **else** **if** **(**small**.**length **==** 2 //双王

**&&** small**[**0**].**toLowerCase**().**equals**(**"joker"**))** **{**

bigLarger **=** **false;**

**}** **else** **if** **(**big**.**length **==** 4**)** **{**//炸弹4-1 4-2 4-3

bigLarger **=** **true;**

**}** **else** **if** **(**small**.**length **==** 4**)** **{**//炸弹 4-5

bigLarger **=** **false;**

**}** **else** **{**//无效组合

System**.**out**.**println**(**"ERROR"**);**

**continue;**

**}**

**if** **(**bigLarger**)** **{**

print**(**big**);**

**}** **else** **{**

print**(**small**);**

**}**

**}**

scanner**.**close**();**

**}**

static List**<**String**>** init**()** **{**

List**<**String**>** list **=** **new** LinkedList**<>();**

list**.**add**(**"3"**);**

list**.**add**(**"4"**);**

list**.**add**(**"5"**);**

list**.**add**(**"6"**);**

list**.**add**(**"7"**);**

list**.**add**(**"8"**);**

list**.**add**(**"9"**);**

list**.**add**(**"10"**);**

list**.**add**(**"J"**);**

list**.**add**(**"Q"**);**

list**.**add**(**"K"**);**

list**.**add**(**"A"**);**

list**.**add**(**"2"**);**

list**.**add**(**"joker"**);**

list**.**add**(**"JOKER"**);**

**return** list**;**

**}**

static void print**(**String**[]** str**)** **{**

**for** **(**int i**=**0**;** i**<**str**.**length**-**1**;** i**++)** **{**

System**.**out**.**print**(**str**[**i**]+**" "**);**

**}**

System**.**out**.**println**(**str**[**str**.**length**-**1**]);**

**}**

**}**

# 火车进站

|  |  |
| --- | --- |
| 描述 | 给定一个正整数N代表火车数量，0<N<10，接下来输入火车入站的序列，一共N辆火车，每辆火车以数字1-9编号。要求以字典序排序输出火车出站的序列号。 |
| 知识点 | 栈 |
| 运行时间限制 | 0M |
| 内存限制 | 0 |
| 输入 | 有多组测试用例，每一组第一行输入一个正整数N（0<N<10），第二行包括N个正整数，范围为1到9。 |
| 输出 | 输出以字典序排序的火车出站序列号，每个编号以空格隔开，每个输出序列换行，具体见sample。 |
| 样例输入 | 3 1 2 3 |
| 样例输出 | 1 2 3 1 3 2 2 1 3 2 3 1 3 2 1 |

解答：

　　其实核心就是一个栈，对于第K个数，在第K个数进栈之前，前面的 K-1 个数要么全部出去了，要么都在栈里面，要么部分在栈里面部分出去了。那么可以假想，在第K个数入栈之前，依次从栈里面出去 0个、1个、2个……栈.size()个，然后把第K个入栈，再对于 K+1个同样实施这样的方法——这就是个递归了。

　　出去了的保存在一个队列里面，没出站的保存在栈里面，最后一辆车处理完了递归结束并输出。

**import** java**.**util**.**ArrayList**;**

**import** java**.**util**.**Iterator**;**

**import** java**.**util**.**LinkedList**;**

**import** java**.**util**.**List**;**

**import** java**.**util**.**Scanner**;**

**import** java**.**util**.**Stack**;**

**//in:3 1 2 3**

//out:1 2 3 1 3 2 2 1 3 2 3 1 3 2 1

public class Main **{**

static LinkedList**<**List**<**Integer**>>** lists**;**

public static void main**(**String**[]** args**)** **{**

Scanner scanner **=** **new** Scanner**(**System**.**in**);**

// while (scanner.hasNext()) {

Stack**<**Integer**>** stack **=** **new** Stack**<>();**

lists **=** **new** LinkedList**<>();**

int n **=** scanner**.**nextInt**();**

int**[]** trains **=** **new** int**[**n**];**

**for** **(**int i**=**0**;** i**<**n**;** i**++)** **{**

trains**[**i**]** **=** scanner**.**nextInt**();**

**}**

List**<**Integer**>** list **=** **new** ArrayList**<>();**

next**(**stack**,** list**,** trains**,** 0**);**

Iterator**<**List**<**Integer**>>** it **=** lists**.**iterator**();**

**while** **(**it**.**hasNext**())** **{**

list **=** it**.**next**();**

**for** **(**int i**=**0**;** i**<**list**.**size**()-**1**;** i**++)** **{**

System**.**out**.**print**(**list**.**get**(**i**)+**" "**);**

**}**

System**.**out**.**println**(**list**.**get**(**list**.**size**()-**1**));**

**}**

// }

scanner**.**close**();**

**}**

static void next**(**Stack**<**Integer**>** stack**,** List**<**Integer**>** list**,** int**[]** trains**,** int id**)** **{**

**if** **(**id **==** trains**.**length**)** **{**

**while** **(!**stack**.**isEmpty**())** **{**

list**.**add**(**stack**.**pop**());**

**}**

lists**.**add**(**0**,** list**);**

**return;**

**}**

int size **=** stack**.**size**();**

**for** **(**int i**=**0**;** i**<=**size**;** i**++)** **{**

Stack**<**Integer**>** tStack **=** **new** Stack**<>();**

tStack**.**addAll**(**stack**);**

List**<**Integer**>** tList **=** **new** ArrayList**<>(**list**);**

**for** **(**int j**=**1**;** j**<=**i**;** j**++)** **{**

tList**.**add**(**tStack**.**pop**());**

**}**

tStack**.**push**(**trains**[**id**]);**

next**(**tStack**,** tList**,** trains**,** id**+**1**);**

**}**

**}**

static void print**(**int**[]** str**)** **{**

**for** **(**int i**=**0**;** i**<**str**.**length**-**1**;** i**++)** **{**

System**.**out**.**print**(**str**[**i**]+**" "**);**

**}**

System**.**out**.**println**(**str**[**str**.**length**-**1**]);**

**}**

**}**

**static** **void** dfs(**int**[] source, **int** sid,Stack<Integer> stack, **int**[] out, **int** oid) {

**if** (sid == source.length) {

**while** (!stack.isEmpty()) {

out[oid++] = stack.pop();

}

System.***out***.println(Arrays.*toString*(out));

**return**;

}

**int** size = stack.size();

**for** (**int** i=0; i<=size; i++) {

//出栈i个

Stack<Integer> stack2 = *copyStack*(stack);

**int** id = oid;//oid的值需要保存

**for** (**int** j=0; j<i; j++) {

out[id++] = stack2.pop();

}

stack2.push(source[sid]);

*dfs*(source, sid+1, stack2, out, id);

}

}

**static** Stack<Integer> copyStack(Stack<Integer> cc) {

Stack<Integer> res = **new** Stack<>();

Iterator<Integer> it = cc.iterator();

**while** (it.hasNext()) {

res.push(it.next());

}

**return** res;

}

# 数据分类处理

|  |  |
| --- | --- |
| 描述 | 信息社会，有海量的数据需要分析处理，比如公安局分析身份证号码、QQ用户、手机号码、银行帐号等信息及活动记录。  采集输入大数据和分类规则，通过大数据分类处理程序，将大数据分类输出。 |
| 知识点 | 排序 |
| 运行时间限制 | 0M |
| 内存限制 | 0 |
| 输入 | ﻿一组输入整数序列I和一组规则整数序列R，I和R序列的第一个整数为序列的个数（个数不包含第一个整数）；整数范围为0~0xFFFFFFFF，序列个数不限 |
| 输出 | ﻿从R依次中取出R<i>，对I进行处理，找到满足条件的I<j>：  I<j>整数对应的数字需要连续包含R<i>对应的数字。比如R<i>为23，I<j>为231，那么I<j>包含了R<i>，条件满足 。  按R<i>从小到大的顺序:  (1)先输出R<i>；  (2)再输出满足条件的I<j>的个数；  (3)然后输出满足条件的I<j>在I序列中的位置索引(从0开始)；  (4)最后再输出I<j>。  附加条件：  (1)R<i>需要从小到大排序。相同的R<i>只需要输出索引小的以及满足条件的I<j>，索引大的需要过滤掉  (2)如果没有满足条件的I<j>，对应的R<i>不用输出  (3)最后需要在输出序列的第一个整数位置记录后续整数序列的个数(不包含“个数”本身)    序列I：15,123,456,786,453,46,7,5,3,665,453456,745,456,786,453,123（第一个15表明后续有15个整数）  序列R：5,6,3,6,3,0（第一个5表明后续有5个整数）  输出：*30, 3,6,0,123*,3,453,7,3,9,453456,13,453,14,123,6,7,1,456,2,786,4,46,8,665,9,453456,11,456,12,786  说明：  *30*----后续有30个整数  *3*----从小到大排序，第一个R<i>为0，但没有满足条件的I<j>，不输出0，而下一个R<i>是3  *6---* *存在6个包含3的I<j>*  *0---* *123所在的原序号为0*  *123---* *123包含3，满足条件* |
| 样例输入 | 15 123 456 786 453 46 7 5 3 665 453456 745 456 786 453 123 5 6 3 6 3 0 |
| 样例输出 | 30 3 6 0 123 3 453 7 3 9 453456 13 453 14 123 6 7 1 456 2 786 4 46 8 665 9 453456 11 456 12 786 |

**import** java**.**util**.**ArrayList**;**

**import** java**.**util**.**HashMap**;**

**import** java**.**util**.**HashSet**;**

**import** java**.**util**.**Iterator**;**

**import** java**.**util**.**LinkedList**;**

**import** java**.**util**.**List**;**

**import** java**.**util**.**Map**;**

**import** java**.**util**.**Scanner**;**

**import** java**.**util**.**Set**;**

**import** java**.**util**.**Stack**;**

**import** java**.**util**.**TreeMap**;**

**import** java**.**util**.**TreeSet**;**

//1 2 3 1 3 2 2 1 3 2 3 1 3 2 1

public class Main **{**

public static void main**(**String**[]** args**)** **{**

Scanner scanner **=** **new** Scanner**(**System**.**in**);**

int m **=** scanner**.**nextInt**();**

String**[]** all **=** **new** String**[**m**];**

**for** **(**int i**=**0**;** i**<**m**;** i**++)** **{**

all**[**i**]** **=** scanner**.**next**();**

**}**

int n **=** scanner**.**nextInt**();**

Set**<**Integer**>** set **=** **new** TreeSet**<>();**

**for** **(**int i**=**0**;** i**<**n**;** i**++)** **{**

set**.**add**(**scanner**.**nextInt**());**

**}**

Iterator**<**Integer**>** it **=** set**.**iterator**();**

ArrayList**<**Ruler**>** list **=** **new** ArrayList**<>();**

int size **=** 0**;**

**while** **(**it**.**hasNext**())** **{**

String find **=** it**.**next**()+**""**;**

Ruler ruler **=** **new** Ruler**(**find**);**

**for** **(**int i**=**0**;** i**<**m**;** i**++)** **{**

**if** **(**isContain**(**all**[**i**],** find**))** **{**

ruler**.**add**(new** Record**(**i**,** all**[**i**]));**

**}**

**}**

**if** **(**ruler**.**getSize**()** **>** 0**)** **{**

size **+=** ruler**.**getSize**();**

list**.**add**(**ruler**);**

**}**

**}**

**if** **(**size **==** 0**)**

System**.**out**.**println**(**size**);**

**else**

System**.**out**.**print**(**size**+**" "**);**

**for** **(**int i**=**0**;** i**<**list**.**size**()-**1**;** i**++)** **{**

System**.**out**.**print**(**list**.**get**(**i**)+**" "**);**

**}**

System**.**out**.**println**(**list**.**get**(**list**.**size**()-**1**));**

scanner**.**close**();**

**}**

static boolean isContain**(**String str**,** String find**)** **{**

int len **=** find**.**length**();**

**for** **(**int i**=**0**;** i**<=**str**.**length**()-**len**;** i**++)** **{**

**if** **(**str**.**substring**(**i**,** i**+**len**).**equals**(**find**))** **{**

**return** **true;**

**}**

**}**

**return** **false;**

**}**

**}**

class Ruler **{**

String ruler**;**

List**<**Record**>** list**;**

public Ruler**(**String r**)** **{**

ruler **=** r**;**

list **=** **new** ArrayList**<>();**

**}**

public void add**(**Record record**)** **{**

list**.**add**(**record**);**

**}**

public int getSize**()** **{**

**if** **(**list**.**size**()** **>** 0**)**

**return** list**.**size**()\***2 **+** 2**;**

**else**

**return** 0**;**

**}**

@Override

public String toString**()** **{**

StringBuilder sb **=** **new** StringBuilder**();**

sb**.**append**(**ruler**);**

sb**.**append**(**" " **+** list**.**size**());**

**for** **(**int i**=**0**;** i**<**list**.**size**();** i**++)** **{**

sb**.**append**(**" "**+**list**.**get**(**i**).**id**+**" "**+**list**.**get**(**i**).**name**);**

**}**

**return** sb**.**toString**();**

**}**

**}**

class Record **{**

int id**;**

String name**;**

public Record**(**int i**,** String n**)** **{**

id **=** i**;**

name **=** n**;**

**}**

**}**

# 配置文件恢复

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 描述 | 有6条配置命令，它们执行的结果分别是：   |  |  | | --- | --- | | **命   令** | **执   行** | | **reset** | reset what | | **reset board** | board fault | | **board add** | where to add | | **board delet** | no board at all | | **reboot backplane** | impossible | | **backplane abort** | install first | | ***he he*** | unkown command |   **注意：he he不是命令。**  为了简化输入，方便用户，以“最短唯一匹配原则”匹配： 1、若只输入一字串，则只匹配一个关键字的命令行。例如输入：r，根据该规则，匹配命令reset，执行结果为：reset what；输入：res，根据该规则，匹配命令reset，执行结果为：reset what； 2、若只输入一字串，但本条命令有两个关键字，则匹配失败。例如输入：reb，可以找到命令reboot backpalne，但是该命令有两个关键词，所有匹配失败，执行结果为：unkown command 3、若输入两字串，则先匹配第一关键字，如果有匹配但不唯一，继续匹配第二关键字，如果仍不唯一，匹配失败。例如输入：r b，找到匹配命令reset board，执行结果为：board fault。  4、若输入两字串，则先匹配第一关键字，如果有匹配但不唯一，继续匹配第二关键字，如果唯一，匹配成功。例如输入：b a，无法确定是命令**board add**还是**backplane abort**，匹配失败。 5、若输入两字串，第一关键字匹配成功，则匹配第二关键字，若无匹配，失败。例如输入：bo a，确定是命令**board add**，匹配成功。 6、若匹配失败，打印“unkonw command” |
| 知识点 | 字符串 |
| 运行时间限制 | 0M |
| 内存限制 | 0 |
| 输入 | 多行字符串，每行字符串一条命令 |
| 输出 | 执行结果，每条命令输出一行 |
| 样例输入 | reset reset board board add board delet reboot backplane backplane abort |
| 样例输出 | reset what board fault where to add no board at all impossible install first |

**import** java**.**util**.**Scanner**;**

//1 2 3 1 3 2 2 1 3 2 3 1 3 2 1

public class Main **{**

static String**[][]** commands **=** **{{**"reset"**,**""**},{**"reset"**,** "board"**}**

**,{**"board"**,** "add"**},{**"board"**,** "delet"**}**

**,{**"reboot"**,** "backplane"**}**

**,{**"backplane"**,** "abort"**}};**

static String**[]** exe **=** **{**"reset what"**,**"board fault"**,** "where to add"

**,**"no board at all"**,** "impossible"**,** "install first"

**,** "unkown command"**};**

public static void main**(**String**[]** args**)** **{**

Scanner scanner **=** **new** Scanner**(**System**.**in**);**

**while** **(**scanner**.**hasNextLine**())** **{**

String in **=** scanner**.**nextLine**();**

System**.**out**.**println**(**getExe**(**in**));**

**}**

scanner**.**close**();**

**}**

static String getExe**(**String reg**)** **{**

int c **=** getMatch**(**reg**);**

**if** **(**c **==** **-**1**)**

**return** exe**[**exe**.**length**-**1**];**

**else**

**return** exe**[**c**];**

**}**

static int getMatch**(**String regexs**)** **{**

int res **=** **-**1**;**

String**[]** regs **=** regexs**.**split**(**" "**);**

**if** **(**regs**.**length **==** 1**)** **{**

**if** **(**isMatch**(**commands**[**0**][**0**],** regs**[**0**]))** **{**

res **=** 0**;**

**}**

**}** **else** **if** **(**regs**.**length **==** 2**){**

int i**=**1**,** ts**=**0**;**

**for** **(** **;** i**<**commands**.**length**;** i**++)** **{**

**if** **(**isMatch**(**commands**[**i**][**0**],** regs**[**0**])**

**&&** isMatch**(**commands**[**i**][**1**],** regs**[**1**]))** **{**

ts**++;**

res **=** i**;**

**}**

**}**

**if** **(**ts **>** 1**)** **{**//匹配命令大于1个

res **=** **-**1**;**

**}**

**}**

**return** res**;**

**}**

static boolean isMatch**(**String str**,** String regex**)** **{**

**return** str**.**matches**(**"^"**+**regex**+**".\*"**);**

**}**

**}**

# 二分查找

**static** **boolean** bin\_search(**int**[] arr, **int** value) {

**int** l = 0, r = arr.length;

**int** t = 0;

**while** (r - l >= 1) {

t++;

**int** i = (l + r)/2;

**if** (arr[i] == value) {

System.***out***.println(t);

**return** **true**;

}

**else** **if** (arr[i] < value) l = i + 1;

**else** r = i;

}

System.***out***.println(t);

**return** **false**;

}

# 排序

**package** com.oj;

**import** java.util.\*;

**public** **class** BubbleSort {

//冒泡排序

**public** **static** **int**[] bubbleSort(**int**[] ns, **int** n) {

//better

**for** (**int** j=ns.length-1; j>=1; j--) {

**for** (**int** i=0; i<=j-1; i++) {

**if** (ns[i] > ns[i+1]) {

*swap*(ns, i, i+1);

}

}

}

**return** ns;

}

//选择排序

**public** **static** **int**[] selectionSort(**int**[] arr, **int** n) {

//先找最大

/\*

for (int i=arr.length-1; i>=1; i--) {

int max = i;

for (int j=0; j<=i-1; j++) {

if (arr[max] < arr[j]) {

max = j;

}

}

if (max != i) {

swap(arr, i, max);

}

print(arr);

}

\*/

//先找最小

**for** (**int** i=0; i<arr.length-1; i++) {

**int** min = i;

**for** (**int** j=i+1; j<arr.length; j++) {

**if** (arr[min] > arr[j]) {

min = j;

}

}

**if** (min != i) {

*swap*(arr, min, i);

}

// System.out.print(i+1+":");

// print(arr);

}

**return** arr;

}

//插入排序

**public** **static** **int**[] insertionSort(**int**[] arr, **int** n) {

**for** (**int** i=1; i<arr.length; i++) {

**int** insert = i;

**while** (insert > 0) {

**if** (arr[insert] < arr[insert-1]) {

*swap*(arr, insert, insert-1);

insert--;

} **else** {

**break**;

}

}

// print(arr);

}

**return** arr;

}

//归并排序

**public** **static** **int**[] mergeSort(**int**[] arr, **int** n) {

*mergeProcess*(arr, 0, arr.length-1);

**return** arr;

}

**static** **void** mergeProcess(**int**[] arr, **int** left, **int** right) {

**if** (left == right) **return**;

**int** mid = (right + left)/2;

*mergeProcess*(arr, left, mid);

*mergeProcess*(arr, mid+1, right);

*merge*(arr, left, mid, right);

}

//归并排序， mid一般是左边区间的最后一个元素下标

**static** **void** merge(**int**[] arr,**int** left,**int** mid,**int** right) {

**int**[] temp = **new** **int**[right-left+1];

**int** id = 0;

**int** l = left;//左边区间的起始下标

**int** r = mid+1;//右边区间的起始下标

//对2个区间按照大小放入新数组，直到其中一个区间的数据全部放入

**while** (l <= mid && r <= right) {

**if** (arr[l] < arr[r]) {

temp[id++] = arr[l++];

} **else** {

temp[id++] = arr[r++];

}

}

//此时还有一个区间的元素没有被放入组合的数组

//如果是左边区间

**while** (l <= mid) {

temp[id++] = arr[l++];

}

//如果是右边区间

**while** (r <= right) {

temp[id++] = arr[r++];

}

//将原数组待合并的2个区间用新合并的数组覆盖

**for** (**int** i=0; i<temp.length; i++) {

arr[left+i] = temp[i];

}

}

//快速排序

**public** **static** **int**[] quickSort(**int**[] arr, **int** n) {

// qSort(arr, 0, arr.length-1);

*partition*(arr, 0, arr.length-1);

**return** arr;

}

**static** **void** qSort(**int**[] arr, **int** left, **int** right) {

**if** (left < right) {

**int** l = left, r = right;

**int** random = (**int**) (Math.*random*()\*(right-left+1)+left);

*swap*(arr, left, random);

**int** base = arr[left];

**while** (l < r) {

**while** (l < r && arr[r] >= base) {

r--;

}

**while** (l < r && arr[l] <= base) {

l++;

}

**if** (l < r) {

*swap*(arr, r, l);

}

}

arr[left] = arr[l];

arr[l] = base;

*qSort*(arr, left, l-1);

*qSort*(arr, l+1, right);

}

}

**static** **void** partition(**int**[] arr, **int** left,**int** right) {

**if** (left >= right) **return**;

**int** random = (**int**) (Math.*random*()\*(right-left+1) + left);

*swap*(arr, right, random);

**int** mid = left;

**int** index = left;

**while** (index < right) {

**if** (arr[index] < arr[right]) {

*swap*(arr, mid++, index);

}

index++;

}

*swap*(arr, mid, right);

*partition*(arr, left, mid-1);

*partition*(arr, mid+1, right);

}

**static** **void** swap(**int**[] arr, **int** id1,**int** id2) {

**int** temp = arr[id1];

arr[id1] = arr[id2];

arr[id2] = temp;

}

**static** **int**[] generatArray(**int** len, **int** range) {

**int**[] arr = **new** **int**[len];

**for** (**int** i=0; i<len; i++) {

arr[i] = (**int**)(Math.*random*()\*range)+1;

}

**return** arr;

}

**static** **boolean** isSort(**int**[] arr) {

**for** (**int** i=1;i<arr.length; i++) {

**if** (arr[i-1] > arr[i])

**return** **false**;

}

**return** **true**;

}

**private** **static** **void** lookSort(**int** len, **int** range, **int** times) {

**int**[] ns = {10,9,8,7,6,5,4,3,2,1};

System.***out***.print("unsort:");

*print*(ns);

//sort method

// insertionSort(ns, ns.length);

// mergeSort(ns, ns.length);

*quickSort*(ns, ns.length);

System.***out***.print("sorted:");

*print*(ns);

System.***out***.println();

}

**static** **boolean** *Debug* = **false**;

**public** **static** **void** main(String[] args) {

**int** len = 20,range = 100, times = 50000;

**if** (*Debug*) {

*lookSort*(10, range, 3);

} **else** {

*testSort*(len, range, times);

**int** t = 10;

**int**[] runTimes = **new** **int**[t];

**for** (**int** i=0; i<runTimes.length; i++) {

**long** start = System.*currentTimeMillis*();

*runTimeOfSort*(1\_000\_000);

**long** end = System.*currentTimeMillis*();

**long** runTime = end - start;

runTimes[i] = (**int**) runTime;

}

**int** sum = 0;

**for** (**int** i=0; i<runTimes.length; i++) {

sum += runTimes[i];

}

System.***out***.println("run:"+sum/10+"ms");

}

}

**private** **static** **void** testSort(**int** len, **int** range, **int** times) {

**int** i;

**for** (i=0; i<times; i++) {

**int**[] ns = *generatArray*(len, range);

//sort method

// bubbleSort(ns, ns.length);

// selectionSort(ns, ns.length);

// insertionSort(ns, ns.length);

// mergeSort(ns, ns.length);

*quickSort*(ns, ns.length);

**if** (!*isSort*(ns)) {

System.***out***.println("Wrong case:");

*print*(ns);

**break**;

}

}

**if** (i == times)

System.***out***.println("sort is ok");

}

**private** **static** **void** runTimeOfSort(**int** len) {

**int**[] ns = *generatArray*(len, Integer.***MAX\_VALUE***);

//sort method

// bubbleSort(ns, ns.length);

// selectionSort(ns, ns.length);

// insertionSort(ns, ns.length);

// mergeSort(ns, ns.length);

*quickSort*(ns, ns.length);

// Arrays.sort(ns);

}

**static** **void** print(**int**[] n) {

**for** (**int** i=0; i<n.length; i++) {

System.***out***.print(n[i]+" ");

}

System.***out***.println();

}

}

# 递归生成格雷码

**import** java**.**util**.**Scanner**;**

public class Ma **{**

public static void main**(**String**[]** args**)** **{**

Scanner sc **=** **new** Scanner**(**System**.**in**);**

**while** **(**sc**.**hasNext**())** **{**

int n **=** sc**.**nextInt**();**

String**[]** ss **=** getGL**(**n**);**

**for** **(**int i**=**0**;** i**<**ss**.**length**;** i**++)** **{**

System**.**out**.**print**(**ss**[**i**]+**" "**);**

**}**

**}**

**}**

static String**[]** getGL**(**int n**)** **{**

String**[]** res **=** **new** String**[(**int**)**Math**.**pow**((**int**)**2**,** **(**int**)**n**)];**

**if** **(**n **==** 1**)** **{**

res**[**0**]** **=** "0"**;**

res**[**1**]** **=** "1"**;**

**return** res**;**

**}** **else** **{**

String**[]** preStr **=** getGL**(**n**-**1**);**

**for** **(**int i**=**0**;** i**<**preStr**.**length**;** i**++)** **{**

res**[**i**]** **=** "0"**+**preStr**[**i**];**

res**[**i**+**preStr**.**length**]** **=** "1"**+**preStr**[**i**];**

**}**

**return** res**;**

**}**

**}**

**}**

# 主元素问题

**import** java**.**util**.**Scanner**;**

public class Ma **{**

public static void main**(**String**[]** args**)** **{**

Scanner sc **=** **new** Scanner**(**System**.**in**);**

**while** **(**sc**.**hasNext**())** **{**

int n **=** sc**.**nextInt**();**

int**[]** arr **=** **new** int**[**n**];**

int value **=** 0**,** times **=** 0**;**

//使用一个变量value 和该变量的出现次数times

//当一个值重复出现时，times++，如果是不同值则times--

//如果times减到了0，则用当前值替换value

//这样最终value即为所求出现次数大于一半的值。

**for** **(**int i**=**0**;** i**<**n**;** i**++)** **{**

arr**[**i**]** **=** sc**.**nextInt**();**

**if** **(**times **==** 0**)** **{**

value **=** arr**[**i**];**

times **=** 1**;**

**}** **else** **if** **(**arr**[**i**]** **==** value**)** **{**

times**++;**

**}** **else** **{**

times**--;**

**if** **(**times **==** 0**)** **{**

value **=** arr**[**i**];**

times **=** 1**;**

**}**

**}**

**}**

System**.**out**.**println**(**value**);**

**}**

**}**

**}**

# 二叉树复原

public TreeNode reConstructBinaryTree**(**int **[]** pre**,**int **[]** in**)** **{**

**if** **(**pre **==** **null** **||** in **==** **null)**

**return** **null;**

**return** getRoot**(**pre**,** 0**,** pre**.**length**-**1**,** in**,** 0**,** in**.**length**-**1**);**

**}**

public TreeNode getRoot**(**int**[]** pre**,** int preLeft**,** int preRight**,**

int**[]** in**,** int inLeft**,** int inRight**)** **{**

int rootValue **=** pre**[**preLeft**];**

TreeNode rootNode **=** **new** TreeNode**(**rootValue**);**

**if** **(**preLeft **==** preRight **&&** inLeft **==** inRight **&&** pre**[**preLeft**]** **==** in**[**inLeft**])** **{**

**return** rootNode**;**

**}**

int inRootId **=** 0**;**

**while** **(**inRootId**<=**inRight **&&** in**[**inRootId**]** **!=** rootValue**)** **{**

inRootId**++;**

**}**

int leftLen **=** inRootId **-** inLeft**;**

int preLeftEnd **=** preLeft **+** leftLen**;**

**if** **(**leftLen **>** 0**)** **{**

rootNode**.**left **=** getRoot**(**pre**,** preLeft**+**1**,** preLeftEnd**,** in**,** inLeft**,** inRootId**-**1**);**

**}**

**if** **(**leftLen **<** preRight **-** preLeft**)** **{**

rootNode**.**right **=** getRoot**(**pre**,** preLeftEnd**+**1**,** preRight**,** in**,** inRootId**+**1**,** inRight**);**

**}**

**return** rootNode**;**

**}**

# 小范围排序

已知一个几乎有序的数组，几乎有序是指，如果把数组排好顺序的话，每个元素移动的距离可以不超过k，并且k相对于数组来说比较小。请选择一个合适的排序算法针对这个数据进行排序。

给定一个int数组**A**，同时给定A的大小**n**和题意中的**k**，请返回排序后的数组。

测试样例：

[2,1,4,3,6,5,8,7,10,9],10,2

返回：[1,2,3,4,5,6,7,8,9,10]

public class ScaleSort **{**

//最小的数在0~k-1区域，对此区域生成最小堆，堆顶即为当前最小值，

//将最小值放到数组A[0]中

//然后依次将第k,k+1……等依次放入堆顶，调整堆，并将每次的最小值依次放入数组A[id++]

//最后将堆的数据依次调整放入A中，类似于堆排序的方式。

public int**[]** sortElement**(**int**[]** A**,** int n**,** int k**)** **{**

// write code here

int**[]** heap **=** **new** int**[**k**];**

**for** **(**int i**=**0**;** i**<**k**;** i**++)** **{**

heap**[**i**]** **=** A**[**i**];**

**}**

**for** **(**int i**=**k**/**2**;** i**>=**0**;** i**--)** **{**

heapAdjust**(**heap**,** i**,** k**);**

**}**

int id**=**0**;**

**for** **(**int i**=**k**;** i**<**A**.**length**;** i**++)** **{**

A**[**id**++]** **=** heap**[**0**];**//单纯的覆盖堆顶

heap**[**0**]** **=** A**[**i**];**

heapAdjust**(**heap**,**0**,**k**);**

**}**

**for** **(**int i**=**k**-**1**;** i**>=**0**;** i**--)** **{**

A**[**id**++]** **=** heap**[**0**];**

swap**(**heap**,**0**,**i**);**//和堆的最后位置交换交换

heapAdjust**(**heap**,** 0**,** i**);**

**}**

**return** A**;**

**}**

void heapAdjust**(**int**[]** arr**,** int id**,** int len**)** **{**

**while** **(**id**\***2**+**1**<**len**)** **{**

int child **=** id**\***2**+**1**;**

**if** **(**child**+**1**<**len **&&** arr**[**child**+**1**]** **<** arr**[**child**])**

child**++;**

**if** **(**arr**[**child**]** **<** arr**[**id**])** **{**

swap**(**arr**,** child**,** id**);**

id **=** child**;**

**}** **else** **{**

**break;**

**}**

**}**

**}**

void swap**(**int**[]** arr**,** int i**,** int j**)** **{**

int t **=** arr**[**i**];**

arr**[**i**]** **=** arr**[**j**];**

arr**[**j**]** **=** t**;**

**}**

**}**

# 相邻两数最大差值练习题

有一个整形数组A，请设计一个复杂度为O(n)的算法，算出排序后相邻两数的最大差值。

给定一个int数组**A**和**A**的大小**n**，请返回最大的差值。保证数组元素多于1个。

测试样例：

[1,2,5,4,6],5

返回：2

**import** java**.**util**.\*;**

public class Gap **{**

public int maxGap**(**int**[]** a**,** int n**)** **{**

// write code here

int len **=** a**.**length**;**

int min **=** a**[**0**],**max**=**a**[**0**];**

**for** **(**int i**=**0**;** i**<**len**;** i**++)** **{**

max **=** Math**.**max**(**max**,** a**[**i**]);**

min **=** Math**.**min**(**min**,** a**[**i**]);**

**}**

int**[]** bucketMax **=** **new** int**[**len**+**1**];**//需要分别存放一个桶中的最大值和最小值

int**[]** bucketMin **=** **new** int**[**len**+**1**];**

boolean**[]** hasNum **=** **new** boolean**[**len**+**1**];**

**for** **(**int i**=**0**;** i**<**len**;** i**++)** **{**

int id **=** getBucketIndex**(**len**,** a**[**i**],** max**,** min**);**

**if** **(**hasNum**[**id**]** **==** **false)** **{**

bucketMax**[**id**]** **=** a**[**i**];**

bucketMin**[**id**]** **=** a**[**i**];**

hasNum**[**id**]** **=** **true;**

**}** **else** **{**

bucketMax**[**id**]** **=** Math**.**max**(**a**[**i**],** bucketMax**[**id**]);**

bucketMin**[**id**]** **=** Math**.**min**(**a**[**i**],** bucketMin**[**id**]);**

**}**

**}**

int maxDif**=**0**;**

int id **=** 0**;**

//当前桶的最小值减去上一个桶的最大值 即为最大差值

**while** **(**id **<** len**+**1**)** **{**

**while(**id **<** len**+**1 **&&** hasNum**[**id**]** **==** **false)** id**++;**

**if** **(**id **==** len**+**1**)break;**

int first **=** bucketMax**[**id**];**

id**++;**//这里递进

**while(**id **<** len**+**1 **&&** hasNum**[**id**]** **==** **false)** id**++;**

**if** **(**id **==** len**+**1**)break;**

int second **=** bucketMin**[**id**];**//这里不需要递进，因为下一次的first是本次的second

maxDif **=** Math**.**max**(**maxDif**,** **(**second**-**first**));**

**}**

**return** maxDif**;**

**}**

int getBucketIndex**(**long len**,**int v**,** int max**,** int min**)** **{**

int id **=(**int**)** **((**v**-**min**)\***len**/(**max**-**min**));**

**return** id**;**

**}**

**}**