<https://blog.csdn.net/kingsyj/article/details/8747933>

# 1 引言

众所周知，C++语言提供了大名鼎鼎的标准模板库（STL）作为C++语言下的编程利器受到无数青睐，而C语言下并没有提供类似的工具，使得C语言的开发变得尤为困难和专业化。Nesty框架的NCollection容器为C语言提供了一整套标准的、丰富的模板工具，用以弥补C语言在结构化编程上的弱势。之前发表的一篇文章是关于如何在C语言下进行面向对象编程的，主要介绍了NOOC的诸多特性。然而，NOOC真正的作用是为NCollection建立基础。本文还是以一些简单的代码作为例子，介绍NCollection的使用方法，通过阅读本节的内容，你将了解为什么NCollection可以大大地加快C语言下开发的效率。

# 2 迭代模型

作者所指的迭代模型，是指对谋一同类数据进行遍历时所使用的方法，从设计模式的角度来看，迭代模式甚至包含了访问者模式。以Nesty的开发为例，NCollection整套框架的设计都是围绕其迭代模型展开的，因为迭代模型涉及到是否能为所有容器提供一套统一的访问标准。在Nesty的容器框架下，迭代模型通常包含了两种基本形式：（1）基于索引的；（2）基于位置（Position）的。基于索引的迭代模式比较常用和易于理解，我们通常利用索引来遍历数组；基于位置的迭代模式会更加抽象一些，其工作方式类似于数组索引，在Nesty中通过定义一个Position数据结构来维持元素在各自容器中的某个“位置”。为了方便对比，下例例举STL容器中的迭代器，以及Nesty容器定义的索引迭代模式及Position迭代模式的代码：

示例（1），索引迭代模式：

**[cpp]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. // incase MyList is a valid NList<NINT> instance
2. **for** (NINT Idx = 0; Idx < MyList.Len(); Idx++) {
3. // extract the element
4. NINT Val = MyList.GetIdx(Idx); // or MyList[Idx]
5. }

示例（2），Position迭代模式：

**[cpp]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. **for** (NPosition Pos = MyList.FirstPos(); Pos; Pos = MyList.Next(Pos)) {
2. // extract the element
3. NINT Val = MyList.GetPos(Pos); // or MyList(Pos)
4. }

示例（3），STL迭代器模式：

**[cpp]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. // incase my\_list is a valid std::list instance
2. **for** (std::list<**int**>::iterator it = my\_list.begin(); it != my\_list.end(); it++) {
3. // extract the element
4. **int** value = \*it;
5. }

通过观察上例，你会发觉Nesty容器所提供的Position迭代模式更加简洁，而相比之下STL容器迭代器是一个子包含的对象，每次使用都需要从list类型中解压，其语法是std::list<int>::iterator，而Position迭代模式通过调用容器的通用接口FirstPos返回一个位置信息，并不断通过Next及Prev来移动位置，并通过GetPos来从相应位置获取数据。因此，Position仅代表一个抽象的位置，好比索引（Index）代表的是一个具有具体偏移值的位置一样。

注意：为了方便阐述，上述代码使用了Nesty容器中的C++版本，C语言版本在编码结构上与其一致，但代码略有不同。

# 3 NCollection容器框架

NCollection是在NOOC的基础上开发的以面向对象为基础的一套容器库，提供约20种容器工具，其类型覆盖所有通用数据结构，包括向量（NVector），列表（NList），集合（NSet），关联表（NMap）等，以下是NCollection框架的全景UML图，其中虚线框代表的是抽象类，实线框代表的是实现类：
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在上图的整个框架中，有五个最为重要的容器接口：

## NCollection

NCollection是框架中最顶层的基类，所有容器都派生自NCollection。对于外部而言，NCollection中所定义的操作是只读的，即只提供一个Push操作来单个插入元素；由于所有容器都有清空所有元素的操作，NCollection也提供了Empty操作用于批量删除元素。

## NSeque

单词Seque是Sequence的缩写，代表序列。序列能很好地模拟先进先出（FIFO）及先进后出（FILO）等行为的数据结构。NSeque派生自接口NCollection并提供了一个Pop操作用于一次从容器中弹出一个元素，Pop操作会根据Seque的类型表现出不同的行为。例如，NSeque接口指向的是一个NQueue，则Pop表现为从队列最前端弹出元素，如果NSeque指向的是一个NStack，则Pop表现为从栈最顶端弹出元素，以此类推。NSeque的实现类有NVector，NPriorQueue，NQueue，NStack。

## NList

NList是所有列表数据结构的抽象基类。列表具有队列或栈的属性，因此是从NSeque派生而来，但除此之外，列表通常还能以高效的速度（通常表现为常数级操作）从前/后、中间插入/删除元素。列表是最为常用的数据结构，尽管有时候向量（NVector）同样可以充当列表，但列表专门针对从内部插入/删除元素作了优化。对于NSeque的接口行为，NList及其所有实现类都表现为队列（FIFO）的属性。NList的实现类有NArrayList，NDeList（双端列表），NLinkedList，NStackList（栈表，行为和链表相同，但对内存碎片进行了优化）。

## NSet

NSet代表的是集合。如果仅从元素存储来看，集合非常类似于列表，都是用于存储单个元素，而集合却对元素有快速查找的能力。List的查找总是基于遍历的，其时间复杂度为O(N)，而集合根据规则的不同，能够提供比列表优越得多的查找速度，例如对于哈希而言，其平均查找的效率通常为常数，而对于红黑树而言，其平均查找时间通常为O(N Log N)。当然，集合在查找速度上的优化是要付出代价的，例如其遍历、插入/删除速度不及列表，而且也无法维持列表元素的先后顺序。NSet的实现类有NHashSet，NTreeSet，NArraySet，NLinkedSet，NStackSet。

## NMap

关联表（Map）是以键（Key）和值（Value）构成的二元关系集合。如同NSet一样，NMap对键拥有快速查找的能力。为了保证容器在组成上的统一，NMap继承了NCollection的接口，其接口表现为只对Key进行的操作。NMap的实现类包括：NHashMap，NTreeMap，NArrayMap，NLinkedMap，NStackMap。

# 4 在C语言中使用Nesty容器

C语言是一门面向过程的编程语言，然而，通过对设计方法的规范化，依然可以在C语言使用C++中类似封装，基于对象，甚至面向对象（NOOC）等的编程技术。对象包括了数据及方法的概念，因此在Nesty C的所有类型也按照类似的规则来定义。以NVector为例，NVector的数据是全大写的对象NVECTOR，而NVector的操作是一组以NVector单词开头的函数的集合，如NVectorNew，NVectorAdd，NVectorDel等，以下代码片段演示如何在C语言下进行容器编程：

**[cpp]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. // 创建NINT类型的容器对象
2. NVECTOR Vec = NVectorNew(NINT);
3. // 插入元素
4. NINT InsertValue = 3;
5. NVectorAdd(Vec, InsertValue);
6. // 删除元素
7. NINT DeleteValue = 3;
8. NVectorDel(Vec, DeleteValue);
9. // 遍历元素
10. NPOSITION Pos = NVectorFirstPos(Vec);
11. **for** (; Pos; Pos = NVectorNext(Vec, Pos)) {
12. NINT Val = NVectorGetPos(Vec, Pos, NINT);
13. }
14. // 不过对于向量，可以直接使用索引迭代模式
15. NINT Idx = 0;
16. **for** (; Idx < Vec->Len; Idx++) {
17. NINT Val = NvectorGetIdx(Vec, Pos, NINT);
18. }

# 5 C语言与泛型编程

泛型是从C++模板引入的概念，然而C语言下实现泛型可以利用无类型指针（void \*）。而类型数据从二进制的角度来探讨，不外只是一块有指定大小的内存块；由于任何类型的指针的都可以隐式转换为一个void \*的地址，因此利用一个数据大小值，以及一个指向该数据头部的无类型地址（void \*）即可以表达任何类型的泛型。

但是定义一个类型光知道类型的大小是不行的，类型必须具有其独特的行为，从类型数据的生存期来看，类型应该具备以下三个最为基本的行为（操作）：创建（Create），拷贝（Copy），销毁（Destroy）。以动态字符串为例，字符串的大小代表该字符串占用了多少个字符字节。在字符串创建时，需要将其初始化为指向一个有效字符串的地址，当需要拷贝字符串时，需要将字符串数据进行逐字符拷贝，当字符串不再被使用时，应该释放其占用的内存，并将字符串指针初始化为0。

因此，在Nesty的框架中，类型的大小，创建，拷贝，销毁这4个属性构成了该类型的特征签名，这一概念和C++类的构造函数，复制拷贝操作符，析构函数等是对应的。

# 6 泛型与Type Class

根据上一节的介绍，Nesty引入了Type Class的概念来支持C语言的泛型操作，在程序代码中由NTYPE\_CLASS数据结构给出相关定义，Type Class指定了某类型相关的特性及操作，以下便是NTYPE\_CLASS的定义：

**[cpp]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. **typedef** **struct** tagNTYPE\_CLASS
2. {
3. // type identifier
4. NINT                        TypeSize;
5. NPfnCreate                  FnCreate;
6. NPfnCopy                    FnCopy;
7. NPfnDestroy                 FnDestroy;
9. // type functions
10. NPfnMatch                   FnMatch;
11. NPfnCompare                 FnCompare;
12. NPfnHash                    FnHash;
13. NPfnPrint                   FnPrint;
15. // template functions
16. NPfnSwap                    FnSwap;
17. } NTYPE\_CLASS;

定义那些以NPfn\*开头的定义是函数指针的定义，因此结构中的数据FnCreate，FnCopy，FnDestroy等是函数指针。当需要为类型创建容器时，需要为容器提供该类型的NTYPE\_CLASS定义，以便告知容器根据这些操作来初始化/拷贝/删除元素。以下例的自定义数据为例，为了使我们的容器能够支持MYDATA，则需要为MYDATA的容器填充一个NTYPE\_CLASS数据，并传递给容器的创建函数。

**[cpp]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. **typedef** tagMYDATA MYDATA;
2. **struct** tagMYDATA {
3. NINT    Value;
4. };
6. // define Create behavior
7. **void** CreateMyData(NVOID \* InThis, **const** NVOID \* InOther) {
8. MYDATA  \* This = (MYDATA  \*)InThis;
9. MYDATA  \* Other = (MYDATA  \*)Other;
10. **if** (Other) {
11. This->Value = Other->Value;
12. }
13. **else** {
14. This->Value = 0;
15. }
16. }
18. // define Copy behavior
19. **void** CopyMyData(NVOID \* InThis, **const** NVOID \* InOther) {
20. MYDATA  \* This = (MYDATA  \*)InThis;
21. MYDATA  \* Other = (MYDATA  \*)Other;
22. NASSERT(Other); // source MUST not NULL!!!
23. This->Value = Other->Value;
24. }
26. // define Destroy behavior
27. **void** DestroyMyData(NVOID \* InThis) {
28. MYDATA  \* This = (MYDATA  \*)InThis;
29. This->Value = 0;
30. }

为了方便阐述，以下先给出了NPfnCreate，NPfnCopy，及NPfnDestroy接口的定义：

**[cpp]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. **typedef** (\*NPfnCreate)(NVOID \* InThis, **const** NVOID \* InOther);
2. **typedef** (\*NPfnCopy)(NVOID \* InThis, **const** NVOID \* InOther);
3. **typedef** (\*NPfnDestroy)(NVOID \* InThis);

其中Create的接口能够对类型进行默认构造和拷贝构造（当InOther为NULL）。当上例给出了MYDATA的这些行为函数，则可以利用他们来初始化/拷贝/销毁该数据的实例：

**[cpp]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. MYDATA MyData, OtherData;
2. // create MYDATA by default construct
3. CreateMyData(&MyData, NULL);
4. // after create, MyData.Value will have the default value of 0
5. NASSERT(MyData.Value == 0);
6. // create MYDATA by copy construct, incase OtherData.Value == 3
7. CreateMyData(&MyData, &OtherData);
8. // after create, MyData.Value will have the initialized value of 3
9. NASSERT(MyData.Value == 3);
11. // copy MYDATA, incase OtherData.Value == 5
12. CopyMyData(&MyData, &OtherData);
13. // after copy, MyData.Value will have the updated value of 5
14. NASSERT(MyData.Value == 5);
16. // destruct MYDATA
17. DestroyMyData(&MyData);
18. // after destroy, MyData.Value will have the cleanup value of 0
19. NASSERT(MyData.Value == 0);

如果仅仅是为了初始化MyData根本不需要调用给出的这些函数，但这里演示的是容器内部如何通过给定的这些操作来更新数据。另外，Type Class还定义了一些其他操作，如NPfnMatch用于比较两个数据是否相等，相当重载C++的==操作符，NPfnCompare用于数据做大小比较，相当C++中重载<操作符，NPfnHash返回该类型哈希值，NPfnPrint用于打印数据（主要为方便调试），NPfnSwap用于交换数据（在对容器排序时用到，一般情况下用户不需要提供NPfnSwap的定义，系统会自动创建）。以下给出了其余接口的定义及根据本例比较常用的实现：

**[cpp]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. **typedef** (\*NPfnCompare)(**const** NVOID \* InThis, **const** NVOID \* InOther);
2. **typedef** (\*NPfnMatch)(**const** NVOID \* InThis, **const** NVOID \* InOther);
3. **typedef** (\*NPfnHash)(**const** NVOID \* InThis);
4. **typedef** (\*NPfnPrint)(**const** NVOID \* InThis, NCHAR \* InBuf, NINT InLen);
5. **typedef** (\*NPfnSwap)(NVOID \* InThis, NVOID \* InOther);

根据本例的MYDATA，以下是最为常用的实现：

**[cpp]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. NBOOL MatchMyData(**const** NVOID \* InThis, **const** NVOID \* InOther) {
2. MYDATA \* This = (MYDATA \*)InThis;
3. MYDATA \* Other = (MYDATA \*)Other;
4. **return** (NBOOL)(This->Value == Other->Value);
5. }
7. NBOOL CompareMyData(**const** NVOID \* InThis, **const** NVOID \* InOther) {
8. MYDATA \* This = (MYDATA \*)InThis;
9. MYDATA \* Other = (MYDATA \*)Other;
10. **return** (NBOOL)(This->Value < Other->Value);
11. }
13. NUINT HashMyData(**const** NVOID \* InThis) {
14. MYDATA \* This = (MYDATA \*)InThis;
15. **return** (NUINT)This->Value;
16. }
18. NINT PrintMyData(**const** NVOID \* InThis, NCHAR \* InBuf, NINT InLen) {
19. MYDATA \* This = (MYDATA \*)InThis;
20. **return** NSnprintf(InBuf, InLen, \_t("%d"), This->Value);
21. }
23. **void** SwapMyData(NVOID \* InThis, NVOID \* InOther) {
24. MYDATA \* This = (MYDATA \*)InThis;
25. MYDATA \* Other = (MYDATA \*)Other;
26. MYDATA Tmp = \*This;
27. \*This = \*Other;
28. \*Other = Tmp;
29. }

为了结束本小节，将以上面定义的操作为例填充一个NTYPE\_CLASS数据结构，并创建相应的容器：

**[cpp]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. NTYPE\_CLASS TypeClass = { **sizeof**(MYDATA), CreateMyData, CopyMyData, DestroyMyData,
2. MatchMyData, CompareMyData, HashMyData, PrintMyData, SwapMyData };
3. NVECTOR Vec = NVectorNewCustom(&TypeClass, /\* more parameters has been omitted \*/);
4. NINT Idx = 0;
5. **for** (; Idx < 8; Idx++) {
6. MYDATA Tmp;
7. Tmp.Value = Idx;
8. NVectorAdd(Vec, Tmp);
9. }
10. // print elements
11. NVectorPrint(Vec, NSystemOut());
12. // Outputs:
13. // [8](0, 1, 2, 3, 4, 5, 6, 7)

看到这里你或许不禁要问，如果每使用一种类型都需要定义这么多类型操作函数，还需要填充NTYPE\_CLASS，在使用上岂不是相当麻烦？从表面上看，是的。然而，Nesty框架已经考虑到了这些问题，并且系统已经为大量常用类型预定义了Type Class，这些类型包括一些基本类型，如NINT, NUINT, NFLOAT, NDOUBLE等，大部分情况下，你不需要理会Type Class，只需要简单地使用这些预定义的类型；然而，对于像MYDATA这种用户自定义的数据结构，你还是需要提供一个Type Class，不过Nesty已经为你定制好了非常方便的工具，在最简单的情况下，你只需要两行代码即可以定义一个Type Class，之后会有单独的小节介绍如何使用这个功能。

# 7 创建容器

有了上一节的内容作为基础，本节将详细介绍容器的创建方法。由于所有的容器类型都是NOBJECT对象，其创建使用的是new规则，即从堆上分配一块内存并初始化，因此当结束使用时仍然需要调用NRELEASE接口释放对象：

**[cpp]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. NVECTOR Vec = NVectorNew(NINT);
2. // before exit
3. NRELEASE(Vec);

在上例中NVectorNew是一个宏定义，接受一个类型作为参数，该宏的实现会利用宏的黏合操作获取NINT预定义的TypeClass，其语法类似于：

**[cpp]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. NTYPE\_CLASS \* TypeClass = TypeClassNINT();
2. NVECTOR Vec = NVectorNewCustom(TypeClass, /\* more paramter has been omitted \*/);

正如上一节所述，Nesty已经为各种常用的类型预定义了TypeClass，因此当你需要使用这些类型来创建容器时，是不需要再手动填充NTYPE\_CLASS结构的，只需要像上例一样给容器创建函数提供类型定义（如NINT）。NCollection中的所有容器都提供了类似NVectorNew这样的接口，因此你完全不需要担心创建容器会过于麻烦。另外，所有系统预定义的TypeClass都位于ntype\_class.h头文件中，在此不再一一列举。因此，当你需要使用这些基本类型去创建容器时，应该优先考虑Nesty中定义的类型，例如你需要一个无符号整型的Vector，则应该使用NUINT去创建，而不应该应该使用unsigned int，并且像NVectorNew(unsigned int)这样的语法是非法的，如：

**[cpp]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. // create a unsigned int container
2. NVECTOR Vec = NVectorNew(NUINT);
3. // but, grammar like the following is invalid!
4. // NVectorNew(unsigned int);

对于Vector而言，NVectorNewCustom是最原始的接口，而NVectorNew及\_NVectorNew是为了方便使用而进行的封装，并且基本上能够满足需求；NCollection的所有容器都是基于这一规范设计的，因此当你创建容器时，尽量不要考虑NVectorNewCustom；但是，为了研究我们还是会细究NVectorNewCustom的各个参数，通过了解了NVectorNewCustom的接口，你将明白Nesty的容器到底是如何工作的；以下便是其定义：

**[cpp]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. NVECTOR  NVectorNewCustom(**const** NTYPE\_CLASS \* InTypeClass, NBOOL InAutoShrinkable, **const** NALLOC\_CLASS \* InAllocClass);

在参数中，InTypeClass是容器元素类型的TypeClass描述（参考上节），InAutoShrinkable稍后介绍，InAllocClass用于告诉容器，其内部元素所使用的内存是如何分配和销毁的，NALLOC\_CLASS的定义如下：

**[cpp]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. **typedef** **struct** tagNALLOC\_CLASS
2. {
3. NPfnMalloc              FnMalloc;
4. NPfnRealloc             FnRealloc;
5. NPfnFree                FnFree;
6. NPfnCalculateStackSize  FnCalculateStackSize;
7. } NALLOC\_CLASS;

下面是NPfnMalloc，NPfnRealloc，NPfnFree及NPfnCalculateStackSize的定义：

**[cpp]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. **typedef** NVOID \*     (\*NPfnMalloc)   (NSIZE\_T InSize);
2. **typedef** NVOID \*     (\*NPfnRealloc)  (NVOID \* InPtr, NSIZE\_T InSize);
3. **typedef** **void**        (\*NPfnFree) (NVOID \* InPtr);
4. **typedef** NINT        (\*NPfnCalculateStackSize)(NINT InStackNum, NINT InStackMax);

与TypeClass的规则类似，TypeClass用于描述类型数据是如何创建和销毁的，而AllocClass则描述容器内部的内存是如何被管理的；当容器内部需要为元素分配/释放内存时，都会调用FnMalloc/FnRealloc/FnFree所指向的函数；这三者最为常见的实现是，直接调用操作系统的内存分配策略，如下所示：

**[cpp]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. NVOID \* DefaultMalloc(NSIZE\_T InSize)                   { **return** malloc(InSize); }
2. NVOID \* DefaultAlloc(NVOID \* InPtr, NSIZE\_T InSize)     { **return** realloc(InPtr, InSize); }
3. **void** DefaultFree(NVOID \* InPtr)                         { free(InPtr); }

以上看来，为容器提供AllocClass看似是多余的，其实不然，当我们需要对容器的分配策略进行优化，例如，将容器的分配重定向到用户自定义的内存池，以便达到专一的目的时，NALLOC\_CLASS作为一个有用接口将给容器定制提供充分便利。

接下来，需要讨论的是容器的栈的属性。栈（Stack）顾名思义，代表的是一堆紧靠的东西的意思；Vector的实现，使用的是动态数组的策略，即Vector的内部会维护一个活动的内存堆栈，该堆栈总会预留一定数量的元素个数，当需要连续添加新元素时，会从预留的元素中分配，而不是重新分配一大块内存；只有当元素个数超出了预留的空间时，才会进行重新分配；相反，当容器元素个数变得很稀少，而预留的空间又太大时，为了不浪费内存，活动栈也会执行重新分配，并释放多余的元素空间。总之，容器内部的活动栈会在容器执行插入/删除操作时，根据当前元素的个数进行动态调整（扩张/收缩）。InAutoShrinkable参数默认为True，当为False时，容器在删除元素时将不会根据收缩内部的活动栈。这一属性对于某些静态容器相当有用，例如，假设有一个容器专门用于存储某些静态对象，这些对象一旦创建将不会被销毁，这时可以将容器的栈空间预设为经过统计得来的峰值，并进行一次分配，则可以省去了来回分配/释放内存的麻烦。

NPfnCalculateStackSize用于控制活动栈的预留策略，活动栈包括两个基本属性，当前元素个数（StackNum），及最大元素个数（StackMax）；一般情况下StackNum总是小于StackMax，当达到或者超过StackMax时，则表明栈空间不足，需要对栈重新分配，以容纳更多元素。这时候容器内部会调用FnCalculateStackSize所指向的策略函数，重新计算栈的上限值（StackMax）。Nesty容器所提供的默认策略是预留约25%的元素个数，假设当前容器的元素个数是100个，并且已经达到了上限，需要重新分配，则重新计算后的StackMax值为125（预留25%）；当然，用户随时可以修改该策略，例如总是预留约2倍的元素，可以通过修改FnCalculateStackSize所指向的策略来实现。

值得注意的是，只有那些具有活动栈属性的容器才会提供InAutoShrinkable标志及FnCalculateStackSize才会发挥作用，对于那些无法提供栈属性的容器（例如NLinkedList等），则上述的参数将被忽略掉。具有活动栈属性的容器有：NVector，NPriorQueue，NArrayList，NDeList，NStackList，NArraySet，NStackSet，NArrayMap，NStackMap。

# 8 添加/删除及访问元素

往容器中添加元素，可以通过Push和Add方法，Push与Pop构成堆栈相互对应的操作；然而，当容器不作为堆栈使用时，为了区分这些操作的意思，大部分容器都定义了相关的Add及Del操作用于添加/删除元素，实际上Push和Add的行为是一样的，只不过其代表的意义不同而已。下面以NArrayList为例，演示了如何往容器添加元素：

**[cpp]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. NARRAY\_LIST List = NArrayListNew(NINT);
2. NINT Val = 0;
3. NArrayListAdd(List, Val);
4. Val = 1;
5. NArrayListAdd(List, Val);
6. NArrayListPrint(List, NSystemOut());
7. // Outputs:
8. // [2](0, 1)

观察上面的例子，两次对NArrayListAdd的调用，都需要初始化一个临时变量Val，并将Val传递给NArrayListAdd，为什么需要这样做呢？原因是NArrayListAdd是一个宏定义，而实际产生作用的是带前下划线的函数定义\_NArrayListAdd，\_NArrayListAdd接受的数据实际上是一个无符号的类型指针，其接口的声明如下所示：

**[cpp]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. **typedef** **void** NELEMENT\_T;
2. NPOSITION \_NArrayListAdd(NARRAY\_LIST InObj, **const** NELEMENT\_T \* InElement);

在前面的小节曾探讨过C语言的泛型编程是通过无符号类型指针去泛化所有的类型，尽管之前在创建NArrayList的实例的时候，指明了使用NINT类型，但在添加元素的过程中，NArrayList实际上并不知道该类型，NArrayList唯一接受的是一个无符号的类型指针，其可能指向任何类型的数据，但该数据具体的行为是在创建NArrayList容器对象的时候通过传递进来的NTYPE\_CLASS数据结构来描述的。因此，在插入元素时，容器收到的是一个无符号类型数据的地址，并通过其指定的TypeClass的Create操作来初始化数据；删除元素时，容器依然会将存储在内部的元素当做一个无符号的类型对待，并且通过调用TypeClass的Destroy操作来销毁数据，以此类推。

Nesty泛型的概念是一个比较难以接受的东西，其工作原理完全不同于C++的模板；C++模板会在编译阶段根据实际类型“实例化”相关模板，并且不同类型都会产生一份代码的拷贝，而Nesty泛型所定义的操作永远只有唯一一份，并且通过无类型void及Type Class来泛化类型的实例。

当明白了Nesty泛型的工作原理后，你便了解为什么需要预先初始化一份临时数据并用于插入/删除，因为这个临时数据能够产生一个有效的无符号地址，并将该地址的数据作为插入元素的数据传递给容器内部的Type Class的Create操作。为了便于理解这一概念，下面提供了一个分解的操作：

**[cpp]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. NINT Val = 0;
2. \_NArrayListAdd(List, &Val);

因此，你无法将一个字面常量传递给NArrayListAdd，以下代码将会产生错误，提示字面量无法进行地址转换：

**[cpp]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. // invalid grammar, you MUST have a initialized varable, but NOT a literal
2. // NArrayListAdd(List, 0);

删除元素的操作与插入元素的原理是相同的，同样需要初始化一个临时数据：

**[cpp]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. NARRAY\_LIST List = NArrayListNew(NINT);
2. NINT Idx = 0;
3. **for** (; Idx < 8; Idx++) {
4. NArrayListAdd(List, Idx);
5. }
6. NArrayListPrint(List, NSystemOut());
7. // Outputs:
8. // [8](0, 1, 2, 3, 4, 5, 6, 7)
9. NINT ValToDel = 3;
10. NArrayListDel(List, ValToDel);
11. NArrayListPrint(List, NSystemOut());
12. // Outputs:
13. // [7](0, 1, 2, 4, 5, 6, 7)

对元素的访问也遵循同样的原理，获取元素数据的接口实际上返回的也是一个无符号类型的地址，用户需要通过强制类型转换将该地址转换为实际类型的地址，以\_NArrayListGetIdx为例，继续上面的示例代码：

**[cpp]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. // definition of \_NArrayListGetIdx
2. NELEMENT\_T \*    \_NArrayListGetIdx(NARRAY\_LIST InObj, NINT InIdx)
4. // incase List is a valide instance of NARRAY\_LIST of type NINT
5. NArrayListPrint(List, NSystemOut());
6. // Outputs:
7. // [8](0, 1, 2, 3, 4, 5, 6, 7)
8. NINT Val = \*(NINT \*)\_NArrayListGetIdx(List, 3);
9. NASSERT(Val == 3);

然而，带前置下划线的\_NArrayListGetIdx是一个不太好用的接口，因为每次调用都要执行类型转换，因此NArrayList提供了更为方便的工具，如下例所示：

**[cpp]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. NINT Val = NArrayListGetIdx(List, 3, NINT);
2. NASSERT(Val == 3);
3. NINT \* ValPtr = &NArrayListGetIdx(List, 6, NINT);
4. NASSERT(\*ValPtr == 6);

不过，你需要注意的是，类似于NArrayListGetIdx / Pos等的接口的最后一个参数必须与你创建容器时所填写的类型参数一致，否则将导致错误的转换。

# 9 基于接口的容器编程

从前面介绍NCollection框架的小节我们了解到，NCollection提供了几个通用的接口，这些接口和实现类是通过NOOC的继承关系实现的，意味着我们可以使用任一继承链上的接口的方法来操作实现类，下面的例子演示当我们需要使用NArrayList时，可以通过NList接口的方法，因为NArrayList是继承自NList的，这样可以增加很多灵活性；例如，我们可以在创建接口时将NArrayList更换为别的列表而程序的其他部分不受影响：

**[cpp]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. NLIST List = (NLIST)NArrayListNew(NINT);
2. NINT Idx = 0;
3. **for** (; Idx < 8; Idx++) {
4. NListAdd(List, Idx);
5. }
6. NListPrint(List, NSystemOut());
7. // Outputs:
8. // [8](0, 1, 2, 3, 4, 5, 6, 7)

由于NCollection是所有容器的接口，通过NCollection可以实现某些泛型的算法和功能，例如下列算法，将接受任何类型的容器，并将元素单例化并逐个拷贝到另一个容器中：

**[cpp]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. **void** CopyUniqueInt(NCOLLECTION InDst, **const** NCOLLECTION InSrc) {
2. NPOSITION Pos = NCollectionFirstPos(InSrc);
3. **for** (; Pos; Pos = NCollectionNext(InSrc, Pos)) {
4. NINT Val = NCollectionGetPos(InSrc, Pos, NINT);
5. **if** (NCollectionFindPos(InDst, Val) == 0) {
6. NCollectionPush(InDst, Val);
7. }
8. }
9. }

# 10 遍历元素

我们在第2小节的时候已经讨论过了迭代模型，Position模式作为Nesty容器的标准模式为所有类型的容器提供了一致的的迭代接口，其意义在于为实现泛型算法提供支持。如果你对Position模式并不适应，NList接口还提供了更为直观的Index模式，利用Index模式进行迭代类似于遍历数组元素，但对某些类型的容器，Index模式在效率上会大打折扣。

## Position/Index模式

为了更好理解Position模式和Index模式，下面的例子用Position模式分别以前向及后向迭代列表元素：

**[cpp]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. NLIST List = (NLIST)NLinkedListNew(NINT);
2. NPOSITION Pos = NULL;
3. NINT Idx = 0;
5. // push elements
6. **for** (; Idx < 8; Idx++) {
7. NListAdd(List, Idx);
8. }
10. // forward iteration
11. **for** (Pos = NListFirstPos(List); Pos; Pos = NListNext(List, Pos)) {
12. NINT Val = NListGetPos(List, Pos, NINT);
13. NPrintf(\_t("%d, "), Val);
14. }
15. // Outputs:
16. // 0, 1, 2, 3, 4, 5, 6, 7,
18. // backward iteration
19. **for** (Pos = NListLastPos(List); Pos; Pos = NListPrev(List, Pos)) {
20. NINT Val = NListGetPos(List, Pos, NINT);
21. NPrintf(\_t("%d, "), Val);
22. }
23. // Outputs:
24. // 7, 6, 5, 4, 3, 2, 1, 0,
26. // index iteration
27. **for** (Idx = 0; Idx < NListLen(List); Idx++) {
28. NINT Val = NListGetIdx(List, Idx, NINT);
29. NPrintf(\_t("%d, "), Val);
30. }
31. // Outputs:
32. // 0, 1, 2, 3, 4, 5, 6, 7,

如果是NVector，NArrayList及NDeList，使用Index模式将更加效率，原因在于这些容器都是基于动态数组的原理，即各个元素总是位于一块连续的内存块中；但是像NLinkedList及NStackList等其他一些容器，是基于链表的原理，即元素之间通过前向及后向指针进行链接的，各个元素在内存上的分布是分散的；但即便如此，链表中的各个元素还是维持了先后顺序，只不过在按Index迭代元素时，总是从列表的头部/尾部元素开始，并逐个元素移动到相应的索引位置上。因此，上例按索引迭代的代码，其实质远没有你表面上看到的这样简洁；然而庆幸的是，NLinkedList及NStackList得到了缓存的支持，如果仅仅是迭代元素，性能只是稍有损失；以上例中8个元素的链表为例，假设当前访问的索引位置是3，在第一次访问索引3时，链表依然要从头部开始逐个向前移动到第三个元素，并将索引3和对应节点缓存，假设下次访问索引4，由于4和已经缓存的索引3之间相差1，链表会直接从缓存的节点开始向前移动一个元素的位置，以此类推。当链表重新插入/删除元素时，缓存的索引将被清除；因此，当链表按照索引进行迭代时，真正造成性能瓶颈的时候，是在你迭代过程中删除/插入的时候。

## 迭代中删除元素

迭代容器是按Position逐个迭代，删除元素也是按Position逐个删除；需要注意的是，像NListDelPos这种类型的接口会返回删除后下一个元素的Position，其原型为：

**[cpp]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. NPOSITION NListDelPos(NLIST InObj, NPOSITION InPos);

这一返回值是专为迭代中删除元素而设计的，要解释其原理需要牵扯到不容器内部较为复杂的实现，你需要记住的是，当从正向迭代删除元素时，应该遵循以下的语法，如果观察比较细致的话，会发现C++的标准模板库的迭代器也使用了类似的原理：

**[cpp]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. NPOSITION Pos = NULL;
2. NListPrint(List, NSystemOut());
3. // Outputs:
4. // [8](0, 1, 2, 3, 4, 5, 6, 7)
6. **for** (Pos = NListFirstPos(List); Pos; ) {
7. NINT Val = NListGetPos(List, Pos, NINT);
8. **if** (Val > 1 && Val < 6) {
9. Pos = NListDelPos(List, Pos);
10. }
11. **else** {
12. Pos = NListNext(List, Pos);
13. }
14. }
15. NListPrint(List, NSystemOut());
16. // [4](0, 1, 6, 7)

你需要注意的是NListDelPos和NListNext的使用方法；如果是以后向的方式迭代删除元素，语法稍微简单一些，如下所示：

**[cpp]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. NPOSITION Pos = NULL;
2. NListPrint(List, NSystemOut());
3. // Outputs:
4. // [8](0, 1, 2, 3, 4, 5, 6, 7)
6. **for** (Pos = NListLastPos(List); Pos;) {
7. NINT Val = NListGetPos(List, Pos, NINT);
8. NPOSITION Prev = NListPrev(List, Pos);
9. **if** (Val > 1 && Val < 6) {
10. NListDelPos(List, Pos);
11. }
12. Pos = Prev;
13. }
15. NListPrint(List, NSystemOut());
16. // [4](0, 1, 6, 7)

NCollection容器通过引入Position的概念，抽象并统一了各个容器访问元素的规则，通过找到某一元素在容器中的Position并通过Next和Prev接口可以方便地前后移动移动元素，这种规则对于实现算法是非常有帮助的；然而，Position模式在迭代过程中删除元素时，规则复杂了些少，不过幸运的是，如果其他容器框架一样，Nesty容器一样提供了迭代器的接口，通过一下节的介绍，你将了解通过使用迭代器，可以大大简化遍历及删除元素的步骤。

# 11 使用迭代器

迭代器的接口是由对象NITERATOR提供的，下面通过几段简短的代码来演示其用法：

**[cpp]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. NLIST List = (NLIST)NLinkedListNew(NINT);
2. NITERATOR It = NULL;
3. NINT Vals[] = { 0, 1, 2, 3, 4, 5, 6, 7 };
4. NListAddNum(List, Vals, NARRAY\_LEN(Vals));
6. It = NListIterator(List, NFALSE);
7. **while** (NIteratorHasNext(It)) {
8. NINT Val = NIteratorNext(It, NINT);
9. NPrintf(\_t("%d, "), Val);
10. **if** (Val > 1 && Val < 6) {
11. NIteratorRemove(It);
12. }
13. }
14. // Outputs:
15. // 0, 1, 2, 3, 4, 5, 6, 7
16. NRELEASE(It);
17. NListPrint(List, NSystemOut());
18. // Outputs:
19. // [4](0, 1, 6, 7)

当你调用NListIterator方法时，将会返回一个新创建的NITERATOR对象，此时的Iterator处于一个“无效位置”的状态，用户需要通过NIteratorHasNext及NIteratorNext操作将迭代移动到一个有效位置并获取数据。如果你曾经使用过Java则一定很清楚其迭代器接口的工作原理，这里所使用的迭代器与Java是一样的：

**[cpp]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. NLIST List = (NLIST)NLinkedListNew(NINT);
2. NITERATOR It = NListIterator(List, NFALSE);
3. NPOSITION Pos = NIteratorPosition(It);
4. NASSERT(Pos == NULL);
5. **if** (NIteratorHasNext(It)) {
6. NIteratorNext(It, NINT);
7. Pos = NIteratorPosition(It);
8. NASSERT(Pos != NULL);
9. }

由于NITERATOR是一个NOOC对象，在每次使用完后，都应该通过NRELEASE接口立即将其释放，否则迭代器将长期持有其宿主容器的一个引用计数。  
  
迭代器的方法NIteratorHasNext及NIteratorNext/\_NIteratorNext是配合使用的，只有通过NIteratorHasNext检测存在下一个元素的时候，才能调用NIteratorNext/\_NIteratorNext移动迭代器的位置，NIteratorNext/\_NIteratorNext在移动下一位置的同时返回当前的值，用户通过检测这个值判断是否要对当前元素执行删除操作，其语法如下所示：

**[cpp]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. NITERATOR It = NListIterator(List, NFALSE);
2. **while** (NIteratorHasNext(It)) {
3. NINT Val = NIteratorNext(It, NINT);
4. NBOOL ShouldRemove = /\* check current value \*/;
5. **if** (ShouldRemove) {
6. NIteratorRemove(It);
7. }
8. }
9. NRELEASE(It);

由于Remove操作总是发生在Next之后，因此你永远不需要像Position一样，关心Remove操作是否会影响下一个要遍历的元素；其代码的方式将更加简洁和易于理解。

迭代器同样可以用于键值二元对的关联表容器（NMap），当使用迭代器遍历Map时，Next操作总是返回值（Value）而不是键（Key），但是迭代器提供了另外的操作GetKey来获取当前遍历元素对的键；当迭代器作用于像列表（NList）或集合（NSet）这种一元容器时，Next操作和GetKey操作返回的都是相同的数值，其代码示例如下：

**[cpp]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. // for list or other single element containers
2. NList List = (NLIST)NArrayListNew(NINT);
4. NITERATOR Items = NListIterator(List, NFALSE);
5. **while** (NIteratorHasNext(Items)) {
6. NINT Val = NIteratorNext(Items, NINT);
7. NINT Key = NIteratorGetKey(Items, NINT);
8. NASSERT(Val == Key);
9. }
11. // for map the key-value pair element containers
12. NMAP Map = (NMAP)NHashMapNewMulti(NINT, NCHARS);
13. NINT Key = 0;
14. NCHAR \* Val = \_t("ABCD");
15. NMapAdd(Map, Key, Val); // push more 0 and "ABCD"
17. NITERATOR Pairs = NMapIterator(Map, NFALSE);
18. **while** (NIteratorHasNext(Pairs)) {
19. NCHAR \* Val = NIteratorNext(Pairs, NCHARS);
20. NINT Key = NIteratorGetKey(Pairs, NINT);
21. NASSERT(Key == 0);
22. NASSERT(NStrcmp(Val, \_t("ABCD") == 0);
23. }

# 12 字符串及容器

由于TypeClass接口所发挥的特殊作用，在Nesty容器接口中使用字符串元素显得十分方便，你只需要像创建其他类型一样使用NCHARS类型，如下所示：

**[cpp]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. NHASH\_MAP Map = NHashMap(NCHARS, NINT);
2. NCHAR \* Key = \_t("nesty");
3. NINT Val = 0;
4. NHashMapAdd(Map, Key, Val);
5. // Add more key and value ...

通过字符串去查找容器的语法也一样简单：

**[cpp]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. NCHAR \* Key = \_t("nesty");
2. NPOSITION Pos = NHashMapFindPos(Map, Key);
3. NINT Val = NHashMapGetValue(Map, Pos, NINT);

NCHARS符号其实只是NCHAR \*指针的另一个定义：

**[cpp]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. **typedef** **const** NCHAR \*   NCHARS;

在本节的第一个例子中，我们将临时变量Key作为一个参数传递给NHashMapAdd，但NHashMap容器并不会保存Key所指向的字符串的地址，而是通过NCHARS类型的Create操作为键值分配字符串大小的内存空间，并将Key字符串的内容拷贝到新分配的内存空间中；因此容器保存的是一个新分配的字符串对象，而不是Key所指向的静态字符串的内存地址；当容器通过Empty操作删除元素的时候，会再调用NCHARS的Destroy操作来释放从堆上分配的内存，因此无需主动去为字符串分配/释放内存。通过下面的例子说明容器中的键值与作为临时参数的Key指向的是不同的字符串地址：

**[cpp]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. NHASH\_MAP Map = NHashMap(NCHARS, NINT);
2. NCHAR \* Key = \_t("nesty");
3. NINT Val = 0;
4. NHashMapAdd(Map, Key, Val);
5. NPOSITION Pos = NHashMapFindPos(Map, Key);
6. **const** NCHAR \* KeyFromMap = NHashMapGetKey(Map, Pos, NCHARS);
7. NASSERT(Key != KeyFromMap);

如果你确实想自己去管理字符串内存，则不要使用NCHARS作为容器的创建类型，例如你可以使用NVOIDP，即让容器保存一个内存地址，或者使用更直接的NCHARP；虽然NCHARS跟NCHARP都是NCHAR \*的一个类型定义，但是其TypeClass的协议是不同的，使用NCHARS时容器会为你创建一个内存托管的字符串类型，但当使用NCHARP是，则容器会把该字符串视作一个纯粹的字符串指针，不会为你托管内存；下面是使用NCHARP创建容器时的代码，请注意其工作方式的不同：

**[cpp]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. NMAP\_MAP Map = NHashMapNew(NCHARP, NINT);
2. NCHAR \* Key = (NCHAR \*)NMalloc(**sizeof**(NCHAR \*) \* NStrlen(\_t("nesty")));
3. NINT Val = 0;
4. NStrcpy(Key, \_t("nesty"));
5. NHashMapAdd(Map, Key, Val);
6. // ...

由于容器使用的字符串的内存是通过你调用堆分配函数NMalloc进行分配，并将指针保存在容器的键元素中，因此当你清空容器元素之前，也需要从外部调用堆释放函数NFree来回收内存（容器本身不会为你释放内存）否则将引发泄漏：

**[cpp]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. NPOSITION Pos = NHashMapFirstPos(Map);
2. **for** (; Pos; Pos = NHashMapNext(Map, Pos)) {
3. **const** NCHAR \* Key = NHashMapGetKey(Map, Pos);
4. // release string memory
5. NFree(Key);
6. }
7. NHashMapEmpty(Map);
8. // ...

程序员手动地去管理内存是一件痛苦的事情，因此一般情况下，你只需要使用NCHARS类型来创建容器便足够了，NCHARS的TypeClass协议会为你管理字符串的内存。

最后一种创建字符串容器的方式是使用Nesty的NSTRING对象，NSTRING是Nesty框架提供的标准字符串接口，通过NSTRING可以方便的实现字符串连接，替换，查找等操作，但由于NSTRING是一个NOOC对象，其对象的创建和销毁遵循某些面向对象的规则，因此其过程是复杂且相对低效的；使用NSTRING来创建字符串容器将使程序简洁性和性能稍打折扣，一般情况下不推荐使用；不过如果你坚持使用，Nesty容器依然为NSTRING提供了相应的接口。另外，NSTRING容器使用的是NOOC对象的TypeClass规则，其步骤较为繁琐，后面会有单独的小节介绍如何创建NOOC对象容器：

**[cpp]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. NMAP\_MAP Map = NHashMapNew(NSTRING, NINT);
2. NSTRING Str = NStringNew(\_t("nesty"));
3. NINT Val = 0;
4. NHashMapAdd(Map, Str, Val);
5. NRELEASE(Str);

接下来示例如何在NSTRING容器中查找键值：

**[cpp]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. NSTRING Tmp = NStringNew(\_t("nesty"));
2. NPOSITION Pos = NHashMapFindPos(Map, Tmp);
3. // After done finding
4. NRELEASE(Tmp);

# 13 类型与Type Class

通过前面小节的介绍，Nesty已经预定义了部分常用数据类型的TypeClass，因此这些类型可以直接作为容器创建接口的参数，这些常用类型有：

**整型**：NBYTE，NUBYTE，NSHORT，NUSHORT，NINT，NUINT，NLONG，NULONG

**浮点型**：NFLOAT，NDOUBLE

**字符型**：NCHAR，NCHARP，NCHARS，NSTRING

及等等……

然而，对于某些用户自定义的类型（如第6节中的自定义类型MYDATA），为了能够让容器使用这些类型，程序员在定义数据的同时，也要定义相应的Type Class；Nesty的系统已经为你提供了非常方便的工具来达到目的。需要定义类型的TypeClass，需要两个步骤，首先在声明代码中（最好是与数据结构定义处于同一文件中）使用宏NTYPE\_CLASS\_DEC来声明TypeClass，然后在实现代码中提供相应的协议函数（如前面介绍的Create，Copy，Destroy的操作的函数），并用NTYPE\_CLASS\_IMP宏来绑定这些协议函数。

## 创建普通类型的TypeClass

当前所指的普通类型，是指由C的关键字struct或者typedef定义的类型，不包括NOOC对象类型，以MYDATA为例：

**[cpp]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. **typedef** tagMYDATA MYDATA;
2. **struct** tagMYDATA {
3. NINT    Value;
4. };
6. // declaration part
7. NTYPE\_CLASS\_DEC(MYDATA);
9. // implementation part
10. **void** CreateMyData(NVOID \* InThis, **const** NVOID \* InOther) {...}
11. **void** CopyMyData(NVOID \* InThis, **const** NVOID \* InOther) {...}
12. **void** DestroyMyData(NVOID \* InThis) { ... }
13. // ... and more actions, Match, Compare, Hash, Print
15. NTYPE\_CLASS\_IMP(MYDATA,
16. CreateMyData,
17. CopyMyData,
18. DestroyMyData,
19. MatchMyData,
20. CompareMyData,
21. HashMyData,
22. PrintMyData);
24. // After create the Type Class for MYDATA type,
25. // you can use 'MYDATA' as the parameter of containers
26. NLINKED\_LIST List = NLinkedListNew(MyData);
27. // ....

事实上提供TypeClass协议函数是一件非常烦人的事情，而NTYPE\_CLASS\_IMP另一个更加强大的功能是允许你提供缺省值，即传递NULL参数，这是NTYPE\_CLASS\_IMP将为你提供一个缺省实现，至于缺省实现的默认动作是什么将会稍后讨论。例如，如果你只想为MYDATA填写Create，Copy，和Destroy操作，则你可以按如下方式填写NTYPE\_CLASS\_IMP的参数：

**[cpp]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. NTYPE\_CLASS\_IMP(MYDATA,
2. CreateMyData,
3. CopyMyData,
4. DestroyMyData,
5. NULL,
6. NULL,
7. NULL,
8. NULL);

当然，你还可以为所有的TypeClass协议都提供缺省值，让系统为你提供默认实现：

**[cpp]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. NTYPE\_CLASS\_IMP(MYDATA,
2. NULL,
3. NULL,
4. NULL,
5. NULL,
6. NULL,
7. NULL,
8. NULL);

对于上述情况，你还可以使用另一个更加方便的宏，NTYPE\_CLASS\_IMP\_DEFAULT

**[cpp]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. NTYPE\_CLASS\_IMP\_DEFAULT(MYDATA);

## TypeClass协议的缺省实现

当你使用宏NTYPE\_CLASS\_IMP并给相应的协议操作传递NULL参数时，Nesty将为这些操作提供缺省实现，下面列举出这些缺省实现的相关内容，继续以MYDATA为例：

1） **Create**会有条件地执行内存拷贝，当Create操作的InOther参数为空时，会通过NZeroMemory将内存清零，如：

**[cpp]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. **void** CreateDefaultMyData(NVOID \* InThis, **const** NVOID \* InOther) {
2. **if** (InOther) {
3. NMemcpy(InThis, InOther, **sizeof**(MYDATA));
4. }
5. **else** {
6. NZeroMemory(InThis, **sizeof**(MYDATA));
7. }
8. }

2） **Copy**执行简单的内存拷贝，如：

**[cpp]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. **void** CopyDefaultMyData(NVOID \* InThis, **const** NVOID \* InOther) {
2. NMemcpy(InThis, InOther, **sizeof**(MYDATA));
3. }

3） **Destroy**执行简单的内存清0，如：

**[cpp]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. **void** DestroyDefaultMyData(NVOID \* InThis, **const** NVOID \* InOther) {
2. NZeroMemory(InThis, **sizeof**(MYDATA));
3. }

4） **Match**，**Compare**和**Hash**等操作会执行相应的内存比较和哈希：

**[cpp]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. NBOOL MatchDefaultMyData(**const** NVOID \* InThis, **const** NVOID \* InOther) {
2. **return** (NBOOL)(**return** NMemcmp(InThis, InOther, **sizeof**(MYDATA)) == 0);
3. }
5. NBOOL CompareDefaultMyData(**const** NVOID \* InThis, **const** NVOID \* InOther) {
6. **return** (NBOOL)(**return** NMemcmp(InThis, InOther, **sizeof**(MYDATA)) < 0);
7. }
9. NUINT HashDefaultMyData(**const** NVOID \* InThis) {
10. **return** NMemhash(InThis, **sizeof**(MYDATA));
11. }

5） **Print**操作仅简单地打印This指针的地址：

**[cpp]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. NINT PrintDefaultMyData(**const** NVOID \* InThis, NCHAR \* InBuffer, NINT InLength)  {
2. **return** NSnprintf(InBuffer, InLength, \_t("%p"), InThis);
3. }

## NOOC对象类型Type Class

创建NOOC的对象类型的Type Class相当简单，只需要使用宏NTYPE\_CLASS\_IMP\_OBJECT，不需要实现及填写任何的协议操作，由于NOOC对象类型的NOBJECT接口包含了Clone，Comp，Equal，HashCode及ToString等操作，NTYPE\_CLASS\_IMP\_OBJECT实现会直接调用这些接口来实现TypeClass，因此NOOC对象是通过重载相应的接口来实现TypeClass的协议的；下面例子只简单演示如何为NOOC对象MYOBJ创建TypeClass：

**[cpp]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. NOBJECT\_PRED(MYOBJ);
2. NOBJECT\_DEC(MYOBJ, NOBJECT);
3. **struct** tagMYOBJ {
4. NOBJECT\_BASE(NOBJECT);
5. NINT Val;
6. }
8. // declaration part
9. NTYPE\_CLASS\_DEC(MYOBJ);
11. // implementation part
12. NOBJECT MyObjClone(**const** MYOBJ InObj) { ... }
13. NBOOL MyObjEqual(**const** MYOBJ InObj, **const** NOBJECT InOther) { ... }
14. NBOOL MyObjComp(**const** MYOBJ InObj, **const** NOBJECT InOther) { ... }
15. NUINT MyObjHashCode(**const** MYOBJ InObj) { ... }
16. NSTRING MyObjToString(**const** MYOBJ InObj) { ... }
18. NOBJECT\_IMP(MYOBJ, NOBJECT,
19. NCLONE\_BIND(MyObjClone)
20. NEQUAL\_BIND(MyObjEqual)
21. NHASHCODE\_BIND(MyObjHashCode)
22. NCOMP\_BIND(MyObjComp)
23. NTOSTRING\_BIND(MyObjToString)
24. );
26. NTYPE\_CLASS\_IMP\_OBJECT(MYOBJ);

NOOC对象的创建是一个相对复杂的过程，作者发表的另一篇文章《[C语言下的面向对象编程技术](http://blog.csdn.net/kingsyj/article/details/8744386)》提供了一部分参考，其连接为[点击打开链接](http://blog.csdn.net/kingsyj/article/details/8744386)。

# 14 容器与持有对象

NOOC对象是一个引用计数对象，其通过引用计数来实现实例之间的共享及垃圾回收等操作，每一个NOOC对象在通过NNEW创建时其原始计数都为，因此当使用完毕后，必须通过NRELEASE接口来释放计数，以便系统回收为其分配的动态内存。然而当该对象需要被共享（或者需要被其他对象所持有时），可以通过调用NACQUIRE接口来增加引用计数，以NSTRING对象为例：

**[cpp]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. NSTRING Str = NStringNew(\_t("hello Nesty"));
2. NASSERT(NCOUNTER(Str) == 1);
3. // Hold(Acquire) object reference
4. NSTRING NewRef = Str;
5. NACQUIRE(NewRef);
6. NASSERT(NCOUNTER(Str) == 2);
7. // After done working, you have to call equivalent numbers of NRELEASE to reclaim the object
8. NRELEASE(NewRef);
9. NRELEASE(Str);

通过引用计数可以很方便地实现对象间的共享，并节省内存；即当你需要在多个地方使用到同一对象时，只需要保有一个引用计数，并在退出时释放该计数，而不用为每个应用单独分配新的对象。

因此，容器对NOOC对象类型使用了同样的规则，当你以对象的方式来创建容器时，添加元素并不会导致容器为每个元素都克隆（clone）一个拷贝，而仅仅是持有该对象的引用，并且容器在删除元素时会自动将该引用释放。为此，本节将解释前面12（字符串与容器）小节中，当使用NSTRING对象创建容器时，为何必须在添加/查找元素后，将临时NSTRING对象释放：

**[cpp]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. NMAP\_MAP Map = NHashMapNew(NSTRING, NINT);
2. NSTRING Str = NStringNew(\_t("nesty"));
3. NINT Val = 0;
4. NHashMapAdd(Map, Str, Val);
5. NRELEASE(Str);

先回顾上面的这段代码，Str通过NStringNew来赋值时，该NSTRING对象的初始计数是1，当将该字符串对象传递给NHashMapAdd后，容器仅仅是保存了该对象地址的拷贝，并通过NACQUIRE持有该对象的一个计数；因此添加完毕后，Str对象的引用计数将变为2。而代码最后通过NRELEASE来将Str对象释放，其目的是使它的计数回复到1，即将该对象的持有权完全交给了HashMap，因为将来当你通过调用容器的Empty等操作来删除该元素时，容器将会自动帮你回收该对象。假如你在添加元素之后不释放Str对象的计数，即使将来HashMap删除了该元素，也仅仅使其计数变为1，但对象不会被释放，因此造成泄漏。

# 15 容器与元素分配

为了方便描述本节的内容，先回到之前MYDATA的定义，并在这里稍作修改：

**[cpp]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. **typedef** **struct** tagMYDATA MYDATA;
2. **struct** tagMYDATA {
3. NBYTE   Data[32];
4. }

现在MYDATA变成了一个包含一块32字节大小的连续内存的数据结构，如果我们为其创建了TypeClass，然后创建容器并添加8个元素：

**[cpp]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. NVECTOR Vec = NVectorNew(MYDATA);
2. NINT Idx = 0;
3. **for** (; Idx < 8; Idx++) {
4. MYDATA Tmp;
5. NVectorAdd(Vec, Tmp);
6. }

则Vector会将这些元素的数据都保存在一块连续的内存中，且每个元素大小为sizeof(MYDATA) ，这与创建一个8个元素的静态数组的结构是类似的；容器会根据TypeClass中的TypeSize成员来分配并回收元素的内存。但有些时候，用户如果想单独管理各个元素的内存，则可以以指针方式来创建容器，如：

**[cpp]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. // NVOIDP is a typedef of void \*
2. NVECTOR Vec = NVectorNew(NVOIDP);
3. MYDATA \* Tmp = (MYDATA \*)NMalloc(**sizeof**(MYDATA));
4. NVectorAdd(Vec, Tmp);
5. // Add more elements...

当你以这种方式来创建容器时，容器管理的只是元素的指针，但不会为你管理该指针所指向的内存，因此当你删除元素时，还需要单独去回收每个元素所占用的内存：

**[cpp]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. NINT Idx = 0;
2. **for** (; Idx < Vec->Len; Idx++) {
3. NVOID \* Data = NVectorGetIdx(Vec, Idx, NVOIDP);
4. NFree(Data);
5. }
6. NVectorEmpty(Vec);

# 16 打印及调试容器

为了方便对容器进行调试，容器提供了一套规范的字符串化功能，但是字符串花需要TypeClass协议中Print操作的支持，即前提是某类型已经在其TypeClass中定义了Print操作。所有的容器都提供了相关的Print接口，如NArrayListPrint，NSetPrint等，这些Print接口都接受一个NSTREAM\_OUT的对象作为输出对象，NSystemOut()代表输出到系统的标准输出接口，通常为命令行控制台，但也可以输出到Buffer。以NINT类型的容器为例：

**[cpp]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. NARRAY\_LIST List = NArrayListNew(NINT);
2. // incase List has elements: 0, 1, 2, 3, 4, 5, 6, 7
3. NArrayListPrint(List, NSystemOut());

则通过调用NArrayListPrint，你会在命令行下看到以下输出：

**[cpp]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. [8]( 0 1 2 3 4 5 6 7 )

方括号[ ]中的数值代表容器元素的个数，圆括号( )中的数值是各个元素的字符串化后的（打印）数值，以空格划分。元素的打印数值取决于你如何去编写相关类型的Print操作（详见13小节关于自定义类型TypeClass的介绍）。

另外，你还可以打印输出到一段Buffer，其做法是创建一个NSTRING\_BUFFER\_OUT的对象，NSTRING\_BUFFER\_OUT是NSTREAM\_OUT的实现，因此可以将该对传递给NArrayListPrint的InStream参数：

**[cpp]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. // String Buffer example:
2. NSTRING\_BUFFER Buffer = NStringBufferNew(4096);
3. NSTRING\_BUFFER\_OUT BufferOut = NStringBufferOutNew(Buffer);
4. NArrayListPrint(List, (NSTREAM\_OUT)BufferOut);
5. // Process buffer
6. NPrintf(Buffer->Chars);

对于某些比较复杂的数据结构，例如Set和Map，除了提供Print这个基于序列方式打印元素的方法外，还另外了一个功能更加强大的State方法，用于窥探数据结构内部的元素组织情况，以方便用户观察数据，并调整相应的键值函数。例如：

**[cpp]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. NHASH\_SET Set = NHashSetNew(NINT);
2. NINT Idx = 0;
3. **for** (; Idx < 12; Idx++) {
4. NHashSetAdd(Set, Idx);
5. }
6. NHashSetState(Set, NSystemOut());
7. NRELEASE(Set);

通过State方法，你将能看到Set各元素的哈希分布状况：

**[plain]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. ----
2. State Map: Len = 12, HashSize = 8, Multiple = 0, Sorted = 0
3. ----
4. State Hash:
5. [0]( 0 8 )[2]
6. [1]( 1 9 )[2]
7. [2]( 2 10 )[2]
8. [3]( 3 11 )[2]
9. [4]( 4 )[1]
10. [5]( 5 )[1]
11. [6]( 6 )[1]
12. [7]( 7 )[1]
13. ----
14. Statistics:
15. Hash Chain = 8, Total Bucket = 12, Max Bucket = 2, Min Bucket = 1, Average Bucket = 1.500000

对于哈希表来说，这个功能是相当有用的；例如当你看到某部分哈希链上分布的元素十分密集，而其他哈希链的元素分布十分稀疏，则证明你当前使用的哈希函数很不均匀，在进行哈希插入时产生了大量的“碰撞”，导致效率低下；一旦发现这种情况，你应该重新考虑元素Hash操作中用到的算法， 或者考虑更换键的类型。

另外，对于二叉树数据结构，也同样可以利用State方法来窥探其各元素在树中的分配是否足够平衡：

**[plain]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. NTREE\_SET Set = NTreeSetNew(NINT);
2. NINT Idx = 0;
3. for (; Idx < 12; Idx++) {
4. NTreeSetAdd(Set, Idx);
5. }
6. NTreeSetState(Set, NSystemOut());
7. NRELEASE(Set);

其输出为：

**[plain]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. ----
2. State Map: Len = 12, Multiple = 0
3. ----
4. State Tree:
5. 3
6. .1
7. ..0
8. ..2
9. .7
10. ..5
11. ...4
12. ...6
13. ..9
14. ...8
15. ...10
16. ....11

在上面的输出中，点的数量代表的是当前叶节点的深度，该树的遍历采用的是先序遍历方法，当前打印格式是文本格式，你还要通过自顶向下的方法，将文本格式还原为树的视图格式；例如，根据上面的输出，还原出来的该树的视图为：

![http://img.my.csdn.net/uploads/201304/19/1366382599_5769.jpg](data:image/jpeg;base64,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)

NTreeMap使用的是红黑树结构，由此可以观察到，红黑树的平衡仅仅是子树的局部平衡。

# 17 泛型算法

Nesty对泛型算法的支持采取了两种形式：（1）容器绑定的及（2）容器分离的。与容器绑定的算法，主要是考虑到数据结构的性质，例如对于一般的排序算法而言，像Vector，ArrayList等基于动态数组的数据结构，最高效的排序算法应当是快速排序，但是像LinkList等，其较为高效的排序则是归并排序；再举个例子，像列表旋转算法，基于数组的和基于链表的数据结构之间的实现的方法及效率也大为不同。NCollection容器集的大部分数据结构都提供了类似Sort的方法，如NVectorSort，NLinkedSetSort，NArrayMapSort等，只有少部分在算法上不允许排序的数据结构除外，例如NHashSet/Map，NTreeSet/Map等。另外，对于列表或向量来说，也提供了类似Rotate，Scroll及Reverse等等的算法接口，如NVectorRotate，NLinkedListScroll，NArrayListReverse等等，由于这些算法都与其容器的类型直接相关连，因此属于容器绑定的算法；尽管接口相同，但其内部实现会依据数据额结构的种类而有所/大为不同。下面以几个清晰的例子来掩饰如何使用这些算法。

对于排序而言，Sort方式将接受一个NPfnCompare的函数指针作为比较器，该函数的定义必须符合下面的格式（以NINT为例）：

**[plain]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. // Compare two integer value with greater than comparation
2. NBOOL CompareNINT\_GT(const NVOID \* In1, const NVOID \* In2) {
3. return (NBOOL)(\*(const NINT \*)In1 > \*(const NINT \*)In2);
4. }

比较器的参数必须是void \*类型，因为之前已经就C语言泛型探讨过，void \* 可以作为一个通用接口来泛化所有类型，因此在函数实现部分，需要将void指针再强制转换为其实际类型，获取数据，比较并返回结果。一旦定义了比较器，则可以对列表进行常规排序：

**[plain]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. NLINKED\_LIST List = NLinkedListNew(NINT);
2. NINT Idx = 0;
3. for (; Idx < 8; Idx++) {
4. NLinkedListAdd(List, Idx);
5. }
6. NLinkedListSort(List, CompareNINT\_GT);
7. NLinkedListPrint(List, NSystemOut());
8. // Outputs:
9. // [8](7, 6, 5, 4, 3, 2, 1, 0)

另外，你还可以对列表进行局部排序，例如将上面的例子修改为：

**[plain]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. // Sort elements between index 2 and index 2 + 4
2. NLinkedListSortNum(List, 2, 4, CompareNINT\_GT);
3. NLinkedListPrint(List, NSystemOut());
4. // Outputs:
5. // [8](0, 1, 5, 4, 3, 2, 6, 7)

由于Nesty容器集是基于接口设计的，例如NCollection，NList，NSet，NMap等这些都是容器的相关接口，接口所定义的操作对于所有实现类其行为是相同的，因此还可以针对各个接口层提供其他泛型算法，由于这些算法不与特定的容器绑定，因此属于容器分离的。容器分离算法主要是基于接口间某些共通的操作而实现的，例如，由于NCollection接口支持容器的Position迭代模式，基于这一模式可以实现很多有用的操作，例如Copy，Find等，下面举几个简单的例子。

拷贝，下面的例子在两个在结构上完全无关的容器间实现拷贝，因为他们都实现了NCollection的接口：

**[plain]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. NHASH\_SET Set = NHashSetNew(NINT);
2. NVECTOR Vec = NVectorNew(NINT);
3. NCollections\_Copy((NCOLLECTION)Set, (const NCOLLECTION)Vec);

添加，下面的例子按指定次数重复地往序列中添加元素：

**[plain]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. NLIST List = (NLIST)NArrayListNew(NINT);
2. NINT Val = 0;
3. NCollections\_PushFirst((NCOLLECTION)List, &Val, 20);

# 18 Nesty容器的局限性

在C++的模板泛型中，模板的实例化是通过编译器在编译时进行，并且会为每个模板参数的类型编译一个单独的类，因此模板类具有静态属性；但是，由于Nesty容器是通过void\*来对类型进行泛化的，然而任何类型的地址都可以自动转换为void\*，这将导致类型识别的问题；假设现在创建了下面两个容器：

**[plain]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. NARRAY\_LIST ListOfNINT = NArrayListNew(NINT);
2. NARRAY\_LIST ListOfFLOAT = NArrayListNew(NFLOAT);

最荒谬的情况是，用户如果故意将一个NINT类型的参数，传递给一个NFLOAT类型的容器时，编译器根本无法识别这种错误：

**[plain]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. NINT Val = 10;
2. NArrayListAdd(ListOfFLOAT, Val);

当然，int和float的长度的是相同的，因此在拷贝数据时顶多会引起数据错误，如果当连着的数据长度不一致时，极有可能引发崩溃，而这种错误只能通过检查代码才能找到，因此在使用时必须十分谨慎。

另外，由于NCollection容器集是基于NOOC的对象实现的，而对象实例其实是一个指针定义，而在C中指针是可以任意转换的，例如程序员可以恶作剧地将一个List容器对象强制转换为一个Set/Map然后再传递给Set/Map的方法；然而这不能完全责怪作者，因为C语言本身就是一门比较灵活的（或者说有点肆无忌惮的）编程语言；因此，在使用Nesty进行C语言开发的时候程序员一定要相当小心谨慎。

Nesty容器在性能上落后于C++的模板容器，其中主要原因是，TypeClass的操作都是基于函数指针实现的，因此在调用一个函数指针的函数时，执行的是代码跳转，而不像很多C++代码一样直接通过内联的方式来实施优化；但据作者测试比对来看，可以肯定的是，C与C++容器之间的差别仅仅是在代码内联上，在算法上不存在差异。

# 19 在C++中使用容器

对于大部分人来说（特别是那些习惯在面向对象的环境中开发的），C泛型及TypeClass是一个难以接受的东西，为此Nesty还针对C++模板进行了封装，但其接口和定义和C语言的容器是一模一样的，实际上C++的版本和C语言的版本都同属一套容器。下面是一些简单的例子：

**[plain]** [view plain](https://blog.csdn.net/kingsyj/article/details/8747933) [copy](https://blog.csdn.net/kingsyj/article/details/8747933)

1. NArrayList<NINT> List;
2. List.Add(3);
3. for (NINT Idx = 0; Idx < List.Len(); Idx++) {
4. NINT Val = List[Idx];
5. }
6. List.Sort<NGreater<NINT> >();

由于C++的容器仅仅是对C语言的代码进行了封装，并非重新开发，因此无法发挥C++语言的优势；在测试过程中，其效率相对低于STL；但是作者已经意识到了这个问题，目前正着力于对C++版本的容器进行全面重构和重新开发，力图在性能上能够赶上STL。如果有对此感兴趣的朋友，请多留意Nesty的进展。

# 20 结束语

NCollection容器集以其丰富的阵容构成了Nesty框架中相对独立的模块，其作用是为C语言提供一套规范的动态数据结构，以简化在C下从事算法开发的难度。NCollection容器涵盖的内容十分庞大，本文仅从实用角度筛选了部分比较常用的，且具有理论性质的内容加以讲解，为的是让对此感兴趣的朋友能够了解Nesty容器的设计思想及理念。相信从事过算法开发的朋友都知道，要想在C语言环境下开发动态数据结构是相对困难且专业的工作，大多数情况下，程序员需要单独去管理各个元素的内存，这不但增加了编程的难度，也容易引发错误。Nesty容器通过void\*类型及TypeClass协议泛化了所有类型的操作，因此能够达“到同一套编程接口对所有类型都适用”的目的。因此Nesty容器的代码可以高度地被重用，程序员只需要根据容器所持有类型的特性，实现相应的TypeClass操作。而Nesty容器基于NOOC对象模型实现了部分面向对象的功能，因此才能使容器基于接口编程；而更令人激动的是，通过在容器的接口层，引入Position迭代模式，统一了容器对元素实施遍历，插入，查找等的操作，为实现泛型算法打下良好的基础。容器接口的定义是精简的，有好的，通过阅读本文的代码，你将发现，在C语言下面使用Nesty容器将不比在C++中使用模板容器需要编写过多的代码。然而，Nesty容器依然有其局限性，由于C语言泛型不像C++模板能够在编译时实例化模板类，C泛型更多依赖对void\*及函数指针的操作，因此引发了类型识别及性能等问题；但是，只要从事开发的程序员正确使用，Nesty容器就C语言开发来说依然是相当高效且易用的。另外，本文仅仅是介绍少部分的功能，更多的功能需要感兴趣的朋友从代码及实例中去探讨，Nesty的工程有大量测试代码来供你学习和研究。如果你对此感兴趣并有所想法，请不妨留下你的宝贵意见，作者热切盼望得到你的反馈。Nesty是跨平台的，开源的软件，其下载站点为[点击打开链接](http://sourceforge.net/projects/nesty/)