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# Motivation und Problemstellung

Vernetzte Rechnersysteme haben sich in letzter Zeit rasch entwickelt, dazu zählen auch die Verteilten Systeme, welche sich aus verschiedenen unabhängigen Bestandteilen zusammensetzen um ein Vollständiges System zu bilden.[1]

In dieser Arbeit soll der Umbau eines Vorhandenen nachrichtenbasierten Java Programms in ein Verteiltes System realisiert werden. Dabei gilt es im Rahmen der Aufgabenstellung, neue und bereits erlernte Technologien zu nutzen um eine Verteilte Anwendung mit dem Fokus auf Skalierbarkeit, Transaktionssicherheit und Performance zu entwickeln.

Im Zuge einer Umsetzung ergeben sich eine Reihe von Komplikationen aufgrund der gestiegenen Anforderungen, welche auf die Integration bzw. Kopplung von Wildfly und MariaDB der Chatanwendung zurückzuführen sind. Diese Erweiterung soll es ermöglichen die Anwendung, über die Rechnerumgebung hinaus, betreiben zu können.

# Einführung

## Transaktionen in verteilten Systemen

Eine Transaktion ist eine zusammengefasste Abfolge von Ereignissen, die alle erfolgreich ausgeführt werden müssen, um ein Ergebnis zu erzielen.[2] Verteilte Transaktionen zeichnen sich im Wesentlichen dadurch aus, dass

### Eigenschaften

Um die Erfüllung des Zwecks einer Transaktion sicherzustellen, müssen Transaktionssysteme, die für die Verarbeitung von Transaktionen eingesetzt werden, die Einhaltung der ACID-Prinzipien gewährleisten. Zu diesen Prinzipien zählen die Unteilbarkeit (Atomicity), Konsistenz (Consistency), Isolation (Isolation) und Dauerhaftigkeit (Durability).[3] Wichtig für das Verständnis von Transaktionen sind zudem die Phasen, die während der Verarbeitung einer Transaktion eintreten können.
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### Herausforderungen

Für die Realisierung von verteilten Transaktionen werden Commit-Protokolle wie das Zwei-Phasen Commit Protokoll eingesetzt.

## Message-Service-Architektur

### Kriterien für die Anwendung, Vorteile und Herausforderungen

Erzeuger (Sender) von Nachrichten benötigt für die weitere Verarbeitung keine synchrone Antwort (fire-and-forget).

Integrationsszenarien: Es müssen mehrere unterschiedliche Systeme zusammenarbeiten.

Sender erzeugt Nachrichten erheblich schneller, als sie von Empfängern verarbeitet werden können. Eine Message-Queue als Puffer kann hier ausgleichen.

Vorteile

Sender und Empfänger von Nachrichten können in völlig unterschiedliche Technologien und Programmiersprachen erstellt werden.

Message-Queues, insbesondere solche mit zuverlässiger Zustellung (reliable messaging), können die Verfügbarkeit und Rubstheit von Systemen erheblich steigern. Aus diesem Grund werden MQ-Systeme insbesondere im Bereich Finanz- und Kontodaten häufig eingesetzt.

Nachteile

Message-Queues (ob kommerziell oder Open-Source) sind in sich komplexe Systeme mit teilweise hohem Einführungs- und Administrationsaufwand.

Asynchrone und nachrichtenbasierte Programmierung ist signifikant aufwendiger als einfacher call-and-return- Stil. Fehlversuche in asynchronen Systemen kann aufwendig sein.
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### Java Messaging Service (JMS)

JMS ist eine API, die als Bestandteil von Java EE Interfaces definiert, welche die Interaktion von Java-Anwendungen mit einer Message Oriented Middleware (MOM) ermöglichen.

#### JMS-Destinations

JMS bietet zur Übermittlung von Nachrichten zwei JMS-Destinations an, Queue und Topic. Die Queue dient der asynchronen Point-to-Point Kommunikation. Nachrichten werden i.d.R. nach dem FIFO-Prinzip vom Sender in der Queue abgelegt und vom Empfänger dort abgeholt. Topics werden hingegen eingesetzt, wenn die Nachricht im Rahmen eines Publish-Subscribe-Verfahren an mehrere Empfänger versendet werden soll.

#### JMS-Provider

Für den Einsatz von JMS wird ein JMS-Provider benötigt, der die genannten JMS-Destinations verwaltet. Als Beispiel für einen JMS-Provider kann HornetQ (ehemals JBoss Messaging) angeführt werden.

# Konzeption der verteilten Chatanwendung

Ausgehend von der zu Beginn bereitgestellten Chatanwendung, gilt es eine, für ein verteiltes System optimierte Anwendung zu erstellen. Durch diese Änderung der Anforderungen, ist die bisherige monolithische Struktur nicht passend. Es galt daher, die Architektur neu zu überdenken. Im nachfolgenden ist daher ein technisches Konzept für die veränderte Umgebung und die grundlegende Architektur für die beiliegende Chatanwendung beschrieben.

## Struktur des Anwendungsszenarios

## Komponentensicht

## Datenmodell

## Fehlertolerante Transaktionsverarbeitung für REST-Clients

# Implementierung

## Umsetzung der Basisarchitektur

### Ablösung des TCP-Websocket durch JMS

(„The number of MDB threads is equal to 16 (this is the default value)) Es wird automatisch ein Threadpool mit 16 Threads erzeugt, die durch EJB bzw. den Message Driven Beans verwaltet werden [4]. Dies bezüglich sind keine weiteren Anforderungen an die Chatanwendung gegeben, weshalb keine weiteren Konfigurationsarbeiten an dem Pool vorgenommen wurden.

### Umsetzung der REST-APIs

* JAX-RS / Jersey

### Anbindung der Datenbankinstanzen

## Umsetzung einer gemäß XA verteilten Transaktion

X/OpenXA (XA) ist ein Standard für die Verarbeitung von verteilten Transaktionen. Wesentliches Element dieses Standards ist das unter A. beschriebene Zwei-Phasen-Commit Protokoll.

* EJB

## Umsetzung eines Admin-Clients

### Angular2 als Entwurfsentscheidung

# Benchmarking

## Testaufbau und Rahmenbedingung

### Verwendete Infrastrukturkomponenten

### Verwendete Testmetriken

### Testspezifikation

## Dokumentation der Messergebnisse

## Evaluation der Messergebnisse

# FAZIT

An excellent style manual and source of information for science writers is [9]. A general IEEE style guide, *Information for Authors,* is available at <http://www.ieee.org/organizations/pubs/transactions/information.htm>
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