**PYTHON FOR DATA ANALYSIS**

Table of Contents

[**NUMPY** 5](#_Toc450387280)

[**Creating Arrays** 5](#_Toc450387281)

[**Special Case Arrays** 5](#_Toc450387282)

[**Using Arrays and Scalars** 5](#_Toc450387283)

[**Indexing Arrays** 6](#_Toc450387284)

[**Indexing a 2D Array** 6](#_Toc450387285)

[**Slicing a 2D Array** 6](#_Toc450387286)

[**Fancy Indexing** 7](#_Toc450387287)

[**Array Transposition** 7](#_Toc450387288)

[**Universal Array Functions** 8](#_Toc450387289)

[**Binary Functions (require two arrays):** 8](#_Toc450387290)

[**Random number generator:** 8](#_Toc450387291)

[**For full and extensive list of all universal functions** 8](#_Toc450387292)

[**Array Processing** 9](#_Toc450387293)

[**Using matplotlib.pyplot for visualization** 9](#_Toc450387294)

[**Using numpy.where** 10](#_Toc450387295)

[**More statistical tools:** 10](#_Toc450387296)

[**Any and all for processing Boolean arrays:** 10](#_Toc450387297)

[**Sort, Unique and In1d:** 10](#_Toc450387298)

[**Array Input and Output** 11](#_Toc450387299)

[**Insert an element into an array** 11](#_Toc450387300)

[**Saving an array to a binary (.npy) file** 11](#_Toc450387301)

[**Saving multiple arrays into a zip (.npz) file** 11](#_Toc450387302)

[**Loading multiple arrays:** 11](#_Toc450387303)

[**Saving and loading text files** 11](#_Toc450387304)

[**PANDAS** 12](#_Toc450387305)

[**WORKING WITH SERIES** 12](#_Toc450387306)

[**Creating a Series (an array of data values and their index)** 12](#_Toc450387307)

[**Creating a Series with a named index** 12](#_Toc450387308)

[**Converting a Series to a Python dictionary** 12](#_Toc450387309)

[**Use isnull and notnull to find missing data** 13](#_Toc450387310)

[**Adding two Series together** 13](#_Toc450387311)

[**Labeling Series Indexes** 13](#_Toc450387312)

[**Rank and Sort** 13](#_Toc450387313)

[**Sort by Index Name using .sort\_index:** 13](#_Toc450387314)

[**Sort by Value using .sort\_values:** 13](#_Toc450387315)

[**WORKING WITH DATAFRAMES** 14](#_Toc450387316)

[**Creating a DataFrame** 14](#_Toc450387317)

[**Constructing a DataFrame from a Dictionary:** 14](#_Toc450387318)

[**Adding a Series to an existing DataFrame:** 14](#_Toc450387319)

[**Reading a DataFrame from a webpage (using edit/copy):** 14](#_Toc450387320)

[**Grab column names:** 14](#_Toc450387321)

[**Grab a specific column** 14](#_Toc450387322)

[**Display specific data columns:** 15](#_Toc450387323)

[**Display a specific number of rows:** 15](#_Toc450387324)

[**Grab a record by its index:** 15](#_Toc450387325)

[**Rename index and columns (dict method):** 15](#_Toc450387326)

[**Rename a specific column:** 15](#_Toc450387327)

[**Index Objects** 15](#_Toc450387328)

[**Set a Series index to be its own object:** 15](#_Toc450387329)

[**Reindexing** 15](#_Toc450387330)

[**Interpolating values between indices:** 15](#_Toc450387331)

[**Reindexing onto a DataFrame:** 16](#_Toc450387332)

[**Reindexing DataFrame columns:** 16](#_Toc450387333)

[**Reindex quickly using .ix:** 16](#_Toc450387334)

[**Drop Entry** 16](#_Toc450387335)

[**Rows:** 16](#_Toc450387336)

[**Columns:** 16](#_Toc450387337)

[**Selecting Entries** 16](#_Toc450387338)

[**Series:** 16](#_Toc450387339)

[**DataFrame:** 16](#_Toc450387340)

[**Data Alignment** 17](#_Toc450387341)

[**Use .add to assign fill values:** 17](#_Toc450387342)

[**Operations Between a Series and a DataFrame** 17](#_Toc450387343)

[**To count the unique values in a DataFrame column:** 17](#_Toc450387344)

[**To retrieve rows that contain a particular value:** 17](#_Toc450387345)

[**Summary Statistics on DataFrames** 18](#_Toc450387346)

[**Correlation and Covariance** 19](#_Toc450387347)

[**Plot the Correlation using Seaborn:** 20](#_Toc450387348)

[**MISSING DATA** 21](#_Toc450387349)

[**Finding, Dropping missing data in a Series:** 21](#_Toc450387350)

[**Finding, Dropping missing data in a DataFrame (Be Careful!):** 21](#_Toc450387351)

[**INDEX HIERARCHY** 21](#_Toc450387352)

[**Multilevel Indexing on a DataFrame:** 22](#_Toc450387353)

[**Adding names to row & column indices:** 22](#_Toc450387354)

[**Operations on index levels:** 22](#_Toc450387355)

[**Renaming columns and indices:** 22](#_Toc450387356)

[**READING & WRITING FILES** 23](#_Toc450387357)

[**Setting path names:** 23](#_Toc450387358)

[**Comma Separated Value (csv) Files:** 23](#_Toc450387359)

[**JSON (JavaScript Object Notation) Files:** 23](#_Toc450387360)

[**HTML Files:** 23](#_Toc450387361)

[**Excel Files:** 24](#_Toc450387362)

[**PANDAS CONCATENATE** 25](#_Toc450387363)

[**MERGING DATA** 26](#_Toc450387364)

[**Linking rows together by keys** 26](#_Toc450387365)

[**Selecting columns and frames** 26](#_Toc450387366)

[**Merging on multiple keys** 26](#_Toc450387367)

[**Handle duplicate key names with suffixes** 26](#_Toc450387368)

[**Merge on index (not column)** 27](#_Toc450387369)

[**Merge on multilevel index** 27](#_Toc450387370)

[**Merge key indicator** 27](#_Toc450387371)

[**JOIN to join on indexes (row labels)** 27](#_Toc450387372)

[**COMBINING DATAFRAMES** 27](#_Toc450387373)

[**The Long Way, using numpy's where method:** 27](#_Toc450387374)

[**The Shortcut, using pandas' combine**\_**first method:** 27](#_Toc450387375)

[**RESHAPING DATAFRAMES** 27](#_Toc450387376)

[**PIVOTING DATAFRAMES** 28](#_Toc450387377)

[**DUPLICATES IN DATAFRAMES** 28](#_Toc450387378)

[**MAPPING** 28](#_Toc450387379)

[**REPLACE** 28](#_Toc450387380)

[**RENAME INDEX using string operations** 28](#_Toc450387381)

[**BINNING** 29](#_Toc450387382)

[**OUTLIERS** 30](#_Toc450387383)

[**PERMUTATIONS** 30](#_Toc450387384)

[**Create a SeriesGroupBy object:** 31](#_Toc450387385)

[**Other GroupBy methods:** 32](#_Toc450387386)

[**Iterate over groups:** 32](#_Toc450387387)

[**Create a dictionary from grouped data pieces:** 32](#_Toc450387388)

[**Apply GroupBy using Dictionaries and Series** 33](#_Toc450387389)

[**Aggregation** 33](#_Toc450387390)

[**Cross Tabulation** 33](#_Toc450387391)

[**Split, Apply, Combine** 34](#_Toc450387392)

[**SQL with Python** 35](#_Toc450387393)

[**SQL Statements: Select, Distinct, Where, And & Or** 36](#_Toc450387394)

[**Aggregate functions** 36](#_Toc450387395)

[**Wildcards** 36](#_Toc450387396)

[**Character Lists** 37](#_Toc450387397)

[**Sorting with ORDER BY** 37](#_Toc450387398)

[**Grouping with GROUP BY** 37](#_Toc450387399)

[**Web Scraping with Python** 38](#_Toc450387400)

**PYTHON FOR DATA ANALYSIS & VISUALIZATION** Udemy course by Jose Portilla (notes by Michael Brothers)

**What's What:**

Numpy – fundamental package for scientific computing, working with arrays

Pandas – create high-performance data structures, Series, Data Frames. incl built-in visualization, file reading tools

Matplotlib – data visualization package

Seaborn Libraries – heatmap plots et al

Beautiful Soup – a web-scraping tool

SciKit-Learn – machine learning library

**Skills:**

Importing data from a variety of formats: JSON, HTML, text, csv, Excel

Data Visualization – using Matplotlib and the Seaborn libraries

Portfolio – set up a portfolio of data projects on GitHub

Machine Learning – using SciKit Learn

**Resources:**

stock market analysis (access Yahoo finance using pandas datareader)

FDIC list of failed banks (pull data from html)

Kaggle Titanic data set

political election data set

<http://www.data.gov> (home of the US Government's open data)

<http://AWS.amazon.com/public-data-sets/> (Amazon web services public data sets)

<http://www.google.com/publicdata/directory>

create personal accounts on GitHub and Kaggle

**Appendix Materials:**

Statistics – includes using SciPy to create distributions & solve statistics problems

SQL with Python – includes using SQLAlchemy to fully integrate SQL with Python to run SQL queries from a Python environment. Also performing basic SQL commands with Python and pandas.

Web Scraping with Python – using Python web requests and the Beautiful-Soup library to scrape the web for data

**Jupyter Notebooks**: <http://nbviewer.jupyter.org/github/jmportilla/Udemy-notes/tree/master/>

**For Further Reading:**

Numpy: <http://docs.scipy.org/doc/numpy/reference/>

Numpy Universal Functions (ufuncs): <http://docs.scipy.org/doc/numpy/reference/ufuncs.html#available-ufuncs>

Numpy supplemental materials: <http://cs231n.github.io/python-numpy-tutorial/>

**Philosophy:**

What's the difference between a Series, a DataFrame and an Array? (answers by Jose Portilla)

A **NumPy Array** is the basic data structure holding the data itself and allowing you to store and get elements from it.

A **Series** is built on top of an array, allowing you to label the data and index it formally, as well as do other pandas related Series operations.

A **DataFrame** is built on top of Series, and is essentially many series put together with different column names but sharing the same index.

Also, a 1-d numpy array is **not a list**. A list is a built-in data structure in regular Python, a numpy array is an object type only available once you've set up numpy. It is able to perform operations much faster than a list due to built-in optimizations.

Arrays are NumPy data types while Series and DataFrame are Pandas data types. They have different available methods and attributes.

**NUMPY**

import numpy as np do this for every new Jupyter notebook

**Creating Arrays**

my\_list1 = [1, 2, 3, 4]

my\_array1 = np.array(my\_list1) creates a 1-dimensional array from a list

my\_array1

array([1, 2, 3, 4])

my\_list2 = [11, 22, 33, 44]

my\_lists = [my\_list1, my\_list2]

my\_array2 = np.array(my\_lists) creates a multi-dimensional array from a list of lists

my\_array2

array([[ 1, 2, 3, 4],

[11, 22, 33, 44]])

array\_2d = (([1,2,3], [4,5,6])) creating from scratch requires two sets of parentheses!

my\_array2.shape describes the size & shape of the array (rows, columns)

(2L, 4L)

my\_array2.dtype describes the data type of the array

dtype('int32')

**Special Case Arrays**

np.zeros(5)

array([ 0., 0., 0., 0., 0.])

np.ones((4,4))

array([[ 1., 1., 1., 1.],

[ 1., 1., 1., 1.],

[ 1., 1., 1., 1.],

[ 1., 1., 1., 1.]])

​

np.empty(5)

np.empty((3,4))

resemble zeros arrays

np.eye(5) called the "identity array"

array([[ 1., 0., 0., 0., 0.],

[ 0., 1., 0., 0., 0.],

[ 0., 0., 1., 0., 0.],

[ 0., 0., 0., 1., 0.],

[ 0., 0., 0., 0., 1.]])

​

dtype('float64') for the above arrays

np.arange([start,] stop[, step])

np.arange(5,10,2) uses a range

array([5, 7, 9])

**Using Arrays and Scalars**

from \_\_future\_\_ import division if running Python v2

arr1 = np.array([[1,2,3], [8,9,10]]) note the double parentheses/brackets

arr1

array([[ 1, 2, 3],

[ 8, 9, 10]])

Adding arrays:

arr1+arr1

array([[ 2, 4, 6],

[16, 18, 20]])

Subtracting arrays:

arr1-arr1

array([[0, 0, 0],

[0, 0, 0]])

Multiplying arrays:

arr1\*arr1

array([[ 1, 4, 9],

[ 64, 81, 100]])

Dividing arrays: (Float return)

arr1/arr1

array([[ 1., 1., 1.],

[ 1., 1., 1.]])

Arithmetic operations with scalars on arrays:

1 / arr1

array([[ 1. , 0.5 , 0.33333333],

[ 0.125 , 0.11111111, 0.1 ]])

arr1\*\*3

array([[ 1, 8, 27],

[ 512, 729, 1000]])

**Indexing Arrays**

Arrays are sequenced. They are modified in place by slice operations.

arr = np.arange(11)

arr

array([ 0, 1, 2, 3, 4, 5, 6, 7, 8, 9, 10])

slice\_of\_arr = arr[0:6]

slice\_of\_arr

array([0, 1, 2, 3, 4, 5])

slice\_of\_arr[:]=99 change the slice

slice\_of\_arr

array([99, 99, 99, 99, 99, 99])

​

​arr

array([99, 99, 99, 99, 99, 99, 6, 7, 8, 9, 10])

Note that the changes *also* occur in our original array.  
Data is not copied, it's a view of the original array. This avoids memory problems.

arr\_copy = arr.copy() To get a copy, you need to be explicit

arr\_copy

array([99, 99, 99, 99, 99, 99, 6, 7, 8, 9, 10])

**Indexing a 2D Array**

arr\_2d = np.array(([5,10,15],[20,25,30],[35,40,45]))

arr\_2d

array([[ 5, 10, 15],

[20, 25, 30],

[35, 40, 45]])

format follows arr\_2d[row][col] or arr\_2d[row,col]

arr\_2d[1] grab a row

array([20, 25, 30])

arr\_2d[1][0] or arr\_2d[1,0] grab an individual element

20

**Slicing a 2D Array**

arr\_2d[:2,1:] grab a 2x2 slice from top right corner

array([[10, 15],

[25, 30]])

**Fancy Indexing**

arr

array([[ 0., 10., 20., 30., 40.],

[ 1., 11., 21., 31., 41.],

[ 2., 12., 22., 32., 42.]])

arr[[2,1]] fancy indexing allows a selection of rows in any order using embedded brackets

array([[ 2., 12., 22., 32., 42.], (note that arr[2,1] returns 12.0)

[ 1., 11., 21., 31., 41.]])
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Source: <http://www.scipy-lectures.org/_images/numpy_indexing.png>

**Array Transposition**

arr = np.arange(24).reshape((4,6)) create an array

arr

array([[ 0, **1**, 2, 3, 4, 5],

[ 6, **7**, 8, 9, 10, 11],

[12, **13**, 14, 15, 16, 17],

[18, **19**, 20, 21, 22, 23]])

arr.T transpose the array (this does NOT change the array in place)

array([[ **0, 6, 12, 18**],

[ 1, 7, 13, 19],

[ 2, 8, 14, 20],

[ 3, 9, 15, 21],

[ 4, 10, 16, 22],

[ 5, 11, 17, 23]])

np.dot(arr.T,arr) take the **dot product** of these two arrays

array([[504, **540**, 576, 612, 648, 684], 504=(0\*0)+(6\*6)+(12\*12)+(18\*18)

[540, 580, 620, 660, 700, 740], **540**=(**0**\***1**)+(**6**\***7**)+(**12**\***13**)+(**18**\***19**)

[576, 620, 664, 708, 752, 796],

[612, 660, 708, 756, 804, 852],

[648, 700, 752, 804, 856, 908],

[684, 740, 796, 852, 908, 964]])

See <https://www.mathsisfun.com/algebra/matrix-multiplying.html> for a simple explanation of dot products!

You can also transpose a 3D matrix:

arr3d = np.arange(18).reshape((3,3,2))

arr3d

array([[[ 0, 1],

[ 2, 3],

[ 4, 5]],

[[ 6, 7],

[ 8, 9],

[10, 11]],

[[12, 13],

[14, 15],

[16, 17]]])

arr3d.transpose((1,0,2))

array([[[ 0, 1],

[ 6, 7],

[12, 13]],

[[ 2, 3],

[ 8, 9],

[14, 15]],

[[ 4, 5],

[10, 11],

[16, 17]]])

If you need to get more specific use **swapaxes**:

arr = np.array([[1,2,3]])

arr

array([[1, 2, 3]])

arr.swapaxes(0,1)

array([[1],

[2],

[3]])

**Universal Array Functions**

arr = np.arange(6)

​arr

array([0, 1, 2, 3, 4, 5])

np.sqrt(arr) square-root function

array([ 0. , 1. , 1.41421356, 1.73205081, 2. ])

np.exp(arr) exponential (e^)

array([ 1. , 2.71828183, 7.3890561 , 20.08553692, 54.59815003])

**Binary Functions (require two arrays):**

np.add(A,B) returns sum of matching values of two arrays

np.maximum(A,B) returns maximum between matching values of two arrays

**Random number generator:**

np.random.randn(10) random array (normal distribution)

array([-0.10313268, 1.05811992, -1.98543659, -0.43591721, 0.03393424,

-1.15738081, -0.35316064, 1.12707714, -0.09061522, 0.28226307])

**For full and extensive list of all universal functions**

website = "http://docs.scipy.org/doc/numpy/reference/ufuncs.html#available-ufuncs"

import webbrowser

webbrowser.open(website) conveniently opens site from within Jupyter notebook!

**Array Processing**

import numpy as np

import matplotlib.pyplot as plt import the pyplot libraries from matplotlib  
 which let us visualize the grids & meshes we'll be making

%matplotlib inline this lets us see these visualizations in Jupyter notebooks

**Using matplotlib.pyplot for visualization**

points = np.arange(-5,5,0.01) creates a 1-d array with 1000 data points

dx,dy=np.meshgrid(points,points)creates a grid (returns coordinate matrices from the vectors we give it)

dx these are our rows:

array([[-5. , -4.99, -4.98, ..., 4.97, 4.98, 4.99],

[-5. , -4.99, -4.98, ..., 4.97, 4.98, 4.99],

[-5. , -4.99, -4.98, ..., 4.97, 4.98, 4.99],

...,

[-5. , -4.99, -4.98, ..., 4.97, 4.98, 4.99],

[-5. , -4.99, -4.98, ..., 4.97, 4.98, 4.99],

[-5. , -4.99, -4.98, ..., 4.97, 4.98, 4.99]])

dy these are our columns: (note that values increase downward)

array([[-5. , -5. , -5. , ..., -5. , -5. , -5. ],

[-4.99, -4.99, -4.99, ..., -4.99, -4.99, -4.99],

[-4.98, -4.98, -4.98, ..., -4.98, -4.98, -4.98],

...,

[ 4.97, 4.97, 4.97, ..., 4.97, 4.97, 4.97],

[ 4.98, 4.98, 4.98, ..., 4.98, 4.98, 4.98],

[ 4.99, 4.99, 4.99, ..., 4.99, 4.99, 4.99]])

z = (np.sin(dx) + np.sin(dy)) this is just an evaluating function

z

array([[ 1.91784855e+00, 1.92063718e+00, 1.92332964e+00, ...,

-8.07710558e-03, -5.48108704e-03, -2.78862876e-03],

[ 1.92063718e+00, 1.92342581e+00, 1.92611827e+00, ...,

-5.28847682e-03, -2.69245827e-03, -5.85087534e-14],

[ 1.92332964e+00, 1.92611827e+00, 1.92881072e+00, ...,

-2.59601854e-03, -5.63993297e-14, 2.69245827e-03],

...,

[ -8.07710558e-03, -5.28847682e-03, -2.59601854e-03, ...,

-1.93400276e+00, -1.93140674e+00, -1.92871428e+00],

[ -5.48108704e-03, -2.69245827e-03, -5.63993297e-14, ...,

-1.93140674e+00, -1.92881072e+00, -1.92611827e+00],

[ -2.78862876e-03, -5.85087534e-14, 2.69245827e-03, ...,

-1.92871428e+00, -1.92611827e+00, -1.92342581e+00]])

plt.imshow(z); plot the array (semicolon avoids extra Out line) *Note: works in Spyder!*

red/blue colored plot for evaluating function, y-axis from 1000-0, x-axis from 0-1000

plt.colorbar(); -needs to be in same cell as plt.imshow(z)

adds vertical colorbar to right of plot (red 2.0 to blue -2.) *(lacks upper & lower values?)*

plt.title("Plot for sin(x)+sin(y)");

adds title above plot SEE PLOT IN SEPARATE FILE: PYTHON DATA VISUALIZATIONS

**Using numpy.where**

A = np.array([1,2,3,4])

B = np.array([100,200,300,400])

condition = np.array([True,True,False,False]) a Boolean array

The slow way:

*Using a list comprehension*

answer1 = [(A\_val if cond else B\_val) for A\_val,B\_val,cond in zip(A,B,condition)]

answer1

[1, 2, 300, 400] Problems include speed issues and multi-dimensional array issues

The numpy.where way:

answer2 = np.where(condition,A,B) follows (test, if true, if false)

answer2

array([ 1, 2, 300, 400])

Using numpy.where for 2D manipulation:

from numpy.random import randn

arr = randn(5,5)

np.where(arr < 0,0,arr) Where array is less than zero, make that value zero, otherwise leave as is

array([[ 0.45983701, 0. , 1.56891548, 0. , 1.61030401],

[ 0. , 0. , 0. , 0. , 0. ],

[ 0.96909611, 0. , 0. , 0.69907836, 1.41859086],

[ 0. , 1.42554561, 1.30200218, 1.77784525, 0.8120543 ],

[ 1.39031869, 0.14319058, 0.11438954, 0. , 0. ]])

**More statistical tools:**

arr = np.array([[1,2,3],[4,5,6],[7,8,9]])

arr.sum() returns 45

arr.sum(0) returns array ([12,15,18]) sums along vertical axes

arr.mean() returns 5.0 Note there are no "median" or "mode" functions

arr.var() returns 6.666666666666667 variance

arr.std() returns 2.5819888974716112 standard deviation *(why the extra decimal place?)*

**Any and all for processing Boolean arrays:**

bool\_arr = np.array([True,False,True])

bool\_arr.any() returns True

bool\_arr.all() returns False

**Sort, Unique and In1d:**

arr = randn(5,5)

arr.sort() sorts each row individually, in place

np.apply\_along\_axis(sorted, 0, arr) sorts each item *horizontally*

countries = np.array(['France', 'Germany', 'USA', 'Russia', 'USA', 'Mexico'])

np.unique(countries)

array(['France', 'Germany', 'Mexico', 'Russia', 'USA'],

dtype='|S7')

np.in1d(['France','USA','Sweden'],countries)

array([ True, True, False], dtype=bool)

**Array Input and Output**

import numpy as np

**Insert an element into an array**

(see <http://docs.scipy.org/doc/numpy-1.10.0/reference/generated/numpy.insert.html>)

a = np.array([[1, 1], [2, 2], [3, 3]])

a

array([[1, 1],

[2, 2],

[3, 3]])

np.insert(a, 1, **5**) inserts a 5 before index 1 and *flattens* the array (but not in-place!)

array([1, **5**, 1, 2, 2, 3, 3])

np.insert(a, 1, **5**, axis=1) inserts a 5 before index 1 along the vertical axis (but not in-place!)

array([[1, **5**, 1],

[2, **5**, 2],

[3, **5**, 3]])

**Saving an array to a binary (.npy) file**

arr = np.arange(5)

np.save('my\_array',arr) saves the array on disk in binary format (file extension .npy)

arr = np.arange(10) here we create a different array with the same name

np.load('my\_array.npy') here we load the first array we created

array([0, 1, 2, 3, 4])

**Saving multiple arrays into a zip (.npz) file**

np.savez('two\_arrays.npz',**x**=arr,y=arr) saves 2 copies of arr to one file

**Loading multiple arrays:**

archive\_array = np.load('two\_arrays.npz') Note: .load works for binary and zip

archive\_array['**x**'] calls the first array from the file

array([0, 1, 2, 3, 4, 5, 6, 7, 8, 9])

**Saving and loading text files**

arr = np.array([[1,2,3],[4,5,6]])

np.savetxt('my\_test\_text.txt',arr,delimiter=',')

arr = np.loadtxt('my\_test\_text.txt',delimiter = ',')

arr

array([[ 1., 2., 3.],

[ 4., 5., 6.]])

**PANDAS**

import numpy as np

import pandas as pd

from pandas import Series,DataFrame this saves us from typing 'pd.Series' and 'pd.DataFrame' each time

**WORKING WITH SERIES**

**Creating a Series (an array of data values and their index)**

obj = Series([3,6,9,12])

obj

0 3

1 6

2 9

3 12

dtype: int64

obj.values shows the values

array([ 3, 6, 9, 12], dtype=int64)

obj.index shows the index (See section on Index Objects for passing an index to a new object)

Int64Index([0, 1, 2, 3], dtype='int64')

**Creating a Series with a named index**

coins = Series([.01,.05,.10,.25],index=['penny','nickel','dime','quarter'])

coins

penny 0.01

nickel 0.05

dime 0.10

quarter 0.25

dtype: float64

coins['dime'] returns 0.10 *(actually it returns 0.10000000000000001)*

coins[coins>.07]

dime 0.10

quarter 0.25

dtype: float64

'penny' in coins returns True (although 0.25 in coins returns False)

**Converting a Series to a Python dictionary**

coin\_dict = coins.to\_dict()

coin\_dict

{'dime': 0.10000000000000001, *gotta find out how to fix this…*

'nickel': 0.050000000000000003,

'penny': 0.01,

'quarter': 0.25}

coins2 = Series(coin\_dict) converts it back, *but not in the same order as the original!*

**Passing an index with the dictionary can reload a Series in order:**

coinlabels = ['penny','nickel','dime','quarter','SBAnthony']

coins3 = Series(coin\_dict,index=coinlabels) converts it back *in index order*

note that 'SBAnthony' shows 'NaN' as its value

**Use isnull and notnull to find missing data**

pd.isnull(coins3['SBAnthony']) returns True

pd.notnull(coins3['penny']) returns True

**Adding two Series together**

series1 + series2 adds items by index, including null-value items

**Labeling Series Indexes**

coins3.index.name = 'Coins' puts a label above the index list *( .values does not have a name method)*

**Checking for Unique Values and their Counts**

ser1 = Series(list('abacab'))

ser1.unique() returns array(['a', 'b', 'c'], dtype=object)

ser1.value\_counts() returns see the DataFrames section on value\_counts for more info

a 3

b 2

c 1

dtype: int64

**Rank and Sort**

**Sort by Index Name using .sort\_index:**

ser1 = Series(range(3),index=['C','A','B'])

ser1.sort\_index() returns ser1, but in index order (A:1,B:2,C:0)

Note: this does NOT sort ser1 in place.   
For that use either ser1 = ser1.sort\_index() or ser1.sort\_index(inplace=True)

**Sort by Value using .sort\_values:**

ser1.sort\_values()returns ser1, but in value order (C:0,A:1,B:2)

*Note:* ***.order*** *works, but throws a "FutureWarning: order is deprecated, use sort\_values(…)" As above,*use either ser1 = ser1.sort\_index()or ser1.sort\_index(inplace=True) to sort in place

**Rank**

ser1.rank() returns an integer rank from 1 to len(ser1) for each index (low to high)  
NOTE: in the case of ties, .rank returns floats (1, 2.5, 2.5, 4)

**WORKING WITH DATAFRAMES**

For more info: <http://pandas.pydata.org/pandas-docs/stable/dsintro.html#dataframe>

**Creating a DataFrame**

import numpy as np

import pandas as pd

from pandas import Series,DataFrame

dframe = DataFrame(np.arange(12).reshape(4,3))

dframe is constructed by casting a 4-row by 3-col numpy array as a pandas DataFrame, pre-filled with values 0-11.

Here the index defaults to [0,1,2,3], the columns to [0,1,2]

**Constructing a DataFrame from a Dictionary:**

data = {'City':['SF','LA','NYC'],'Population':[837000,3880000,8400000]}

city\_frame = DataFrame(data)

Creates a DataFrame with columns labeled City and Population, indexes of [0,1,2]

**Adding a Series to an existing DataFrame:**

colors = Series(["Blue","Red"],index=[4,1])

dframe['Color']=colors

dframe now has a Color column with Blue matched to index 4, Red to 1, and NaN after everything else.

**Reading a DataFrame from a webpage (using edit/copy):**

Grab NFL Win-Loss data from Wikipedia:

import webbrowser

website = 'http://en.wikipedia.org/wiki/NFL\_win-loss\_records'

webbrowser.open(website)

copy the first five rows (edit/copy)

nfl\_frame = pd.read\_clipboard(engine='python', sep='\t+')

*NOTE: Without the sep argument this technique is hit-or-miss, depending on how the table is copied.*

*Alternatives include copying the table to Excel, saving as .csv, and reading the .csv file instead.*

nfl\_frame

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | **Rank** | **Team** | **Won** | **Lost** | **Tied** | **Pct.** | **First NFL Season** | **Total Games** | **Divison** |
| **0** | 1 | Chicago Bears | 741 | 555 | 42 | 0.57 | 1920 | 1338 | NFC North |
| **1** | 2 | Dallas Cowboys | 480 | 364 | 6 | 0.568 | 1960 | 850 | NFC East |
| **2** | 3 | Green Bay Packers | 720 | 547 | 37 | 0.566 | 1921 | 1304 | NFC North |
| **3** | 4 | Miami Dolphins | 429 | 335 | 4 | 0.561 | 1966 | 768 | AFC East |
| **4** | 5 | San Francisco 49ers | 520 | 436 | 14 | .553 [a] | 1950 | 1019 | NFC West |

Note that pandas automatically adds an index in the left-most column. Data as of 1/19/16.

**Grab column names:**

nfl\_frame.columns

Index([u'Rank', u'Team', u'Won', u'Lost', u'Tied', u'Pct.',

u'First NFL Season', u'Total Games', u'Divison'],

dtype='object')

**Grab a specific column**

**– 1 word name: Grab a specific column – multiword names:**

nfl\_frame.Team nfl\_frame['First Season']

**Display specific data columns:**

DataFrame(nfl\_frame,columns=['Team','First Season','Total Games'])

This returns a *new* DataFrame extracted from nfl\_frame

NOTE: if you ask for a column that doesn't exist in the original, you get a column filled with null values (NaN)

**Display a specific number of rows:**

nfl\_frame.head() retrieves the first 5 rows

nfl\_frame.head(3) retrieves the first 3 rows

nfl\_frame.tail() retrieves the last 5 rows

**Grab a record by its index:**

nfl\_frame.ix[3] returns an object with column names & values (the .ix method stands for "index")

**Rename index and columns (dict method):**

dframe.rename(index={0:'a',1:'b',2:'c',3:'d'}, columns={0:'col1',1:'col2}, inplace=True) I used "inplace=True" instead of "dframe = dframe.rename()"

**Rename a specific column:**

nfl\_frame.rename(columns = {'First NFL Season':'First Season'}, inplace=True)

**Index Objects**

**Set a Series index to be its own object:**

coin\_index = coins.index

coin\_index

Index([u'penny', u'nickel', u'dime', u'quarter'], dtype='object')

coin\_index[2] returns 'dime'

Note: Indexes are immutable (coin\_index[2]='fred' is not valid code)

**Reindexing**

ser1 = Series([1,2,3,4],index=['A','B','C','D'])

ser2 = ser1.reindex(['A','B','C','D','E','F'])

Creates a new Series, with null values for 'E' and 'F'

NOTE: this also converted the Series from dtype *int64* to *float64*. ser2['C'] returns 3.0

ser2.reindex(['A','B','C','D','E','F','G'],fill\_value=0)

Adds a new index 'G' with a value of 0. Indexes 'E' and 'F' are both still null values.

ser2.reindex(['B','A','C','D','E','F','G'])

Changes the order of index:value pairs (it doesn't reassign the index) B:2 is now ahead of A:1

ser2.reindex(['C','D','E','F'])

Removes A:1, B:2 and G:0 from Series ser2.

**However:** ser2.reindex(['A','B','C','D','E','F','G'])   
*brings back* A:1 and B:2 (because ser2 is based on ser1) but *not* G:0. It assigns a null value to G.

**Interpolating values between indices:**

ser3 = Series(['USA','Mexico','Canada'],index=[0,5,10])

ser3.reindex(range(15),method='ffill') uses a "forward fill" method

ser3 now has 15 members. Index 0-4 = 'USA', 5-9 = 'Mexico' and 10-14='Canada'

**Reindexing onto a DataFrame:**

from numpy.random import randn

dframe = DataFrame(randn(25).reshape((5,5)),index=['A','B','D','E','F'],  
columns=['col1','col2','col3','col4','col5'])

dframe2 = dframe.reindex(['A','B','C','D','E','F'])

Inserts a new row 'C' between A and B filled with null values

**Reindexing DataFrame columns:**

dframe2.reindex(**columns=**['col1','col2','col3','col4','col5','col6']

Inserts a new column 'col6' at the end filled with null values (you have to call "**columns**" specifically)

**Reindex quickly using .ix:**

dframe.ix[[rows],[columns]]

you could say "newrows=['A',…'F']" and "newcols=['col1',…'col6']" and then dframe.ix[newrows,newcols]

**Drop Entry**

* **–**

**Rows:**

ser1 = Series(np.arange(3),index=['a','b','c'])

ser1.drop('b') Displays the Series without row 'b' (although this row still belongs to the series)

Similarly, dframe1.drop('index1') drops a row from a DataFrame

**Drop Entry –**

**Columns:**

dframe1.drop('col4',axis=1)axis=0 rows/ axis=1 columns, or axis=rows / axis=columns

**Selecting Entries**

**in a**

**Series:**

ser1 = Series(np.arange(3),index=['A','B','C'])

ser1 = 2\*ser1 to avoid confusion in the future  
ser1

A 0

B 2

C 4

dtype: int32

You can grab an entry by index name: ser1['B'] returns 2  
or by index value: ser1[1] returns 2  
or by a range of values: ser1[0:2] returns rows A:0 and B:2  
or by a *list* of index names: ser1[['A','B']] returns rows A:0 and B:2

You can grab entries by logic: ser1[ser1>3] returns row C:4

You can *change* values using logic: ser1[ser1>3] = 10 changes C

**Selecting Entries in a**

**DataFrame:**

dframe = DataFrame(np.arange(25).reshape((5,5)),  
index=['NYC','LA','SF','DC','Chi'],columns=['A','B','C','D','E'])

You can grab entries by column name: dframe['B'] returns all rows with column B values

You can grab multiple columns with a *list* of names: dframe[['B','E']]

You can grab specific rows using Boolean: dframe[dframe['C']>8]

You can grab a specific cell by column and row: dframe['B']['LA']

To show a Boolean DataFrame: dframe>10  
Returns the full DataFrame with True/False in each cell as appropriate

You can grab a row using .ix: dframe.ix['LA'] returns row LA as a Series with column names as its index  
NOTE: dframe.ix[1] also works to grab the 2nd row. dframe.ix['LA']['B'] grabs a single cell.

**Data Alignment**

ser1 = Series([0,1,2],index=['A','B','C'])

​ser2 = Series([3,4,5,6],index=list('ABCD')) *a nice little shortcut*

ser1 ser2

A 0 A 3

B 1 B 4

C 2 C 5

dtype: int64 D 6

dtype: int64

So what happens when we add these together?

ser1 + ser2

A 3

B 5

C 7

D NaN

dtype: float64

Because ser1 didn't have a value for D, it replaced it with a null.

The same behavior occurs with DataFrames (null values are assigned for any unmatched field)

**Use .add to assign fill values:**

ser1.add(ser2,fill\_value=0) this adds 0 to whatever hasn’t matched  
NOTE: ser2.add(ser1,fill\_value=0) returns the same thing!

When using .add/fill\_value with dataframes, null values are assigned when there are no prior values in a cell   
(at the intersection where new rows from one DataFrame meet new columns from another)

**Operations Between a Series and a DataFrame**

dframe1 = DataFrame(np.arange(9).reshape(3,3),columns=list('ADC'),  
index=['NYC','SF','LA'])

ser1 = dframe1.ix[0] so ser1 takes the 'NYC' row and values

dframe1 – ser1 returns the dframe1 DataFrame, but now all the 'NYC' values = 0

**A DataFrame column is itself a Series, so Series methods apply:**

**To count the unique values in a DataFrame column:**

dframe['col1'].value\_counts() returns the count from highest to lowest

dframe['col1'].value\_counts(ascending=True) returns the count from lowest to highest

dframe['col1'].value\_counts(sort=False) returns the count in index order

dframe['col1'].value\_counts(dropna=False) includes a count of null values

For more info, incl *normalize* & *bin* parameters:  
<http://pandas.pydata.org/pandas-docs/version/0.17.1/generated/pandas.Series.value_counts.html>

**To retrieve rows that contain a particular value:**

dframe[dframe.col1=='value'] **or**

dframe[dframe['column 1']=='value']

**Summary Statistics on DataFrames**

arr = np.array([[1,2,np.nan],[np.nan,3,4]]) inserts null values

dframe1 = DataFrame(arr,index=['A','B'],columns = ['One','Two','Three'])

dframe1

|  |  |  |  |
| --- | --- | --- | --- |
|  | **One** | **Two** | **Three** |
| **A** | 1 | 2 | NaN |
| **B** | NaN | 3 | 4 |

dframe1.sum() dframe1.sum(axis=1)

One 1 A 3

Two 5 B 7

Three 4 dtype: float64

dtype: float64

dframe1.min() dframe1.idxmin() .idxmin returns the index of the lowest value

One 1 One A .max and .idxmax work as expected

Two 2 Two A

Three 4 Three B

dtype: float64 dtype: object

dframe1.cumsum() redisplays the DataFrame with accumulation sums

|  |  |  |  |
| --- | --- | --- | --- |
|  | **One** | **Two** | **Three** |
| **A** | 1 | 2 | NaN |
| **B** | NaN | **5** | 4 |

dframe1.describe() provides useful summary statistics

|  |  |  |  |
| --- | --- | --- | --- |
|  | **One** | **Two** | **Three** |
| **count** | 1 | 2.000000 | 1 |
| **mean** | 1 | 2.500000 | 4 |
| **std** | NaN | 0.707107 | NaN |
| **min** | 1 | 2.000000 | 4 |
| **25%** | 1 | 2.250000 | 4 |
| **50%** | 1 | 2.500000 | 4 |
| **75%** | 1 | 2.750000 | 4 |
| **max** | 1 | 3.000000 | 4 |

**For more information about Covariance and Correlation**

**Check out these great videos! Video credit: Brandon Foltz.**

from IPython.display import YouTubeVideo

YouTubeVideo('xGbpuFNR1ME') #Covariance (26:22)

YouTubeVideo('4EXNedimDMs') #Correlation (27:05)

**Correlation and Covariance**

import pandas\_datareader.data as pdr pandas can get info off the web!

import datetime

OLD: import pandas.io.data as pdweb legacy code still works, but throws a FutureWarning

Get the closing prices:

OLD: prices = pdweb.get\_data\_yahoo(['CVX','XOM','BP'],

start=datetime.datetime(2010, 1, 1),

end=datetime.datetime(2013, 1, 1))['Adj Close']

NEW: prices = pdr.DataReader(['CVX','XOM','BP'],'yahoo',  
 start=datetime.datetime(2010,1,1),  
 end=datetime.datetime(2013,1,1))['Adj Close']

Show preview:

prices.head() returns the first 5 rows

|  |  |  |  |
| --- | --- | --- | --- |
|  | **BP** | **CVX** | **XOM** |
| **Date** |  |  |  |
| **2010-01-04** | 46.97 | 66.17 | 60.26 |
| **2010-01-05** | 47.30 | 66.63 | 60.50 |
| **2010-01-06** | 47.55 | 66.64 | 61.02 |
| **2010-01-07** | 47.53 | 66.39 | 60.83 |
| **2010-01-08** | 47.64 | 66.51 | 60.59 |

Get the volume trades:

volume = pdr.DataReader(['CVX','XOM','BP'],'yahoo',

start=datetime.datetime(2010, 1, 1),

end=datetime.datetime(2013, 1, 1))['Volume']

volume.head()

|  |  |  |  |
| --- | --- | --- | --- |
|  | **BP** | **CVX** | **XOM** |
| **Date** |  |  |  |
| **2010-01-04** | 3956100 | 10173800 | 27809100 |
| **2010-01-05** | 4109600 | 10593700 | 30174700 |
| **2010-01-06** | 6227900 | 11014600 | 35044700 |
| **2010-01-07** | 4431300 | 9626900 | 27192100 |
| **2010-01-08** | 3786100 | 5624300 | 24891800 |

rets = prices.pct\_change() calculates the return using the .pct\_change DataFrame method

corr = rets.corr gets the correlation of the stocks

%matplotlib inline

prices.plot();

calls the plot method on the prices DataFrame
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**Plot the Correlation using Seaborn:**

import seaborn as sns import the seaborn libraries

import matplotlib.pyplot as plt import pyplot
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OLD: sns.corrplot(rets,annot=False,diag\_names=False)

Returns a UserWarning: the 'corrplot' function has been deprecated   
in favor of 'heatmap'
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NEW: sns.heatmap(rets.corr())

As expected, pretty strong correlations with each other!

![](data:image/png;base64,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)

Note: to mask half the plot and only show one diagonal:

mask = np.zeros\_like(rets.corr(), dtype=np.bool)

mask[np.triu\_indices\_from(mask)] = True

sns.heatmap(rets.corr(),mask=mask)

I don't yet know how to remove redundant variables   
(BP from y-axis and XOM from x-axis)

For further info visit   
<http://stanford.edu/~mwaskom/software/seaborn/generated/seaborn.heatmap.html>

For more info:

<http://dataskeptic.com/epnotes/ep79_covariance-and-correlation.php> (audio?)

**MISSING DATA**

**Finding, Dropping missing data in a Series:**

data = Series(['one','two', np.nan, 'four'])

data data.isnull() data.dropna()

0 one 0 False 0 one

1 two 1 False 1 two

2 NaN 2 True 3 four

3 four 3 False dtype: object

dtype: object dtype: bool

**Finding, Dropping missing data in a DataFrame (Be Careful!):**

dframe = DataFrame([[1,2,3],[np.nan,5,6],[7,np.nan,9],[np.nan,np.nan,np.nan]])

dframe.dropna(self, axis=0, how='any', thresh=None, subset=None, inplace=False)

dframe.dropna() will drop entire rows that contain at least one null value!

dframe.dropna(how='all') will drop only rows missing *all* data

dframe.dropna(axis=1) will drop entire columns that contain at least one null value

dframe.dropna(thresh=2) will drop rows that don't have *at least* 2 data points

Note that while inplace=False, none of these methods change dframe in place.

**Filling missing data points:**

dframe.fillna(1) fills any missing data point with a 1

dframe2.fillna({0:5,1:6,2:7,3:8}) will fill 5 in column 0, 6 in column 1, etc.

**INDEX HIERARCHY**

ser = Series(np.random.randn(6),index=[[1,1,1,2,2,2],['a','b','c','a','b','c']])

**Display the series: View the index:**

ser ser.index

1 a -1.337299 MultiIndex(levels=[[1, 2], [u'a', u'b', u'c']],

b -0.690616 labels=[[0, 0, 0, 1, 1, 1], [0, 1, 2, 0, 1, 2]])

c 1.792962

2 a 0.457808

b 0.891199

c -1.366387

dtype: float64

**Select specific subsets: Select an internal index level:**

ser[1] ser[:,'a']

a -1.337299 1 -1.337299

b -0.690616 2 0.457808

c 1.792962 dtype: float64

dtype: float64

**Now the cool part:**

**Create a DataFrame from a multilevel Series:**

dframe = ser.unstack() returns a 2D frame, rows = (1,2), cols = (a,b,c)

**Create a multilevel Series from a DataFrame:**

dframe.unstack()

**Multilevel Indexing on a DataFrame:**

dframe2 = DataFrame(np.arange(16).reshape(4,4),

index=[['a','a','b','b'],[1,2,1,2]],

columns=[['NY','NY','LA','SF'],['cold','hot','hot','cold']])

dframe2

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  |  | **NY** |  | **LA** | **SF** |
|  |  | **cold** | **hot** | **hot** | **cold** |
| **a** | 1 | 0 | 1 | 2 | 3 |
| 2 | 4 | 5 | 6 | 7 |
| **b** | 1 | 8 | 9 | 10 | 11 |
| 2 | 12 | 13 | 14 | 15 |

**Adding names to row & column indices:**

dframe2.index.names = ['Index1','Index2']

dframe2.columns.names = ['Cities','Temp']

dframe2.swaplevel('Cities','Temp',axis=1) swaps column levels (**Temp** is now above **Cities**)

dframe2.sortlevel(1) rows become a**1**,b**1**,a**2**,b**2**

**Operations on index levels:**

dframe2.sum(level='Temp',axis=1)

|  |  |  |  |
| --- | --- | --- | --- |
|  | **Temp** | **cold** | **hot** |
| **Index1** | **Index2** |  |  |
| **a** | **1** | 3 | 3 |
|  | **2** | 11 | 11 |
| **b** | **1** | 19 | 19 |
|  | **2** | 27 | 27 |

**Renaming columns and indices:**

dframe.rename(index={0:'A',1:'B'}, inplace=True)

**READING & WRITING FILES**

**Setting path names:**

Set commonly used directories as raw data strings in the code:

**path** = r'C:\Users\Mike\Documents\Finance\'

file1 = pd.read\_csv(**path**+'file.csv')

**Comma Separated Value (csv) Files:**

dframe = pd.read\_csv('lect25.csv') previously saved in same directory as lecture notebook

dframe = pd.read\_table('lect25.csv',sep=',') can also read as table with comma delimiter

pd.read\_csv('lect25.csv',header=None) assigns an integer column index

pd.read\_csv('lect25.csv',header=None,nrows=2) takes only the first two rows

dframe.to\_csv('mydataout.csv') writes a DataFrame to a .csv file

dframe.to\_csv(sys.stdout,sep='\_') lets you see the output directly without saving it

dframe.to\_csv(sys.stdout,columns=[0,1,2]) lets you send a specific set of columns

This is the pandas reader. For info on Python's csv reader/writer go to <https://docs.python.org/2/library/csv.html>

**JSON (JavaScript Object Notation) Files:**

import json

data = json.loads(json\_obj) where "json\_obj" is a typical JSON

data

{u'clothes': None,

u'diet': [{u'food': u'grass', u'fur': u'Brown', u'zoo\_animal': u'Gazelle'}],

u'food': [u'Meat', u'Veggies', u'Honey'],

u'fur': u'Golden',

u'zoo\_animal': u'Lion'}

json.dumps(data) converts back to JSON

'{"food": ["Meat", "Veggies", "Honey"], "zoo\_animal": "Lion", "fur": "Golden", "diet": [{"food": "grass", "zoo\_animal": "Gazelle", "fur": "Brown"}], "clothes": null}'

Once you have the JSON, you can choose what info to load into a DataFrame

**HTML Files:**

Note: requires **beautiful\_soup**, **html5lib** and **lxml** be installed

import pandas as pd

url = 'http://www.fdic.gov/bank/individual/failed/banklist.html'

dframe\_list = pd.read\_html(url) creates a *list* of DataFrame objects

dframe = dframe\_list[0] note: in this example, there is no dframe\_list[1]

dframe

DataFrame columns: Bank Name, City, ST, CERT, Acquiring Institution, Closing Date, Updated Date, Loss Share Type, Agreement Terminated, Termination Date

NOTE: FOR NFL DATA, THE FOLLOWING CODE WAS NECESSARY:

website = 'http://en.wikipedia.org/wiki/NFL\_win-loss\_records'

nfl\_frame\_list = pd.read\_html(website,match='Rank',header=0)

nfl\_frame = nfl\_frame\_list[0]

Note: I was able to pass the argument 'Rank' without 'match=', but this may be library/parsing dependent.

For more info: <http://pandas.pydata.org/pandas-docs/stable/io.html#io-read-html>

<http://pandas.pydata.org/pandas-docs/stable/gotchas.html#html-gotchas>

**Excel Files:**

Note: requires **xlrd** and **openpyxl** be installed (still?)

Open an excel file as an object:

xlsfile = pd.ExcelFile('Lec\_28\_test.xlsx') file previously saved in notebook directory

Note: this wraps the original file into a special "ExcelFile" class object, which can then be passed to   
.read\_excel either sheet by sheet or all at once (performance benefit of reading original file only once)

Parse the first sheet of the excel file and set it as a DataFrame:

OLD: dframe = xlsfile.parse('Sheet1')

NEW: dframe = pd.read\_excel(xlsfile, 'Sheet1') (xlsfile, 0) also works

dframe

Displays a 3x5 grid, Columns named "This is a test", "Unnamed: 1" and "Unnamed: 2". Rows indexed 0-4.

Note: Unnamed columns are assigned index positions! The tenth column would be "Unnamed: 9"

Passing sheets with the ExcelFile class as a context manager:

with pd.ExcelFile('path\_to\_file.xls') as xls:

df1 = pd.read\_excel(xls, 'Sheet1')

df2 = pd.read\_excel(xls, 'Sheet2')

For more info: <http://pandas.pydata.org/pandas-docs/version/0.17.1/io.html#io-excel-reader>

**PANDAS CONCATENATE**

numpy's concatenate lets you join arrays ("matrices" in the lecture): if arr1 is a 3x4 array,

np.concatenate([arr1,arr1],axis=1) creates a horizontal, 3x8 array

np.concatenate([arr1,arr1],axis=0) creates a vertical, 6x4 array (default)

in pandas, to concatenate two series:

pd.concat([ser1,ser2]) creates one long vertical series

If you concatenate two series along axis 1:

pd.concat([ser1,ser2], axis=1) the result is a DataFrame! ser1's values fall in column 0, ser2 in column 1

NOTE: if the two series being concatenated share a common index value, then

* the index value will be repeated in a vertical concatenation (axis = 0)
* the index value will appear once, and have values in both columns (axis=1)

You can add a hierarchical index using "keys":

concat1 = pd.concat([df1, df2, df3], keys= ['x', 'y', 'z'])

Concatenates DataFrames df1, df2 and df3 one above the other, adds an index hierarchy (x for df1, etc)

concat1['x'] will retrieve only those records belonging to 'x'

From : <http://pandas.pydata.org/pandas-docs/stable/merging.html>:

pd.concat(objs, axis=0, join='outer', join\_axes=None, ignore\_index=False,

keys=None, levels=None, names=None, verify\_integrity=False)

objs: list or dict of Series, DataFrame, or Panel objects. If a dict is passed, the sorted keys will be used as the *keys* argument, unless it is passed, in which case the values will be selected (see below)

axis: {0, 1, ...}, default 0. The axis to concatenate along

join: {‘inner’, ‘outer’}, default ‘outer’. How to handle indexes on other axis(es).   
Outer for union and inner for intersection

join\_axes: list of Index objects. Specific indexes to use for the other n - 1 axes   
instead of performing inner/outer set logic

keys: sequence, default None. Construct hierarchical index using the passed keys as the outermost level If multiple levels passed, should contain tuples.

levels : list of sequences, default None. If keys passed, specific levels to use for the resulting MultiIndex. Otherwise they will be inferred from the keys

names: list, default None. Names for the levels in the resulting hierarchical index

verify\_integrity: boolean, default False. Check whether the new concatenated axis contains duplicates. This can be very expensive relative to the actual data concatenation

ignore\_index : boolean, default False. If True, do not use the index values on the concatenation axis. The resulting axis will be labeled 0, ..., n - 1. This is useful if you are concatenating objects where the concatenation axis does not have meaningful indexing information.

It is worth noting however, that concat (and therefore append) makes a full copy of the data, and that constantly reusing this function can create a signifcant performance hit. If you need to use the operation over several datasets, use a list comprehension.

**MERGING DATA**

See: <http://pandas.pydata.org/pandas-docs/stable/merging.html#database-style-dataframe-joining-merging>

**Linking rows together by keys**

dframe1 = DataFrame({'key':['X','Z','Y','Z','X','X'],'data\_set\_1': np.arange(6)})

dframe2 = DataFrame({'key':['Q','Z','Y','Z'],'data\_set\_2':[1,5,2,3]})

pd.merge(dframe1,dframe2)

|  |  |  |  |
| --- | --- | --- | --- |
|  | **data\_set\_1** | **key** | **data\_set\_2** |
| **0** | 1 | Z | 5 |
| **1** | 1 | Z | 3 |
| **2** | 3 | Z | 5 |
| **3** | 3 | Z | 3 |
| **4** | 2 | Y | 2 |

Note that .merge automatically chooses overlapping columns to merge on (here it's 'key')

Where shared key values appear more than once, .merge provides every possible combination

**Selecting columns and frames**

pd.merge(dframe1,dframe2,on='key',how='left') Note: (…how='outer') grabs everything

Returns a frame with all of data\_set\_1's keys, and null values (NaN) under data\_set\_2 where it lacked those keys

From the docstring: **how** : {'left', 'right', 'outer', 'inner'}, default 'inner'

\* **left**: use only keys from left frame (SQL: left outer join)

\* **right**: use only keys from right frame (SQL: right outer join)

\* **outer**: use union of keys from both frames (SQL: full outer join)

\* **inner**: use intersection of keys from both frames (SQL: inner join)

**Merging on multiple keys**

df\_left = DataFrame({'key1': ['SF', 'SF', 'LA'],

'key2': ['one', 'two', 'one'],

'left\_data': [10,20,30]})

df\_right = DataFrame({'key1': ['SF', 'SF', 'LA', 'LA'],

'key2': ['one', 'one', 'one', 'two'],

'right\_data': [40,50,60,70]})

pd.merge(df\_left, df\_right, on=['key1', 'key2'], how='outer')

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | **key1** | **key2** | **left\_data** | **right\_data** |
| **0** | SF | one | 10 | 40 |
| **1** | SF | one | 10 | 50 |
| **2** | SF | two | 20 | NaN |
| **3** | LA | one | 30 | 60 |
| **4** | LA | two | NaN | 70 |

**Handle duplicate key names with suffixes**

If we had merged df\_left and df\_right on key1 only, there would be two columns named key2.  
By default, pandas sets them up as **key2**\_**x** for left data, and **key2**\_**y** for right data.

We can assign our own suffixes:  
pd.merge(df\_left,df\_right,on='key1',suffixes=('\_lefty','\_righty'))

For more info: <http://pandas.pydata.org/pandas-docs/dev/generated/pandas.DataFrame.merge.html>

**Merge on index (not column)**

df\_left = DataFrame({'key': ['X','Y','Z','X','Y'],

'data': range(5)})

df\_right = DataFrame({'group\_data': [10, 20]}, index=['X', 'Y'])

pd.merge(df\_left,df\_right,left\_on='key',right\_index=True)

|  |  |  |  |
| --- | --- | --- | --- |
|  | **data** | **key** | **group\_data** |
| **0** | 0 | X | 10 |
| **3** | 3 | X | 10 |
| **1** | 1 | Y | 20 |
| **4** | 4 | Y | 20 |

This matched df\_right's index values (X,Y) to df\_left's "key" data, and retained df\_left's index values (0-4).

This works because df\_right's index contains unique values (df\_left's data would never be duplicated)

From the docstring: "If joining columns on columns, the DataFrame indexes \*will be ignored\*. Otherwise if joining indexes on indexes or indexes on a column or columns, the index will be passed on."

**Merge on multilevel index**

From the docstring: **left\_index** : boolean, default False  
Use the index from the left DataFrame as the join key(s).   
If it is a MultiIndex, the number of keys in the other DataFrame   
(either the index or a number of columns) must match the number of levels

**Merge key indicator**

(new in pandas 0.17.0):

merge(df1, df2, on='col1', how='outer', indicator=True)

Adds a categorical column \_merge with values "left\_only", "right\_only" or "both"

**JOIN to join on indexes (row labels)**

df\_left.join(df\_right) Column names must be unique. If not:

df\_left.join(df\_right, lsuffix='\_L') use lsuffix and/or rsuffix, not suffixes

NOTE: IMO, don't pass an "on=" argument unless coping with hierarchical indices

**COMBINING DATAFRAMES**

Concatenate, Merge and Join bring two DataFrames together with tools for mapping values from each DataFrame. However, they lack the ability to *choose* between two corresponding values. That is, if dframe1 and dframe2 each have a value for row2, col2, which one wins? Can we choose a value over an empty cell?

**The Long Way, using numpy's where method:**

Series(np.where(pd.isnull(ser1),ser2,ser1),index=ser1.index)

Where ser1 is null, take the value from ser2, otherwise use ser1. Apply the index from ser1.

**The Shortcut, using pandas' combine**\_**first method:**

ser1.combine\_first(ser2)

**RESHAPING DATAFRAMES**

**Stack & Unstack methods**

dframe1 = DataFrame(np.arange(8).reshape((2, 4)),

index=pd.Index(['LA', 'SF'], name='city'),

columns=pd.Index(['A', 'B', 'C','D'], name='letter'))

dframe\_st = dframe1.stack() converts to a 3-column Series with col 1,2 as the 2 level index city/letter

dframe\_st = dframe1.unstack() converts back to a DataFrame

dframe\_st = dframe1.unstack(0) converts back to a DataFrame but assigns City to columns

dframe\_st = dframe1.unstack('city') same as above

Note: stack **filters out** NaN by default. To avoid this use .stack(dropna=False)

**PIVOTING DATAFRAMES**

Consider a 12x3 dataframe. Column 1 'date' has 3 values repeating 4 times, column 2 'variable' has 4 values repeating 3 times, and column 3 'value' has random values.

dframe\_piv = dframe.pivot('date','variable','value')

returns a 3x4 dataframe. Here, 'date' becomes a named *index,*'variable' becomes the *column headings*, and 'value' fills the frame.

If we left the 'value' argument out, it would still fill frame but have 'value' shown as a label above the column headings.

Now consider a 12x7 DataFrame. Feed any three columns to the .pivot method (row, column, filler).

Alternatively, feed only two columns (row, column) and the remaining five will fill the table in turn.

For more info: <https://en.wikipedia.org/wiki/Pivot_table>

*NOTE: the* ***.pivot\_table*** *method on DataFrames behaves more like groupby. It aggregates values (default=mean).*

**DUPLICATES IN DATAFRAMES**

dframe = DataFrame({'key1': ['A'] \* 2 + ['B'] \* 3,

'key2': [2, 2, 2, 3, 3]})

Returns key1/key2 pairs (A:2, A:2, B:2, B:3 and B:3)

dframe.duplicated() identifies duplicates. works top-to-bottom, dupes don't need to be adjacent

Returns 0 False, 1 True, 2 False, 3 False, 4 True (dtype: bool)

dframe.drop\_duplicates() drops full-record duplicates

dframe.drop\_duplicates(['key1']) keeps only the first occurrence of records from 'key1'

dframe.drop\_duplicates(['key1'],take\_last=True) keeps the last occurrence

**MAPPING**

Consider a DataFrame with a column called "city" and a Dictionary that matches cities up with states.

dframe['state'] = dframe['city'].map(state\_map)

Creates a new column called 'state' that uses keys from 'city' to grab values from the state\_map dictionary.

If a city doesn't exist in the dictionary it assigns a null value.

**REPLACE**

ser1.replace('a','b') replaces 'a' with 'b' (entire entry?)

ser1.replace([1,2,3],[5,6,7]) replaces 1s, 2s & 3s with 5s, 6s & 7s

**RENAME INDEX using string operations**

dframe= DataFrame(np.arange(12).reshape((3, 4)),

index=[**'NY', 'LA', 'SF'**],

columns=['A', 'B', 'C', 'D'])

dframe.index = dframe.index.map(str.lower) permanently changes the index to lowercase

Change both index & column names while retaining the original:

dframe2 = dframe.rename(index=str.title, columns=str.lower)

Use dictionaries to change specific names within the index and/or columns: *(note: keys are case sensitive!)*

dframe.rename(index={dictionary}, columns={dictionary}) add *inplace=True* to change in place

**BINNING**

**Using cut to design a category object**

years = [1990,1991,1992,2008,2012,2015,1987,1969,2013,2008,1999]

**decade\_bins** = [1960,1970,1980,1990,2000,2010,2020] order matters!!

decade\_cat = pd.cut(years,decade\_bins) …otherwise use sort(decade\_bins)

decate\_cat

[(1980, 1990], (1990, 2000], (1990, 2000], (2000, 2010], (2010, 2020], ..., (1980, 1990], (1960, 1970], (2010, 2020], (2000, 2010], (1990, 2000]]

Length: 11

Categories (6, object): [(1960, 1970] < (1970, 1980] < (1980, 1990] < (1990, 2000] < (2000, 2010] < (2010, 2020]]

decade\_cat.categories

Index([u'(1960, 1970]', u'(1970, 1980]', u'(1980, 1990]', u'(1990, 2000]', u'(2000, 2010]', u'(2010, 2020]'], dtype='object')

pd.value\_counts(decade\_cat) ranks largest to smallest

(2010, 2020] 3

(1990, 2000] 3

(2000, 2010] 2

(1980, 1990] 2

(1960, 1970] 1

(1970, 1980] 0

dtype: int64

In the notation, () means "open" while [] means "closed/inclusive"

NOTE: As it stands, this example bins 1990 with 1985 and requires a sorted "decade\_bins" list. To avoid this:

decade\_cat = pd.cut(years,sorted(decade\_bins),right=False)  
*For some reason, if I change 1969 to 1959, the .value\_counts method creates a bin of (1958.9, 1987]*

**Passing data values to the cut:**

pd.cut(years,2,precision=1)

Creates 2 bins, evenly cut between the min/max values of "years". Note that pandas may

pd.cut(np.array([.2, 1.4, 2.5, 6.2, 9.7, 2.1]), 3, retbins=True)

([(0.191, 3.367], (0.191, 3.367], (0.191, 3.367], (3.367, 6.533], (6.533, 9.7], (0.191, 3.367]]

Categories (3, object): [(0.191, 3.367] < (3.367, 6.533] < (6.533, 9.7]],

*array([ 0.1905 , 3.36666667, 6.53333333, 9.7 ])*) this comes from retbins=True

pd.cut(np.array([.2, 1.4, 2.5, 6.2, 9.7, 2.1]), 3, labels=["good","med","bad"])

[good, good, good, med, bad, good]

Categories (3, object): [good < med < bad]

Values that lie outside the bins are ignored (the cut array passes a null value)

Floats are converted to integers (by chopping the decimal, not by rounding)

You can't bin in alphabetical order.

FOR FURTHER RESEARCH: Can you take advantage of hierarchical indexing to bin on grouped categories? Would it sum the sub-items in these groups properly?

**OUTLIERS**

Consider a 4-column data set with 1000 rows of random numbers:

np.random.seed(12345) seed the numpy generator (generates the same set of "random" numbers for each trial)

dframe = DataFrame(np.random.randn(1000,4))

Grab a column from the dataset and see which values are greater than 3:

col = dframe[0]

col[np.abs(col)>3]

523 -3.428254

900 3.366626 in this column, rows 523 and 900 have abs values > 3

dframe[(np.abs(dframe)>3).any(1)] would grab rows where any column >3

To cap the data at 3:

dframe[np.abs(dframe)>3] = np.sign(dframe) \*3 multiply the sign by 3 (in place)

**PERMUTATIONS**

Create an array with a random permutation of 0,1,2,3,4:

array1 = np.random.permutation(5)

Note that this produces a permutation *without replacement* (each number appears only once in the array)

array1

array([2, 0, 4, 3, 1]) (for example)

Shuffle the rows of a DataFrame against this array:

dframe.take(array1)

IF ARRAY1 < DFRAME: dframe keeps only those rows represented by array1, and drops the rest.

IF ARRAY1 > DFRAME: throws an IndexError, indices are out of bounds (as opposed to filling a row with null values)

Note: if a row appears more than once in the array, it will appear more than once in the shuffled DataFrame.

Create a permutation with replacement:

array2 = np.random.randint(0, len(dframe), size=10)

This will make a 10-member array made up of randomly selected dframe rows.

Rows *can* appear more than once, and not at all.

Note that len(dframe) counts the number of rows, not the number of cells.

**GROUPBY ON DATAFRAMES**

dframe = DataFrame({'k1':['X','X','Y','Y','Z'],

'k2':['alpha','beta','alpha','beta','alpha'],

'dataset1':np.random.randn(5),

'dataset2':np.random.randn(5)})

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | **dataset1** | **dataset2** | **k1** | **k2** |
| **0** | -0.45067 | -1.63403 | X | alpha |
| **1** | 0.268817 | 0.458236 | X | beta |
| **2** | 0.023818 | 0.212936 | Y | alpha |
| **3** | -1.2282 | -1.36003 | Y | beta |
| **4** | 0.032472 | -1.54512 | Z | alpha |

**Create a SeriesGroupBy object:**

group1 = dframe.groupby('k1') divides the DataFrame into groups around values in column 'k1'

group1

<pandas.core.groupby.SeriesGroupBy object at 0x000000000A6C9898>

Note that the GroupBy object is just stored data, not a DataFrame

Operations on a group return a DataFrame:

dframe.groupby('k1').mean()returns a DataFrame with index = k1, and mean values for dataset1 and dataset2

NOTE: Since 'k2' did not contain numerical values, it was dropped from the groupby.mean DataFrame

Groupby.mean ignores null values. (the mean of x and null is x)

*When we get to statistical analysis, is this a good way to obtain sample means to test for normal distribution?*

Group data in one column 'dataset1' by another column 'k1'

group1 = dframe[**'dataset1'**].groupby(dframe[**'k1'**])

When specifying only one column from dframe, you also have to call "*dframe*['k1']"

Group by multiple column keys:

dframe.groupby([**'k1','k2'**]).mean() returns a DataFrame with hierarchical index

Group one column by multiple column keys:

dataset2\_group = dframe.groupby(**['k1','k2']**)[**['dataset2']**]

Note: you're calling the 'dataset2' column from the larger data set, which returns a DataFrame,

because (dframe['dataset2'].groupby(dframe['k1','k2']) is not valid code.

Assign keys to 'dataset1' and group by them instead:

**cities** = np.array(['NY','LA','LA','NY','NY'])

**month** = np.array(['JAN','FEB','JAN','FEB','JAN'])

dframe[**'dataset1'**].groupby([**cities,month**]).mean()

LA FEB 0.268817

JAN 0.023818

NY FEB -1.228203

JAN -0.209097 *this is the only calculated mean*

Name: dataset1, dtype: float64 Note that the output sorts by city then month *alphabetically*

Because we only grouped one column, groupby.mean returned a Series

Unlike the example above, this passed array indices to groupby, not column names

*It seems weird to assign arbitray keys to dataset1…*

**Other GroupBy methods:**

dframe.groupby('k1').size() returns the number of occurrences of each not-null member of k1

dframe.groupby('k1').count() returns a DataFrame, index=k1, other columns report a count of   
 not-null members that match up to k1 values

dframe.groupby('k1').sum() returns a DataFrame, index=k1, other columns report a sum of   
 not-null members that match up to k1 values

dframe[['col1','col2']].groupby(dframe['k1']).sum() as above, but for specified column(s)

dframe.groupby('k1').max()

dframe.groupby('k1').min()

**Iterate over groups:**

for name,group in dframe.groupby('k1'):

print "This is the %s group" %name

print group

print '\n'

This is the X group

dataset1 dataset2 k1 k2

0 -0.123544 1.924614 X alpha

1 -1.448666 0.477115 X beta

This is the Y group

dataset1 dataset2 k1 k2

2 -1.139759 -1.378362 Y alpha

3 -0.617664 -0.105714 Y beta

This is the Z group

dataset1 dataset2 k1 k2

4 -0.573748 0.409242 Z alpha

This operation supports multiple keys:

for **(k1,k2)**,group in dframe.groupby(['k1','k2']):

print "Key1 = %s Key2 = %s" %**(k1,k2)**

print group

print '\n' (sorts alphabetically by k1 then k2)

**Create a dictionary from grouped data pieces:**

group\_dict = dict(list(dframe.groupby('k1')))

Here each unique member of k1 becomes a key, and its group DataFrame becomes a value!

For more info: <http://pandas.pydata.org/pandas-docs/stable/groupby.html>

**Apply GroupBy using Dictionaries and Series**

First, make a dataframe:

animals = DataFrame(np.arange(16).reshape(4, 4),

columns=['W', 'X', 'Y', 'Z'],

index=['Dog', 'Cat', 'Bird', 'Mouse'])

Add some null values:

animals.ix[1:2, ['W', 'Y']] = np.nan

animals

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | **W** | **X** | **Y** | **Z** |
| **Dog** | 0 | 1 | 2 | 3 |
| **Cat** | NaN | 5 | NaN | 7 |
| **Bird** | 8 | 9 | 10 | 11 |
| **Mouse** | 12 | 13 | 14 | 15 |

Create a dictionary with "behavior" values:

**behavior\_map** = {'W': 'good', 'X': 'bad', 'Y': 'good','Z': 'bad'}

Group the DataFrame using the dictionary:

animal\_col = animals.groupby(**behavior\_map**, axis=1)

Now you can perform operations on animals based on the behavior\_map dictionary values!

The same thing can happen using Series.

**Aggregation**

The .agg(func) method lets you pass an aggregate function (like mean, max\_minus\_min, etc) to a GroupBy object.

You can also pass string methods: grouped\_frame.agg('mean')

Note: the .pivot\_table method on DataFrames takes an "aggfunc=" argument (default is np.mean)

Refer to the Python Sample Code file for an example using UC Irvine's wine quality dataset on GroupBy aggregates.

**Cross Tabulation**

This is a special case of the .pivot\_table method on DataFrames

|  |  |  |  |
| --- | --- | --- | --- |
|  | **Sample** | **Animal** | **Intelligence** |
| **0** | 1 | Dog | Smart |
| **1** | 2 | Dog | Smart |
| **2** | 3 | Cat | Dumb |
| **3** | 4 | Cat | Dumb |
| **4** | 5 | Dog | Dumb |
| **5** | 6 | Cat | Smart |

pd.crosstab(dframe.Animal,dframe.Intelligence,margins=True)margins=True adds the "All" info

|  |  |  |  |
| --- | --- | --- | --- |
| **Intelligence** | **Dumb** | **Smart** | **All** |
| **Animal** |  |  |  |
| **Cat** | 2 | 1 | 3 |
| **Dog** | 1 | 2 | 3 |
| **All** | 3 | 3 | 6 |

Provides a frequency table by default, although crosstab does support aggfunc arguments as well

**Split, Apply, Combine**

A visual explanation: source = <https://github.com/ramnathv/rblocks/issues/8>
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Split here is accomplished by the groupby command. If the function you're applying requires that   
members of the group be sorted, sort the dataframe first.

Apply can be a predefined function to be performed on each group in turn.

Combine is whatever gets returned once the apply finishes.

Using the same UC Irvine wine quality dataset as above (Aggregation – refer to the Python Sample Code file):

Build a DataFrame from the downloaded file

dframe\_wine = pd.read\_csv('winequality\_red.csv',sep=';')

Create a function that assigns a rank to each wine based on alcohol content, with 1 being the highest alcohol content

def **ranker**(df):

df['alc\_content\_rank'] = np.arange(len(df)) **+ 1** index items 0-4 are ranked 1-5

return df

Sort the DataFrame by alcohol in descending order (highest at the top)

dframe\_wine.sort\_values(by='alcohol', ascending=False, inplace=True)

Group by quality and apply the ranking function

dframe\_wine = dframe\_wine.groupby('quality').apply(**ranker**)

dframe\_wine[dframe\_wine.alc\_content\_rank == 1].sort\_values(by='quality')

NOTE: I'm not a fan of "ranking" in this application as "alcohol" has a ton of repeat values in each group.   
Also, the "top rank" may be a data outlier.

**SQL with Python**

For this lecture we'll focus on using pandas, SQLAlchemy and the the SQLite sql browser for performing SQL queries. (Many other options exist). Also, I downloaded the sakila DVD rental database from [here](https://www.dropbox.com/s/t049qmjzycrakro/sakila.db?dl=0).
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First, connect to the SQL database (using Python's built-in SQLite3 module):

import sqlite3

import pandas as pd

con = sqlite3.connect("sakila.db")

**sql\_query** = ''' SELECT \* FROM customer '''

Use pandas to pass the sql query using connection from SQLite3

df = pd.read\_sql(**sql\_query**, con)

df.head()

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | **customer\_id** | **store\_id** | **first\_name** | **last\_name** | **email** | **address\_id** | **active** | **create\_date** | **last\_update** |
| **0** | 1 | 1 | MARY | SMITH | MARY.SMITH@sakilacustomer.org | 5 | 1 | 2/14/2006  10:04:36 PM | 9/14/2011  6:10:28 PM |
| **1** | 2 | 1 | PATRICIA | JOHNSON | PATRICIA.JOHNSON@sakilacustomer.org | 6 | 1 | 2/14/2006  10:04:36 PM | 9/14/2011  6:10:28 PM |
| **2** | 3 | 1 | LINDA | WILLIAMS | LINDA.WILLIAMS@sakilacustomer.org | 7 | 1 | 2/14/2006  10:04:36 PM | 9/14/2011  6:10:28 PM |
| **3** | 4 | 2 | BARBARA | JONES | BARBARA.JONES@sakilacustomer.org | 8 | 1 | 2/14/2006  10:04:36 PM | 9/14/2011  6:10:28 PM |
| **4** | 5 | 1 | ELIZABETH | BROWN | ELIZABETH.BROWN@sakilacustomer.org | 9 | 1 | 2/14/2006  10:04:36 PM | 9/14/2011  6:10:28 PM |

**SQL Statements: Select, Distinct, Where, And & Or**

In the statements above, we used SELECT and loaded the entire customer table

To save overhead, we can define a function for passing specific queries:

def sql\_to\_df(sql\_query):

df = pd.read\_sql(sql\_query, con)

return df

query = ''' SELECT first\_name, last\_name

FROM customer; ''' rely on linebreaks & indents for improved readability

sql\_to\_df(query).head() also, SELECT, FROM etc. are not case-sensitive

Returns two specific columns

query = ''' SELECT DISTINCT country\_id

FROM city'''

Returns distinct values from a specific column (not the entire record)

query = ''' SELECT \*

FROM customer

WHERE store\_id = 1'''

Returns records that fit a specific criteria. Supports Boolean operators (=, <> or !=, <, >, etc.)

WHERE first\_name = 'MARY' '''

Text values should be enclosed in single quotes (numerical values are not)

query = ''' SELECT \*

FROM film

WHERE release\_year = 2006

AND rating = 'R' '''

Supports conditional statements AND and OR

**Aggregate functions**

**include:**

* AVG() - Returns the average value.
* COUNT() - Returns the number of rows.
* FIRST() - Returns the first value.
* LAST() - Returns the last value.
* MAX() - Returns the largest value.
* MIN() - Returns the smallest value.
* SUM() - Returns the sum.

The usual syntax is:

SELECT AGG\_FUNC(column\_name)

FROM table\_name

WHERE column\_name

query = ''' SELECT COUNT(customer\_id)

FROM customer'''

Returns one item, with a count of the number of customers (index = 0)

Note that parentheses are required (they're optional after DISTINCT)

**Wildcards**

**are used with the LIKE operator**

query = ''' SELECT \*

FROM customer

WHERE first\_name LIKE 'M%' ; ''' use % to denote trailing text

WHERE last\_name LIKE '\_ING' ; ''' use \_ to denote leading text

**Character Lists**

**are enclosed in brackets**

NOTE: Using [charlist] with SQLite is a little different than with other SQL formats, such as MySQL.

In MySQL you would use:

WHERE value LIKE '[charlist]%'

In SQLite you use:

WHERE value GLOB '[charlist]\*'

query = ''' SELECT \*

FROM customer

WHERE first\_name GLOB '[AB]\*' ; '''

Returns records with any combination of A and/or B in the first name

**Sorting with ORDER BY**

query = ''' SELECT \*

FROM customer

ORDER BY last\_name ; ''' sort ascending

ORDER BY last\_name DESC; ''' sort descending

**Grouping with GROUP BY**

The GROUP BY statement is used with the aggregate functions to group the results by one or more columns:

SELECT column\_name, aggregate\_function(column\_name)

FROM table\_name

WHERE column\_name operator value

GROUP BY column\_name;

query = ''' SELECT store\_id , COUNT(customer\_id)

FROM customer

GROUP BY store\_id; '''

For more info: <https://pymotw.com/2/sqlite3/>

**Web Scraping with Python**

Practical considerations:

1.) You should check a site's terms and conditions before you scrape them.

2.) Space out your requests so you don't overload the site's server, doing this could get you blocked.

3.) Scrapers break after time - web pages change their layout all the time, you'll more than likely have to rewrite your code.

4.) Web pages are usually inconsistent, more than likely you'll have to clean up the data after scraping it.

5.) Every web page and situation is different, you'll have to spend time configuring your scraper.

Standard Imports (BeautifulSoup4, lxml, requests)

from bs4 import BeautifulSoup

import requests

import pandas as pd

from pandas import Series,DataFrame

Set the URL (in this case, legislative reports from the University of California Web Page)

url = 'http://www.ucop.edu/operating-budget/budgets-and-reports/legislative-reports/2013-14-legislative-session.html'

Request content from webpage

result = requests.get(url)

c = result.content

Set as Beautiful Soup Object

soup = BeautifulSoup(c)

Use BeautifulSoup to search for the table we want to grab:

Use "inspect" in your web browser to find the particular keywords that correspond to the section you want

summary = soup.find("div",{'class':'list-land','id':'content'})

tables = summary.find\_all('table')

Now we need to use Beautiful Soup to find the table entries.

A 'td' tag defines a standard cell in an HTML table. The 'tr' tag defines a row in an HTML table.

We'll parse through our tables object and try to find each cell using the findALL('td') method.

There are tons of options to use with findALL in beautiful soup. You can read about them [here](http://www.crummy.com/software/BeautifulSoup/bs4/doc/#find-all).

data = [] Set up empty data list

rows = tables[0].findAll('tr') Set rows as first indexed object in tables with a row

for tr in rows: grab every HTML cell in every row

cols = tr.findAll('td')

for td in cols: Check to see if text is in the row

text = td.find(text=True)

print text,

data.append(text)

Refer to the jupyter notebook to see output

Now we'll use a for loop to go through the list and grab only the cells with a pdf file in them.

We also need to keep track of the index to set up the date of the report.

reports = [] Set up empty lists

date = []

index = 0

for item in data: Go find the pdf cells

if 'pdf' in item:

date.append(data[index-1]) Add the date and reports

reports.append(item.replace(u'\xa0', u' ')) Get rid of \xa0

index += 1

You'll notice a line to take care of '\xa0 ' This is due to a unicode error that occurs if you don't do this. Web pages can be messy and inconsistent and it is very likely you'll have to do some research to take care of problems like these.

Here's the link I used to solve this particular issue: [StackOverflow Page](http://stackoverflow.com/questions/10993612/python-removing-xa0-from-string)

Now all that is left is to organize our data into a pandas DataFrame!

date = Series(date) Set up Dates and Reports as Series

reports = Series(reports)

legislative\_df = pd.concat([date,reports],axis=1) Concatenate into a DataFrame

legislative\_df.columns = ['Date','Reports'] Set up the columns

legislative\_df.head() Show the finished DataFrame (20 reports)

|  |  |  |
| --- | --- | --- |
|  | **Date** | **Reports** |
| **0** | 8/1/2013 | 2013-14 (EDU 92495) Proposed Capital Outlay Pr... |
| **1** | 9/1/2013 | 2014-15 (EDU 92495) Proposed Capital Outlay P... |
| **2** | 11/1/2013 | Utilization of Classroom and Teaching Laborato... |
| **3** | 11/1/2013 | Instruction and Research Space Summary & Analy... |
| **4** | 11/15/2013 | Statewide Energy Partnership Program (pdf) |

**For further research:** This exercise would have been more useful if we'd also captured the *links* to the pdf files,

not just their titles.

**For more info on HTML:**

[W3School](http://www.w3schools.com/html/)

[Codecademy](http://www.codecademy.com/tracks/web)

**Available webscraping tools:**

<https://import.io/>

<https://www.kimonolabs.com/>

**GOING DEEPER**

np.array(([1,2,3],['a','b','c']))

array([['1', '2', '3'],

['a', 'b', 'c']],

dtype='|S11')

arr2d = np.zeros((6,6)) set up a 6x6 Float matrix

arr\_length = arr2d.shape[1] assign a name to the length (here 6L)

for i in range(arr\_length):

arr2d[i] = i set up array so that every row element is its own index value

arr2d

array([[ 0., 0., 0., 0., 0., 0.],

[ 1., 1., 1., 1., 1., 1.],

[ 2., 2., 2., 2., 2., 2.],

[ 3., 3., 3., 3., 3., 3.],

[ 4., 4., 4., 4., 4., 4.],

[ 5., 5., 5., 5., 5., 5.]])

for i in range(arr\_length):

arr2d[:,i] = i set up array so that every column element is its own index value

arr2d

array([[ 0., 1., 2., 3., 4., 5.],

[ 0., 1., 2., 3., 4., 5.],

[ 0., 1., 2., 3., 4., 5.],

[ 0., 1., 2., 3., 4., 5.],

[ 0., 1., 2., 3., 4., 5.],

[ 0., 1., 2., 3., 4., 5.]])

**Rounding a DataFrame's columns:**(see <http://pandas.pydata.org/pandas-docs/stable/generated/pandas.DataFrame.round.html>

>>> df = pd.DataFrame(np.random.random([3, 3]),

... columns=['A', 'B', 'C'], index=['first', 'second', 'third'])

>>> df

A B C

first 0.028208 0.992815 0.173891

second 0.038683 0.645646 0.577595

third 0.877076 0.149370 0.491027

>>> df.round(2)

A B C

first 0.03 0.99 0.17

second 0.04 0.65 0.58

third 0.88 0.15 0.49

>>> df.round({'A': 1, 'C': 2})

A B C

first 0.0 0.992815 0.17

second 0.0 0.645646 0.58

third 0.9 0.149370 0.49

>>> decimals = pd.Series([1, 0, 2], index=['A', 'B', 'C'])

>>> df.round(decimals)

A B C

first 0.0 1 0.17

second 0.0 1 0.58

third 0.9 0 0.49

**Using pandas GroupBy to create a dictionary of dtypes:**

group\_dict\_axis1 = dict(list(dframe.groupby(dframe.dtypes,axis=1)))

group\_dict\_axis1

{dtype('float64'): dataset1 dataset2

0 -0.123544 1.924614

1 -1.448666 0.477115

2 -1.139759 -1.378362

3 -0.617664 -0.105714

4 -0.573748 0.409242, dtype('O'): k1 k2

0 X alpha

1 X beta

2 Y alpha

3 Y beta

4 Z alpha}

HOWEVER: There doesn't seem to be a way to call dtype keys directly!

group\_dict-axis1["dtype('float64')"] is not valid code (throws either a NameError or KeyError)

Workaround: create a list of keys and call them through the list:

key\_list = (group\_dict\_axis1.keys())

key = key\_list[1]

roup\_dict\_axis1[key]

**Reorder columns on a DataFrame:**

Method 1: for small DataFrames, simply recast the DataFrame:

df = df[['d','b','c','a']]

Note: must use column names (not offsets). Can duplicate/remove columns this way

Method 2: move column names to a list, reorder the list, recast the DataFrame against the list:

<http://stackoverflow.com/questions/13148429/how-to-change-the-order-of-dataframe-columns>

cols = dframe.columns.tolist()

[0L, 1L, 2L, 3L, 4L, 'mean']

cols = cols[-1:] + cols[:-1] moves the last item in the list to the front

['mean', 0L, 1L, 2L, 3L, 4L]

df = df[cols] (or df=df.ix[:,cols])

Method 3: If there's a HUGE number of columns, and you only want to bring a handful to the front or back:

<http://stackoverflow.com/questions/12329853/how-to-rearrange-pandas-column-sequence>

There may be an elegant built-in function (but I haven't found it yet). You could write one:

This takes a dataframe and a subsequence of its columns, returns dataframe with seq   
as first columns if "front" is True, and seq as last columns if "front" is False

def set\_column\_sequence(dataframe, seq, front=True):

cols = seq[:] copy so we don't mutate seq

for x in dataframe.columns:

if x not in cols:

if front:

cols.append(x) we want "seq" to be in the front, so cols gets appended

else:

cols.insert(0, x) we want "seq" to be in the back, so cols get inserted

return dataframe[cols]

For your example: set\_column\_sequence(df, ['x','y']) would return the desired output.

If you want the seq at the end of the DataFrame instead simply pass in "front=False".

**Using len to group by length of index name:**

dframe.groupby(len).sum()

**Creating ad hoc dataframes using StringIO**

import pandas as pd

from io import StringIO Python2: from StringIO import StringIO

data ="""\

Sample Animal Intelligence

1 Dog Smart

2 Dog Smart

3 Cat Dumb

4 Cat Dumb

5 Dog Dumb

6 Cat Smart"""

dframe = pd.read\_table(StringIO(data),sep='\s+')

dframe

|  |  |  |  |
| --- | --- | --- | --- |
|  | **Sample** | **Animal** | **Intelligence** |
| **0** | 1 | Dog | Smart |
| **1** | 2 | Dog | Smart |
| **2** | 3 | Cat | Dumb |
| **3** | 4 | Cat | Dumb |
| **4** | 5 | Dog | Dumb |
| **5** | 6 | Cat | Smart |

**Creating a hierarchical index of COLUMNS in a DataFrame:**

hier\_col = pd.MultiIndex.from\_arrays([['NY','NY','NY','SF','SF'],

[1,2,3,1,2]],names=['City','sub\_value'])

dframe\_hr = DataFrame(np.arange(25).reshape(5,5),columns=hier\_col)

dframe\_hr = dframe\_hr\*100 #Multiply values by 100 for clarity

dframe\_hr

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **City** | **NY** |  |  | **SF** |  |
| **sub\_value** | **1** | **2** | **3** | **1** | **2** |
| **0** | 0 | 100 | 200 | 300 | 400 |
| **1** | 500 | 600 | 700 | 800 | 900 |
| **2** | 1000 | 1100 | 1200 | 1300 | 1400 |
| **3** | 1500 | 1600 | 1700 | 1800 | 1900 |
| **4** | 2000 | 2100 | 2200 | 2300 | 2400 |

**SciKit Learn lacks some regression models, use statsmodels instead**

A classmate asked about doing a Poisson Regression. Jose's reply:

You would probably have to use a library called statsmodels.

Check it out here:

<http://statsmodels.sourceforge.net/devel/generated/statsmodels.discrete.discrete_model.Poisson.fit.html>

Unfortunately, scikit learn still lacks in some departments (such as time series) but the statsmodels library tries to make up for that in Python (especially with some more advanced regression techniques)

Hope that helps! You can install statsmodels with conda install statsmodels

**Changes in Pandas v0.17.0:** <http://pandas.pydata.org/pandas-docs/version/0.17.0/whatsnew.html>

**A nice set of tools for Pandas**: <http://pandas.pydata.org/pandas-docs/version/0.15.2/options.html#list-of-options>   
offers things like pd.options.display.precision=4 to set float values to only 4 digits.

**PANDAS TESTING UTILITY**

import numpy as np

import pandas as pd

from pandas import Series,DataFrame

import pandas.util.testing as **tm**; tm.N = 3 uses pandas built-in testing data

def unpivot(frame): a function for creating an "unpivoted" DataFrame

N, K = frame.shape sets up a DataFrame of N rows, K columns

data = {'value' : frame.values.ravel('F'),

'variable' : np.asarray(frame.columns).repeat(N),

'date' : np.tile(np.asarray(frame.index), K)}

return DataFrame(data, columns=['date', 'variable', 'value'])

dframe = unpivot(**tm**.makeTimeDataFrame())

**For more info:** <http://pydoc.net/Python/pandas/0.9.1/pandas.util.testing/> (shows the code)

**HOW TO SAVE A DATAFRAME AS A FIGURE (.PNG FILE)**

<http://stackoverflow.com/questions/19726663/how-to-save-the-pandas-dataframe-series-data-as-a-figure>

**MESSING WITH CATEGORICAL VARIABLES USING .GET\_DUMMIES:**

<http://pandas.pydata.org/pandas-docs/stable/generated/pandas.get_dummies.html>

**MACHINE LEARNING: CHOOSING THE RIGHT ESTIMATOR:**   
<http://scikit-learn.org/stable/tutorial/machine_learning_map/>

**SEABORN 0.6.0 Changes** (from classroom discussion)

There is a change in Seaborn 0.6.0 that affects certain methods like **factorplot** where in you have to pass a mandatory param "kind" to make it work.

If you have 0.6.0 then ipython notebooks for Titanic project will not work (factorplots) and you have to change the methods.

here is the link with more info: <https://github.com/mwaskom/seaborn/issues/515>

**Passing arguments through PL/SQL**

A classmate posted the following: "Hello! I am successfully passing through SQL statements to an Oracle database but I need to be able to pass through PL/SQL transactions and am running into trouble. I am trying to call a function that requires several arguments to be called, but I keep getting the following error message:  
InvalidRequestError: Unexecutable object type: <class 'pandas.core.frame.DataFrame'>

They later posted the following solution: "I was able to resolve my issue with the following code:  
import cx\_Oracle  
import pandas as pd  
db = cx\_Oracle.connect('<connection string>')  
cursor = db.cursor()  
plsql = """BEGIN <plsql transaction block>; END;"""  
cursor.execute(plsql)  
select = """<sql select statement>"""  
cursor.execute(select)  
data\_out = cursor.fetchall()  
data\_out\_frame = pd.DataFrame(data\_out, columns=['column1', 'column2'... 'column n'])  
db.commit()