**Project Report**

1. **Description on the question and the data**

We choose data set 2 to build a classification tree. This project aims at building a classification tree from train data set, and use the tree to predict whether the quality score of each wine in test data set is above 6 or not. After prediction, we would report the accuracy of prediction.

In train data set and test data set, each type of wine has 11 features. And all feature values are continuous type, which means a data preprocessing method based on multi-continuous attribute discretization would be adopted later. All feature values are given, which means no information is missing, with value “NA”. Thus, we don’t need to find a method to revised the data. At the end of the tree, each type of wine would be labeled as “<=6” or “>6” based on whether its quality value is greater than 6 or not.

1. **Review of some of the approaches that we tried/thought about trying.** 
   1. **Review and comparison of approaches we thought about trying in the tree-growing process**

We first thought about choosing one approach from ID3, C4.5 and CART algorithms. We made a comparison on these three approaches.

|  |  |  |
| --- | --- | --- |
| Algorithm | Basic ideas | deficiency |
| ID3 | Select the attribute which has the smallest entropy (or largest information gain) value by calculating H(S):    The data set is then split by the selected attribute to produce subsets of the data. | 1. The entropy model used in selecting features and attribute values make it less efficiency. 2. Features with more values are more likely to be chosen when splitting since it complies with the smallest entropy gain. |
| C4.5 | Select the attribute which has the largest information gain ratio by calculating H(D):    Then create a threshold and split the data set into those whose attribute value is above the threshold and those that are less than or equal to it, so that it can deal with continuous type. | 1. The entropy model used in selecting features and threshold make it less efficiency. 2. C4.5 create a multi-branches tree, which would be more complicated than binary trees. |
| CART | Select the attribute which has the smallest  Gini impurity calculated by  Then the data set is split by the selected attribute to produce subsets of the data. | 1. Data in chronological order should be preprocessed. 2. Since CART use the idea of dichotomy, too much features will reduce accuracy, which means a pruning process is required. |

Table 1

* 1. **Some approaches we tried or thought about trying in pruning tree**

The end condition of theoriginal tree is there is only one piece of data in that branch or all pieces of data in that branch are “<=6” or “>6”. This tree is very deep because all data of each labels has been considered. The tree will probably overfit since some noisy data which is uncorrelated or even mislead to the prediction is considered and divided. Thus, in order to lower the probability of overfitting, we need to prune the tree to increase its generalization ability, to make the tree fits for any data set. We thought about two main ways to prune the tree:

1. **Pre-pruning**

Set a maximum depth of the tree or set a minimum number of the data sizes of each node. Once the layer of the tree reaches the maximum depth or there isn’t enough data in one node, even if we haven’t precisely divide each data into a certain leaf node and can’t use only one label to summarize all these data accurately, the tree should stop growing.

1. **Post-pruning**

We tried three ways to do the post-pruning. They are Reduced-Error pruning(REP), Pessimistic-Error pruning(PEP), Cost-Complexity pruning(CCP).

**①REP (Reduced-Error Pruning)**

1. For every sub-tree,

2. For each node which is not a leaf node, calculate the error rate of the current tree (or sub tree). Assume to convert the current sub tree to a leaf node, and calculate the error rate after pruning.

3. If the error rate after pruning is smaller than the error rate before pruning, cut the sub- tree. That is, convert it to a node.

**②PEP (Pessimistic-Error Pruning)**

1. error rate:

E: number of incorrect predictions under the sub-tree

0.5: half-unit correction for continuity

L: the number of leaf nodes under the sub-tree

N: the number of examples of data in the sub-tree

2. For every node that is not a leaf node, calculate the error rate before cutting down the sub-tree and use **p** to represent it. Consider the error distribution as a binomial distribution, then use **p** to calculate the expectation of the incorrect predictions **E₁** in the sub-tree and the standard deviation **std** of the error distribution.

3. Assume cutting down the sub-tree and calculate the error rate of the node, denoted by **e**. Consider the error distribution as a binomial distribution, then use **p** to calculate the expectation of the incorrect predictions **E₂** in the sub-tree.

4. If E₁ > E₂ + std, that is, the expectation of the number of errors before pruning is larger than the expectation of the number of errors after pruning, convert the current subtree into a node. Otherwise, continue to analyze the sub-trees of the node.

**③CCP (Cost-Complexity Pruning)**

1. α = (C(t) - C(Tt)) / (|Tt| - 1)

C(t): The error cost of node t

C(t) = misclassification rate of node t \* the proportion of sample sizes in node t

C(Tt): The error cost of every leaf node under the node t

C(Tt) = sigma R(i), i is every leaf node under node t

Tt: The number of leaves under the node t

1. Calculate α of every node that isn’t a leaf node. Cut down the sub tree whose root node has the minimum α. Cut down means use a leaf node to substitute the original sub tree. If there are multiple sub trees that have the same minimum α, then cut down the sub tree who has the most leaf nodes.
2. Loop pruning the sub tree who has the minimum α, until there is only one node left. Store each newly pruned tree.
3. Plug the second half of the train data set into each tree that has been pruned in the previous steps. Choose the pruned-tree that predicts with the highest accuracy as the

final tree to predict the test data set.

1. **Summary of the final approach we used and why we chose this approach.**
   1. **Summary of the final approach we used in growing the decision tree and why we chose this approach.**

After comparing the three algorithms in table 1, we finally decide to grow the classification tree using CART algorithm. The reasons include:

* 1. There are only two labels assigned to each type of red wine on its quality value, “<=6” and “>6”. Therefore, multi-branches tree algorithm like C4.5 is not necessary. Instead, binary tree would be simpler and more appropriate.
  2. Since there would be a data preprocessing process based on multi-continuous attribute discretization, the time complexity would be relatively large. If we introduce the entropy model, which is adopted by ID3 and C4.5, then there would be too much calculation in each iteration, which would be time consuming. By contrast, CART uses Gini index in each iteration, which reduces the total time since it only contains basic operations.
  3. **The reason that we don’t use the pre-pruning method and choose the post-pruning method.**

① Deficiency of pre-pruning method: It’s hard to decide the threshold value of the maximum layer of the tree or the minimum data sizes of a node. There will be a high probability to underfit the tree.

② Efficiency of the post-pruning method: The tree that is post-pruned usually has more brunches than the tree is pre-pruned since we cut down the sub trees after the data set has been completely and accurately divided into each leaf, and choose the best tree with highest forecast accuracy. In this way, there will be a relatively small probability of overfitting and underfitting since we do the pruning and make the tree has more brunches than the pre-pruned tree. Although compared to pre-pruning, post-pruning is more time-consuming, we can bear the relatively longer time since the data set of this problem is not that large.

③ Why we finally choose the CCP to be the final approach to prune the tree? It simply because in this way, the forecast accuracy of the test data set is the highest.

1. **Explain the working principle and logic of the approach used.**
   1. **Explain the working principle and logic of the approach used in growing the classification tree.**

The tree is constructed in a nested dictionary using recursion. The left and right datasets(nodes) after split of the current dataset(node) are stored as values under the keys ‘left’ or ‘right’ of the original dictionary. And all nodes that need further splitting are dictionaries. When the tree comes to its termination, the value of ‘left’ or ‘right’ will not be a dictionary but a string ‘<=6’ or ‘>6’ based on the assigned label.

The basic logic in constructing a classification tree includes the following two components. The working principle of each components are shown under each component.

1. Determine “good splitting criteria” and splitting rules.

Given a node t, we define the best split as the one that decreases the impurity the most. The following node t is split into t(L) and t(R).
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To illustrate the principle, now let’s prove the corresponding feature and the split point of the smallest Gini-index are the best feature and the best split since it leads to the largest information gain ratio. The formula in calculating the information gain is:
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The first order Taylor Series of f(x) = ln x at x = 1 is

![](data:image/png;base64,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)

Thus, we get the expression of calculating the related Gini-index:
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Therefore, after iterating through all features and all split points, by choosing the feature and split point where the smallest Gini-index occur, we can determine the best feature and best split point to choose at a node.

1. Determine class assignment rule.

The following are three termination conditions. When one of them occurs, the classification tree stops growing and a class label will be assigned to every type of red wine in the current node.

1. When quality values of every example in the current node are all <= 6 or > 6, the tree comes to the termination. In this case, there’s no need to split the data into two different set anymore. The corresponding class label can be directly assigned to every example in the node.
2. Although not all values of every example in the current node are the same, all features have been iterated and thus no feature can be used in splitting any more, the tree then comes to the termination. In this case, we’ll follow the majority principle. Number of examples that have quality values <= 6 and number of example that have quality values >6 will be counted, then the greater one of these two labels will be assigned to every example in the current node.
   1. **Pruning tree**
3. **REP**

The REP method uses a test data set to correct the overfitting problem of the decision tree.

For every node in the tree that is not a leaf node, try to convert the subtree to a node whose label is the class with the largest number of training samples covered by the subtree. Compare the performance of the original subtree and the simplified node in the test data set. The performance of the subtree is measured by the error rate:

If the error rate after converting the sub-tree is smaller than the error rate before, probably the sub-tree under this node is overfitting. Then prune the sub-tree.

The algorithm traverses all sub-trees in a bottom-up manner until no sub-trees can be replaced to improve the performance of the test data set.

1. **PEP**

Consider the error distribution of the prediction of the tree as a binomial distribution.

We use L to represent the number of leaf nodes under the sub-tree; E to represent number of incorrect predictions under the sub-tree; N to represent the number of examples of data in the sub-tree.

Let the error rate of the tree before pruning be p. When n is large and p is fairly small, binomial distribution can be approximated by the Poisson distribution. By central limit theorem, converges in distribution in N(0,1) as n→∞. To make up for approximation deviations, we use a half-unit correction for continuity to convert the binomial distribution. Error rate **p** should be . Then the expectation of the number of incorrect prediction before pruning is E₁ = Np, and the standard deviation of incorrect prediction is .

Assume to convert the sub-tree to a leaf node. Let the error rate of the sub-tree after pruning be **e**. As the sub-tree has only one node after pruning, . Then the expectation of the number of incorrect prediction after pruning is E₂ = Ne.

To prevent excessive pruning, errors within the standard deviation are allowed. Therefore, if E₁ + std > E₂, that is, the expectation of error before pruning is larger than that after pruning by a standard deviation, the sub-tree may seem to be overfitting.

For every node from top to bottom, we consider its error distribution as binomial distribution, and compare its error rate before pruning and error rate if after pruning to decide whether to prune the sub-tree.

1. **CCP**

The formula of loss function is:

Cα(T) = C(T) + α|T|

C(T) is the forecast error, we call it the cost of the sub tree. T is the number of leaf nodes under each node that isn’t a leaf node, we call it the complexity of the sub tree. Since we want to cut some sub trees to lower the probability of overfitting (that is making C(T) a little bit larger than the sub tree without pruning) but at the same time we are worried about cutting down too much leaves and causing underfit (if T is too small than the tree maybe underfit), thus we make α a parameter to balance the two sides.

For each node that isn’t a leaf node, originally the loss function of this node is:

Cα(Tt) = C(Tt) + α|Tt|

Tt is the original sub tree whose root node is this particular node. If we collapse this sub tree into a single root node, then after pruning the loss function of this node is:

Cα(t) = C(t) + α

t is the sub tree after pruning, since the tree after pruning has only one node, |t| equals to one.

If the loss function before pruning has the same value with the loss function after pruning, that is:

Cα(Tt) = Cα(t)

This means before and after pruning, the sub tree and the root node formed after collapsing the sub tree have the same analog effect. According to Occam’s Razor theorem, we should collapse the sub tree to make the tree simpler. Thus, the tree after pruning will be more generalization and has the same forecast ability compared to the original one.

Expand the previous formula, we can get:

C(Tt) + α|Tt| = C(t) + α

α = (C(t) - C(Tt)) / (|Tt| - 1)

For each node that isn’t a leaf node, we can calculate the α of this node. Then we will get n α of the original tree, named α1, α2 …… αn, sequenced from smallest to largest. Each αi correspond to a pruned tree Ti which turns the node whose α is αi into a root node.

For each α in the range [αi, α i +1), we have the inequality:

C(Tt) + α|Tt| > C(t) + α , t is the pruned tree whose α of the original node is αi.

Thus, we can get: Cα(Tt) > Cα(t). This inequality means for every α in the range [αi, αi+1), pruning the sub tree whose α is αi into a root node is better than preserve the original sub tree. Thus the pruned tree Ti is the optimal tree when α in the range [αi, α i +1).

Then, we can get the conclusion: every Ti is the optimal tree if α in the range [αi, α i +1). Now we have got n optimal trees since i can get the value from {1,2,3,……,n}.

The next step is to decide from which node to start pruning? From the node who has the largest α, or from the node who has the smallest α, or from the node whose C(t) + α is the smallest?

We choose the node who has the smallest α, because when α goes to infinity, the optional tree is the root node, when α goes to zero, the optional tree is the original tree, when α is relatively smaller, the sub tree been pruned is smaller and has less leaves. Thus, the probability of underfit will be less if we choose the node who has the smallest α to prune.

**5. Summary of the result**

In the final version of the classification tree, we choose the best feature and best split point by comparing Gini-indexes, and use CCP to prune the tree to avoid over fitting. The final result shows that, before pruning, the accuracy of prediction is 86.25%. After pruning, the accuracy of prediction by using CCP-pruning is 90.21%. That means pruning using CCP can improve the accuracy by 4.6%. While using REP to prune the tree can only increase the accuracy by 0.63%, from 86.25% to 86.88%. The accuracy will be improved from 87.71% to 88.54% using PEP method, whose final accuracy and improvement of accuracy were still lower than CCP.

**6.Conclusions**

In this machine learning program, we choose to build a classification tree using CART algorithm after comparing with two other algorithms. Then we use three methods: REP, PEP, CCP to prune the tree in order to increase the tree’s generalization ability. After plug in the test data set, we find the best pruning method is cost-complexity pruning.

We not only understand how to write the code to grow and prune the tree, but also understand the logic of these algorithms. For example, we know the differences in implementation methods among CART, C4.5, ID3 and the advantages and disadvantages of these three grow-tree methods. We also understand why we need to prune the tree and the benefits and deficiencies of pre-pruning and post-pruning. For specific ways of post-pruning, we know why these methods make sense, why by doing so we can increase the generalization ability of the tree.

1. **Contribution of each teammate**

盘依岚：Code: PEP-pruning + REP-pruning (Revision of the tree)

Report: everything about PEP and REP

李子琪: Code: CCP-pruning (Revision of the tree)

Report: everything about CCP and pre-pruning + conclusion

孙乐杨：Code: grow-tree （Tree setup）

Report: everything about grow-tree + description of the data + summary of the

result