**Pokročilá tabulka symbolů, dědičné atributy a generování tříadresového kódu**

(195.113.207.171:32)

**Cíle:**

1. Osvojit si práci s dědičnými atributy v syntaxi generátoru *yacc*
2. Seznámit se se základy generování jednoduchého mezikódu

**Příklad 1: Typové deklarace a dědičné atributy**

Za použití překladačových generátorů vytvořte program, který je na základě následující gramatiky:

**Program --> declarationlist statementlist**

**Statementlist --> empty**

**Declarationlist --> declarationlist declaration | declaration**

**declaration --> TYPE variablelist ';'**

**variablelist --> ID | variablelist ',' ID**

a s využitím statické tabulky symbolů schopen přiřadit základní datové typy *int, float* a *char* jednotlivým proměnným ze vstupních deklaračních seznamů a po zpracování celého vstupního kódu vytiskne aktuální tabulku symbolů.

Zajistěte také elementární zotavení po chybě a program opatřete vypovídajícím chybovým hlášením. Pro urychlení práce můžete použít přiložené vzorové soubory, do kterých stačí doplnit jen sémantická pravidla.

Příklad zdrojového textu ze souboru *test1*:

int a, b, c;

float d, e, f;

flat chyba;

int g;

float a;

char var, \_bx4;

Příkazový řádek:

> ./cv1 <test1

Výstup:

Problems encountered: syntax error

Line 3: syntax error.

line 5: Error: a is already defined

\*\* Symbol table \*\*

Dcl("a", "int")

Dcl("b", "int")

Dcl("c", "int")

Dcl("d", "float")

Dcl("e", "float")

Dcl("f", "float")

Dcl("g", "int")

Dcl("var", "char")

Dcl("\_bx4", "char")

**Příklad 2: Generování tříadresového kódu**

Z hlediska konstrukce překladačů programovacích jazyků je generování kódu důležitější, než jeho dosud procvičovaná přímá interpretace. Mějme následující soubor instrukcí TAC:

(TAC\_ADD, value1, value2, result) součet

(TAC\_SUB, value1, value2, result) rozdíl

(TAC\_DIV, value1, value2, result) podíl

(TAC\_MUL, value1, value2, result) součin

(TAC\_ASS, value, -1, result) přiřazení (-1 značí prázdnou pozici)

(TAC\_PRI, value, -1, -1) příkaz tisku

(TAC\_LBL, value, -1, -1) generování návěští

(TAC\_JZ, value1, value2, -1) podmíněný skok

(TAC\_JMP, value, -1, -1) nepodmíněný skok

Do gramatiky, kterou najdete v přiloženém *yacc\_ovém* souboru, doplňte v souladu se specifikací úlohy odpovídající akce tak, aby se po zpracování vstupního zdrojového kódu vytiskly:

1. Čtveřice, odpovídající instrukcím TAC
2. Instrukce TAC
3. Tabulka symbolů

Na základě rozboru syntaxe sestavte vlastní zdrojový text, realizující:

1. Přiřazení složitějšího aritmetického výrazu do proměnné,
2. Tisk obsahu této proměnné,
3. Analyzujte implementaci cyklu *repeat*, pracujícího s nenulovou hodnotou svého argumentu. Jde o typický příklad realizace překladu jednoduché řídicí struktury.

Příklad zdrojového textu ze souboru *test2:*

**y := a\*(x+64)/(x-c);**

**x := a+b\*a/b+8/(s+t\*j);**

**print x+4;**

**repeat x {x:=x-1; print x;}**

*(Barvy rozlišují jednotlivé řádky zdrojového kódu)*

Příkazový řádek:

> ./cv2 <test2

Příklad výstupu je na následující straně.

Příklad výstupu:

|  |  |
| --- | --- |
| **Intermediate code:**  **Quadruples TAC**  **(TAC\_ADD, 2, 3, 4) \_T0 := x + 64**  **(TAC\_MUL, 1, 4, 5) \_T1 := a \* \_T0**  **(TAC\_SUB, 2, 6, 7) \_T2 := x - c**  **(TAC\_DIV, 5, 7, 8) \_T3 := \_T1 / \_T2**  **(TAC\_ASS, 8, -1, 0) y := \_T3**  **(TAC\_MUL, 9, 1, 10) \_T4 := b \* a**  **(TAC\_DIV, 10, 9, 11) \_T5 := \_T4 / b**  **(TAC\_ADD, 1, 11, 12) \_T6 := a + \_T5**  **(TAC\_MUL, 15, 16, 17) \_T7 := t \* j**  **(TAC\_ADD, 14, 17, 18) \_T8 := s + \_T7**  **(TAC\_DIV, 13, 18, 19) \_T9 := 8 / \_T8**  **(TAC\_ADD, 12, 19, 20) \_T10 := \_T6 + \_T9**  **(TAC\_ASS, 20, -1, 2) x := \_T10**  **(TAC\_ADD, 2, 21, 22) \_T11 := x + 4**  **(TAC\_PRI, 22, -1, -1) print \_T11**  **(TAC\_LBL, 23, -1, -1) label \_L0**  **(TAC\_JZ, 2, 24, -1) if x is zero, jump to \_L1**  **(TAC\_SUB, 2, 25, 26) \_T12 := x - 1**  **(TAC\_ASS, 26, -1, 2) x := \_T12**  **(TAC\_PRI, 2, -1, -1) print x**  **(TAC\_JMP, 23, -1, -1) jump to \_L0**  **(TAC\_LBL, 24, -1, -1) label \_L1** | **Symbol table:**  **0: y**  **1: a**  **2: x**  **3: 64**  **4: \_T0**  **5: \_T1**  **6: c**  **7: \_T2**  **8: \_T3**  **9: b**  **10: \_T4**  **11: \_T5**  **12: \_T6**  **13: 8**  **14: s**  **15: t**  **16: j**  **17: \_T7**  **18: \_T8**  **19: \_T9**  **20: \_T10**  **21: 4**  **22: \_T11**  **23: \_L0**  **24: \_L1**  **25: 1**  **26: \_T12** |

Poznámky k př 1

![](data:image/png;base64,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)

Ty hlášené chyby v pořádku, protože tam jsou.

Př 1

h10\_-.h

#define NSYMS 20 /\* maximum number of symbols \*/

struct symtab

{

char \*name;

int type;

} symtab[NSYMS];

/\*

struct printparam

{

int number;

char \*string;

struct printparam \*next;

};

\*/

void freebuffer();

h10\_1.l

%{

#include <string.h>

#include "h10\_1.tab.h" /\* definitions from YACC \*/

#define YY\_NO\_UNPUT

#define YY\_NO\_INPUT

int lineno=1;

%}

%%

int yylval.type = 0; return TYPE;

float yylval.type = 1; return TYPE;

char yylval.type = 2; return TYPE;

[\_a-zA-Z][\_a-zA-Z0-9]\* {

yylval.name = strdup(yytext);

return ID;

}

[ \t] ;

\n lineno++;

. return yytext[0];

%%

h10\_1.y

%{

#include <string.h>

#include <stdlib.h>

#include <stdio.h>

#include "h10.h"

int yylex();

void yyerror (char \*s);

void addsymb(int, char \*);

void symprint();

extern int lineno;

char \*types[3]={"int", "float", "char"};

%}

%token <type> TYPE

%token <name> ID

%union {

int type;

char \*name;

}

%%

program: declarationlist statementlist

;

statementlist: /\* empty \*/

;

/\* Definition part \*/

declarationlist: declarationlist declaration

| declaration

;

declaration: TYPE variablelist ';'

| error ';' {fprintf(stderr, "Line %i: syntax error.\n", lineno);}

;

variablelist: ID {addsymb($<type>0, $1);}

| variablelist ',' ID {addsymb($<type>0, $3);}

;

/\* při dědění je třeba použít syntaxi $<tokentype>0 \*/

%%

void addsymb(int type, char \*s)

{

struct symtab \*sp;

for(sp = symtab; sp < &symtab[NSYMS]; sp++)

{

/\* is it already here? \*/

if(sp->name && !strcmp(sp->name, s))

{

fprintf(stderr, "line %i: Error: %s is already defined\n", lineno,s);

return;

}

if(!sp->name)

{

sp->name = s;

sp->type = type;

return ;

}

}

yyerror("Too many symbols");

exit(1); /\* cannot continue \*/

}

void symprint()

{

struct symtab \*sp;

printf("\n\*\* Symbol table \*\*\n");

for(sp = symtab; sp < &symtab[NSYMS]; sp++)

if(sp->name)

printf("Dcl(\"%s\", \"%s\")\n", sp->name, types[sp->type]);

else

return;

}

int main()

{

yydebug = 0;

yyparse();

symprint();

return 0;

}

void yyerror (char \*s)

{

fprintf (stderr, "Problems encountered: %s\n", s);

}