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To prepare all of the data for circuity factor analysis, 4 steps must be completed, 3 of which are scripts. Each of these scripts need to be run in a specific order. For any given study area, each script only needs to be run once.

1. [create\_boundaries.py](#kix.z6pzn9k7aqqy) (optional, will be explained later)
2. [osm\_roads\_planet.py](#kix.oaw6lxo2qlas)
   1. utils.py (do not run this, but contains functions for osm\_roads\_planet.py)
3. [data\_prep.py](#kix.6zwnprhvf41h)
4. [One way functionality](#kix.vqydb79uoubm)

**Purpose and description:**

The purpose of these scripts is to create and prepare all necessary data for circuity factor tools. The basic workflow is to retrieve roads from OpenStreetMaps, merge OSM roads with Forest Service Roads, and process harvest site and sawmill data. The desired end result is to create a harvest site dataset, sawmill dataset, and road network dataset suitable for circuity analysis. Exactly how these work will be expanded on below.

**Data Required:**

There will be a few shapefiles that will be provided with these scripts and should be used for every time any of these scripts are run.

1. Activity\_TimberHarvest.shp - harvest site data for US
2. forisk\_sawmills\_US\_only.shp - sawmill data for US, this data was already filtered only for open sawmills
3. ranger\_districts.shp - all ranger districts in the US, all harvest sites fall within these districts
4. RoadCore\_FS.shp - all FS roads in US

Also included will be a shapefile for physiographic regions. This is not used as an input but will be used to manually extract the desired physiographic region boundaries.

1. physio.shp - physiographic regions

There will be one dataset that must be created/provided by the end user. The boundary shapefile for the study area must be created manually. The physio.shp shapefile can be used to assist in this matter by selecting all desired polygons and exporting to a new shapefile/feature class. It may be in the end user’s best interest to also define the study area by other factors like desired states.

There will also be a few directories that should be manually created to store data and results. When a directory needs to be manually created, the instructions will say.

## 1. create\_boundaries.py (optional)

Description:

This script is very simple and can be done manually instead of desired. This script simply buffers the ranger districts shapefile using the physiographic region, then buffers the resulting shapefile by 125 miles. This script was created for convenience and is considered optional.

There will be one intermediate file that will be created then deleted at the end of the script. After the script finishes, only the output will remain.

**Outputs:**

* Boundary shapefile for sawmills. This will be used to obtain OSM roads.

**Inputs:**

* Park boundaries ([ranger\_districts.shp](#ypn4qy5wm75b))
  + Polygon shapefile
* Physiographic region study area
  + Polygon shapefile/fc
* Output name
  + Can be either a full file path or just the basename + extension
  + The output needs to be a shapefile, it cannot be a feature class in a File GDB. By default, the script puts the output in the same directory as the physiographic region feature class. If this has been converted into a feature class in a File GDB, an output file path must be specified as the third argument.

## 2. osm\_roads\_planet.py

Description:

This script retrieves OSM roads from the US OSM planet file for a bounding box derived from a boundary shapefile. This script will extract roads (not including tracks) in the bounding box and output a feature class in a File GDB.

OSM has several types of roads but not all will be selected. The [types of roads](https://wiki.openstreetmap.org/wiki/Key:highway) used are:

* motorway
* trunk
* primary
* secondary
* tertiary
* residential
* unclassified
* road
* service

Notably, track roads are not included.

This script and the accompanying utils.py script were primarily written by Makiko Shukunobe.

Outputs:

* Road feature class with a ‘oneway’ and ‘reversed’ field from the extracted ‘oneway’ tag
* Log file containing all messages printed

Inputs:

* [OSM planet file](https://planet.osm.org/), downloaded from the Planet OSM website
  + This will be a file ending in .osm.pbf, usually called us-<yymmdd>.osm.pbf. This file is for the entire US, this input should not change unless the file path changes.
* Boundary file
  + Defines the bounding box for obtaining roads. Must be a polygon shapefile. This is obtained from the [create\_boundaries.py](#kix.z6pzn9k7aqqy) script or created manually
* Output name
  + Name of the created feature class. Use only the basename (no extension)
* Directory path
  + Full path for a directory to store the results. Does not need to be empty but is recommended to store all outputs from multiple runs of this script separately.
* Log file path (optional)
  + Full file path and file name for where to store the log. If no option is selected, the default location is the project folder for where the script is in and is called 'osm\_road.log'

## 3. data\_prep.py

Description:

This script does the bulk of the data preparation. Although not listed in any of the steps, all feature classes are projected to the desired spatial reference. This script has 6 main steps:

1. Import road feature class
   1. Use Data Interoperability’s [Quick Import](https://pro.arcgis.com/en/pro-app/3.3/tool-reference/data-interoperability/quick-import.htm) tool to import the road feature class (from [osm\_roads\_planet.py](#kix.oaw6lxo2qlas)). This tool creates a File GDB with the new road feature class inside.
   2. Create a new feature dataset inside the File GDB called ‘Transportation’
   3. This new File GDB will act as the workspace where all temporary files and output files will be stored
      1. This feature dataset will use the spatial reference provided by the user
2. Creating boundary feature classes
   1. Creates a boundary feature class for parks (based on ranger\_districts.shp)
   2. Creates a boundary feature class for sawmills (same as one from [create\_boundaries.py](#kix.z6pzn9k7aqqy))
3. Process harvest site data
   1. Filter for harvest sites within the physiographic region
   2. Filter for year completed to be between 2019 and 2024 (may change depending on when this script is run
   3. Filter out harvest sites below 60 square feet (to remove polygons that were errors)
4. Process sawmill data
   1. Filter for sawmills within the sawmill boundary feature class
5. Merge OSM roads with FS roads - all road outputs will be in the ‘Transportation’ feature dataset
   1. Clip OSM roads with the sawmill boundary feature class
   2. Clip OSM roads with the park boundaries (will be referred to as ‘park roads’)
   3. Merge the park roads with the FS roads
      1. Checks FS roads for duplicity
         1. Duplicates are defined as if 80% or more of the FS road is within 170 feet of the OSM road AND more than 20% of the FS road is farther than 50 feet away.
      2. Export all FS roads that aren’t duplicates
      3. Find points on park roads where the non-duplicate FS roads will snap to
      4. Remove FS roads that won’t snap
      5. Snap the FS roads to the points on park roads
      6. Merge the park roads with FS roads
      7. Use the Integrate and Feature To Line tools to ensure connectivity
   4. Merge the newly merged park and FS roads with the overall OSM roads
      1. Erase any overlapping roads in the overall OSM roads
      2. Merge the result of step 5c with the overall OSM roads with erased sections, result is called ‘complete\_roads’
      3. Use Feature To Line to ensure connectivity
      4. Add a distance field in US miles
6. Create the network dataset from the ‘complete\_roads’ in the ‘Transportation’ feature dataset
   1. The network dataset is called ‘streets\_nd’
   2. IMPORTANT: This network dataset is not ready to use just yet, it needs to be built manually AFTER the one way restriction is manually added.

Notes:

* Must have access to Data Interoperability tools.
* This script creates an instance of a DataPrep class and calls the process() method. However, the user can create their own script that creates a DataPrep object. This allows for custom inputs that lets the user start at any point in the overall process. The process() method contains boolean parameters for each of the steps listed above. Alternatively, each method can be called individually. However, each method uses variables that are modified throughout the entire process. When the user desires to start the process from the middle, the previous methods must be run beforehand and a new DataPrep with new inputs must be created. It has not been tested that the DataPrep class can function like this so proceed with caution.
  + Steps one and two need to be run for other steps to function
  + For all other steps to be run separately, it is recommended to create a DataPrep object with parameters updated to previously created files
  + **Recommendation: run this script as is without skipping any steps**
* The merge process is not perfect. Although most of the network dataset will be functional, there will be some connectivity issues (not enough to affect validity of circuity analysis).

Outputs:

* Boundary files (all projected):
  + Physiographic region
  + Sawmill boundary
  + Park boundary
* Filtered harvest site dataset (step 3)
* Filtered sawmill dataset (step 4)
* Road network dataset (step 5 and 6)

Inputs:

* Workspace
  + Use as the output for the Quick Import tool
  + Will contain all of the outputs
  + Must be a new File GDB, cannot be an existing File GDB
* Total roads feature class (OSM roads)
  + This is the file path for the OSM roads feature class created by the [osm\_roads\_planet.py](#kix.oaw6lxo2qlas) script
* FS roads ([RoadCore\_FS.shp](#ypn4qy5wm75b))
  + This argument should always be the RoadCore\_FS.shp shapefile as it covers the entire US
* sawmill dataset ([forisk\_sawmills\_US\_only.shp](#ypn4qy5wm75b))
  + This argument should always be the forisk\_sawmills\_US\_only.shp shapefile as it covers the entire US.
* harvest site dataset ([Activity\_TimberHarvest.shp](#ypn4qy5wm75b))
  + This argument should always be Activity\_TimberHarvest.shp shapefile as it covers the entire US.
* park boundaries ([ranger\_districts.shp](#ypn4qy5wm75b))
  + The ranger district shapefile will likely be under a different name
  + This shapefile will be the boundaries for all forests containing harvest sites.
  + This is the same shapefile used in create\_boundaries.py
* physiographic shapefile/fc
  + This shapefile/fc should be the desired physiographic region (boundaries for desired harvest sites.)
  + This is the same argument used in create\_boundaries.py
* spatial reference
  + Use the EPSG code for spatial reference

## 4. One way functionality

Description:

1. Oneway functionality must be manually implemented in ArcGIS Pro. To do so, follow these steps:

* Open the streets\_nd network (from [data\_prep.py](#kix.6zwnprhvf41h)) dataset properties in the catalog
* Create a new travel mode called "Driving Distance" by clicking the 3 lines on the top right corner of the properties window and selecting the ‘New’ option.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8/AwAI/AL+GwXmLwAAAABJRU5ErkJggg==)

* + Under costs, ensure length is used for impedance
* Under the ‘Costs’ tab at the top, ensure the ‘distance’ field is used for the evaluators and units are set to ‘Miles’
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* Under the ‘Restrictions’ tab, create a new restriction called "Oneway"
  + usage Type: prohibited (-1)
  + under evaluators, for the Along source, set the type to field script and use this value and code block
    - Value=evaluator(!oneway!, !reversed!)
    - Code Block:

def evaluator(oneway, reversed):

return oneway == 1 and reversed == 1
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* + under evaluators, for the Against source, set the type to field script and use this value and code block (same as the above image except for the reversed value in the code block)
    - Value=evaluator(!oneway!, !reversed!)
    - Code Block:

def evaluator(oneway, reversed):

return oneway == 1 and reversed == 0

* Restriction page should look like:
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* Go back to the ‘Travel Modes’ tab and make sure the Oneway restriction is checked

![](data:image/png;base64,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)

2. Build the network using the Build Network tool

## Pseudocode

This section will go over the workflow for the road merging process in [data\_prep.py](#kix.6zwnprhvf41h) that is done over the course of three functions:

1. prep\_roads()
2. merge\_park\_roads()
3. create\_road\_fc()

DEF prep\_roads(self):

SET the output path to a feature class inside Transportation feature dataset

Project on the total roads data to the output path

Clip the projected total roads data using sawmill boundaries

SET class variable total roads to newly clipped roads

Clip the park roads using the park boundaries, with output to class variable

park roads

Project on the FS roads data

SET class variable FS roads to newly projected FS roads

ENDDEF

DEF merge\_park\_roads(self):

Filter the FS roads for intersecting the park boundaries

SET class variable FS roads to filtered FS roads

Generate points along each FS road at 4% intervals with end points included

CALL Near() on each point to park roads with a search radius of 170 feet

CALCULATE new field (IS\_NEAR) for points if it’s close to a park road using 1s

and 0s

CALL Near() on each point to park roads with a search radius of 50 feet

CALCULATE new field (VERY\_NEAR) for points if it's very close to a park road

using 1s and 0s

SET near\_dict to an empty dictionary

SET very\_near\_dict to an empty dictionary

CALL AddField() to create a ‘duplicate’ field to the FS roads

SET sc to a search cursor on points with fields ORIG\_FID, IS\_NEAR, VERY\_NEAR

SET uc to an update cursor on FS roads with fields OBJECTID and DUPLICATE

FOR each row in sc:

IF ORIG\_FID is not in near\_dict:

SET near\_dict[ORIG\_FID] = IS\_NEAR

ELSE:

SET near\_dict[ORIG\_FID] += IS\_NEAR

ENDIF

IF ORIG\_FID is not in very\_near\_dict:

SET near\_dict[ORIG\_FID] = VERY\_NEAR

ELSE:

SET near\_dict[ORIG\_FID] += VERY\_NEAR

ENDIF

ENDFOR

FOR each row in uc:

IF near\_dict[OBJECTID] > 20 and very\_near\_dict[OBJECTID] > 5

SET DUPLICATE = 1

ELSE:

SET DUPLICATE = 0

ENDIF

CALL updateRow on row

ENDFOR

Export all FS roads that are not flagged as duplicates

SET class variable FS roads to newly exported FS roads

Generate end points for each FS road

CALL Near() on the end points to park roads with search radius of 100 feet and

output distance in miles

Create a new point feature class called road\_points

SET sc to a search cursor for the end points with fields NEAR\_X and NEAR\_Y

SET ic to an insert cursor for road\_points with field SHAPE@

FOR each row in sc:

Create a new point with NEAR\_X and NEAR\_Y

IF NEAR\_X and NEAR\_Y are not -1:

CALL insertRow into road\_points with the new point

ENDIF

ENDFOR

SET remove\_count to 1

WHILE remove\_count > 0:

SET remove\_count to 0

Make a feature layer from the end points that are not close to park roads

Make a spatial join between end points and FS roads with intersection

Make a feature layer of end points with join count >= 2

SET orig\_fid\_dict to an empty dictionary

SET sc to search cursor on end points feature layer with field ORIG\_FID

FOR row in sc:

IF ORIG\_FID is in near\_dict:

SET orig\_fid\_dict [ORIG\_FID] += IS\_NEAR

ELSE:

SET orig\_fid\_dict [ORIG\_FID] = IS\_NEAR

ENDIF

ENDFOR

SET sc to search cursor on end points feature layer with field ORIG\_FID

FOR row in sc:

IF orig\_fid\_dict[ORIG\_FID] exists and equals 2:

orig\_fid\_dict[ORIG\_FID] -= 1

ENDIF

ENDFOR

SET uc to an update cursor on FS roads with field OBJECTID

FOR row in uc:

If orig\_fid\_dict[OBJECTID] exists and == 2:

CALL deleteRow()

INCREMENT remove\_count by 1

ENDIF

ENDFOR

ENDWHILE

CALL Snap() on NFS roads to the road\_points fc vertices with 100 feet radius

CALL Merge() on the park roads and FS roads, set the output to “all\_roads”

CALL Integrate() on “all\_roads” with cluster tolerance of 0.5 feet

CALL FeatureToLine() on “all\_roads” with output to “osm\_nfs\_combined”

SET class variable combined roads to “osm\_nfs\_combined”

ENDDEF

DEF create\_road\_fc(self):

SET workspace to transportation feature dataset

CALL Erase() on the total roads using combined roads

CALL Merge() on the erased roads with the combined roads

CALL FeatureToLine() on the merged roads to get completed roads

CALL RepairGeometry() on the completed roads

CALCULATE a new distance field for completed roads in US miles