# 一．数据类型

## 1.布尔型

布尔型的值只可以是常量 true 或者 false。一个简单的例子：**var b bool = true**。

## 数字类型

整型 int 和浮点型 float，Go 语言支持整型和浮点型数字，并且原生支持复数，其中位的运算采用补码。

## 3.字符串类型:

字符串就是一串固定长度的字符连接起来的字符序列。Go的字符串是由单个字节连接起来的。Go语言的字符串的字节使用UTF-8编码标识Unicode文本。

## 4.派生类型:

包括：

(a) 指针类型（Pointer）

(b) 数组类型

(c) 结构化类型(struct)

(d) Channel 类型

(e) 函数类型

(f) 切片类型

(g) 接口类型（interface）

(h) Map 类型

# 二．变量声明（三种方式）

## 1.指定变量类型（如果不赋值，使用默认值）

**var v\_name v\_type**

**v\_name = value**

## 2.根据值自行判定变量类型。

**var v\_name = value**

## 3.省略var, 注意 :=左侧的变量不应该是已经声明过的，否则会导致编译错误。

**v\_name := value**

**// 例如**

**var a int = 10**

**var b = 10**

**c : = 10**

# 三.多变量赋值

//类型相同多个变量, 非全局变量

var vname1, vname2, vname3 type

vname1, vname2, vname3 = v1, v2, v3

var vname1, vname2, vname3 = v1, v2, v3 //和python很像,不需要显示声明类型，自动推断

vname1, vname2, vname3 := v1, v2, v3 //出现在:=左侧的变量不应该是已经被声明过的，否则会导致编译错误

// 这种因式分解关键字的写法一般用于声明全局变量

var (

vname1 v\_type1

vname2 v\_type2

)

# 值类型和引用类型

## 1.基本数据类型：所有像 int、float、bool 和 string 这些基本类型都属于值类型，使用这些类型的变量直接指向存在内存中的值：
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当使用等号 = 将一个变量的值赋值给另一个变量时，如：j = i，实际上是在内存中将 i 的值进行了拷贝：

![IMG_256](data:image/jpeg;base64,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)

## 2.更复杂的数据通常会需要使用多个字，这些数据一般使用引用类型保存。

## 一个引用类型的变量 r1 存储的是 r1 的值所在的内存地址（数字），或内存地址中第一个字所在的位置。
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这个内存地址为称之为指针，这个指针实际上也被存在另外的某一个字中。

同一个引用类型的指针指向的多个字可以是在连续的内存地址中（内存布局是连续的），这也是计算效率最高的一种存储形式；也可以将这些字分散存放在内存中，每个字都指示了下一个字所在的内存地址。

当使用赋值语句 r2 = r1 时，只有引用（地址）被复制。

如果 r1 的值被改变了，那么这个值的所有引用都会指向被修改后的内容，在这个例子中，r2 也会受到影响。

# 简短形式，使用 := 赋值操作符

我们知道可以在变量的初始化时省略变量的类型而由系统自动推断，声明语句写上 var 关键字其实是显得有些多余了，因此我们可以将它们简写为 a := 50 或 b := false。

a 和 b 的类型（int 和 bool）将由编译器自动推断。

这是使用变量的首选形式，但是它只能被用在函数体内，而不可以用于全局变量的声明与赋值。使用操作符 := 可以高效地创建一个新的变量，称之为初始化声明。

注意事项

如果在相同的代码块中，我们不可以再次对于相同名称的变量使用初始化声明，例如：a := 20 就是不被允许的，编译器会提示错误 no new variables on left side of :=，但是 a = 20 是可以的，因为这是给相同的变量赋予一个新的值。

如果你在定义变量 a 之前使用它，则会得到编译错误 undefined: a。

如果你声明了一个局部变量却没有在相同的代码块中使用它，同样会得到编译错误，例如下面这个例子当中的变量 a：

package main

import "fmt"

func main() {

var a string = "abc"

fmt.Println("hello, world")

}

尝试编译这段代码将得到错误 a declared and not used。

此外，单纯地给 a 赋值也是不够的，这个值必须被使用，所以使用

fmt.Println("hello, world", a)

会移除错误。

但是全局变量是允许声明但不使用。 同一类型的多个变量可以声明在同一行，如：

var a, b, c int

多变量可以在同一行进行赋值，如：

a, b, c = 5, 7, "abc"

上面这行假设了变量 a，b 和 c 都已经被声明，否则的话应该这样使用：

a, b, c := 5, 7, "abc"

右边的这些值以相同的顺序赋值给左边的变量，所以 a 的值是 5， b 的值是 7，c 的值是 "abc"。

这被称为 并行 或 同时 赋值。

如果你想要交换两个变量的值，则可以简单地使用 a, b = b, a。

空白标识符 \_ 也被用于抛弃值，如值 5 在：\_, b = 5, 7 中被抛弃。

\_ 实际上是一个只写变量，你不能得到它的值。这样做是因为 Go 语言中你必须使用所有被声明的变量，但有时你并不需要使用从一个函数得到的所有返回值。

并行赋值也被用于当一个函数返回多个返回值时，比如这里的 val 和错误 err 是通过调用 Func1 函数同时得到：val, err = Func1(var1)。

# 常量

## 1.常量的定义格式：

## **const identifier [type] = value**

## 2.你可以省略类型说明符 [type]，因为编译器可以根据变量的值来推断其类型。

显式类型定义： **const b string = "abc"**

隐式类型定义： **const b = "abc"**

多个相同类型的声明可以简写为：

**const c\_name1, c\_name2 = value1, value2**

## 3.常量还可以用作枚举：

**const (**

**Unknown = 0**

**Female = 1**

**Male = 2**

**)**

## 4.iota，特殊常量，可以认为是一个可以被编译器修改的常量。

iota

在每一个const关键字出现时，被重置为0，然后再下一个const出现之前，每出现一次iota，其所代表的数字会自动增加1。

iota 可以被用作枚举值：

const (

a = iota

b = iota

c = iota

)

第一个 iota 等于 0，每当 iota 在新的一行被使用时，它的值都会自动加 1；所以 a=0, b=1, c=2 可以简写为如下形式：

const (

a = iota

b

c

)

## 5.iota 用法

package main

import "fmt"

func main() {

const (

a = iota //0

b //1

c //2

d = "ha" //独立值，iota += 1

e //"ha" iota += 1

f = 100 //iota +=1

g //100 iota +=1

h = iota //7,恢复计数

i //8

)

fmt.Println(a,b,c,d,e,f,g,h,i)

}

以上实例运行结果为：

0 1 2 ha ha 100 100 7 8

再看个有趣的的 iota 实例：

package main

import "fmt"

const (

i=1<<iota

j=3<<iota

k

l

)

func main() {

fmt.Println("i=",i)

fmt.Println("j=",j)

fmt.Println("k=",k)

fmt.Println("l=",l)

}

以上实例运行结果为：

i= 1

j= 6

k= 12

l= 24

iota表示从0开始自动加1，所以i=1<<0,j=3<<1（<<表示左移的意思），即：i=1,j=6，这没问题，关键在k和l，从输出结果看，k=3<<2，l=3<<3。

# 运算符

## 1.算术运算符

下表列出了所有Go语言的算术运算符。假定 A 值为 10，B 值为 20。

运算符 描述 实例

+ 相加 A + B 输出结果 30

- 相减 A - B 输出结果 -10

\* 相乘 A \* B 输出结果 200

/ 相除 B / A 输出结果 2

% 求余 B % A 输出结果 0

++ 自增 A++ 输出结果 11

-- 自减 A-- 输出结果 9

## 2.关系运算符

下表列出了所有Go语言的关系运算符。假定 A 值为 10，B 值为 20。

运算符 描述 实例

== 检查两个值是否相等，如果相等返回 True 否则返回 False。 (A == B) 为 False

!= 检查两个值是否不相等，如果不相等返回 True 否则返回 False。 (A != B) 为 True

> 检查左边值是否大于右边值，如果是返回 True 否则返回 False。 (A > B) 为 False

< 检查左边值是否小于右边值，如果是返回 True 否则返回 False。 (A < B) 为 True

>= 检查左边值是否大于等于右边值，如果是返回 True 否则返回 False。 (A >= B) 为 False

<= 检查左边值是否小于等于右边值，如果是返回 True 否则返回 False。 (A <= B) 为 True

## 3.逻辑运算符

下表列出了所有Go语言的逻辑运算符。假定 A 值为 True，B 值为 False。

运算符 描述 实例

&& 逻辑 AND 运算符。 如果两边的操作数都是 True，则条件 True，否则为 False。 (A && B) 为 False

|| 逻辑 OR 运算符。 如果两边的操作数有一个 True，则条件 True，否则为 False。 (A || B) 为 True

! 逻辑 NOT 运算符。 如果条件为 True，则逻辑 NOT 条件 False，否则为 True。 !(A && B) 为 True

## 4.位运算符

位运算符对整数在内存中的二进制位进行操作。

下表列出了位运算符 &, |, 和 ^ 的计算：

p q p & q p | q p ^ q

0 0 0 0 0

0 1 0 1 1

1 1 1 1 0

1 0 0 1 1

## 5.赋值运算符

下表列出了所有Go语言的赋值运算符。

运算符 描述 实例

= 简单的赋值运算符，将一个表达式的值赋给一个左值 C = A + B 将 A + B 表达式结果赋值给 C

+= 相加后再赋值 C += A 等于 C = C + A

-= 相减后再赋值 C -= A 等于 C = C - A

\*= 相乘后再赋值 C \*= A 等于 C = C \* A

/= 相除后再赋值 C /= A 等于 C = C / A

%= 求余后再赋值 C %= A 等于 C = C % A

<<= 左移后赋值 C <<= 2 等于 C = C << 2

>>= 右移后赋值 C >>= 2 等于 C = C >> 2

&= 按位与后赋值 C &= 2 等于 C = C & 2

^= 按位异或后赋值 C ^= 2 等于 C = C ^ 2

|= 按位或后赋值 C |= 2 等于 C = C | 2

## 6.其他运算符

下表列出了Go语言的其他运算符。

运算符 描述 实例

& 返回变量存储地址 &a; 将给出变量的实际地址。

\* 指针变量。 \*a; 是一个指针变量

## 7.运算符优先级

有些运算符拥有较高的优先级，二元运算符的运算方向均是从左至右。下表列出了所有运算符以及它们的优先级，由上至下代表优先级由高到低：

优先级 运算符

7 ^ !

6 \* / % << >> & &^

5 + - | ^

4 == != < <= >= >

3 <-

2 &&

1 ||

# 条件语句

## if判断

If a>b{

...

}else if a>c{

...

}else {

...

}

## 2.switch 语句

switch var1 {

case val1:

...

case val2:

...

default:

...

}

变量 var1 可以是任何类型，而 val1 和 val2 则可以是同类型的任意值。类型不被局限于常量或整数，但必须是相同的类型；或者最终结果为相同类型的表达式。

您可以同时测试多个可能符合条件的值，使用逗号分割它们，例如：case val1, val2, val3。

## 3.type Switch类型判断

switch 语句还可以被用于 type-switch 来判断某个 interface 变量中实际存储的变量类型。

Type Switch 语法格式如下：

switch x.(type){

case type:

statement(s);

case type:

statement(s);

/\* 你可以定义任意个数的case \*/

default: /\* 可选 \*/

statement(s);

}

# 循环语句

## for循环

for a := 0; a < 10; a++ {

fmt.Printf("a 的值为: %d\n", a)

}

for a < b {

a++

fmt.Printf("a 的值为: %d\n", a)

}

for i,x:= range numbers {

fmt.Printf("第 %d 位 x 的值 = %d\n", i,x)

}

## 2.循环控制语句

循环控制语句可以控制循环体内语句的执行过程。

GO 语言支持以下几种循环控制语句：

控制语句 描述

break 语句 经常用于中断当前 for 循环或跳出 switch 语句

continue 语句 跳过当前循环的剩余语句，然后继续进行下一轮循环。

goto 语句 将控制转移到被标记的语句。

Goto实例：

package main

import "fmt"

func main() {

/\* 定义局部变量 \*/

var a int = 10

/\* 循环 \*/

LOOP: for a < 20 {

if a == 15 {

/\* 跳过迭代 \*/

a = a + 1

goto LOOP

}

fmt.Printf("a的值为 : %d\n", a)

a++

}

}

以上实例执行结果为：

a的值为 : 10

a的值为 : 11

a的值为 : 12

a的值为 : 13

a的值为 : 14

a的值为 : 16

a的值为 : 17

a的值为 : 18

a的值为 : 19

# go函数与方法--函数独立于类，方法必须是类的函数（参数中有对象）

Go 语言函数方法

Go 函数Go 函数

Go 语言中同时有函数和方法。一个方法就是一个包含了接受者的函数，接受者可以是命名类型或者结构体类型的一个值或者是一个指针。所有给定类型的方法属于该类型的方法集。语法格式如下：

func (variable\_name variable\_data\_type) function\_name() [return\_type]{

/\* 函数体\*/

}

下面定义一个结构体类型和该类型的一个方法：

package main

import (

"fmt"

)

/\* 定义函数 \*/

type Circle struct {

radius float64

}

func main() {

var c1 Circle

c1.radius = 10.00

fmt.Println("Area of Circle(c1) = ", c1.getArea())

}

//该 method 属于 Circle 类型对象中的方法

func (c Circle) getArea() float64 {

//c.radius 即为 Circle 类型对象中的属性

return 3.14 \* c.radius \* c.radius

}

以上代码执行结果为：

Area of Circle(c1) = 314

# 变量作用域（与其它语言类似）

## 1.注意：Go 语言程序中全局变量与局部变量名称可以相同，但是函数内的局部变量会被优先考虑。实例如下：

package main

import "fmt"

/\* 声明全局变量 \*/

var g int = 20

func main() {

/\* 声明局部变量 \*/

var g int = 10

fmt.Printf ("结果： g = %d\n", g)

}

以上实例执行输出结果为：

结果： g = 10

## 注意：初始化局部和全局变量

不同类型的局部和全局变量默认值为：

数据类型 初始化默认值

int 0

float32 0

pointer nil

# 数组

声明：

**var balance [10] float32**

初始化：

**var balance = [5]float32{1000.0, 2.0, 3.4, 7.0, 50.0}** 指定了size就不能超

**var balance = [...]float32{1000.0, 2.0, 3.4, 7.0, 50.0}** 不指定会自动判断

根据索引取值，或者附值
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示例：

package main

import "fmt"

func main() {

var n [10]int /\* n 是一个长度为 10 的数组 \*/

var i,j int

/\* 为数组 n 初始化元素 \*/

for i = 0; i < 10; i++ {

n[i] = i + 100 /\* 设置元素为 i + 100 \*/

}

/\* 输出每个数组元素的值 \*/

for j = 0; j < 10; j++ {

fmt.Printf("Element[%d] = %d\n", j, n[j] )

}

}

# Go语言指针（&-拿变量的地址，\*-拿指针变量对应的值。可以理解为相反的操作）

## 1.获取一个变量的地址 &

package main

import "fmt"

func main() {

var a int = 10

fmt.Printf("变量的地址: %x\n", &a )

}

执行以上代码输出结果为：

变量的地址: 20818a220

## 2.什么是指针

一个指针变量可以指向任何一个值的内存地址它指向那个值的内存地址。

类似于变量和常量，在使用指针前你需要声明指针。指针声明格式如下：

var var\_name \*var-type

var-type 为指针类型，var\_name 为指针变量名，\* 号用于指定变量是作为一个指针。以下是有效的指针声明：

**var ip \*int** /\* 指向整型\*/

**var fp \*float32**  /\* 指向浮点型 \*/

本例中这是一个指向 int 和 float32 的指针。

## 指针数组

ptr 为整型指针数组。因此每个元素都指向了一个值。以下实例的三个整数将存储在指针数组中：

package main

import "fmt"

const MAX int = 3

func main() {

a := []int{10,100,200}

var i int

var ptr [MAX]\*int;

for i = 0; i < MAX; i++ {

ptr[i] = &a[i] /\* 整数地址赋值给指针数组 \*/

}

for i = 0; i < MAX; i++ {

fmt.Printf("a[%d] = %d\n", i,\*ptr[i] )

}

}

以上代码执行输出结果为：

a[0] = 10

a[1] = 100

a[2] = 200

## 指向指针变量的指针

访问指向指针的指针变量值需要使用两个 \* 号，如下所示：

package main

import "fmt"

func main() {

var a int

var ptr \*int

var pptr \*\*int

a = 3000

/\* 指针 ptr 地址 \*/

ptr = &a

/\* 指向指针 ptr 地址 \*/

pptr = &ptr

/\* 获取 pptr 的值 \*/

fmt.Printf("变量 a = %d\n", a )

fmt.Printf("指针变量 \*ptr = %d\n", \*ptr )

fmt.Printf("指向指针的指针变量 \*\*pptr = %d\n", \*\*pptr)

}

以上实例执行输出结果为：

变量 a = 3000

指针变量 \*ptr = 3000

指向指针的指针变量 \*\*pptr = 3000

## 指针作为参数

Go 语言指针作为函数参数

Go 指针Go 指针

Go 语言允许向函数传递指针，只需要在函数定义的参数上设置为指针类型即可。

以下实例演示了如何向函数传递指针，并在函数调用后修改函数内的值，：

package main

import "fmt"

func main() {

/\* 定义局部变量 \*/

var a int = 100

var b int= 200

fmt.Printf("交换前 a 的值 : %d\n", a )

fmt.Printf("交换前 b 的值 : %d\n", b )

/\* 调用函数用于交换值

\* &a 指向 a 变量的地址

\* &b 指向 b 变量的地址

\*/

swap(&a, &b);

fmt.Printf("交换后 a 的值 : %d\n", a )

fmt.Printf("交换后 b 的值 : %d\n", b )

}

func swap(x \*int, y \*int) {

var temp int

temp = \*x /\* 保存 x 地址的值 \*/

\*x = \*y /\* 将 y 赋值给 x \*/

\*y = temp /\* 将 temp 赋值给 y \*/

}

以上实例允许输出结果为：

交换前 a 的值 : 100

交换前 b 的值 : 200

交换后 a 的值 : 200

交换后 b 的值 : 100

# 结构体（类似java中的类的概念）

## 定义与访问结构体

如果要访问结构体成员，需要使用点号 (.) 操作符，格式为："结构体.成员名"。

结构体类型变量使用struct关键字定义，实例如下：

package main

import "fmt"

type Books struct {

title string

author string

subject string

book\_id int

}

func main() {

var Book1 Books /\* 声明 Book1 为 Books 类型 \*/

var Book2 Books /\* 声明 Book2 为 Books 类型 \*/

/\* book 1 描述 \*/

Book1.title = "Go 语言"

Book1.author = "www.runoob.com"

Book1.subject = "Go 语言教程"

Book1.book\_id = 6495407

/\* book 2 描述 \*/

Book2.title = "Python 教程"

Book2.author = "www.runoob.com"

Book2.subject = "Python 语言教程"

Book2.book\_id = 6495700

/\* 打印 Book1 信息 \*/

fmt.Printf( "Book 1 title : %s\n", Book1.title)

fmt.Printf( "Book 1 author : %s\n", Book1.author)

fmt.Printf( "Book 1 subject : %s\n", Book1.subject)

fmt.Printf( "Book 1 book\_id : %d\n", Book1.book\_id)

/\* 打印 Book2 信息 \*/

fmt.Printf( "Book 2 title : %s\n", Book2.title)

fmt.Printf( "Book 2 author : %s\n", Book2.author)

fmt.Printf( "Book 2 subject : %s\n", Book2.subject)

fmt.Printf( "Book 2 book\_id : %d\n", Book2.book\_id)

}

以上实例执行运行结果为：

Book 1 title : Go 语言

Book 1 author : www.runoob.com

Book 1 subject : Go 语言教程

Book 1 book\_id : 6495407

Book 2 title : Python 教程

Book 2 author : www.runoob.com

Book 2 subject : Python 语言教程

Book 2 book\_id : 6495700

## 结构体指针相关操作

接下来让我们使用结构体指针重写以上实例，代码如下：

package main

import "fmt"

type Books struct {

title string

author string

subject string

book\_id int

}

func main() {

var Book1 Books /\* Declare Book1 of type Book \*/

var Book2 Books /\* Declare Book2 of type Book \*/

/\* book 1 描述 \*/

Book1.title = "Go 语言"

Book1.author = "www.runoob.com"

Book1.subject = "Go 语言教程"

Book1.book\_id = 6495407

/\* book 2 描述 \*/

Book2.title = "Python 教程"

Book2.author = "www.runoob.com"

Book2.subject = "Python 语言教程"

Book2.book\_id = 6495700

/\* 打印 Book1 信息 \*/

printBook(&Book1)

/\* 打印 Book2 信息 \*/

printBook(&Book2)

}

func printBook( book \*Books ) {

fmt.Printf( "Book title : %s\n", book.title);

fmt.Printf( "Book author : %s\n", book.author);

fmt.Printf( "Book subject : %s\n", book.subject);

fmt.Printf( "Book book\_id : %d\n", book.book\_id);

}

以上实例执行运行结果为：

Book title : Go 语言

Book author : www.runoob.com

Book subject : Go 语言教程

Book book\_id : 6495407

Book title : Python 教程

Book author : www.runoob.com

Book subject : Python 语言教程

Book book\_id : 6495700

# 切片（也叫动态数组）

## 定义

你可以声明一个未指定大小的数组来定义切片：

var identifier []type

切片不需要说明长度。

或使用make()函数来创建切片:

var slice1 []type = make([]type, len)

也可以简写为

slice1 := make([]type, len)

也可以指定容量，其中capacity为可选参数。

make([]T, length, capacity)

这里 len 是数组的长度并且也是切片的初始长度。

**注意：**

**定义切片：**

**1）make ( []Type ,length, capacity )**

**2) make ( []Type, length)**

**3) []Type{}**

**4) []Type{value1 , value2 , ... , valueN }**

**从3)、4)可见，创建切片跟创建数组唯一的区别在于 Type 前的“ [] ”中是否有数字，为空，则代表切片，否则则代表数组。因为切片是长度可变的。**

## 2.切片初始化

**s :=[] int {1,2,3 }**

直接初始化切片，[]表示是切片类型，{1,2,3}初始化值依次是1,2,3.其cap=len=3

**s := arr[:]**

初始化切片s,是数组arr的引用

**s := arr[startIndex:endIndex]**

将arr中从下标startIndex到endIndex-1 下的元素创建为一个新的切片

**s := arr[startIndex:]**

缺省endIndex时将表示一直到arr的最后一个元素

**s := arr[:endIndex]**

缺省startIndex时将表示从arr的第一个元素开始

**s1 := s[startIndex:endIndex]**

通过切片s初始化切片s1

**s :=make([]int,len,cap)**

通过内置函数make()初始化切片s,[]int 标识为其元素类型为int的切片

## 3.len() 和 cap() 函数

切片是可索引的，并且可以由 len() 方法获取长度。

切片提供了计算容量的方法 cap() 可以测量切片最长可以达到多少。

以下为具体实例：

package main

import "fmt"

func main() {

var numbers = make([]int,3,5)

printSlice(numbers)

}

func printSlice(x []int){

fmt.Printf("len=%d cap=%d slice=%v\n",len(x),cap(x),x)

}

以上实例运行输出结果为:

len=3 cap=5 slice=[0 0 0]

## 4.空(nil)切片

一个切片在未初始化之前默认为 nil，长度为 0，实例如下：

package main

import "fmt"

func main() {

var numbers []int

printSlice(numbers)

if(numbers == nil){

fmt.Printf("切片是空的")

}

}

func printSlice(x []int){

fmt.Printf("len=%d cap=%d slice=%v\n",len(x),cap(x),x)

}

以上实例运行输出结果为:

len=0 cap=0 slice=[]

切片是空的

## 5.切片截取

可以通过设置下限及上限来设置截取切片 [lower-bound:upper-bound]，实例如下：

package main

import "fmt"

func main() {

/\* 创建切片 \*/

numbers := []int{0,1,2,3,4,5,6,7,8}

printSlice(numbers)

/\* 打印原始切片 \*/

fmt.Println("numbers ==", numbers)

/\* 打印子切片从索引1(包含) 到索引4(不包含)\*/

fmt.Println("numbers[1:4] ==", numbers[1:4])

/\* 默认下限为 0\*/

fmt.Println("numbers[:3] ==", numbers[:3])

/\* 默认上限为 len(s)\*/

fmt.Println("numbers[4:] ==", numbers[4:])

numbers1 := make([]int,0,5)

printSlice(numbers1)

/\* 打印子切片从索引 0(包含) 到索引 2(不包含) \*/

number2 := numbers[:2]

printSlice(number2)

/\* 打印子切片从索引 2(包含) 到索引 5(不包含) \*/

number3 := numbers[2:5]

printSlice(number3)

}

func printSlice(x []int){

fmt.Printf("len=%d cap=%d slice=%v\n",len(x),cap(x),x)

}

执行以上代码输出结果为：

len=9 cap=9 slice=[0 1 2 3 4 5 6 7 8]

numbers == [0 1 2 3 4 5 6 7 8]

numbers[1:4] == [1 2 3]

numbers[:3] == [0 1 2]

numbers[4:] == [4 5 6 7 8]

len=0 cap=5 slice=[]

len=2 cap=9 slice=[0 1]

len=3 cap=7 slice=[2 3 4]

## 6.append() 和 copy() 函数

如果想增加切片的容量，我们必须创建一个新的更大的切片并把原分片的内容都拷贝过来。

下面的代码描述了从拷贝切片的 copy 方法和向切片追加新元素的 append 方法。

package main

import "fmt"

func main() {

var numbers []int

printSlice(numbers)

/\* 允许追加空切片 \*/

numbers = append(numbers, 0)

printSlice(numbers)

/\* 向切片添加一个元素 \*/

numbers = append(numbers, 1)

printSlice(numbers)

/\* 同时添加多个元素 \*/

numbers = append(numbers, 2,3,4)

printSlice(numbers)

/\* 创建切片 numbers1 是之前切片的两倍容量\*/

numbers1 := make([]int, len(numbers), (cap(numbers))\*2)

/\* 拷贝 numbers 的内容到 numbers1 \*/

copy(numbers1,numbers)

printSlice(numbers1)

}

func printSlice(x []int){

fmt.Printf("len=%d cap=%d slice=%v\n",len(x),cap(x),x)

}

以上代码执行输出结果为：

len=0 cap=0 slice=[]

len=1 cap=1 slice=[0]

len=2 cap=2 slice=[0 1]

len=5 cap=6 slice=[0 1 2 3 4]

len=5 cap=12 slice=[0 1 2 3 4]

# RANGE

## 操作数组与切片（返回多值 ，序号与值）

nums := []int{2, 3, 4}

sum := 0

for \_, num := range nums {

sum += num

}

fmt.Println("sum:", sum)

for i, num := range nums {

if num == 3 {

fmt.Println("index:", i)

}

}

## 操作map 返回key 与value

kvs := map[string]string{"a": "apple", "b": "banana"}

for k, v := range kvs {

fmt.Printf("%s -> %s\n", k, v)

}

## 操作字符串 (返回索引与Unicode值)

for i, c := range "go" {

fmt.Println(i, c)

}

# Map集合

## 定义两种方式

其一：

声明变量，默认map是nil

**Var myMap map[key\_type]valuetype**

其二：

**myMap:=make(map[key\_type]value\_type)**

## 附值与取值与删除

**var countryCapitalMap map[string]string**

**countryCapitalMap["France"] = "Paris"**

取值：

**fmt.Println("Capital of",country,"is",countryCapitalMap[country])**

删除：

**delete(countryCapitalMap,"France");**

# 类型转换--类型名（要转换的变量）

var sum int = 17

var count int = 5

var mean float32

mean = float32(sum)/float32(count)

# 接口与实现--(只要实现了接口中的所有方法就算是实现了该接口，不必像java那样implents 接口，来实现某接口)

Go 语言提供了另外一种数据类型即接口，它把所有的具有共性的方法定义在一起，任何其他类型只要实现了这些方法就是实现了这个接口。

package main

import (

"fmt"

)

type Phone interface {

call()

}

type NokiaPhone struct {

}

func (nokiaPhone NokiaPhone) call() {

fmt.Println("I am Nokia, I can call you!")

}

type IPhone struct {

}

func (iPhone IPhone) call() {

fmt.Println("I am iPhone, I can call you!")

}

func main() {

var phone Phone

phone = new(NokiaPhone)

phone.call()

phone = new(IPhone)

phone.call()

}

在上面的例子中，我们定义了一个接口Phone，接口里面有一个方法call()。然后我们在main函数里面定义了一个Phone类型变量，并分别为之赋值为NokiaPhone和IPhone。然后调用call()方法，输出结果如下：

I am Nokia, I can call you!

I am iPhone, I can call you!

# 二十.错误处理

Go 语言通过内置的错误接口提供了非常简单的错误处理机制。

error类型是一个接口类型，这是它的定义：

type error interface {

Error() string

}

我们可以在编码中通过实现 error 接口类型来生成错误信息。

函数通常在最后的返回值中返回错误信息。使用errors.New 可返回一个错误信息：

func Sqrt(f float64) (float64, error) {

if f < 0 {

return 0, errors.New("math: square root of negative number")

}

// 实现

}

# 二十一.概念知识点--new()与make()的区别

new 的作用是 初始化 一个指向类型的指针 (\*T)， make 的作用是为 slice, map 或者 channel 初始化，并且返回引用 T

make(T, args)函数的目的与new(T)不同。它仅仅用于创建 Slice, Map 和 Channel，并且返回类型是 T（不是T\*）的一个初始化的（不是零值）的实例。