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# 概述

数据交换软件是一款数据交换的接口软件，它利用sql语言对关系型数据库的数据，通过交换转换成json格式的文本，然后通过socket通信传输给web调用，通过web的service的接口对外发布服务，使得可以兼容各类数据库，数据交换成统一的web接口命令，可以成立为永久性的数据交换接口使用。

# 软件运行的软硬件环境

硬件环境：

Intel cpu xen处理器，内存16g以上，硬盘空间为300G

软件环境：

Ubuntu Linux 16.04操作系统

兼容windows系统，windows 2008以上服务器操作系统

编译环境为golang 1.9.0以上版本

# 安装使用说明

软件文件包括main.go文件和lib目录，lib目录下有client.go，decode.go，dial.go，encode.go，http.go，sql.go。Lib下目录文件为软件sdk开发库。主体文件为main.go。

运行程序在系统命令行下运行 go run main.go ,执行后如图：
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此种状态下，软件对外打开socket通信服务，外部命令可以通过json格式的文本输入进系统中。

如果想要查看服务端口打开与否，可以运行telnet 127.0.0.1 5912, 5912位本软件的缺省段阔，实际情况按照用户需求配置。如下图：
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在命令行模式下，运行 go run main.go web ,如下图：
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此种状态，软件打开web服务器，可以通过web调用把json格式文本输入软件系统，并主动连接后台数据库，对此数据进行操作处理。

在web服务器起来后，可以通过浏览器测试web通信是否正常，利用浏览器浏览127.0.0.1：9234/select，如下图：

![webselect](data:image/png;base64,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)

反馈结果为ok，代表select操作测试正常。

在web服务器起来后，可以通过浏览器测试web通信是否正常，利用浏览器浏览127.0.0.1：9234/update，如下图：
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反馈结果为ok，代表update操作测试正常。

如果反馈结果为404错误，代表操作测试失败，如下图：
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实际环境中，使用本软件，需要进行二次开发，利用本软件提供的api函数，进行接口应用开发，编译出实际使用的exe软件。

# 软件接口api说明

## func main()

软件的主函数，实现软件的主框架的主循环。

## func webserver()

将获取到的数据根据http协议进行解码，并启动web服务，实现web接口功能

## func netsocket()

在tcpip网络中实现socket通信，利用socket的接口应用实现网络数据交换。

## func dbblock()

兼容各类数据库封装的数据模块。本文例子都使用mysql。

## func (web \*WEB)listen(conn \*net.Conn)

Web服务器启动，使用此函数实现稳定的监听，保证web接口的有效使用

## func (web \*WEB)recv(conn \*net.Conn)

Web服务器的接受功能，通过web的服务器的conn接口，实现web接受数据功能

## func(web \*WEB)send(conn \*net.Conn)

Web服务器的发送共能，通过web服务器的conn接口，实现web的发送数据功能

## func(web \*WEB)stop(conn \*net.Conn)

启动web服务器后，停止web服务，并清扫内存残留。

## func (d \*Dialer) deadline(ctx context.Context, now time.Time) (earliest time.Time)

Socket通信建立后，设置socket链接的超时时间，切断上下文内容，反馈切断上下文的最早的时间。

## func (d \*Dialer) resolver() \*Resolver

解析网络socket通信中的域名服务

## func parseNetwork(ctx context.Context, network string, needsProto bool) (afnet string, proto int, err error)

处理socket通信中，网络上下文内容为可读字串，反馈网络名称协议和出错信息。

## func (r \*Resolver) resolveAddrList(ctx context.Context, op, network, addr string, hint Addr) (addrList, error)

解析网络socket通信中的域名服务，但是根据上下文进行批量操作，反馈地址序列和出错信息。

## func Dial(network, address string) (Conn, error)

Socket的网络连接，主动发起连接。反馈socket的连接和出错信息。

## func (d \*Dialer) Dial(network, address string) (Conn, error)

在socket连接对象中，主动发起连接。反馈socket的连接和出错信息。

## func (d \*Dialer) DialContext(ctx context.Context, network, address string)

根据上下文，在socket连接对象中，主动发起连接。反馈socket的连接和出错信息。

## func dialParallel(ctx context.Context, dp \*dialParam, primaries, fallbacks addrList) (Conn, error)

根据上下文，输入网络参数，地址列表，并行的发起连接，反馈socket的连接和出错信息。

## func dialSingle(ctx context.Context, dp \*dialParam, ra Addr) (c Conn, err error)

根据上下文，输入网络参数，发送单一连接，反馈socket连接和出错信息。

## func (k \*contextKey) String() string { return "net/http context value " + k.name }

在上下文的对象中，解析出可读字符串。

## func hasPort(s string) bool { return strings.LastIndex(s, ":") > strings.LastIndex(s, "]") }

根据输入字串，获取url字串中的端口port的数值。

## func isASCII(s string) bool

判断是否为ascii的字串，对输出为true，不对输出为false

## func refererForURL(lastReq, newReq \*url.URL) string

获取web通信中的refer的url，输出为字串。

## func (c \*Client) send(req \*Request, deadline time.Time) (resp \*Response, didTimeout func() bool, err error)

在客户端的对象中，发送请求，并根据超时时间限制发送时间，反馈成功为true，不成功为false，并在反馈输出反应对象。

## func send(ireq \*Request, rt RoundTripper, deadline time.Time) (resp \*Response, didTimeout func() bool, err error)

在客户端的对象中，发送请求，并根据超时时间限制发送时间，反馈成功为true，不成功为false，并在反馈输出反应对象。发送循环次数有设置，根据输入所决定。

## func setRequestCancel(req \*Request, rt RoundTripper, deadline time.Time) (stopTimer func(), didTimeout func() bool)

设置请求取消，反馈停止时间

## func basicAuth(username, password string) string

网络通信中认证，输入用户名和密码，输出sha256的数值

## func Get(url string) (resp \*Response, err error)

在socket通信中，发送get命令，获取响应。

## func (c \*Client) checkRedirect(req \*Request, via []\*Request) error

在客户端对象中，通过请求，检查重定向。

## func (c \*Client) makeHeadersCopier(ireq \*Request) func(\*Request)

备份制作一份数据包头内容。

## func Post(url string, contentType string, body io.Reader) (resp \*Response, err error)

Web通信中发送post命令。

## func (c \*Client) Post(url string, contentType string, body io.Reader) (resp \*Response, err error)

在客户端对象中，发送post命令。

## func PostForm(url string, data url.Values) (resp \*Response, err error)

Web通信中发送post命令，命令的格式为html中的格式。

## func (c \*Client) PostForm(url string, data url.Values) (resp \*Response, err error)

在客户端对象中，发送post命令，命令的格式为html中的Form格式。

## func dbinit()

数据库操作之前的初始化。

## func (ns \*NullString) Scan(value interface{}) error

扫描数据库，获取数据库结构。

## func (ns NullString) Value() (driver.Value, error)

根据驱动字串，获取驱动属于哪个数据库的操作。

## func (n NullInt64) Value() (driver.Value, error)

根据驱动数值，获取驱动属于哪个数据库的操作。

## func (db \*DB) maxIdleConnsLocked() int

获取数据库的最大连接锁定的数值。

## func (db \*DB) SetMaxIdleConns(n int)

设置数据库最大空闲连接数。

## func (db \*DB) connectionCleaner(d time.Duration)

在数据库对象中，清理连接。

## func (db \*DB) Stats() DBStats

获取数据库的连接状态信息。

## func (db \*DB) maybeOpenNewConnections()

在数据库对象中，打开新连接。

## func (db \*DB) connectionOpener()

在数据库对象中，获取打开的连接。

## func (db \*DB) openNewConnection()

数据库打开新连接。

## func (db \*DB) nextRequestKeyLocked() uint64

在数据库对象中，下次请求，并锁定。

## func (db \*DB) conn(ctx context.Context, strategy connReuseStrategy)

根据上下文和策略获取数据库的连接。

## func (db \*DB) putConn(dc \*driverConn, err error)

在驱动对象中，把各类数据库的驱动放置在统一的连接中。

## func (db \*DB) putConnDBLocked(dc \*driverConn, err error) bool

在驱动对象中，把各类数据库的驱动放置在统一的连接中并锁定连接。

## func Marshal(v interface{}) ([]byte, error)

json格式化字串，实现标准的json对象字符串。

## func Unmarshal(data []byte, v interface{}) error

把json字符串解码成json对象结构。

# **Lib库接口api说明**

## http包

import "net/http"

http包提供了HTTP客户端和服务端的实现。

Get、Head、Post和PostForm函数发出HTTP/ HTTPS请求。

resp, err := http.Get("<http://example.com/>")

...

resp, err := http.Post("<http://example.com/upload>", "image/jpeg", &buf)

...

resp, err := http.PostForm("<http://example.com/form>",

url.Values{"key": {"Value"}, "id": {"123"}})

程序在使用完回复后必须关闭回复的主体。

resp, err := http.Get("<http://example.com/>")

if err != nil {

// handle error

}

defer resp.Body.Close()

body, err := ioutil.ReadAll(resp.Body)

// ...

要管理HTTP客户端的头域、重定向策略和其他设置，创建一个Client：

client := &http.Client{

CheckRedirect: redirectPolicyFunc,

}

resp, err := client.Get("[http://example.com](http://example.com/)")

// ...

req, err := http.NewRequest("GET", "[http://example.com](http://example.com/)", nil)

// ...

req.Header.Add("If-None-Match", `W/"wyzzy"`)

resp, err := client.Do(req)

// ...

要管理代理、TLS配置、keep-alive、压缩和其他设置，创建一个Transport：

tr := &http.Transport{

TLSClientConfig: &tls.Config{RootCAs: pool},

DisableCompression: true,

}

client := &http.Client{Transport: tr}

resp, err := client.Get("[https://example.com](https://example.com/)")

Client和Transport类型都可以安全的被多个go程同时使用。出于效率考虑，应该一次建立、尽量重用。

ListenAndServe使用指定的监听地址和处理器启动一个HTTP服务端。处理器参数通常是nil，这表示采用包变量DefaultServeMux作为处理器。Handle和HandleFunc函数可以向DefaultServeMux添加处理器。

http.Handle("/foo", fooHandler)

http.HandleFunc("/bar", func(w http.ResponseWriter, r \*http.Request) {

fmt.Fprintf(w, "Hello, %q", html.EscapeString(r.URL.Path))

})

log.Fatal(http.ListenAndServe(":8080", nil))

要管理服务端的行为，可以创建一个自定义的Server：

s := &http.Server{

Addr: ":8080",

Handler: myHandler,

ReadTimeout: 10 \* time.Second,

WriteTimeout: 10 \* time.Second,

MaxHeaderBytes: 1 << 20,

}

log.Fatal(s.ListenAndServe())

· [Constants](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "pkg-constants)

· [Variables](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "pkg-variables)

· [type ProtocolError](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "ProtocolError)

* [func (err \*ProtocolError) Error() string](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "ProtocolError.Error)

· [func CanonicalHeaderKey(s string) string](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "CanonicalHeaderKey)

· [func DetectContentType(data []byte) string](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "DetectContentType)

· [func ParseHTTPVersion(vers string) (major, minor int, ok bool)](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "ParseHTTPVersion)

· [func ParseTime(text string) (t time.Time, err error)](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "ParseTime)

· [func StatusText(code int) string](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "StatusText)

· [type ConnState](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "ConnState)

* [func (c ConnState) String() string](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "ConnState.String)

· [type Header](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Header)

* [func (h Header) Get(key string) string](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Header.Get)
* [func (h Header) Set(key, value string)](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Header.Set)
* [func (h Header) Add(key, value string)](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Header.Add)
* [func (h Header) Del(key string)](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Header.Del)
* [func (h Header) Write(w io.Writer) error](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Header.Write)
* [func (h Header) WriteSubset(w io.Writer, exclude map[string]bool) error](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Header.WriteSubset)

· [type Cookie](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Cookie)

* [func (c \*Cookie) String() string](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Cookie.String)

· [type CookieJar](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "CookieJar)

· [type Request](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Request)

* [func NewRequest(method, urlStr string, body io.Reader) (\*Request, error)](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "NewRequest)
* [func ReadRequest(b \*bufio.Reader) (req \*Request, err error)](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "ReadRequest)
* [func (r \*Request) ProtoAtLeast(major, minor int) bool](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Request.ProtoAtLeast)
* [func (r \*Request) UserAgent() string](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Request.UserAgent)
* [func (r \*Request) Referer() string](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Request.Referer)
* [func (r \*Request) AddCookie(c \*Cookie)](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Request.AddCookie)
* [func (r \*Request) SetBasicAuth(username, password string)](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Request.SetBasicAuth)
* [func (r \*Request) Write(w io.Writer) error](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Request.Write)
* [func (r \*Request) WriteProxy(w io.Writer) error](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Request.WriteProxy)
* [func (r \*Request) Cookies() []\*Cookie](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Request.Cookies)
* [func (r \*Request) Cookie(name string) (\*Cookie, error)](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Request.Cookie)
* [func (r \*Request) ParseForm() error](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Request.ParseForm)
* [func (r \*Request) ParseMultipartForm(maxMemory int64) error](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Request.ParseMultipartForm)
* [func (r \*Request) FormValue(key string) string](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Request.FormValue)
* [func (r \*Request) PostFormValue(key string) string](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Request.PostFormValue)
* [func (r \*Request) FormFile(key string) (multipart.File, \*multipart.FileHeader, error)](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Request.FormFile)
* [func (r \*Request) MultipartReader() (\*multipart.Reader, error)](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Request.MultipartReader)

· [type Response](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Response)

* [func ReadResponse(r \*bufio.Reader, req \*Request) (\*Response, error)](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "ReadResponse)
* [func (r \*Response) ProtoAtLeast(major, minor int) bool](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Response.ProtoAtLeast)
* [func (r \*Response) Cookies() []\*Cookie](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Response.Cookies)
* [func (r \*Response) Location() (\*url.URL, error)](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Response.Location)
* [func (r \*Response) Write(w io.Writer) error](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Response.Write)

· [type ResponseWriter](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "ResponseWriter)

· [type Flusher](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Flusher)

· [type CloseNotifier](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "CloseNotifier)

· [type Hijacker](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Hijacker)

· [type RoundTripper](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "RoundTripper)

· [type Transport](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Transport)

* [func (t \*Transport) RegisterProtocol(scheme string, rt RoundTripper)](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Transport.RegisterProtocol)
* [func (t \*Transport) RoundTrip(req \*Request) (resp \*Response, err error)](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Transport.RoundTrip)
* [func (t \*Transport) CloseIdleConnections()](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Transport.CloseIdleConnections)
* [func (t \*Transport) CancelRequest(req \*Request)](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Transport.CancelRequest)

· [type Client](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Client)

* [func (c \*Client) Do(req \*Request) (resp \*Response, err error)](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Client.Do)
* [func (c \*Client) Head(url string) (resp \*Response, err error)](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Client.Head)
* [func (c \*Client) Get(url string) (resp \*Response, err error)](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Client.Get)
* [func (c \*Client) Post(url string, bodyType string, body io.Reader) (resp \*Response, err error)](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Client.Post)
* [func (c \*Client) PostForm(url string, data url.Values) (resp \*Response, err error)](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Client.PostForm)

· [type Handler](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Handler)

* [func NotFoundHandler() Handler](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "NotFoundHandler)
* [func RedirectHandler(url string, code int) Handler](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "RedirectHandler)
* [func TimeoutHandler(h Handler, dt time.Duration, msg string) Handler](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "TimeoutHandler)
* [func StripPrefix(prefix string, h Handler) Handler](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "StripPrefix)

· [type HandlerFunc](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "HandlerFunc)

* [func (f HandlerFunc) ServeHTTP(w ResponseWriter, r \*Request)](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "HandlerFunc.ServeHTTP)

· [type ServeMux](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "ServeMux)

* [func NewServeMux() \*ServeMux](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "NewServeMux)
* [func (mux \*ServeMux) Handle(pattern string, handler Handler)](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "ServeMux.Handle)
* [func (mux \*ServeMux) HandleFunc(pattern string, handler func(ResponseWriter, \*Request))](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "ServeMux.HandleFunc)
* [func (mux \*ServeMux) Handler(r \*Request) (h Handler, pattern string)](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "ServeMux.Handler)
* [func (mux \*ServeMux) ServeHTTP(w ResponseWriter, r \*Request)](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "ServeMux.ServeHTTP)

· [type Server](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Server)

* [func (s \*Server) SetKeepAlivesEnabled(v bool)](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Server.SetKeepAlivesEnabled)
* [func (srv \*Server) Serve(l net.Listener) error](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Server.Serve)
* [func (srv \*Server) ListenAndServe() error](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Server.ListenAndServe)
* [func (srv \*Server) ListenAndServeTLS(certFile, keyFile string) error](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Server.ListenAndServeTLS)

· [type File](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "File)

· [type FileSystem](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "FileSystem)

· [type Dir](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Dir)

* [func (d Dir) Open(name string) (File, error)](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Dir.Open)

· [func NewFileTransport(fs FileSystem) RoundTripper](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "NewFileTransport)

· [func FileServer(root FileSystem) Handler](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "FileServer)

· [func SetCookie(w ResponseWriter, cookie \*Cookie)](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "SetCookie)

· [func Redirect(w ResponseWriter, r \*Request, urlStr string, code int)](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Redirect)

· [func NotFound(w ResponseWriter, r \*Request)](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "NotFound)

· [func Error(w ResponseWriter, error string, code int)](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Error)

· [func ServeContent(w ResponseWriter, req \*Request, name string, modtime time.Time, content io.ReadSeeker)](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "ServeContent)

· [func ServeFile(w ResponseWriter, r \*Request, name string)](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "ServeFile)

· [func MaxBytesReader(w ResponseWriter, r io.ReadCloser, n int64) io.ReadCloser](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "MaxBytesReader)

· [func ProxyURL(fixedURL \*url.URL) func(\*Request) (\*url.URL, error)](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "ProxyURL)

· [func ProxyFromEnvironment(req \*Request) (\*url.URL, error)](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "ProxyFromEnvironment)

· [func Head(url string) (resp \*Response, err error)](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Head)

· [func Get(url string) (resp \*Response, err error)](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Get)

· [func Post(url string, bodyType string, body io.Reader) (resp \*Response, err error)](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Post)

· [func PostForm(url string, data url.Values) (resp \*Response, err error)](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "PostForm)

· [func Handle(pattern string, handler Handler)](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Handle)

· [func HandleFunc(pattern string, handler func(ResponseWriter, \*Request))](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "HandleFunc)

· [func Serve(l net.Listener, handler Handler) error](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Serve)

· [func ListenAndServe(addr string, handler Handler) error](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "ListenAndServe)

· [func ListenAndServeTLS(addr string, certFile string, keyFile string, handler Handler) error](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "ListenAndServeTLS)

#### Examples

· [FileServer](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "example-FileServer)

· [FileServer (StripPrefix)](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "example-FileServer--StripPrefix)

· [Get](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "example-Get)

· [Hijacker](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "example-Hijacker)

· [ServeMux.Handle](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "example-ServeMux-Handle)

· [StripPrefix](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "example-StripPrefix)

const (

StatusContinue = 100

StatusSwitchingProtocols = 101

StatusOK = 200

StatusCreated = 201

StatusAccepted = 202

StatusNonAuthoritativeInfo = 203

StatusNoContent = 204

StatusResetContent = 205

StatusPartialContent = 206

StatusMultipleChoices = 300

StatusMovedPermanently = 301

StatusFound = 302

StatusSeeOther = 303

StatusNotModified = 304

StatusUseProxy = 305

StatusTemporaryRedirect = 307

StatusBadRequest = 400

StatusUnauthorized = 401

StatusPaymentRequired = 402

StatusForbidden = 403

StatusNotFound = 404

StatusMethodNotAllowed = 405

StatusNotAcceptable = 406

StatusProxyAuthRequired = 407

StatusRequestTimeout = 408

StatusConflict = 409

StatusGone = 410

StatusLengthRequired = 411

StatusPreconditionFailed = 412

StatusRequestEntityTooLarge = 413

StatusRequestURITooLong = 414

StatusUnsupportedMediaType = 415

StatusRequestedRangeNotSatisfiable = 416

StatusExpectationFailed = 417

StatusTeapot = 418

StatusInternalServerError = 500

StatusNotImplemented = 501

StatusBadGateway = 502

StatusServiceUnavailable = 503

StatusGatewayTimeout = 504

StatusHTTPVersionNotSupported = 505

)

HTTP状态码，参见[RFC 2616](http://tools.ietf.org/html/rfc2616)

const DefaultMaxHeaderBytes = 1 << 20 // 1 MB

DefaultMaxHeaderBytes是HTTP请求的头域最大允许长度。可以通过设置Server.MaxHeaderBytes字段来覆盖。

const DefaultMaxIdleConnsPerHost = 2

DefaultMaxIdleConnsPerHost是Transport的MaxIdleConnsPerHost的默认值。

const TimeFormat = "Mon, 02 Jan 2006 15:04:05 GMT"

TimeFormat是当解析或生产HTTP头域中的时间时，用与time.Parse或time.Format函数的时间格式。这种格式类似time.RFC1123但强制采用GMT时区。

### Variables

var (

ErrHeaderTooLong = &[ProtocolError](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "ProtocolError){"header too long"}

ErrShortBody = &[ProtocolError](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "ProtocolError){"entity body too short"}

ErrNotSupported = &[ProtocolError](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "ProtocolError){"feature not supported"}

ErrUnexpectedTrailer = &[ProtocolError](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "ProtocolError){"trailer header without chunked transfer encoding"}

ErrMissingContentLength = &[ProtocolError](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "ProtocolError){"missing ContentLength in HEAD response"}

ErrNotMultipart = &[ProtocolError](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "ProtocolError){"request Content-Type isn't multipart/form-data"}

ErrMissingBoundary = &[ProtocolError](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "ProtocolError){"no multipart boundary param in Content-Type"}

)

HTTP请求的解析错误。

var (

ErrWriteAfterFlush = [errors](http://godoc.org/errors).[New](http://godoc.org/errors" \l "New)("Conn.Write called after Flush")

ErrBodyNotAllowed = [errors](http://godoc.org/errors).[New](http://godoc.org/errors" \l "New)("http: request method or response status code does not allow body")

ErrHijacked = [errors](http://godoc.org/errors).[New](http://godoc.org/errors" \l "New)("Conn has been hijacked")

ErrContentLength = [errors](http://godoc.org/errors).[New](http://godoc.org/errors" \l "New)("Conn.Write wrote more than the declared Content-Length")

)

会被HTTP服务端返回的错误。

var DefaultClient = &[Client](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Client){}

DefaultClient是用于包函数Get、Head和Post的默认Client。

var DefaultServeMux = [NewServeMux](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "NewServeMux)()

DefaultServeMux是用于Serve的默认ServeMux。

var ErrBodyReadAfterClose = [errors](http://godoc.org/errors).[New](http://godoc.org/errors" \l "New)("http: invalid Read on closed Body")

在Resquest或Response的Body字段已经关闭后，试图从中读取时，就会返回ErrBodyReadAfterClose。这个错误一般发生在：HTTP处理器中调用完ResponseWriter 接口的WriteHeader或Write后从请求中读取数据的时候。

var ErrHandlerTimeout = [errors](http://godoc.org/errors).[New](http://godoc.org/errors" \l "New)("http: Handler timeout")

在处理器超时以后调用ResponseWriter接口的Write方法，就会返回ErrHandlerTimeout。

var ErrLineTooLong = [errors](http://godoc.org/errors).[New](http://godoc.org/errors" \l "New)("header line too long")

var ErrMissingFile = [errors](http://godoc.org/errors).[New](http://godoc.org/errors" \l "New)("http: no such file")

当请求中没有提供给FormFile函数的文件字段名，或者该字段名不是文件字段时，该函数就会返回ErrMissingFile。

var ErrNoCookie = [errors](http://godoc.org/errors).[New](http://godoc.org/errors" \l "New)("http: named cookie not present")

var ErrNoLocation = [errors](http://godoc.org/errors).[New](http://godoc.org/errors" \l "New)("http: no Location header in response")

### type [ProtocolError](https://github.com/golang/go/blob/master/src/net/http/request.go?name=release" \l "38" \o "View Source)

type ProtocolError struct {

ErrorString [string](http://godoc.org/builtin" \l "string)

}

HTTP请求解析错误。

#### func (\*ProtocolError) [Error](https://github.com/golang/go/blob/master/src/net/http/request.go?name=release" \l "42" \o "View Source)

func (err \*[ProtocolError](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "ProtocolError)) Error() [string](http://godoc.org/builtin" \l "string)

### func [CanonicalHeaderKey](https://github.com/golang/go/blob/master/src/net/http/header.go?name=release" \l "171" \o "View Source)

func CanonicalHeaderKey(s [string](http://godoc.org/builtin" \l "string)) [string](http://godoc.org/builtin" \l "string)

CanonicalHeaderKey函数返回头域（表示为Header类型）的键s的规范化格式。规范化过程中让单词首字母和'-'后的第一个字母大写，其余字母小写。例如，"accept-encoding"规范化为"Accept-Encoding"。

### func [DetectContentType](https://github.com/golang/go/blob/master/src/net/http/sniff.go?name=release" \l "21" \o "View Source)

func DetectContentType(data [][byte](http://godoc.org/builtin" \l "byte)) [string](http://godoc.org/builtin" \l "string)

DetectContentType函数实现了<http://mimesniff.spec.whatwg.org/>描述的算法，用于确定数据的Content-Type。函数总是返回一个合法的MIME类型；如果它不能确定数据的类型，将返回"application/octet-stream"。它最多检查数据的前512字节。

### func [ParseHTTPVersion](https://github.com/golang/go/blob/master/src/net/http/request.go?name=release" \l "448" \o "View Source)

func ParseHTTPVersion(vers [string](http://godoc.org/builtin" \l "string)) (major, minor [int](http://godoc.org/builtin" \l "int), ok [bool](http://godoc.org/builtin" \l "bool))

ParseHTTPVersion解析HTTP版本字符串。如"HTTP/1.0"返回(1, 0, true)。

### func [ParseTime](https://github.com/golang/go/blob/master/src/net/http/header.go?name=release" \l "79" \o "View Source)

func ParseTime(text [string](http://godoc.org/builtin" \l "string)) (t [time](http://godoc.org/time).[Time](http://godoc.org/time" \l "Time), err [error](http://godoc.org/builtin" \l "error))

ParseTime用3种格式TimeFormat, time.RFC850和time.ANSIC尝试解析一个时间头的值（如Date: header）。

### func [StatusText](https://github.com/golang/go/blob/master/src/net/http/status.go?name=release" \l "118" \o "View Source)

func StatusText(code [int](http://godoc.org/builtin" \l "int)) [string](http://godoc.org/builtin" \l "string)

StatusText返回HTTP状态码code对应的文本，如220对应"OK"。如果code是未知的状态码，会返回""。

### type [ConnState](https://github.com/golang/go/blob/master/src/net/http/server.go?name=release" \l "1614" \o "View Source)

type ConnState [int](http://godoc.org/builtin" \l "int)

ConnState代表一个客户端到服务端的连接的状态。本类型用于可选的Server.ConnState回调函数。

const (

// StateNew代表一个新的连接，将要立刻发送请求。

// 连接从这个状态开始，然后转变为StateAlive或StateClosed。

StateNew [ConnState](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "ConnState) = [iota](http://godoc.org/builtin" \l "iota)

// StateActive代表一个已经读取了请求数据1到多个字节的连接。

// 用于StateAlive的Server.ConnState回调函数在将连接交付给处理器之前被触发，

// 等到请求被处理完后，Server.ConnState回调函数再次被触发。

// 在请求被处理后，连接状态改变为StateClosed、StateHijacked或StateIdle。

StateActive

// StateIdle代表一个已经处理完了请求、处在闲置状态、等待新请求的连接。

// 连接状态可以从StateIdle改变为StateActive或StateClosed。

StateIdle

// 代表一个被劫持的连接。这是一个终止状态，不会转变为StateClosed。

StateHijacked

// StateClosed代表一个关闭的连接。

// 这是一个终止状态。被劫持的连接不会转变为StateClosed。

StateClosed

)

#### func (ConnState) [String](https://github.com/golang/go/blob/master/src/net/http/server.go?name=release" \l "1655" \o "View Source)

func (c [ConnState](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "ConnState)) String() [string](http://godoc.org/builtin" \l "string)

### type [Header](https://github.com/golang/go/blob/master/src/net/http/header.go?name=release" \l "19" \o "View Source)

type Header map[[string](http://godoc.org/builtin" \l "string)][][string](http://godoc.org/builtin" \l "string)

Header代表HTTP头域的键值对。

#### func (Header) [Get](https://github.com/golang/go/blob/master/src/net/http/header.go?name=release" \l "38" \o "View Source)

func (h [Header](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Header)) Get(key [string](http://godoc.org/builtin" \l "string)) [string](http://godoc.org/builtin" \l "string)

Get返回键对应的第一个值，如果键不存在会返回""。如要获取该键对应的值切片，请直接用规范格式的键访问map。

#### func (Header) [Set](https://github.com/golang/go/blob/master/src/net/http/header.go?name=release" \l "30" \o "View Source)

func (h [Header](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Header)) Set(key, value [string](http://godoc.org/builtin" \l "string))

Set添加键值对到h，如键已存在则会用只有新值一个元素的切片取代旧值切片。

#### func (Header) [Add](https://github.com/golang/go/blob/master/src/net/http/header.go?name=release" \l "23" \o "View Source)

func (h [Header](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Header)) Add(key, value [string](http://godoc.org/builtin" \l "string))

Add添加键值对到h，如键已存在则会将新的值附加到旧值切片后面。

#### func (Header) [Del](https://github.com/golang/go/blob/master/src/net/http/header.go?name=release" \l "51" \o "View Source)

func (h [Header](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Header)) Del(key [string](http://godoc.org/builtin" \l "string))

Del删除键值对。

#### func (Header) [Write](https://github.com/golang/go/blob/master/src/net/http/header.go?name=release" \l "56" \o "View Source)

func (h [Header](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Header)) Write(w [io](http://godoc.org/io).[Writer](http://godoc.org/io" \l "Writer)) [error](http://godoc.org/builtin" \l "error)

Write以有线格式将头域写入w。

#### func (Header) [WriteSubset](https://github.com/golang/go/blob/master/src/net/http/header.go?name=release" \l "145" \o "View Source)

func (h [Header](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Header)) WriteSubset(w [io](http://godoc.org/io).[Writer](http://godoc.org/io" \l "Writer), exclude map[[string](http://godoc.org/builtin" \l "string)][bool](http://godoc.org/builtin" \l "bool)) [error](http://godoc.org/builtin" \l "error)

WriteSubset以有线格式将头域写入w。当exclude不为nil时，如果h的键值对的键在exclude中存在且其对应值为真，该键值对就不会被写入w。

### type [Cookie](https://github.com/golang/go/blob/master/src/net/http/cookie.go?name=release" \l "23" \o "View Source)

type Cookie struct {

Name [string](http://godoc.org/builtin" \l "string)

Value [string](http://godoc.org/builtin" \l "string)

Path [string](http://godoc.org/builtin" \l "string)

Domain [string](http://godoc.org/builtin" \l "string)

Expires [time](http://godoc.org/time).[Time](http://godoc.org/time" \l "Time)

RawExpires [string](http://godoc.org/builtin" \l "string)

// MaxAge=0表示未设置Max-Age属性

// MaxAge<0表示立刻删除该cookie，等价于"Max-Age: 0"

// MaxAge>0表示存在Max-Age属性，单位是秒

MaxAge [int](http://godoc.org/builtin" \l "int)

Secure [bool](http://godoc.org/builtin" \l "bool)

HttpOnly [bool](http://godoc.org/builtin" \l "bool)

Raw [string](http://godoc.org/builtin" \l "string)

Unparsed [][string](http://godoc.org/builtin" \l "string) // 未解析的“属性-值”对的原始文本

}

Cookie代表一个出现在HTTP回复的头域中Set-Cookie头的值里或者HTTP请求的头域中Cookie头的值里的HTTP cookie。

#### func (\*Cookie) [String](https://github.com/golang/go/blob/master/src/net/http/cookie.go?name=release" \l "136" \o "View Source)

func (c \*[Cookie](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Cookie)) String() [string](http://godoc.org/builtin" \l "string)

String返回该cookie的序列化结果。如果只设置了Name和Value字段，序列化结果可用于HTTP请求的Cookie头或者HTTP回复的Set-Cookie头；如果设置了其他字段，序列化结果只能用于HTTP回复的Set-Cookie头。

### type [CookieJar](https://github.com/golang/go/blob/master/src/net/http/jar.go?name=release" \l "17" \o "View Source)

type CookieJar interface {

// SetCookies管理从u的回复中收到的cookie

// 根据其策略和实现，它可以选择是否存储cookie

SetCookies(u \*[url](http://godoc.org/net/url).[URL](http://godoc.org/net/url" \l "URL), cookies []\*[Cookie](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Cookie))

// Cookies返回发送请求到u时应使用的cookie

// 本方法有责任遵守RFC 6265规定的标准cookie限制

Cookies(u \*[url](http://godoc.org/net/url).[URL](http://godoc.org/net/url" \l "URL)) []\*[Cookie](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Cookie)

}

CookieJar管理cookie的存储和在HTTP请求中的使用。CookieJar的实现必须能安全的被多个go程同时使用。

net/http/cookiejar包提供了一个CookieJar的实现。

### type [Request](https://github.com/golang/go/blob/master/src/net/http/request.go?name=release" \l "76" \o "View Source)

type Request struct {

// Method指定HTTP方法（GET、POST、PUT等）。对客户端，""代表GET。

Method [string](http://godoc.org/builtin" \l "string)

// URL在服务端表示被请求的URI，在客户端表示要访问的URL。

//

// 在服务端，URL字段是解析请求行的URI（保存在RequestURI字段）得到的，

// 对大多数请求来说，除了Path和RawQuery之外的字段都是空字符串。

// （参见RFC 2616, Section 5.1.2）

//

// 在客户端，URL的Host字段指定了要连接的服务器，

// 而Request的Host字段（可选地）指定要发送的HTTP请求的Host头的值。

URL \*[url](http://godoc.org/net/url).[URL](http://godoc.org/net/url" \l "URL)

// 接收到的请求的协议版本。本包生产的Request总是使用HTTP/1.1

Proto [string](http://godoc.org/builtin" \l "string) // "HTTP/1.0"

ProtoMajor [int](http://godoc.org/builtin" \l "int) // 1

ProtoMinor [int](http://godoc.org/builtin" \l "int) // 0

// Header字段用来表示HTTP请求的头域。如果头域（多行键值对格式）为：

// accept-encoding: gzip, deflate

// Accept-Language: en-us

// Connection: keep-alive

// 则：

// Header = map[string][]string{

// "Accept-Encoding": {"gzip, deflate"},

// "Accept-Language": {"en-us"},

// "Connection": {"keep-alive"},

// }

// HTTP规定头域的键名（头名）是大小写敏感的，请求的解析器通过规范化头域的键名来实现这点。

// 在客户端的请求，可能会被自动添加或重写Header中的特定的头，参见Request.Write方法。

Header [Header](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Header)

// Body是请求的主体。

//

// 在客户端，如果Body是nil表示该请求没有主体买入GET请求。

// Client的Transport字段会负责调用Body的Close方法。

//

// 在服务端，Body字段总是非nil的；但在没有主体时，读取Body会立刻返回EOF。

// Server会关闭请求的主体，ServeHTTP处理器不需要关闭Body字段。

Body [io](http://godoc.org/io).[ReadCloser](http://godoc.org/io" \l "ReadCloser)

// ContentLength记录相关内容的长度。

// 如果为-1，表示长度未知，如果>=0，表示可以从Body字段读取ContentLength字节数据。

// 在客户端，如果Body非nil而该字段为0，表示不知道Body的长度。

ContentLength [int64](http://godoc.org/builtin" \l "int64)

// TransferEncoding按从最外到最里的顺序列出传输编码，空切片表示"identity"编码。

// 本字段一般会被忽略。当发送或接受请求时，会自动添加或移除"chunked"传输编码。

TransferEncoding [][string](http://godoc.org/builtin" \l "string)

// Close在服务端指定是否在回复请求后关闭连接，在客户端指定是否在发送请求后关闭连接。

Close [bool](http://godoc.org/builtin" \l "bool)

// 在服务端，Host指定URL会在其上寻找资源的主机。

// 根据RFC 2616，该值可以是Host头的值，或者URL自身提供的主机名。

// Host的格式可以是"host:port"。

//

// 在客户端，请求的Host字段（可选地）用来重写请求的Host头。

// 如过该字段为""，Request.Write方法会使用URL字段的Host。

Host [string](http://godoc.org/builtin" \l "string)

// Form是解析好的表单数据，包括URL字段的query参数和POST或PUT的表单数据。

// 本字段只有在调用ParseForm后才有效。在客户端，会忽略请求中的本字段而使用Body替代。

Form [url](http://godoc.org/net/url).[Values](http://godoc.org/net/url" \l "Values)

// PostForm是解析好的POST或PUT的表单数据。

// 本字段只有在调用ParseForm后才有效。在客户端，会忽略请求中的本字段而使用Body替代。

PostForm [url](http://godoc.org/net/url).[Values](http://godoc.org/net/url" \l "Values)

// MultipartForm是解析好的多部件表单，包括上传的文件。

// 本字段只有在调用ParseMultipartForm后才有效。

// 在客户端，会忽略请求中的本字段而使用Body替代。

MultipartForm \*[multipart](http://godoc.org/mime/multipart).[Form](http://godoc.org/mime/multipart" \l "Form)

// Trailer指定了会在请求主体之后发送的额外的头域。

//

// 在服务端，Trailer字段必须初始化为只有trailer键，所有键都对应nil值。

// （客户端会声明哪些trailer会发送）

// 在处理器从Body读取时，不能使用本字段。

// 在从Body的读取返回EOF后，Trailer字段会被更新完毕并包含非nil的值。

// （如果客户端发送了这些键值对），此时才可以访问本字段。

//

// 在客户端，Trail必须初始化为一个包含将要发送的键值对的映射。（值可以是nil或其终值）

// ContentLength字段必须是0或-1，以启用"chunked"传输编码发送请求。

// 在开始发送请求后，Trailer可以在读取请求主体期间被修改，

// 一旦请求主体返回EOF，调用者就不可再修改Trailer。

//

// 很少有HTTP客户端、服务端或代理支持HTTP trailer。

Trailer [Header](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Header)

// RemoteAddr允许HTTP服务器和其他软件记录该请求的来源地址，一般用于日志。

// 本字段不是ReadRequest函数填写的，也没有定义格式。

// 本包的HTTP服务器会在调用处理器之前设置RemoteAddr为"IP:port"格式的地址。

// 客户端会忽略请求中的RemoteAddr字段。

RemoteAddr [string](http://godoc.org/builtin" \l "string)

// RequestURI是被客户端发送到服务端的请求的请求行中未修改的请求URI

// （参见RFC 2616, Section 5.1）

// 一般应使用URI字段，在客户端设置请求的本字段会导致错误。

RequestURI [string](http://godoc.org/builtin" \l "string)

// TLS字段允许HTTP服务器和其他软件记录接收到该请求的TLS连接的信息

// 本字段不是ReadRequest函数填写的。

// 对启用了TLS的连接，本包的HTTP服务器会在调用处理器之前设置TLS字段，否则将设TLS为nil。

// 客户端会忽略请求中的TLS字段。

TLS \*[tls](http://godoc.org/crypto/tls).[ConnectionState](http://godoc.org/crypto/tls" \l "ConnectionState)

}

Request类型代表一个服务端接受到的或者客户端发送出去的HTTP请求。

Request各字段的意义和用途在服务端和客户端是不同的。除了字段本身上方文档，还可参见Request.Write方法和RoundTripper接口的文档。

#### func [NewRequest](https://github.com/golang/go/blob/master/src/net/http/request.go?name=release" \l "479" \o "View Source)

func NewRequest(method, urlStr [string](http://godoc.org/builtin" \l "string), body [io](http://godoc.org/io).[Reader](http://godoc.org/io" \l "Reader)) (\*[Request](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Request), [error](http://godoc.org/builtin" \l "error))

NewRequest使用指定的方法、网址和可选的主题创建并返回一个新的\*Request。

如果body参数实现了io.Closer接口，Request返回值的Body 字段会被设置为body，并会被Client类型的Do、Post和PostFOrm方法以及Transport.RoundTrip方法关闭。

#### func [ReadRequest](https://github.com/golang/go/blob/master/src/net/http/request.go?name=release" \l "549" \o "View Source)

func ReadRequest(b \*[bufio](http://godoc.org/bufio).[Reader](http://godoc.org/bufio" \l "Reader)) (req \*[Request](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Request), err [error](http://godoc.org/builtin" \l "error))

ReadRequest从b读取并解析出一个HTTP请求。（本函数主要用在服务端从下层获取请求）

#### func (\*Request) [ProtoAtLeast](https://github.com/golang/go/blob/master/src/net/http/request.go?name=release" \l "232" \o "View Source)

func (r \*[Request](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Request)) ProtoAtLeast(major, minor [int](http://godoc.org/builtin" \l "int)) [bool](http://godoc.org/builtin" \l "bool)

ProtoAtLeast报告该请求使用的HTTP协议版本至少是major.minor。

#### func (\*Request) [UserAgent](https://github.com/golang/go/blob/master/src/net/http/request.go?name=release" \l "238" \o "View Source)

func (r \*[Request](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Request)) UserAgent() [string](http://godoc.org/builtin" \l "string)

UserAgent返回请求中的客户端用户代理信息（请求的User-Agent头）。

#### func (\*Request) [Referer](https://github.com/golang/go/blob/master/src/net/http/request.go?name=release" \l "279" \o "View Source)

func (r \*[Request](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Request)) Referer() [string](http://godoc.org/builtin" \l "string)

Referer返回请求中的访问来路信息。（请求的Referer头）

Referer在请求中就是拼错了的，这是HTTP早期就有的错误。该值也可以从用Header["Referer"]获取； 让获取Referer字段变成方法的好处是，编译器可以诊断使用正确单词拼法的req.Referrer()的程序，但却不能诊断使用Header["Referrer"]的程序。

#### func (\*Request) [AddCookie](https://github.com/golang/go/blob/master/src/net/http/request.go?name=release" \l "262" \o "View Source)

func (r \*[Request](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Request)) AddCookie(c \*[Cookie](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Cookie))

AddCookie向请求中添加一个cookie。按照[RFC 6265](http://tools.ietf.org/html/rfc6265) section 5.4的跪地，AddCookie不会添加超过一个Cookie头字段。这表示所有的cookie都写在同一行，用分号分隔（cookie内部用逗号分隔属性）。

#### func (\*Request) [SetBasicAuth](https://github.com/golang/go/blob/master/src/net/http/request.go?name=release" \l "517" \o "View Source)

func (r \*[Request](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Request)) SetBasicAuth(username, password [string](http://godoc.org/builtin" \l "string))

SetBasicAuth使用提供的用户名和密码，采用HTTP基本认证，设置请求的Authorization头。HTTP基本认证会明码传送用户名和密码。

#### func (\*Request) [Write](https://github.com/golang/go/blob/master/src/net/http/request.go?name=release" \l "350" \o "View Source)

func (r \*[Request](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Request)) Write(w [io](http://godoc.org/io).[Writer](http://godoc.org/io" \l "Writer)) [error](http://godoc.org/builtin" \l "error)

Write方法以有线格式将HTTP/1.1请求写入w（用于将请求写入下层TCPConn等）。本方法会考虑请求的如下字段：

Host

URL

Method (defaults to "GET")

Header

ContentLength

TransferEncoding

Body

如果存在Body，ContentLength字段<= 0且TransferEncoding字段未显式设置为["identity"]，Write方法会显式添加"Transfer-Encoding: chunked"到请求的头域。Body字段会在发送完请求后关闭。

#### func (\*Request) [WriteProxy](https://github.com/golang/go/blob/master/src/net/http/request.go?name=release" \l "360" \o "View Source)

func (r \*[Request](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Request)) WriteProxy(w [io](http://godoc.org/io).[Writer](http://godoc.org/io" \l "Writer)) [error](http://godoc.org/builtin" \l "error)

WriteProxy类似Write但会将请求以HTTP代理期望的格式发送。

尤其是，按照[RFC 2616](http://tools.ietf.org/html/rfc2616) Section 5.1.2，WriteProxy会使用绝对URI（包括协议和主机名）来初始化请求的第1行（Request-URI行）。无论何种情况，WriteProxy都会使用r.Host或r.URL.Host设置Host头。

#### func (\*Request) [Cookies](https://github.com/golang/go/blob/master/src/net/http/request.go?name=release" \l "243" \o "View Source)

func (r \*[Request](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Request)) Cookies() []\*[Cookie](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Cookie)

Cookies解析并返回该请求的Cookie头设置的cookie。

#### func (\*Request) [Cookie](https://github.com/golang/go/blob/master/src/net/http/request.go?name=release" \l "251" \o "View Source)

func (r \*[Request](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Request)) Cookie(name [string](http://godoc.org/builtin" \l "string)) (\*[Cookie](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Cookie), [error](http://godoc.org/builtin" \l "error))

Cookie返回请求中名为name的cookie，如果未找到该cookie会返回nil, ErrNoCookie。

#### func (\*Request) [ParseForm](https://github.com/golang/go/blob/master/src/net/http/request.go?name=release" \l "736" \o "View Source)

func (r \*[Request](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Request)) ParseForm() [error](http://godoc.org/builtin" \l "error)

ParseForm解析URL中的查询字符串，并将解析结果更新到r.Form字段。

对于POST或PUT请求，ParseForm还会将body当作表单解析，并将结果既更新到r.PostForm也更新到r.Form。解析结果中，POST或PUT请求主体要优先于URL查询字符串（同名变量，主体的值在查询字符串的值前面）。

如果请求的主体的大小没有被MaxBytesReader函数设定限制，其大小默认限制为开头10MB。

ParseMultipartForm会自动调用ParseForm。重复调用本方法是无意义的。

#### func (\*Request) [ParseMultipartForm](https://github.com/golang/go/blob/master/src/net/http/request.go?name=release" \l "777" \o "View Source)

func (r \*[Request](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Request)) ParseMultipartForm(maxMemory [int64](http://godoc.org/builtin" \l "int64)) [error](http://godoc.org/builtin" \l "error)

ParseMultipartForm将请求的主体作为multipart/form-data解析。请求的整个主体都会被解析，得到的文件记录最多maxMemery字节保存在内存，其余部分保存在硬盘的temp文件里。如果必要，ParseMultipartForm会自行调用ParseForm。重复调用本方法是无意义的。

#### func (\*Request) [FormValue](https://github.com/golang/go/blob/master/src/net/http/request.go?name=release" \l "812" \o "View Source)

func (r \*[Request](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Request)) FormValue(key [string](http://godoc.org/builtin" \l "string)) [string](http://godoc.org/builtin" \l "string)

FormValue返回key为键查询r.Form字段得到结果[]string切片的第一个值。POST和PUT主体中的同名参数优先于URL查询字符串。如果必要，本函数会隐式调用ParseMultipartForm和ParseForm。

#### func (\*Request) [PostFormValue](https://github.com/golang/go/blob/master/src/net/http/request.go?name=release" \l "825" \o "View Source)

func (r \*[Request](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Request)) PostFormValue(key [string](http://godoc.org/builtin" \l "string)) [string](http://godoc.org/builtin" \l "string)

PostFormValue返回key为键查询r.PostForm字段得到结果[]string切片的第一个值。如果必要，本函数会隐式调用ParseMultipartForm和ParseForm。

#### func (\*Request) [FormFile](https://github.com/golang/go/blob/master/src/net/http/request.go?name=release" \l "837" \o "View Source)

func (r \*[Request](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Request)) FormFile(key [string](http://godoc.org/builtin" \l "string)) ([multipart](http://godoc.org/mime/multipart).[File](http://godoc.org/mime/multipart" \l "File), \*[multipart](http://godoc.org/mime/multipart).[FileHeader](http://godoc.org/mime/multipart" \l "FileHeader), [error](http://godoc.org/builtin" \l "error))

FormFile返回以key为键查询r.MultipartForm字段得到结果中的第一个文件和它的信息。如果必要，本函数会隐式调用ParseMultipartForm和ParseForm。查询失败会返回ErrMissingFile错误。

#### func (\*Request) [MultipartReader](https://github.com/golang/go/blob/master/src/net/http/request.go?name=release" \l "295" \o "View Source)

func (r \*[Request](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Request)) MultipartReader() (\*[multipart](http://godoc.org/mime/multipart).[Reader](http://godoc.org/mime/multipart" \l "Reader), [error](http://godoc.org/builtin" \l "error))

如果请求是multipart/form-data POST请求，MultipartReader返回一个multipart.Reader接口，否则返回nil和一个错误。使用本函数代替ParseMultipartForm，可以将r.Body作为流处理。

### type [Response](https://github.com/golang/go/blob/master/src/net/http/response.go?name=release" \l "29" \o "View Source)

type Response struct {

Status [string](http://godoc.org/builtin" \l "string) // 例如"200 OK"

StatusCode [int](http://godoc.org/builtin" \l "int) // 例如200

Proto [string](http://godoc.org/builtin" \l "string) // 例如"HTTP/1.0"

ProtoMajor [int](http://godoc.org/builtin" \l "int) // 例如1

ProtoMinor [int](http://godoc.org/builtin" \l "int) // 例如0

// Header保管头域的键值对。

// 如果回复中有多个头的键相同，Header中保存为该键对应用逗号分隔串联起来的这些头的值

// （参见RFC 2616 Section 4.2）

// 被本结构体中的其他字段复制保管的头（如ContentLength）会从Header中删掉。

//

// Header中的键都是规范化的，参见CanonicalHeaderKey函数

Header [Header](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Header)

// Body代表回复的主体。

// Client类型和Transport类型会保证Body字段总是非nil的，即使回复没有主体或主体长度为0。

// 关闭主体是调用者的责任。

// 如果服务端采用"chunked"传输编码发送的回复，Body字段会自动进行解码。

Body [io](http://godoc.org/io).[ReadCloser](http://godoc.org/io" \l "ReadCloser)

// ContentLength记录相关内容的长度。

// 其值为-1表示长度未知（采用chunked传输编码）

// 除非对应的Request.Method是"HEAD"，其值>=0表示可以从Body读取的字节数

ContentLength [int64](http://godoc.org/builtin" \l "int64)

// TransferEncoding按从最外到最里的顺序列出传输编码，空切片表示"identity"编码。

TransferEncoding [][string](http://godoc.org/builtin" \l "string)

// Close记录头域是否指定应在读取完主体后关闭连接。（即Connection头）

// 该值是给客户端的建议，Response.Write方法的ReadResponse函数都不会关闭连接。

Close [bool](http://godoc.org/builtin" \l "bool)

// Trailer字段保存和头域相同格式的trailer键值对，和Header字段相同类型

Trailer [Header](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Header)

// Request是用来获取此回复的请求

// Request的Body字段是nil（因为已经被用掉了）

// 这个字段是被Client类型发出请求并获得回复后填充的

Request \*[Request](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Request)

// TLS包含接收到该回复的TLS连接的信息。 对未加密的回复，本字段为nil。

// 返回的指针是被（同一TLS连接接收到的）回复共享的，不应被修改。

TLS \*[tls](http://godoc.org/crypto/tls).[ConnectionState](http://godoc.org/crypto/tls" \l "ConnectionState)

}

Response代表一个HTTP请求的回复。

#### func [ReadResponse](https://github.com/golang/go/blob/master/src/net/http/response.go?name=release" \l "116" \o "View Source)

func ReadResponse(r \*[bufio](http://godoc.org/bufio).[Reader](http://godoc.org/bufio" \l "Reader), req \*[Request](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Request)) (\*[Response](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Response), [error](http://godoc.org/builtin" \l "error))

ReadResponse从r读取并返回一个HTTP 回复。req参数是可选的，指定该回复对应的请求（即是对该请求的回复）。如果是nil，将假设请求是GET请求。客户端必须在结束resp.Body的读取后关闭它。读取完毕并关闭后，客户端可以检查resp.Trailer字段获取回复的trailer的键值对。（本函数主要用在客户端从下层获取回复）

#### func (\*Response) [ProtoAtLeast](https://github.com/golang/go/blob/master/src/net/http/response.go?name=release" \l "184" \o "View Source)

func (r \*[Response](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Response)) ProtoAtLeast(major, minor [int](http://godoc.org/builtin" \l "int)) [bool](http://godoc.org/builtin" \l "bool)

ProtoAtLeast报告该回复使用的HTTP协议版本至少是major.minor。

#### func (\*Response) [Cookies](https://github.com/golang/go/blob/master/src/net/http/response.go?name=release" \l "89" \o "View Source)

func (r \*[Response](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Response)) Cookies() []\*[Cookie](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Cookie)

Cookies解析并返回该回复中的Set-Cookie头设置的cookie。

#### func (\*Response) [Location](https://github.com/golang/go/blob/master/src/net/http/response.go?name=release" \l "99" \o "View Source)

func (r \*[Response](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Response)) Location() (\*[url](http://godoc.org/net/url).[URL](http://godoc.org/net/url" \l "URL), [error](http://godoc.org/builtin" \l "error))

Location返回该回复的Location头设置的URL。相对地址的重定向会相对于该回复对应的请求来确定绝对地址。如果回复中没有Location头，会返回nil, ErrNoLocation。

#### func (\*Response) [Write](https://github.com/golang/go/blob/master/src/net/http/response.go?name=release" \l "203" \o "View Source)

func (r \*[Response](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Response)) Write(w [io](http://godoc.org/io).[Writer](http://godoc.org/io" \l "Writer)) [error](http://godoc.org/builtin" \l "error)

Write以有线格式将回复写入w（用于将回复写入下层TCPConn等）。本方法会考虑如下字段：

StatusCode

ProtoMajor

ProtoMinor

Request.Method

TransferEncoding

Trailer

Body

ContentLength

Header（不规范的键名和它对应的值会导致不可预知的行为）

Body字段在发送完回复后会被关闭。

### type [ResponseWriter](https://github.com/golang/go/blob/master/src/net/http/server.go?name=release" \l "51" \o "View Source)

type ResponseWriter interface {

// Header返回一个Header类型值，该值会被WriteHeader方法发送。

// 在调用WriteHeader或Write方法后再改变该对象是没有意义的。

Header() [Header](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Header)

// WriteHeader该方法发送HTTP回复的头域和状态码。

// 如果没有被显式调用，第一次调用Write时会触发隐式调用WriteHeader(http.StatusOK)

// WriterHeader的显式调用主要用于发送错误码。

WriteHeader([int](http://godoc.org/builtin" \l "int))

// Write向连接中写入作为HTTP的一部分回复的数据。

// 如果被调用时还未调用WriteHeader，本方法会先调用WriteHeader(http.StatusOK)

// 如果Header中没有"Content-Type"键，

// 本方法会使用包函数DetectContentType检查数据的前512字节，将返回值作为该键的值。

Write([][byte](http://godoc.org/builtin" \l "byte)) ([int](http://godoc.org/builtin" \l "int), [error](http://godoc.org/builtin" \l "error))

}

ResponseWriter接口被HTTP处理器用于构造HTTP回复。

### type [Flusher](https://github.com/golang/go/blob/master/src/net/http/server.go?name=release" \l "79" \o "View Source)

type Flusher interface {

// Flush将缓冲中的所有数据发送到客户端

Flush()

}

HTTP处理器ResponseWriter接口参数的下层如果实现了Flusher接口，可以让HTTP处理器将缓冲中的数据发送到客户端。

注意：即使ResponseWriter接口的下层支持Flush方法，如果客户端是通过HTTP代理连接的，缓冲中的数据也可能直到回复完毕才被传输到客户端。

### type [CloseNotifier](https://github.com/golang/go/blob/master/src/net/http/server.go?name=release" \l "100" \o "View Source)

type CloseNotifier interface {

// CloseNotify返回一个通道，该通道会在客户端连接丢失时接收到唯一的值

CloseNotify() <-chan [bool](http://godoc.org/builtin" \l "bool)

}

HTTP处理器ResponseWriter接口参数的下层如果实现了CloseNotifier接口，可以让用户检测下层的连接是否停止。如果客户端在回复准备好之前关闭了连接，该机制可以用于取消服务端耗时较长的操作。

### type [Hijacker](https://github.com/golang/go/blob/master/src/net/http/server.go?name=release" \l "86" \o "View Source)

type Hijacker interface {

// Hijack让调用者接管连接，返回连接和关联到该连接的一个缓冲读写器。

// 调用本方法后，HTTP服务端将不再对连接进行任何操作，

// 调用者有责任管理、关闭返回的连接。

Hijack() ([net](http://godoc.org/net).[Conn](http://godoc.org/net" \l "Conn), \*[bufio](http://godoc.org/bufio).[ReadWriter](http://godoc.org/bufio" \l "ReadWriter), [error](http://godoc.org/builtin" \l "error))

}

HTTP处理器ResponseWriter接口参数的下层如果实现了Hijacker接口，可以让HTTP处理器接管该连接。

Example

### type [RoundTripper](https://github.com/golang/go/blob/master/src/net/http/client.go?name=release" \l "82" \o "View Source)

type RoundTripper interface {

// RoundTrip执行单次HTTP事务，接收并发挥请求req的回复。

// RoundTrip不应试图解析/修改得到的回复。

// 尤其要注意，只要RoundTrip获得了一个回复，不管该回复的HTTP状态码如何，

// 它必须将返回值err设置为nil。

// 非nil的返回值err应该留给获取回复失败的情况。

// 类似的，RoundTrip不能试图管理高层次的细节，如重定向、认证、cookie。

//

// 除了从请求的主体读取并关闭主体之外，RoundTrip不应修改请求，包括（请求的）错误。

// RoundTrip函数接收的请求的URL和Header字段可以保证是（被）初始化了的。

RoundTrip(\*[Request](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Request)) (\*[Response](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Response), [error](http://godoc.org/builtin" \l "error))

}

RoundTripper接口是具有执行单次HTTP事务的能力（接收指定请求的回复）的接口。

RoundTripper接口的类型必须可以安全的被多线程同时使用。

### type [Transport](https://github.com/golang/go/blob/master/src/net/http/transport.go?name=release" \l "49" \o "View Source)

type Transport struct {

// Proxy指定一个对给定请求返回代理的函数。

// 如果该函数返回了非nil的错误值，请求的执行就会中断并返回该错误。

// 如果Proxy为nil或返回nil的\*URL置，将不使用代理。

Proxy func(\*[Request](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Request)) (\*[url](http://godoc.org/net/url).[URL](http://godoc.org/net/url" \l "URL), [error](http://godoc.org/builtin" \l "error))

// Dial指定创建TCP连接的拨号函数。如果Dial为nil，会使用net.Dial。

Dial func(network, addr [string](http://godoc.org/builtin" \l "string)) ([net](http://godoc.org/net).[Conn](http://godoc.org/net" \l "Conn), [error](http://godoc.org/builtin" \l "error))

// TLSClientConfig指定用于tls.Client的TLS配置信息。

// 如果该字段为nil，会使用默认的配置信息。

TLSClientConfig \*[tls](http://godoc.org/crypto/tls).[Config](http://godoc.org/crypto/tls" \l "Config)

// TLSHandshakeTimeout指定等待TLS握手完成的最长时间。零值表示不设置超时。

TLSHandshakeTimeout [time](http://godoc.org/time).[Duration](http://godoc.org/time" \l "Duration)

// 如果DisableKeepAlives为真，会禁止不同HTTP请求之间TCP连接的重用。

DisableKeepAlives [bool](http://godoc.org/builtin" \l "bool)

// 如果DisableCompression为真，会禁止Transport在请求中没有Accept-Encoding头时，

// 主动添加"Accept-Encoding: gzip"头，以获取压缩数据。

// 如果Transport自己请求gzip并得到了压缩后的回复，它会主动解压缩回复的主体。

// 但如果用户显式的请求gzip压缩数据，Transport是不会主动解压缩的。

DisableCompression [bool](http://godoc.org/builtin" \l "bool)

// 如果MaxIdleConnsPerHost!=0，会控制每个主机下的最大闲置连接。

// 如果MaxIdleConnsPerHost==0，会使用DefaultMaxIdleConnsPerHost。

MaxIdleConnsPerHost [int](http://godoc.org/builtin" \l "int)

// ResponseHeaderTimeout指定在发送完请求（包括其可能的主体）之后，

// 等待接收服务端的回复的头域的最大时间。零值表示不设置超时。

// 该时间不包括获取回复主体的时间。

ResponseHeaderTimeout [time](http://godoc.org/time).[Duration](http://godoc.org/time" \l "Duration)

// 内含隐藏或非导出字段

}

Transport类型实现了RoundTripper接口，支持http、https和http/https代理。Transport类型可以缓存连接以在未来重用。

var DefaultTransport [RoundTripper](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "RoundTripper) = &[Transport](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Transport){

Proxy: [ProxyFromEnvironment](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "ProxyFromEnvironment),

Dial: (&[net](http://godoc.org/net).[Dialer](http://godoc.org/net" \l "Dialer){

Timeout: 30 \* [time](http://godoc.org/time).[Second](http://godoc.org/time" \l "Second),

KeepAlive: 30 \* [time](http://godoc.org/time).[Second](http://godoc.org/time" \l "Second),

}).Dial,

TLSHandshakeTimeout: 10 \* [time](http://godoc.org/time).[Second](http://godoc.org/time" \l "Second),

}

DefaultTransport是被包变量DefaultClient使用的默认RoundTripper接口。它会根据需要创建网络连接，并缓存以便在之后的请求中重用这些连接。它使用环境变量$HTTP\_PROXY和$NO\_PROXY（或$http\_proxy和$no\_proxy）指定的HTTP代理。

#### func (\*Transport) [RegisterProtocol](https://github.com/golang/go/blob/master/src/net/http/transport.go?name=release" \l "217" \o "View Source)

func (t \*[Transport](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Transport)) RegisterProtocol(scheme [string](http://godoc.org/builtin" \l "string), rt [RoundTripper](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "RoundTripper))

RegisterProtocol注册一个新的名为scheme的协议。t会将使用scheme协议的请求转交给rt。rt有责任模拟HTTP请求的语义。

RegisterProtocol可以被其他包用于提供"ftp"或"file"等协议的实现。

#### func (\*Transport) [RoundTrip](https://github.com/golang/go/blob/master/src/net/http/transport.go?name=release" \l "164" \o "View Source)

func (t \*[Transport](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Transport)) RoundTrip(req \*[Request](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Request)) (resp \*[Response](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Response), err [error](http://godoc.org/builtin" \l "error))

RoundTrip方法实现了RoundTripper接口。

高层次的HTTP客户端支持（如管理cookie和重定向）请参见Get、Post等函数和Client类型。

#### func (\*Transport) [CloseIdleConnections](https://github.com/golang/go/blob/master/src/net/http/transport.go?name=release" \l "236" \o "View Source)

func (t \*[Transport](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Transport)) CloseIdleConnections()

CloseIdleConnections关闭所有之前的请求建立但目前处于闲置状态的连接。本方法不会中断正在使用的连接。

#### func (\*Transport) [CancelRequest](https://github.com/golang/go/blob/master/src/net/http/transport.go?name=release" \l "251" \o "View Source)

func (t \*[Transport](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Transport)) CancelRequest(req \*[Request](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Request))

CancelRequest通过关闭请求所在的连接取消一个执行中的请求。

### type [Client](https://github.com/golang/go/blob/master/src/net/http/client.go?name=release" \l "35" \o "View Source)

type Client struct {

// Transport指定执行独立、单次HTTP请求的机制。

// 如果Transport为nil，则使用DefaultTransport。

Transport [RoundTripper](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "RoundTripper)

// CheckRedirect指定处理重定向的策略。

// 如果CheckRedirect不为nil，客户端会在执行重定向之前调用本函数字段。

// 参数req和via是将要执行的请求和已经执行的请求（切片，越新的请求越靠后）。

// 如果CheckRedirect返回一个错误，本类型的Get方法不会发送请求req，

// 而是返回之前得到的最后一个回复和该错误。（包装进url.Error类型里）

//

// 如果CheckRedirect为nil，会采用默认策略：连续10此请求后停止。

CheckRedirect func(req \*[Request](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Request), via []\*[Request](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Request)) [error](http://godoc.org/builtin" \l "error)

// Jar指定cookie管理器。

// 如果Jar为nil，请求中不会发送cookie，回复中的cookie会被忽略。

Jar [CookieJar](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "CookieJar)

// Timeout指定本类型的值执行请求的时间限制。

// 该超时限制包括连接时间、重定向和读取回复主体的时间。

// 计时器会在Head、Get、Post或Do方法返回后继续运作并在超时后中断回复主体的读取。

//

// Timeout为零值表示不设置超时。

//

// Client实例的Transport字段必须支持CancelRequest方法，

// 否则Client会在试图用Head、Get、Post或Do方法执行请求时返回错误。

// 本类型的Transport字段默认值（DefaultTransport）支持CancelRequest方法。

Timeout [time](http://godoc.org/time).[Duration](http://godoc.org/time" \l "Duration)

}

Client类型代表HTTP客户端。它的零值（DefaultClient）是一个可用的使用DefaultTransport的客户端。

Client的Transport字段一般会含有内部状态（缓存TCP连接），因此Client类型值应尽量被重用而不是每次需要都创建新的。Client类型值可以安全的被多个go程同时使用。

Client类型的层次比RoundTripper接口（如Transport）高，还会管理HTTP的cookie和重定向等细节。

#### func (\*Client) [Do](https://github.com/golang/go/blob/master/src/net/http/client.go?name=release" \l "148" \o "View Source)

func (c \*[Client](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Client)) Do(req \*[Request](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Request)) (resp \*[Response](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Response), err [error](http://godoc.org/builtin" \l "error))

Do方法发送请求，返回HTTP回复。它会遵守客户端c设置的策略（如重定向、cookie、认证）。

如果客户端的策略（如重定向）返回错误或存在HTTP协议错误时，本方法将返回该错误；如果回应的状态码不是2xx，本方法并不会返回错误。

如果返回值err为nil，resp.Body总是非nil的，调用者应该在读取完resp.Body后关闭它。如果返回值resp的主体未关闭，c下层的RoundTripper接口（一般为Transport类型）可能无法重用resp主体下层保持的TCP连接去执行之后的请求。

请求的主体，如果非nil，会在执行后被c.Transport关闭，即使出现错误。

一般应使用Get、Post或PostForm方法代替Do方法。

#### func (\*Client) [Head](https://github.com/golang/go/blob/master/src/net/http/client.go?name=release" \l "462" \o "View Source)

func (c \*[Client](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Client)) Head(url [string](http://godoc.org/builtin" \l "string)) (resp \*[Response](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Response), err [error](http://godoc.org/builtin" \l "error))

Head向指定的URL发出一个HEAD请求，如果回应的状态码如下，Head会在调用c.CheckRedirect后执行重定向：

301 (Moved Permanently)

302 (Found)

303 (See Other)

307 (Temporary Redirect)

#### func (\*Client) [Get](https://github.com/golang/go/blob/master/src/net/http/client.go?name=release" \l "270" \o "View Source)

func (c \*[Client](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Client)) Get(url [string](http://godoc.org/builtin" \l "string)) (resp \*[Response](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Response), err [error](http://godoc.org/builtin" \l "error))

Get向指定的URL发出一个GET请求，如果回应的状态码如下，Get会在调用c.CheckRedirect后执行重定向：

301 (Moved Permanently)

302 (Found)

303 (See Other)

307 (Temporary Redirect)

如果c.CheckRedirect执行失败或存在HTTP协议错误时，本方法将返回该错误；如果回应的状态码不是2xx，本方法并不会返回错误。如果返回值err为nil，resp.Body总是非nil的，调用者应该在读取完resp.Body后关闭它。

#### func (\*Client) [Post](https://github.com/golang/go/blob/master/src/net/http/client.go?name=release" \l "411" \o "View Source)

func (c \*[Client](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Client)) Post(url [string](http://godoc.org/builtin" \l "string), bodyType [string](http://godoc.org/builtin" \l "string), body [io](http://godoc.org/io).[Reader](http://godoc.org/io" \l "Reader)) (resp \*[Response](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Response), err [error](http://godoc.org/builtin" \l "error))

Post向指定的URL发出一个POST请求。bodyType为POST数据的类型， body为POST数据，作为请求的主体。如果参数body实现了io.Closer接口，它会在发送请求后被关闭。调用者有责任在读取完返回值resp的主体后关闭它。

#### func (\*Client) [PostForm](https://github.com/golang/go/blob/master/src/net/http/client.go?name=release" \l "436" \o "View Source)

func (c \*[Client](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Client)) PostForm(url [string](http://godoc.org/builtin" \l "string), data [url](http://godoc.org/net/url).[Values](http://godoc.org/net/url" \l "Values)) (resp \*[Response](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Response), err [error](http://godoc.org/builtin" \l "error))

PostForm向指定的URL发出一个POST请求，url.Values类型的data会被编码为请求的主体。POST数据的类型一般会设为"application/x-www-form-urlencoded"。如果返回值err为nil，resp.Body总是非nil的，调用者应该在读取完resp.Body后关闭它。

### type [Handler](https://github.com/golang/go/blob/master/src/net/http/server.go?name=release" \l "45" \o "View Source)

type Handler interface {

ServeHTTP([ResponseWriter](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "ResponseWriter), \*[Request](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Request))

}

实现了Handler接口的对象可以注册到HTTP服务端，为特定的路径及其子树提供服务。

ServeHTTP应该将回复的头域和数据写入ResponseWriter接口然后返回。返回标志着该请求已经结束，HTTP服务端可以转移向该连接上的下一个请求。

#### func [NotFoundHandler](https://github.com/golang/go/blob/master/src/net/http/server.go?name=release" \l "1253" \o "View Source)

func NotFoundHandler() [Handler](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Handler)

NotFoundHandler返回一个简单的请求处理器，该处理器会对每个请求都回复"404 page not found"。

#### func [RedirectHandler](https://github.com/golang/go/blob/master/src/net/http/server.go?name=release" \l "1360" \o "View Source)

func RedirectHandler(url [string](http://godoc.org/builtin" \l "string), code [int](http://godoc.org/builtin" \l "int)) [Handler](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Handler)

RedirectHandler返回一个请求处理器，该处理器会对每个请求都使用状态码code重定向到网址url。

#### func [TimeoutHandler](https://github.com/golang/go/blob/master/src/net/http/server.go?name=release" \l "1860" \o "View Source)

func TimeoutHandler(h [Handler](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Handler), dt [time](http://godoc.org/time).[Duration](http://godoc.org/time" \l "Duration), msg [string](http://godoc.org/builtin" \l "string)) [Handler](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Handler)

TimeoutHandler返回一个采用指定时间限制的请求处理器。

返回的Handler会调用h.ServeHTTP去处理每个请求，但如果某一次调用耗时超过了时间限制，该处理器会回复请求状态码503 Service Unavailable，并将msg作为回复的主体（如果msg为空字符串，将发送一个合理的默认信息）。在超时后，h对它的ResponseWriter接口参数的写入操作会返回ErrHandlerTimeout。

#### func [StripPrefix](https://github.com/golang/go/blob/master/src/net/http/server.go?name=release" \l "1260" \o "View Source)

func StripPrefix(prefix [string](http://godoc.org/builtin" \l "string), h [Handler](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Handler)) [Handler](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Handler)

StripPrefix返回一个处理器，该处理器会将请求的URL.Path字段中给定前缀prefix去除后再交由h处理。StripPrefix会向URL.Path字段中没有给定前缀的请求回复404 page not found。

Example

### type [HandlerFunc](https://github.com/golang/go/blob/master/src/net/http/server.go?name=release" \l "1231" \o "View Source)

type HandlerFunc func([ResponseWriter](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "ResponseWriter), \*[Request](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Request))

HandlerFunc type是一个适配器，通过类型转换让我们可以将普通的函数作为HTTP处理器使用。如果f是一个具有适当签名的函数，HandlerFunc(f)通过调用f实现了Handler接口。

#### func (HandlerFunc) [ServeHTTP](https://github.com/golang/go/blob/master/src/net/http/server.go?name=release" \l "1234" \o "View Source)

func (f [HandlerFunc](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "HandlerFunc)) ServeHTTP(w [ResponseWriter](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "ResponseWriter), r \*[Request](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Request))

ServeHTTP方法会调用f(w, r)

### type [ServeMux](https://github.com/golang/go/blob/master/src/net/http/server.go?name=release" \l "1391" \o "View Source)

type ServeMux struct {

// 内含隐藏或非导出字段

}

ServeMux类型是HTTP请求的多路转接器。它会将每一个接收的请求的URL与一个注册模式的列表进行匹配，并调用和URL最匹配的模式的处理器。

模式是固定的、由根开始的路径，如"/favicon.ico"，或由根开始的子树，如"/images/"（注意结尾的斜杠）。较长的模式优先于较短的模式，因此如果模式"/images/"和"/images/thumbnails/"都注册了处理器，后一个处理器会用于路径以"/images/thumbnails/"开始的请求，前一个处理器会接收到其余的路径在"/images/"子树下的请求。

注意，因为以斜杠结尾的模式代表一个由根开始的子树，模式"/"会匹配所有的未被其他注册的模式匹配的路径，而不仅仅是路径"/"。

模式也能（可选地）以主机名开始，表示只匹配该主机上的路径。指定主机的模式优先于一般的模式，因此一个注册了两个模式"/codesearch"和"codesearch.google.com/"的处理器不会接管目标为"<http://www.google.com/>"的请求。

ServeMux还会注意到请求的URL路径的无害化，将任何路径中包含"."或".."元素的请求重定向到等价的没有这两种元素的URL。（参见path.Clean函数）

#### func [NewServeMux](https://github.com/golang/go/blob/master/src/net/http/server.go?name=release" \l "1404" \o "View Source)

func NewServeMux() \*[ServeMux](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "ServeMux)

NewServeMux创建并返回一个新的\*ServeMux

#### func (\*ServeMux) [Handle](https://github.com/golang/go/blob/master/src/net/http/server.go?name=release" \l "1516" \o "View Source)

func (mux \*[ServeMux](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "ServeMux)) Handle(pattern [string](http://godoc.org/builtin" \l "string), handler [Handler](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Handler))

Handle注册HTTP处理器handler和对应的模式pattern。如果该模式已经注册有一个处理器，Handle会panic。

Example

#### func (\*ServeMux) [HandleFunc](https://github.com/golang/go/blob/master/src/net/http/server.go?name=release" \l "1554" \o "View Source)

func (mux \*[ServeMux](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "ServeMux)) HandleFunc(pattern [string](http://godoc.org/builtin" \l "string), handler func([ResponseWriter](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "ResponseWriter), \*[Request](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Request)))

HandleFunc注册一个处理器函数handler和对应的模式pattern。

#### func (\*ServeMux) [Handler](https://github.com/golang/go/blob/master/src/net/http/server.go?name=release" \l "1468" \o "View Source)

func (mux \*[ServeMux](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "ServeMux)) Handler(r \*[Request](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Request)) (h [Handler](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Handler), pattern [string](http://godoc.org/builtin" \l "string))

Handler根据r.Method、r.Host和r.URL.Path等数据，返回将用于处理该请求的HTTP处理器。它总是返回一个非nil的处理器。如果路径不是它的规范格式，将返回内建的用于重定向到等价的规范路径的处理器。

Handler也会返回匹配该请求的的已注册模式；在内建重定向处理器的情况下，pattern会在重定向后进行匹配。如果没有已注册模式可以应用于该请求，本方法将返回一个内建的"404 page not found"处理器和一个空字符串模式。

#### func (\*ServeMux) [ServeHTTP](https://github.com/golang/go/blob/master/src/net/http/server.go?name=release" \l "1502" \o "View Source)

func (mux \*[ServeMux](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "ServeMux)) ServeHTTP(w [ResponseWriter](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "ResponseWriter), r \*[Request](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Request))

ServeHTTP将请求派遣到与请求的URL最匹配的模式对应的处理器。

### type [Server](https://github.com/golang/go/blob/master/src/net/http/server.go?name=release" \l "1581" \o "View Source)

type Server struct {

Addr [string](http://godoc.org/builtin" \l "string) // 监听的TCP地址，如果为空字符串会使用":http"

Handler [Handler](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Handler) // 调用的处理器，如为nil会调用http.DefaultServeMux

ReadTimeout [time](http://godoc.org/time).[Duration](http://godoc.org/time" \l "Duration) // 请求的读取操作在超时前的最大持续时间

WriteTimeout [time](http://godoc.org/time).[Duration](http://godoc.org/time" \l "Duration) // 回复的写入操作在超时前的最大持续时间

MaxHeaderBytes [int](http://godoc.org/builtin" \l "int) // 请求的头域最大长度，如为0则用DefaultMaxHeaderBytes

TLSConfig \*[tls](http://godoc.org/crypto/tls).[Config](http://godoc.org/crypto/tls" \l "Config) // 可选的TLS配置，用于ListenAndServeTLS方法

// TLSNextProto（可选地）指定一个函数来在一个NPN型协议升级出现时接管TLS连接的所有权。

// 映射的键为商谈的协议名；映射的值为函数，该函数的Handler参数应处理HTTP请求，

// 并且初始化Handler.ServeHTTP的\*Request参数的TLS和RemoteAddr字段（如果未设置）。

// 连接在函数返回时会自动关闭。

TLSNextProto map[[string](http://godoc.org/builtin" \l "string)]func(\*[Server](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Server), \*[tls](http://godoc.org/crypto/tls).[Conn](http://godoc.org/crypto/tls" \l "Conn), [Handler](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Handler))

// ConnState字段指定一个可选的回调函数，该函数会在一个与客户端的连接改变状态时被调用。

// 参见ConnState类型和相关常数获取细节。

ConnState func([net](http://godoc.org/net).[Conn](http://godoc.org/net" \l "Conn), [ConnState](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "ConnState))

// ErrorLog指定一个可选的日志记录器，用于记录接收连接时的错误和处理器不正常的行为。

// 如果本字段为nil，日志会通过log包的标准日志记录器写入os.Stderr。

ErrorLog \*[log](http://godoc.org/log).[Logger](http://godoc.org/log" \l "Logger)

// 内含隐藏或非导出字段

}

Server类型定义了运行HTTP服务端的参数。Server的零值是合法的配置。

#### func (\*Server) [SetKeepAlivesEnabled](https://github.com/golang/go/blob/master/src/net/http/server.go?name=release" \l "1733" \o "View Source)

func (s \*[Server](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Server)) SetKeepAlivesEnabled(v [bool](http://godoc.org/builtin" \l "bool))

SetKeepAlivesEnabled控制是否允许HTTP闲置连接重用（keep-alive）功能。默认该功能总是被启用的。只有资源非常紧张的环境或者服务端在关闭进程中时，才应该关闭该功能。

#### func (\*Server) [Serve](https://github.com/golang/go/blob/master/src/net/http/server.go?name=release" \l "1694" \o "View Source)

func (srv \*[Server](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Server)) Serve(l [net](http://godoc.org/net).[Listener](http://godoc.org/net" \l "Listener)) [error](http://godoc.org/builtin" \l "error)

Serve会接手监听器l收到的每一个连接，并为每一个连接创建一个新的服务go程。该go程会读取请求，然后调用srv.Handler回复请求。

#### func (\*Server) [ListenAndServe](https://github.com/golang/go/blob/master/src/net/http/server.go?name=release" \l "1679" \o "View Source)

func (srv \*[Server](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Server)) ListenAndServe() [error](http://godoc.org/builtin" \l "error)

ListenAndServe监听srv.Addr指定的TCP地址，并且会调用Serve方法接收到的连接。如果srv.Addr为空字符串，会使用":http"。

#### func (\*Server) [ListenAndServeTLS](https://github.com/golang/go/blob/master/src/net/http/server.go?name=release" \l "1823" \o "View Source)

func (srv \*[Server](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Server)) ListenAndServeTLS(certFile, keyFile [string](http://godoc.org/builtin" \l "string)) [error](http://godoc.org/builtin" \l "error)

ListenAndServeTLS监听srv.Addr确定的TCP地址，并且会调用Serve方法处理接收到的连接。必须提供证书文件和对应的私钥文件。如果证书是由权威机构签发的，certFile参数必须是顺序串联的服务端证书和CA证书。如果srv.Addr为空字符串，会使用":https"。

### type [File](https://github.com/golang/go/blob/master/src/net/http/fs.go?name=release" \l "58" \o "View Source)

type File interface {

[io](http://godoc.org/io).[Closer](http://godoc.org/io" \l "Closer)

[io](http://godoc.org/io).[Reader](http://godoc.org/io" \l "Reader)

Readdir(count [int](http://godoc.org/builtin" \l "int)) ([][os](http://godoc.org/os).[FileInfo](http://godoc.org/os" \l "FileInfo), [error](http://godoc.org/builtin" \l "error))

Seek(offset [int64](http://godoc.org/builtin" \l "int64), whence [int](http://godoc.org/builtin" \l "int)) ([int64](http://godoc.org/builtin" \l "int64), [error](http://godoc.org/builtin" \l "error))

Stat() ([os](http://godoc.org/os).[FileInfo](http://godoc.org/os" \l "FileInfo), [error](http://godoc.org/builtin" \l "error))

}

File是被FileSystem接口的Open方法返回的接口类型，可以被FileServer等函数用于文件访问服务。

该接口的方法的行为应该和\*os.File类型的同名方法相同。

### type [FileSystem](https://github.com/golang/go/blob/master/src/net/http/fs.go?name=release" \l "50" \o "View Source)

type FileSystem interface {

Open(name [string](http://godoc.org/builtin" \l "string)) ([File](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "File), [error](http://godoc.org/builtin" \l "error))

}

FileSystem接口实现了对一系列命名文件的访问。文件路径的分隔符为'/'，不管主机操作系统的惯例如何。

### type [Dir](https://github.com/golang/go/blob/master/src/net/http/fs.go?name=release" \l "29" \o "View Source)

type Dir [string](http://godoc.org/builtin" \l "string)

Dir使用限制到指定目录树的本地文件系统实现了http.FileSystem接口。空Dir被视为"."，即代表当前目录。

#### func (Dir) [Open](https://github.com/golang/go/blob/master/src/net/http/fs.go?name=release" \l "31" \o "View Source)

func (d [Dir](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Dir)) Open(name [string](http://godoc.org/builtin" \l "string)) ([File](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "File), [error](http://godoc.org/builtin" \l "error))

### func [NewFileTransport](https://github.com/golang/go/blob/master/src/net/http/filetransport.go?name=release" \l "30" \o "View Source)

func NewFileTransport(fs [FileSystem](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "FileSystem)) [RoundTripper](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "RoundTripper)

NewFileTransport返回一个RoundTripper接口，使用FileSystem接口fs提供文件访问服务。 返回的RoundTripper接口会忽略接收的请求的URL主机及其他绝大多数属性。

NewFileTransport函数的典型使用情况是给Transport类型的值注册"file"协议，如下所示：

t := &http.Transport{}

t.RegisterProtocol("file", http.NewFileTransport(http.Dir("/")))

c := &http.Client{Transport: t}

res, err := c.Get("file:///etc/passwd")

...

### func [FileServer](https://github.com/golang/go/blob/master/src/net/http/fs.go?name=release" \l "435" \o "View Source)

func FileServer(root [FileSystem](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "FileSystem)) [Handler](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Handler)

FileServer返回一个使用FileSystem接口root提供文件访问服务的HTTP处理器。要使用操作系统的FileSystem接口实现，可使用http.Dir：

http.Handle("/", http.FileServer(http.Dir("/tmp")))

Example

Example (StripPrefix)

### func [ProxyURL](https://github.com/golang/go/blob/master/src/net/http/transport.go?name=release" \l "140" \o "View Source)

func ProxyURL(fixedURL \*[url](http://godoc.org/net/url).[URL](http://godoc.org/net/url" \l "URL)) func(\*[Request](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Request)) (\*[url](http://godoc.org/net/url).[URL](http://godoc.org/net/url" \l "URL), [error](http://godoc.org/builtin" \l "error))

ProxyURL返回一个代理函数（用于Transport类型），该函数总是返回同一个URL。

### func [ProxyFromEnvironment](https://github.com/golang/go/blob/master/src/net/http/transport.go?name=release" \l "115" \o "View Source)

func ProxyFromEnvironment(req \*[Request](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Request)) (\*[url](http://godoc.org/net/url).[URL](http://godoc.org/net/url" \l "URL), [error](http://godoc.org/builtin" \l "error))

ProxyFromEnvironment使用环境变量$HTTP\_PROXY和$NO\_PROXY(或$http\_proxy和$no\_proxy)的配置返回用于req的代理。如果代理环境不合法将返回错误；如果环境未设定代理或者给定的request不应使用代理时，将返回(nil, nil)；如果req.URL.Host字段是"localhost"（可以有端口号，也可以没有），也会返回(nil, nil)。

### func [SetCookie](https://github.com/golang/go/blob/master/src/net/http/cookie.go?name=release" \l "129" \o "View Source)

func SetCookie(w [ResponseWriter](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "ResponseWriter), cookie \*[Cookie](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Cookie))

SetCookie在w的头域中添加Set-Cookie头，该HTTP头的值为cookie。

### func [Redirect](https://github.com/golang/go/blob/master/src/net/http/server.go?name=release" \l "1276" \o "View Source)

func Redirect(w [ResponseWriter](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "ResponseWriter), r \*[Request](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Request), urlStr [string](http://godoc.org/builtin" \l "string), code [int](http://godoc.org/builtin" \l "int))

Redirect回复请求一个重定向地址urlStr和状态码code。该重定向地址可以是相对于请求r的相对地址。

### func [NotFound](https://github.com/golang/go/blob/master/src/net/http/server.go?name=release" \l "1249" \o "View Source)

func NotFound(w [ResponseWriter](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "ResponseWriter), r \*[Request](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Request))

NotFound回复请求404状态码（not found：目标未发现）。

### func [Error](https://github.com/golang/go/blob/master/src/net/http/server.go?name=release" \l "1242" \o "View Source)

func Error(w [ResponseWriter](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "ResponseWriter), error [string](http://godoc.org/builtin" \l "string), code [int](http://godoc.org/builtin" \l "int))

Error使用指定的错误信息和状态码回复请求，将数据写入w。错误信息必须是明文。

### func [ServeContent](https://github.com/golang/go/blob/master/src/net/http/fs.go?name=release" \l "113" \o "View Source)

func ServeContent(w [ResponseWriter](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "ResponseWriter), req \*[Request](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Request), name [string](http://godoc.org/builtin" \l "string), modtime [time](http://godoc.org/time).[Time](http://godoc.org/time" \l "Time), content [io](http://godoc.org/io).[ReadSeeker](http://godoc.org/io" \l "ReadSeeker))

ServeContent使用提供的ReadSeeker的内容回复请求。ServeContent比起io.Copy函数的主要优点，是可以处理范围类请求（只要一部分内容）、设置MIME类型，处理If-Modified-Since请求。

如果未设定回复的Content-Type头，本函数首先会尝试从name的文件扩展名推断数据类型；如果失败，会用读取content的第1块数据并提供给DetectContentType推断类型；之后会设置Content-Type头。参数name不会用于别的地方，甚至于它可以是空字符串，也永远不会发送到回复里。

如果modtime不是Time零值，函数会在回复的头域里设置Last-Modified头。如果请求的头域包含If-Modified-Since头，本函数会使用modtime参数来确定是否应该发送内容。如果调用者设置了w的ETag头，ServeContent会使用它处理包含If-Range头和If-None-Match头的请求。

参数content的Seek方法必须有效：函数使用Seek来确定它的大小。

注意：本包File接口和\*os.File类型都实现了io.ReadSeeker接口。

### func [ServeFile](https://github.com/golang/go/blob/master/src/net/http/fs.go?name=release" \l "419" \o "View Source)

func ServeFile(w [ResponseWriter](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "ResponseWriter), r \*[Request](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Request), name [string](http://godoc.org/builtin" \l "string))

ServeFile回复请求name指定的文件或者目录的内容。

### func [MaxBytesReader](https://github.com/golang/go/blob/master/src/net/http/request.go?name=release" \l "637" \o "View Source)

func MaxBytesReader(w [ResponseWriter](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "ResponseWriter), r [io](http://godoc.org/io).[ReadCloser](http://godoc.org/io" \l "ReadCloser), n [int64](http://godoc.org/builtin" \l "int64)) [io](http://godoc.org/io).[ReadCloser](http://godoc.org/io" \l "ReadCloser)

MaxBytesReader类似io.LimitReader，但它是用来限制接收到的请求的Body的大小的。不同于io.LimitReader，本函数返回一个ReadCloser，返回值的Read方法在读取的数据超过大小限制时会返回非EOF错误，其Close方法会关闭下层的io.ReadCloser接口r。

MaxBytesReader预防客户端因为意外或者蓄意发送的“大”请求，以避免尺寸过大的请求浪费服务端资源。

### func [Head](https://github.com/golang/go/blob/master/src/net/http/client.go?name=release" \l "450" \o "View Source)

func Head(url [string](http://godoc.org/builtin" \l "string)) (resp \*[Response](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Response), err [error](http://godoc.org/builtin" \l "error))

Head向指定的URL发出一个HEAD请求，如果回应的状态码如下，Head会在调用c.CheckRedirect后执行重定向：

301 (Moved Permanently)

302 (Found)

303 (See Other)

307 (Temporary Redirect)

Head是对包变量DefaultClient的Head方法的包装。

### func [Get](https://github.com/golang/go/blob/master/src/net/http/client.go?name=release" \l "251" \o "View Source)

func Get(url [string](http://godoc.org/builtin" \l "string)) (resp \*[Response](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Response), err [error](http://godoc.org/builtin" \l "error))

Get向指定的URL发出一个GET请求，如果回应的状态码如下，Get会在调用c.CheckRedirect后执行重定向：

301 (Moved Permanently)

302 (Found)

303 (See Other)

307 (Temporary Redirect)

如果c.CheckRedirect执行失败或存在HTTP协议错误时，本方法将返回该错误；如果回应的状态码不是2xx，本方法并不会返回错误。如果返回值err为nil，resp.Body总是非nil的，调用者应该在读取完resp.Body后关闭它。

Get是对包变量DefaultClient的Get方法的包装。

Example

### func [Post](https://github.com/golang/go/blob/master/src/net/http/client.go?name=release" \l "401" \o "View Source)

func Post(url [string](http://godoc.org/builtin" \l "string), bodyType [string](http://godoc.org/builtin" \l "string), body [io](http://godoc.org/io).[Reader](http://godoc.org/io" \l "Reader)) (resp \*[Response](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Response), err [error](http://godoc.org/builtin" \l "error))

Post向指定的URL发出一个POST请求。bodyType为POST数据的类型， body为POST数据，作为请求的主体。如果参数body实现了io.Closer接口，它会在发送请求后被关闭。调用者有责任在读取完返回值resp的主体后关闭它。

Post是对包变量DefaultClient的Post方法的包装。

### func [PostForm](https://github.com/golang/go/blob/master/src/net/http/client.go?name=release" \l "427" \o "View Source)

func PostForm(url [string](http://godoc.org/builtin" \l "string), data [url](http://godoc.org/net/url).[Values](http://godoc.org/net/url" \l "Values)) (resp \*[Response](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Response), err [error](http://godoc.org/builtin" \l "error))

PostForm向指定的URL发出一个POST请求，url.Values类型的data会被编码为请求的主体。如果返回值err为nil，resp.Body总是非nil的，调用者应该在读取完resp.Body后关闭它。

PostForm是对包变量DefaultClient的PostForm方法的包装。

### func [Handle](https://github.com/golang/go/blob/master/src/net/http/server.go?name=release" \l "1561" \o "View Source)

func Handle(pattern [string](http://godoc.org/builtin" \l "string), handler [Handler](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Handler))

Handle注册HTTP处理器handler和对应的模式pattern（注册到DefaultServeMux）。如果该模式已经注册有一个处理器，Handle会panic。ServeMux的文档解释了模式的匹配机制。

### func [HandleFunc](https://github.com/golang/go/blob/master/src/net/http/server.go?name=release" \l "1566" \o "View Source)

func HandleFunc(pattern [string](http://godoc.org/builtin" \l "string), handler func([ResponseWriter](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "ResponseWriter), \*[Request](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Request)))

HandleFunc注册一个处理器函数handler和对应的模式pattern（注册到DefaultServeMux）。ServeMux的文档解释了模式的匹配机制。

### func [Serve](https://github.com/golang/go/blob/master/src/net/http/server.go?name=release" \l "1574" \o "View Source)

func Serve(l [net](http://godoc.org/net).[Listener](http://godoc.org/net" \l "Listener), handler [Handler](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Handler)) [error](http://godoc.org/builtin" \l "error)

Serve会接手监听器l收到的每一个连接，并为每一个连接创建一个新的服务go程。该go程会读取请求，然后调用handler回复请求。handler参数一般会设为nil，此时会使用DefaultServeMux。

### func [ListenAndServe](https://github.com/golang/go/blob/master/src/net/http/server.go?name=release" \l "1776" \o "View Source)

func ListenAndServe(addr [string](http://godoc.org/builtin" \l "string), handler [Handler](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Handler)) [error](http://godoc.org/builtin" \l "error)

ListenAndServe监听TCP地址addr，并且会使用handler参数调用Serve函数处理接收到的连接。handler参数一般会设为nil，此时会使用DefaultServeMux。

一个简单的服务端例子：

package main

import (

"io"

"net/http"

"log"

)

// hello world, the web server

func HelloServer(w http.ResponseWriter, req \*http.Request) {

io.WriteString(w, "hello, world!\n")

}

func main() {

http.HandleFunc("/hello", HelloServer)

err := http.ListenAndServe(":12345", nil)

if err != nil {

log.Fatal("ListenAndServe: ", err)

}

}

### func [ListenAndServeTLS](https://github.com/golang/go/blob/master/src/net/http/server.go?name=release" \l "1809" \o "View Source)

func ListenAndServeTLS(addr [string](http://godoc.org/builtin" \l "string), certFile [string](http://godoc.org/builtin" \l "string), keyFile [string](http://godoc.org/builtin" \l "string), handler [Handler](https://studygolang.com/static/pkgdoc/pkg/net_http.htm" \l "Handler)) [error](http://godoc.org/builtin" \l "error)

ListenAndServeTLS函数和ListenAndServe函数的行为基本一致，除了它期望HTTPS连接之外。此外，必须提供证书文件和对应的私钥文件。如果证书是由权威机构签发的，certFile参数必须是顺序串联的服务端证书和CA证书。如果srv.Addr为空字符串，会使用":https"。

一个简单的服务端例子：

import (

"log"

"net/http"

)

func handler(w http.ResponseWriter, req \*http.Request) {

w.Header().Set("Content-Type", "text/plain")

w.Write([]byte("This is an example server.\n"))

}

func main() {

http.HandleFunc("/", handler)

log.Printf("About to listen on 10443. Go to <https://127.0.0.1:10443/>")

err := http.ListenAndServeTLS(":10443", "cert.pem", "key.pem", nil)

if err != nil {

log.Fatal(err)

}

}

程序员可以使用crypto/tls包的generate\_cert.go文件来生成cert.pem和key.pem两个文件。

## Net包

import "net"

net包提供了可移植的网络I/O接口，包括TCP/IP、UDP、域名解析和Unix域socket。

虽然本包提供了对网络原语的访问，大部分使用者只需要Dial、Listen和Accept函数提供的基本接口；以及相关的Conn和Listener接口。crypto/tls包提供了相同的接口和类似的Dial和Listen函数。

Dial函数和服务端建立连接：

conn, err := net.Dial("tcp", "google.com:80")

if err != nil {

// handle error

}

fmt.Fprintf(conn, "GET / HTTP/1.0\r\n\r\n")

status, err := bufio.NewReader(conn).ReadString('\n')

// ...

Listen函数创建的服务端：

ln, err := net.Listen("tcp", ":8080")

if err != nil {

// handle error

}

for {

conn, err := ln.Accept()

if err != nil {

// handle error

continue

}

go handleConnection(conn)

}
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* [func (c \*IPConn) ReadMsgIP(b, oob []byte) (n, oobn, flags int, addr \*IPAddr, err error)](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "IPConn.ReadMsgIP)
* [func (c \*IPConn) Write(b []byte) (int, error)](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "IPConn.Write)
* [func (c \*IPConn) WriteTo(b []byte, addr Addr) (int, error)](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "IPConn.WriteTo)
* [func (c \*IPConn) WriteToIP(b []byte, addr \*IPAddr) (int, error)](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "IPConn.WriteToIP)
* [func (c \*IPConn) WriteMsgIP(b, oob []byte, addr \*IPAddr) (n, oobn int, err error)](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "IPConn.WriteMsgIP)
* [func (c \*IPConn) Close() error](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "IPConn.Close)
* [func (c \*IPConn) File() (f \*os.File, err error)](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "IPConn.File)

· [type TCPConn](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "TCPConn)

* [func DialTCP(net string, laddr, raddr \*TCPAddr) (\*TCPConn, error)](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "DialTCP)
* [func (c \*TCPConn) LocalAddr() Addr](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "TCPConn.LocalAddr)
* [func (c \*TCPConn) RemoteAddr() Addr](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "TCPConn.RemoteAddr)
* [func (c \*TCPConn) SetReadBuffer(bytes int) error](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "TCPConn.SetReadBuffer)
* [func (c \*TCPConn) SetWriteBuffer(bytes int) error](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "TCPConn.SetWriteBuffer)
* [func (c \*TCPConn) SetDeadline(t time.Time) error](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "TCPConn.SetDeadline)
* [func (c \*TCPConn) SetReadDeadline(t time.Time) error](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "TCPConn.SetReadDeadline)
* [func (c \*TCPConn) SetWriteDeadline(t time.Time) error](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "TCPConn.SetWriteDeadline)
* [func (c \*TCPConn) SetKeepAlive(keepalive bool) error](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "TCPConn.SetKeepAlive)
* [func (c \*TCPConn) SetKeepAlivePeriod(d time.Duration) error](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "TCPConn.SetKeepAlivePeriod)
* [func (c \*TCPConn) SetLinger(sec int) error](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "TCPConn.SetLinger)
* [func (c \*TCPConn) SetNoDelay(noDelay bool) error](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "TCPConn.SetNoDelay)
* [func (c \*TCPConn) Read(b []byte) (int, error)](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "TCPConn.Read)
* [func (c \*TCPConn) ReadFrom(r io.Reader) (int64, error)](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "TCPConn.ReadFrom)
* [func (c \*TCPConn) Write(b []byte) (int, error)](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "TCPConn.Write)
* [func (c \*TCPConn) Close() error](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "TCPConn.Close)
* [func (c \*TCPConn) CloseRead() error](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "TCPConn.CloseRead)
* [func (c \*TCPConn) CloseWrite() error](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "TCPConn.CloseWrite)
* [func (c \*TCPConn) File() (f \*os.File, err error)](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "TCPConn.File)

· [type UDPConn](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UDPConn)

* [func DialUDP(net string, laddr, raddr \*UDPAddr) (\*UDPConn, error)](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "DialUDP)
* [func ListenMulticastUDP(net string, ifi \*Interface, gaddr \*UDPAddr) (\*UDPConn, error)](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "ListenMulticastUDP)
* [func ListenUDP(net string, laddr \*UDPAddr) (\*UDPConn, error)](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "ListenUDP)
* [func (c \*UDPConn) LocalAddr() Addr](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UDPConn.LocalAddr)
* [func (c \*UDPConn) RemoteAddr() Addr](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UDPConn.RemoteAddr)
* [func (c \*UDPConn) SetReadBuffer(bytes int) error](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UDPConn.SetReadBuffer)
* [func (c \*UDPConn) SetWriteBuffer(bytes int) error](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UDPConn.SetWriteBuffer)
* [func (c \*UDPConn) SetDeadline(t time.Time) error](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UDPConn.SetDeadline)
* [func (c \*UDPConn) SetReadDeadline(t time.Time) error](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UDPConn.SetReadDeadline)
* [func (c \*UDPConn) SetWriteDeadline(t time.Time) error](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UDPConn.SetWriteDeadline)
* [func (c \*UDPConn) Read(b []byte) (int, error)](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UDPConn.Read)
* [func (c \*UDPConn) ReadFrom(b []byte) (int, Addr, error)](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UDPConn.ReadFrom)
* [func (c \*UDPConn) ReadFromUDP(b []byte) (n int, addr \*UDPAddr, err error)](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UDPConn.ReadFromUDP)
* [func (c \*UDPConn) ReadMsgUDP(b, oob []byte) (n, oobn, flags int, addr \*UDPAddr, err error)](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UDPConn.ReadMsgUDP)
* [func (c \*UDPConn) Write(b []byte) (int, error)](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UDPConn.Write)
* [func (c \*UDPConn) WriteTo(b []byte, addr Addr) (int, error)](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UDPConn.WriteTo)
* [func (c \*UDPConn) WriteToUDP(b []byte, addr \*UDPAddr) (int, error)](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UDPConn.WriteToUDP)
* [func (c \*UDPConn) WriteMsgUDP(b, oob []byte, addr \*UDPAddr) (n, oobn int, err error)](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UDPConn.WriteMsgUDP)
* [func (c \*UDPConn) Close() error](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UDPConn.Close)
* [func (c \*UDPConn) File() (f \*os.File, err error)](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UDPConn.File)

· [type UnixConn](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UnixConn)

* [func DialUnix(net string, laddr, raddr \*UnixAddr) (\*UnixConn, error)](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "DialUnix)
* [func ListenUnixgram(net string, laddr \*UnixAddr) (\*UnixConn, error)](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "ListenUnixgram)
* [func (c \*UnixConn) LocalAddr() Addr](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UnixConn.LocalAddr)
* [func (c \*UnixConn) RemoteAddr() Addr](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UnixConn.RemoteAddr)
* [func (c \*UnixConn) SetReadBuffer(bytes int) error](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UnixConn.SetReadBuffer)
* [func (c \*UnixConn) SetWriteBuffer(bytes int) error](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UnixConn.SetWriteBuffer)
* [func (c \*UnixConn) SetDeadline(t time.Time) error](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UnixConn.SetDeadline)
* [func (c \*UnixConn) SetReadDeadline(t time.Time) error](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UnixConn.SetReadDeadline)
* [func (c \*UnixConn) SetWriteDeadline(t time.Time) error](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UnixConn.SetWriteDeadline)
* [func (c \*UnixConn) Read(b []byte) (int, error)](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UnixConn.Read)
* [func (c \*UnixConn) ReadFrom(b []byte) (int, Addr, error)](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UnixConn.ReadFrom)
* [func (c \*UnixConn) ReadFromUnix(b []byte) (n int, addr \*UnixAddr, err error)](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UnixConn.ReadFromUnix)
* [func (c \*UnixConn) ReadMsgUnix(b, oob []byte) (n, oobn, flags int, addr \*UnixAddr, err error)](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UnixConn.ReadMsgUnix)
* [func (c \*UnixConn) Write(b []byte) (int, error)](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UnixConn.Write)
* [func (c \*UnixConn) WriteTo(b []byte, addr Addr) (n int, err error)](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UnixConn.WriteTo)
* [func (c \*UnixConn) WriteToUnix(b []byte, addr \*UnixAddr) (n int, err error)](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UnixConn.WriteToUnix)
* [func (c \*UnixConn) WriteMsgUnix(b, oob []byte, addr \*UnixAddr) (n, oobn int, err error)](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UnixConn.WriteMsgUnix)
* [func (c \*UnixConn) Close() error](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UnixConn.Close)
* [func (c \*UnixConn) CloseRead() error](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UnixConn.CloseRead)
* [func (c \*UnixConn) CloseWrite() error](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UnixConn.CloseWrite)
* [func (c \*UnixConn) File() (f \*os.File, err error)](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UnixConn.File)

· [type TCPListener](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "TCPListener)

* [func ListenTCP(net string, laddr \*TCPAddr) (\*TCPListener, error)](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "ListenTCP)
* [func (l \*TCPListener) Addr() Addr](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "TCPListener.Addr)
* [func (l \*TCPListener) SetDeadline(t time.Time) error](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "TCPListener.SetDeadline)
* [func (l \*TCPListener) Accept() (Conn, error)](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "TCPListener.Accept)
* [func (l \*TCPListener) AcceptTCP() (\*TCPConn, error)](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "TCPListener.AcceptTCP)
* [func (l \*TCPListener) Close() error](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "TCPListener.Close)
* [func (l \*TCPListener) File() (f \*os.File, err error)](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "TCPListener.File)

· [type UnixListener](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UnixListener)

* [func ListenUnix(net string, laddr \*UnixAddr) (\*UnixListener, error)](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "ListenUnix)
* [func (l \*UnixListener) Addr() Addr](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UnixListener.Addr)
* [func (l \*UnixListener) SetDeadline(t time.Time) (err error)](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UnixListener.SetDeadline)
* [func (l \*UnixListener) Accept() (c Conn, err error)](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UnixListener.Accept)
* [func (l \*UnixListener) AcceptUnix() (\*UnixConn, error)](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UnixListener.AcceptUnix)
* [func (l \*UnixListener) Close() error](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UnixListener.Close)
* [func (l \*UnixListener) File() (f \*os.File, err error)](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UnixListener.File)

· [func FileConn(f \*os.File) (c Conn, err error)](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "FileConn)

· [func FilePacketConn(f \*os.File) (c PacketConn, err error)](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "FilePacketConn)

· [func FileListener(f \*os.File) (l Listener, err error)](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "FileListener)

· [type MX](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "MX)

· [type NS](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "NS)

· [type SRV](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "SRV)

· [func LookupPort(network, service string) (port int, err error)](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "LookupPort)

· [func LookupCNAME(name string) (cname string, err error)](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "LookupCNAME)

· [func LookupHost(host string) (addrs []string, err error)](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "LookupHost)

· [func LookupIP(host string) (addrs []IP, err error)](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "LookupIP)

· [func LookupAddr(addr string) (name []string, err error)](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "LookupAddr)

· [func LookupMX(name string) (mx []\*MX, err error)](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "LookupMX)

· [func LookupNS(name string) (ns []\*NS, err error)](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "LookupNS)

· [func LookupSRV(service, proto, name string) (cname string, addrs []\*SRV, err error)](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "LookupSRV)

· [func LookupTXT(name string) (txt []string, err error)](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "LookupTXT)

#### Examples

### [返回首页](https://studygolang.com/static/pkgdoc/main.html)

· [Listener](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "example-Listener)

const (

IPv4len = 4

IPv6len = 16

)

IP address lengths (bytes).

### Variables

var (

IPv4bcast = [IPv4](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "IPv4)(255, 255, 255, 255) // 广播地址

IPv4allsys = [IPv4](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "IPv4)(224, 0, 0, 1) // 所有主机和路由器

IPv4allrouter = [IPv4](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "IPv4)(224, 0, 0, 2) // 所有路由器

IPv4zero = [IPv4](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "IPv4)(0, 0, 0, 0) // 本地地址，只能作为源地址（曾用作广播地址）

)

常用的IPv4地址。

var (

IPv6zero = [IP](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "IP){0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0}

IPv6unspecified = [IP](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "IP){0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0}

IPv6loopback = [IP](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "IP){0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 1}

IPv6interfacelocalallnodes = [IP](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "IP){0xff, 0x01, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0x01}

IPv6linklocalallnodes = [IP](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "IP){0xff, 0x02, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0x01}

IPv6linklocalallrouters = [IP](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "IP){0xff, 0x02, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0x02}

)

常用的IPv6地址。

var (

ErrWriteToConnected = [errors](http://godoc.org/errors).[New](http://godoc.org/errors" \l "New)("use of WriteTo with pre-connected connection")

)

很多OpError类型的错误会包含本错误。

### type [ParseError](https://github.com/golang/go/blob/master/src/net/ip.go?name=release" \l "634" \o "View Source)

type ParseError struct {

Type [string](http://godoc.org/builtin" \l "string)

Text [string](http://godoc.org/builtin" \l "string)

}

ParseError代表一个格式错误的字符串，Type为期望的格式。

#### func (\*ParseError) [Error](https://github.com/golang/go/blob/master/src/net/ip.go?name=release" \l "639" \o "View Source)

func (e \*[ParseError](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "ParseError)) Error() [string](http://godoc.org/builtin" \l "string)

### type [Error](https://github.com/golang/go/blob/master/src/net/net.go?name=release" \l "209" \o "View Source)

type Error interface {

[error](http://godoc.org/builtin" \l "error)

Timeout() [bool](http://godoc.org/builtin" \l "bool) // 错误是否为超时？

Temporary() [bool](http://godoc.org/builtin" \l "bool) // 错误是否是临时的？

}

Error代表一个网络错误。

### type [UnknownNetworkError](https://github.com/golang/go/blob/master/src/net/net.go?name=release" \l "373" \o "View Source)

type UnknownNetworkError [string](http://godoc.org/builtin" \l "string)

#### func (UnknownNetworkError) [Error](https://github.com/golang/go/blob/master/src/net/net.go?name=release" \l "375" \o "View Source)

func (e [UnknownNetworkError](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UnknownNetworkError)) Error() [string](http://godoc.org/builtin" \l "string)

#### func (UnknownNetworkError) [Temporary](https://github.com/golang/go/blob/master/src/net/net.go?name=release" \l "376" \o "View Source)

func (e [UnknownNetworkError](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UnknownNetworkError)) Temporary() [bool](http://godoc.org/builtin" \l "bool)

#### func (UnknownNetworkError) [Timeout](https://github.com/golang/go/blob/master/src/net/net.go?name=release" \l "377" \o "View Source)

func (e [UnknownNetworkError](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UnknownNetworkError)) Timeout() [bool](http://godoc.org/builtin" \l "bool)

### type [InvalidAddrError](https://github.com/golang/go/blob/master/src/net/net.go?name=release" \l "379" \o "View Source)

type InvalidAddrError [string](http://godoc.org/builtin" \l "string)

#### func (InvalidAddrError) [Error](https://github.com/golang/go/blob/master/src/net/net.go?name=release" \l "381" \o "View Source)

func (e [InvalidAddrError](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "InvalidAddrError)) Error() [string](http://godoc.org/builtin" \l "string)

#### func (InvalidAddrError) [Temporary](https://github.com/golang/go/blob/master/src/net/net.go?name=release" \l "383" \o "View Source)

func (e [InvalidAddrError](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "InvalidAddrError)) Temporary() [bool](http://godoc.org/builtin" \l "bool)

#### func (InvalidAddrError) [Timeout](https://github.com/golang/go/blob/master/src/net/net.go?name=release" \l "382" \o "View Source)

func (e [InvalidAddrError](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "InvalidAddrError)) Timeout() [bool](http://godoc.org/builtin" \l "bool)

### type [DNSConfigError](https://github.com/golang/go/blob/master/src/net/net.go?name=release" \l "386" \o "View Source)

type DNSConfigError struct {

Err [error](http://godoc.org/builtin" \l "error)

}

DNSConfigError代表读取主机DNS配置时出现的错误。

#### func (\*DNSConfigError) [Error](https://github.com/golang/go/blob/master/src/net/net.go?name=release" \l "390" \o "View Source)

func (e \*[DNSConfigError](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "DNSConfigError)) Error() [string](http://godoc.org/builtin" \l "string)

#### func (\*DNSConfigError) [Temporary](https://github.com/golang/go/blob/master/src/net/net.go?name=release" \l "395" \o "View Source)

func (e \*[DNSConfigError](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "DNSConfigError)) Temporary() [bool](http://godoc.org/builtin" \l "bool)

#### func (\*DNSConfigError) [Timeout](https://github.com/golang/go/blob/master/src/net/net.go?name=release" \l "394" \o "View Source)

func (e \*[DNSConfigError](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "DNSConfigError)) Timeout() [bool](http://godoc.org/builtin" \l "bool)

### type [DNSError](https://github.com/golang/go/blob/master/src/net/dnsclient.go?name=release" \l "13" \o "View Source)

type DNSError struct {

Err [string](http://godoc.org/builtin" \l "string) // 错误的描述

Name [string](http://godoc.org/builtin" \l "string) // 查询的名称

Server [string](http://godoc.org/builtin" \l "string) // 使用的服务器

IsTimeout [bool](http://godoc.org/builtin" \l "bool)

}

DNSError代表DNS查询的错误。

#### func (\*DNSError) [Error](https://github.com/golang/go/blob/master/src/net/dnsclient.go?name=release" \l "20" \o "View Source)

func (e \*[DNSError](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "DNSError)) Error() [string](http://godoc.org/builtin" \l "string)

#### func (\*DNSError) [Temporary](https://github.com/golang/go/blob/master/src/net/dnsclient.go?name=release" \l "33" \o "View Source)

func (e \*[DNSError](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "DNSError)) Temporary() [bool](http://godoc.org/builtin" \l "bool)

#### func (\*DNSError) [Timeout](https://github.com/golang/go/blob/master/src/net/dnsclient.go?name=release" \l "32" \o "View Source)

func (e \*[DNSError](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "DNSError)) Timeout() [bool](http://godoc.org/builtin" \l "bool)

### type [AddrError](https://github.com/golang/go/blob/master/src/net/net.go?name=release" \l "349" \o "View Source)

type AddrError struct {

Err [string](http://godoc.org/builtin" \l "string)

Addr [string](http://godoc.org/builtin" \l "string)

}

#### func (\*AddrError) [Error](https://github.com/golang/go/blob/master/src/net/net.go?name=release" \l "354" \o "View Source)

func (e \*[AddrError](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "AddrError)) Error() [string](http://godoc.org/builtin" \l "string)

#### func (\*AddrError) [Temporary](https://github.com/golang/go/blob/master/src/net/net.go?name=release" \l "365" \o "View Source)

func (e \*[AddrError](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "AddrError)) Temporary() [bool](http://godoc.org/builtin" \l "bool)

#### func (\*AddrError) [Timeout](https://github.com/golang/go/blob/master/src/net/net.go?name=release" \l "369" \o "View Source)

func (e \*[AddrError](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "AddrError)) Timeout() [bool](http://godoc.org/builtin" \l "bool)

### type [OpError](https://github.com/golang/go/blob/master/src/net/net.go?name=release" \l "292" \o "View Source)

type OpError struct {

// Op是出现错误的操作，如"read"或"write"

Op [string](http://godoc.org/builtin" \l "string)

// Net是错误所在的网络类型，如"tcp"或"udp6"

Net [string](http://godoc.org/builtin" \l "string)

// Addr是出现错误的网络地址

Addr [Addr](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "Addr)

// Err是操作中出现的错误

Err [error](http://godoc.org/builtin" \l "error)

}

OpError是经常被net包的函数返回的错误类型。它描述了该错误的操作、网络类型和网络地址。

#### func (\*OpError) [Error](https://github.com/golang/go/blob/master/src/net/net.go?name=release" \l "308" \o "View Source)

func (e \*[OpError](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "OpError)) Error() [string](http://godoc.org/builtin" \l "string)

#### func (\*OpError) [Temporary](https://github.com/golang/go/blob/master/src/net/net.go?name=release" \l "327" \o "View Source)

func (e \*[OpError](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "OpError)) Temporary() [bool](http://godoc.org/builtin" \l "bool)

#### func (\*OpError) [Timeout](https://github.com/golang/go/blob/master/src/net/net.go?name=release" \l "338" \o "View Source)

func (e \*[OpError](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "OpError)) Timeout() [bool](http://godoc.org/builtin" \l "bool)

### func [SplitHostPort](https://github.com/golang/go/blob/master/src/net/ipsock.go?name=release" \l "143" \o "View Source)

func SplitHostPort(hostport [string](http://godoc.org/builtin" \l "string)) (host, port [string](http://godoc.org/builtin" \l "string), err [error](http://godoc.org/builtin" \l "error))

函数将格式为"host:port"、"[host]:port"或"[ipv6-host%zone]:port"的网络地址分割为host或ipv6-host%zone和port两个部分。Ipv6的文字地址或者主机名必须用方括号括起来，如"[::1]:80"、"[ipv6-host]:http"、"[ipv6-host%zone]:80"。

### func [JoinHostPort](https://github.com/golang/go/blob/master/src/net/ipsock.go?name=release" \l "223" \o "View Source)

func JoinHostPort(host, port [string](http://godoc.org/builtin" \l "string)) [string](http://godoc.org/builtin" \l "string)

函数将host和port合并为一个网络地址。一般格式为"host:port"；如果host含有冒号或百分号，格式为"[host]:port"。

### type [HardwareAddr](https://github.com/golang/go/blob/master/src/net/mac.go?name=release" \l "14" \o "View Source)

type HardwareAddr [][byte](http://godoc.org/builtin" \l "byte)

HardwareAddr类型代表一个硬件地址（MAC地址）。

#### func [ParseMAC](https://github.com/golang/go/blob/master/src/net/mac.go?name=release" \l "39" \o "View Source)

func ParseMAC(s [string](http://godoc.org/builtin" \l "string)) (hw [HardwareAddr](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "HardwareAddr), err [error](http://godoc.org/builtin" \l "error))

ParseMAC函数使用如下格式解析一个IEEE 802 MAC-48、EUI-48或EUI-64硬件地址：

01:23:45:67:89:ab

01:23:45:67:89:ab:cd:ef

01-23-45-67-89-ab

01-23-45-67-89-ab-cd-ef

0123.4567.89ab

0123.4567.89ab.cdef

#### func (HardwareAddr) [String](https://github.com/golang/go/blob/master/src/net/mac.go?name=release" \l "16" \o "View Source)

func (a [HardwareAddr](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "HardwareAddr)) String() [string](http://godoc.org/builtin" \l "string)

### type [Flags](https://github.com/golang/go/blob/master/src/net/interface.go?name=release" \l "28" \o "View Source)

type Flags [uint](http://godoc.org/builtin" \l "uint)

const (

FlagUp [Flags](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "Flags) = 1 << [iota](http://godoc.org/builtin" \l "iota) // 接口在活动状态

FlagBroadcast // 接口支持广播

FlagLoopback // 接口是环回的

FlagPointToPoint // 接口是点对点的

FlagMulticast // 接口支持组播

)

#### func (Flags) [String](https://github.com/golang/go/blob/master/src/net/interface.go?name=release" \l "46" \o "View Source)

func (f [Flags](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "Flags)) String() [string](http://godoc.org/builtin" \l "string)

### type [Interface](https://github.com/golang/go/blob/master/src/net/interface.go?name=release" \l "20" \o "View Source)

type Interface struct {

Index [int](http://godoc.org/builtin" \l "int) // 索引，>=1的整数

MTU [int](http://godoc.org/builtin" \l "int) // 最大传输单元

Name [string](http://godoc.org/builtin" \l "string) // 接口名，例如"en0"、"lo0"、"eth0.100"

HardwareAddr [HardwareAddr](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "HardwareAddr) // 硬件地址，IEEE MAC-48、EUI-48或EUI-64格式

Flags [Flags](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "Flags) // 接口的属性，例如FlagUp、FlagLoopback、FlagMulticast

}

Interface类型代表一个网络接口（系统与网络的一个接点）。包含接口索引到名字的映射，也包含接口的设备信息。

#### func [InterfaceByIndex](https://github.com/golang/go/blob/master/src/net/interface.go?name=release" \l "91" \o "View Source)

func InterfaceByIndex(index [int](http://godoc.org/builtin" \l "int)) (\*[Interface](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "Interface), [error](http://godoc.org/builtin" \l "error))

InterfaceByIndex返回指定索引的网络接口。

#### func [InterfaceByName](https://github.com/golang/go/blob/master/src/net/interface.go?name=release" \l "112" \o "View Source)

func InterfaceByName(name [string](http://godoc.org/builtin" \l "string)) (\*[Interface](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "Interface), [error](http://godoc.org/builtin" \l "error))

InterfaceByName返回指定名字的网络接口。

#### func (\*Interface) [Addrs](https://github.com/golang/go/blob/master/src/net/interface.go?name=release" \l "63" \o "View Source)

func (ifi \*[Interface](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "Interface)) Addrs() ([][Addr](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "Addr), [error](http://godoc.org/builtin" \l "error))

Addrs方法返回网络接口ifi的一或多个接口地址。

#### func (\*Interface) [MulticastAddrs](https://github.com/golang/go/blob/master/src/net/interface.go?name=release" \l "72" \o "View Source)

func (ifi \*[Interface](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "Interface)) MulticastAddrs() ([][Addr](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "Addr), [error](http://godoc.org/builtin" \l "error))

MulticastAddrs返回网络接口ifi加入的多播组地址。

### func [Interfaces](https://github.com/golang/go/blob/master/src/net/interface.go?name=release" \l "80" \o "View Source)

func Interfaces() ([][Interface](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "Interface), [error](http://godoc.org/builtin" \l "error))

Interfaces返回该系统的网络接口列表。

### func [InterfaceAddrs](https://github.com/golang/go/blob/master/src/net/interface.go?name=release" \l "86" \o "View Source)

func InterfaceAddrs() ([][Addr](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "Addr), [error](http://godoc.org/builtin" \l "error))

InterfaceAddrs返回该系统的网络接口的地址列表。

### type [IP](https://github.com/golang/go/blob/master/src/net/ip.go?name=release" \l "32" \o "View Source)

type IP [][byte](http://godoc.org/builtin" \l "byte)

IP类型是代表单个IP地址的[]byte切片。本包的函数都可以接受4字节（IPv4）和16字节（IPv6）的切片作为输入。

注意，IP地址是IPv4地址还是IPv6地址是语义上的属性，而不取决于切片的长度：16字节的切片也可以是IPv4地址。

#### func [IPv4](https://github.com/golang/go/blob/master/src/net/ip.go?name=release" \l "45" \o "View Source)

func IPv4(a, b, c, d [byte](http://godoc.org/builtin" \l "byte)) [IP](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "IP)

IPv4返回包含一个IPv4地址a.b.c.d的IP地址（16字节格式）。

#### func [ParseIP](https://github.com/golang/go/blob/master/src/net/ip.go?name=release" \l "648" \o "View Source)

func ParseIP(s [string](http://godoc.org/builtin" \l "string)) [IP](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "IP)

ParseIP将s解析为IP地址，并返回该地址。如果s不是合法的IP地址文本表示，ParseIP会返回nil。

字符串可以是小数点分隔的IPv4格式（如"74.125.19.99"）或IPv6格式（如"2001:4860:0:2001::68"）格式。

#### func (IP) [IsGlobalUnicast](https://github.com/golang/go/blob/master/src/net/ip.go?name=release" \l "161" \o "View Source)

func (ip [IP](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "IP)) IsGlobalUnicast() [bool](http://godoc.org/builtin" \l "bool)

如果ip是全局单播地址，则返回真。

#### func (IP) [IsLinkLocalUnicast](https://github.com/golang/go/blob/master/src/net/ip.go?name=release" \l "152" \o "View Source)

func (ip [IP](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "IP)) IsLinkLocalUnicast() [bool](http://godoc.org/builtin" \l "bool)

如果ip是链路本地单播地址，则返回真。

#### func (IP) [IsInterfaceLocalMulticast](https://github.com/golang/go/blob/master/src/net/ip.go?name=release" \l "137" \o "View Source)

func (ip [IP](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "IP)) IsInterfaceLocalMulticast() [bool](http://godoc.org/builtin" \l "bool)

如果ip是接口本地组播地址，则返回真。

#### func (IP) [IsLinkLocalMulticast](https://github.com/golang/go/blob/master/src/net/ip.go?name=release" \l "143" \o "View Source)

func (ip [IP](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "IP)) IsLinkLocalMulticast() [bool](http://godoc.org/builtin" \l "bool)

如果ip是链路本地组播地址，则返回真。

#### func (IP) [IsMulticast](https://github.com/golang/go/blob/master/src/net/ip.go?name=release" \l "128" \o "View Source)

func (ip [IP](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "IP)) IsMulticast() [bool](http://godoc.org/builtin" \l "bool)

如果ip是组播地址，则返回真。

#### func (IP) [IsLoopback](https://github.com/golang/go/blob/master/src/net/ip.go?name=release" \l "120" \o "View Source)

func (ip [IP](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "IP)) IsLoopback() [bool](http://godoc.org/builtin" \l "bool)

如果ip是环回地址，则返回真。

#### func (IP) [IsUnspecified](https://github.com/golang/go/blob/master/src/net/ip.go?name=release" \l "112" \o "View Source)

func (ip [IP](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "IP)) IsUnspecified() [bool](http://godoc.org/builtin" \l "bool)

如果ip是未指定地址，则返回真。

#### func (IP) [DefaultMask](https://github.com/golang/go/blob/master/src/net/ip.go?name=release" \l "215" \o "View Source)

func (ip [IP](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "IP)) DefaultMask() [IPMask](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "IPMask)

函数返回IP地址ip的默认子网掩码。只有IPv4有默认子网掩码；如果ip不是合法的IPv4地址，会返回nil。

#### func (IP) [Equal](https://github.com/golang/go/blob/master/src/net/ip.go?name=release" \l "355" \o "View Source)

func (ip [IP](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "IP)) Equal(x [IP](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "IP)) [bool](http://godoc.org/builtin" \l "bool)

如果ip和x代表同一个IP地址，Equal会返回真。代表同一地址的IPv4地址和IPv6地址也被认为是相等的。

#### func (IP) [To16](https://github.com/golang/go/blob/master/src/net/ip.go?name=release" \l "195" \o "View Source)

func (ip [IP](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "IP)) To16() [IP](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "IP)

To16将一个IP地址转换为16字节表示。如果ip不是一个IP地址（长度错误），To16会返回nil。

#### func (IP) [To4](https://github.com/golang/go/blob/master/src/net/ip.go?name=release" \l "180" \o "View Source)

func (ip [IP](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "IP)) To4() [IP](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "IP)

To4将一个IPv4地址转换为4字节表示。如果ip不是IPv4地址，To4会返回nil。

#### func (IP) [Mask](https://github.com/golang/go/blob/master/src/net/ip.go?name=release" \l "239" \o "View Source)

func (ip [IP](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "IP)) Mask(mask [IPMask](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "IPMask)) [IP](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "IP)

Mask方法认为mask为ip的子网掩码，返回ip的网络地址部分的ip。（主机地址部分都置0）

#### func (IP) [String](https://github.com/golang/go/blob/master/src/net/ip.go?name=release" \l "261" \o "View Source)

func (ip [IP](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "IP)) String() [string](http://godoc.org/builtin" \l "string)

String返回IP地址ip的字符串表示。如果ip是IPv4地址，返回值的格式为点分隔的，如"74.125.19.99"；否则表示为IPv6格式，如"2001:4860:0:2001::68"。

#### func (IP) [MarshalText](https://github.com/golang/go/blob/master/src/net/ip.go?name=release" \l "326" \o "View Source)

func (ip [IP](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "IP)) MarshalText() ([][byte](http://godoc.org/builtin" \l "byte), [error](http://godoc.org/builtin" \l "error))

MarshalText实现了encoding.TextMarshaler接口，返回值和String方法一样。

#### func (\*IP) [UnmarshalText](https://github.com/golang/go/blob/master/src/net/ip.go?name=release" \l "338" \o "View Source)

func (ip \*[IP](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "IP)) UnmarshalText(text [][byte](http://godoc.org/builtin" \l "byte)) [error](http://godoc.org/builtin" \l "error)

UnmarshalText实现了encoding.TextUnmarshaler接口。IP地址字符串应该是ParseIP函数可以接受的格式。

### type [IPMask](https://github.com/golang/go/blob/master/src/net/ip.go?name=release" \l "35" \o "View Source)

type IPMask [][byte](http://godoc.org/builtin" \l "byte)

IPMask代表一个IP地址的掩码。

#### func [IPv4Mask](https://github.com/golang/go/blob/master/src/net/ip.go?name=release" \l "59" \o "View Source)

func IPv4Mask(a, b, c, d [byte](http://godoc.org/builtin" \l "byte)) [IPMask](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "IPMask)

IPv4Mask返回一个4字节格式的IPv4掩码a.b.c.d。

#### func [CIDRMask](https://github.com/golang/go/blob/master/src/net/ip.go?name=release" \l "71" \o "View Source)

func CIDRMask(ones, bits [int](http://godoc.org/builtin" \l "int)) [IPMask](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "IPMask)

CIDRMask返回一个IPMask类型值，该返回值总共有bits个字位，其中前ones个字位都是1，其余字位都是0。

#### func (IPMask) [Size](https://github.com/golang/go/blob/master/src/net/ip.go?name=release" \l "412" \o "View Source)

func (m [IPMask](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "IPMask)) Size() (ones, bits [int](http://godoc.org/builtin" \l "int))

Size返回m的前导的1字位数和总字位数。如果m不是规范的子网掩码（字位：/^1+0+$/），将返会(0, 0)。

#### func (IPMask) [String](https://github.com/golang/go/blob/master/src/net/ip.go?name=release" \l "421" \o "View Source)

func (m [IPMask](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "IPMask)) String() [string](http://godoc.org/builtin" \l "string)

String返回m的十六进制格式，没有标点。

### type [IPNet](https://github.com/golang/go/blob/master/src/net/ip.go?name=release" \l "38" \o "View Source)

type IPNet struct {

IP [IP](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "IP) // 网络地址

Mask [IPMask](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "IPMask) // 子网掩码

}

IPNet表示一个IP网络。

#### func [ParseCIDR](https://github.com/golang/go/blob/master/src/net/ip.go?name=release" \l "663" \o "View Source)

func ParseCIDR(s [string](http://godoc.org/builtin" \l "string)) ([IP](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "IP), \*[IPNet](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "IPNet), [error](http://godoc.org/builtin" \l "error))

ParseCIDR将s作为一个CIDR（无类型域间路由）的IP地址和掩码字符串，如"192.168.100.1/24"或"2001:DB8::/48"，解析并返回IP地址和IP网络，参见[RFC 4632](http://tools.ietf.org/html/rfc4632)和[RFC 4291](http://tools.ietf.org/html/rfc4291)。

本函数会返回IP地址和该IP所在的网络和掩码。例如，ParseCIDR("192.168.100.1/16")会返回IP地址192.168.100.1和IP网络192.168.0.0/16。

#### func (\*IPNet) [Contains](https://github.com/golang/go/blob/master/src/net/ip.go?name=release" \l "456" \o "View Source)

func (n \*[IPNet](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "IPNet)) Contains(ip [IP](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "IP)) [bool](http://godoc.org/builtin" \l "bool)

Contains报告该网络是否包含地址ip。

#### func (\*IPNet) [Network](https://github.com/golang/go/blob/master/src/net/ip.go?name=release" \l "474" \o "View Source)

func (n \*[IPNet](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "IPNet)) Network() [string](http://godoc.org/builtin" \l "string)

Network返回网络类型名："ip+net"，注意该类型名是不合法的。

#### func (\*IPNet) [String](https://github.com/golang/go/blob/master/src/net/ip.go?name=release" \l "482" \o "View Source)

func (n \*[IPNet](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "IPNet)) String() [string](http://godoc.org/builtin" \l "string)

String返回n的CIDR表示，如"192.168.100.1/24"或"2001:DB8::/48"，参见[RFC 4632](http://tools.ietf.org/html/rfc4632)和[RFC 4291](http://tools.ietf.org/html/rfc4291)。如果n的Mask字段不是规范格式，它会返回一个包含n.IP.String()、斜线、n.Mask.String()（此时表示为无标点十六进制格式）的字符串，如"192.168.100.1/c000ff00"。

### type [Addr](https://github.com/golang/go/blob/master/src/net/net.go?name=release" \l "54" \o "View Source)

type Addr interface {

Network() [string](http://godoc.org/builtin" \l "string) // 网络名

String() [string](http://godoc.org/builtin" \l "string) // 字符串格式的地址

}

Addr代表一个网络终端地址。

### type [Conn](https://github.com/golang/go/blob/master/src/net/net.go?name=release" \l "62" \o "View Source)

type Conn interface {

// Read从连接中读取数据

// Read方法可能会在超过某个固定时间限制后超时返回错误，该错误的Timeout()方法返回真

Read(b [][byte](http://godoc.org/builtin" \l "byte)) (n [int](http://godoc.org/builtin" \l "int), err [error](http://godoc.org/builtin" \l "error))

// Write从连接中写入数据

// Write方法可能会在超过某个固定时间限制后超时返回错误，该错误的Timeout()方法返回真

Write(b [][byte](http://godoc.org/builtin" \l "byte)) (n [int](http://godoc.org/builtin" \l "int), err [error](http://godoc.org/builtin" \l "error))

// Close方法关闭该连接

// 并会导致任何阻塞中的Read或Write方法不再阻塞并返回错误

Close() [error](http://godoc.org/builtin" \l "error)

// 返回本地网络地址

LocalAddr() [Addr](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "Addr)

// 返回远端网络地址

RemoteAddr() [Addr](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "Addr)

// 设定该连接的读写deadline，等价于同时调用SetReadDeadline和SetWriteDeadline

// deadline是一个绝对时间，超过该时间后I/O操作就会直接因超时失败返回而不会阻塞

// deadline对之后的所有I/O操作都起效，而不仅仅是下一次的读或写操作

// 参数t为零值表示不设置期限

SetDeadline(t [time](http://godoc.org/time).[Time](http://godoc.org/time" \l "Time)) [error](http://godoc.org/builtin" \l "error)

// 设定该连接的读操作deadline，参数t为零值表示不设置期限

SetReadDeadline(t [time](http://godoc.org/time).[Time](http://godoc.org/time" \l "Time)) [error](http://godoc.org/builtin" \l "error)

// 设定该连接的写操作deadline，参数t为零值表示不设置期限

// 即使写入超时，返回值n也可能>0，说明成功写入了部分数据

SetWriteDeadline(t [time](http://godoc.org/time).[Time](http://godoc.org/time" \l "Time)) [error](http://godoc.org/builtin" \l "error)

}

Conn接口代表通用的面向流的网络连接。多个线程可能会同时调用同一个Conn的方法。

#### func [Dial](https://github.com/golang/go/blob/master/src/net/dial.go?name=release" \l "142" \o "View Source)

func Dial(network, address [string](http://godoc.org/builtin" \l "string)) ([Conn](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "Conn), [error](http://godoc.org/builtin" \l "error))

在网络network上连接地址address，并返回一个Conn接口。可用的网络类型有：

"tcp"、"tcp4"、"tcp6"、"udp"、"udp4"、"udp6"、"ip"、"ip4"、"ip6"、"unix"、"unixgram"、"unixpacket"

对TCP和UDP网络，地址格式是host:port或[host]:port，参见函数JoinHostPort和SplitHostPort。

Dial("tcp", "12.34.56.78:80")

Dial("tcp", "google.com:http")

Dial("tcp", "[2001:db8::1]:http")

Dial("tcp", "[fe80::1%lo0]:80")

对IP网络，network必须是"ip"、"ip4"、"ip6"后跟冒号和协议号或者协议名，地址必须是IP地址字面值。

Dial("ip4:1", "127.0.0.1")

Dial("ip6:ospf", "::1")

对Unix网络，地址必须是文件系统路径。

#### func [DialTimeout](https://github.com/golang/go/blob/master/src/net/dial.go?name=release" \l "149" \o "View Source)

func DialTimeout(network, address [string](http://godoc.org/builtin" \l "string), timeout [time](http://godoc.org/time).[Duration](http://godoc.org/time" \l "Duration)) ([Conn](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "Conn), [error](http://godoc.org/builtin" \l "error))

DialTimeout类似Dial但采用了超时。timeout参数如果必要可包含名称解析。

#### func [Pipe](https://github.com/golang/go/blob/master/src/net/pipe.go?name=release" \l "18" \o "View Source)

func Pipe() ([Conn](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "Conn), [Conn](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "Conn))

Pipe创建一个内存中的同步、全双工网络连接。连接的两端都实现了Conn接口。一端的读取对应另一端的写入，直接将数据在两端之间作拷贝；没有内部缓冲。

### type [PacketConn](https://github.com/golang/go/blob/master/src/net/net.go?name=release" \l "218" \o "View Source)

type PacketConn interface {

// ReadFrom方法从连接读取一个数据包，并将有效信息写入b

// ReadFrom方法可能会在超过某个固定时间限制后超时返回错误，该错误的Timeout()方法返回真

// 返回写入的字节数和该数据包的来源地址

ReadFrom(b [][byte](http://godoc.org/builtin" \l "byte)) (n [int](http://godoc.org/builtin" \l "int), addr [Addr](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "Addr), err [error](http://godoc.org/builtin" \l "error))

// WriteTo方法将有效数据b写入一个数据包发送给addr

// WriteTo方法可能会在超过某个固定时间限制后超时返回错误，该错误的Timeout()方法返回真

// 在面向数据包的连接中，写入超时非常罕见

WriteTo(b [][byte](http://godoc.org/builtin" \l "byte), addr [Addr](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "Addr)) (n [int](http://godoc.org/builtin" \l "int), err [error](http://godoc.org/builtin" \l "error))

// Close方法关闭该连接

// 会导致任何阻塞中的ReadFrom或WriteTo方法不再阻塞并返回错误

Close() [error](http://godoc.org/builtin" \l "error)

// 返回本地网络地址

LocalAddr() [Addr](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "Addr)

// 设定该连接的读写deadline

SetDeadline(t [time](http://godoc.org/time).[Time](http://godoc.org/time" \l "Time)) [error](http://godoc.org/builtin" \l "error)

// 设定该连接的读操作deadline，参数t为零值表示不设置期限

// 如果时间到达deadline，读操作就会直接因超时失败返回而不会阻塞

SetReadDeadline(t [time](http://godoc.org/time).[Time](http://godoc.org/time" \l "Time)) [error](http://godoc.org/builtin" \l "error)

// 设定该连接的写操作deadline，参数t为零值表示不设置期限

// 如果时间到达deadline，写操作就会直接因超时失败返回而不会阻塞

// 即使写入超时，返回值n也可能>0，说明成功写入了部分数据

SetWriteDeadline(t [time](http://godoc.org/time).[Time](http://godoc.org/time" \l "Time)) [error](http://godoc.org/builtin" \l "error)

}

PacketConn接口代表通用的面向数据包的网络连接。多个线程可能会同时调用同一个Conn的方法。

#### func [ListenPacket](https://github.com/golang/go/blob/master/src/net/dial.go?name=release" \l "285" \o "View Source)

func ListenPacket(net, laddr [string](http://godoc.org/builtin" \l "string)) ([PacketConn](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "PacketConn), [error](http://godoc.org/builtin" \l "error))

ListenPacket函数监听本地网络地址laddr。网络类型net必须是面向数据包的网络类型：

"ip"、"ip4"、"ip6"、"udp"、"udp4"、"udp6"、或"unixgram"。laddr的格式参见Dial函数。

### type [Dialer](https://github.com/golang/go/blob/master/src/net/dial.go?name=release" \l "17" \o "View Source)

type Dialer struct {

// Timeout是dial操作等待连接建立的最大时长，默认值代表没有超时。

// 如果Deadline字段也被设置了，dial操作也可能更早失败。

// 不管有没有设置超时，操作系统都可能强制执行它的超时设置。

// 例如，TCP（系统）超时一般在3分钟左右。

Timeout [time](http://godoc.org/time).[Duration](http://godoc.org/time" \l "Duration)

// Deadline是一个具体的时间点期限，超过该期限后，dial操作就会失败。

// 如果Timeout字段也被设置了，dial操作也可能更早失败。

// 零值表示没有期限，即遵守操作系统的超时设置。

Deadline [time](http://godoc.org/time).[Time](http://godoc.org/time" \l "Time)

// LocalAddr是dial一个地址时使用的本地地址。

// 该地址必须是与dial的网络相容的类型。

// 如果为nil，将会自动选择一个本地地址。

LocalAddr [Addr](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "Addr)

// DualStack允许单次dial操作在网络类型为"tcp"，

// 且目的地是一个主机名的DNS记录具有多个地址时，

// 尝试建立多个IPv4和IPv6连接，并返回第一个建立的连接。

DualStack [bool](http://godoc.org/builtin" \l "bool)

// KeepAlive指定一个活动的网络连接的生命周期；如果为0，会禁止keep-alive。

// 不支持keep-alive的网络连接会忽略本字段。

KeepAlive [time](http://godoc.org/time).[Duration](http://godoc.org/time" \l "Duration)

}

Dialer类型包含与某个地址建立连接时的参数。

每一个字段的零值都等价于没有该字段。因此调用Dialer零值的Dial方法等价于调用Dial函数。

#### func (\*Dialer) [Dial](https://github.com/golang/go/blob/master/src/net/dial.go?name=release" \l "158" \o "View Source)

func (d \*[Dialer](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "Dialer)) Dial(network, address [string](http://godoc.org/builtin" \l "string)) ([Conn](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "Conn), [error](http://godoc.org/builtin" \l "error))

Dial在指定的网络上连接指定的地址。参见Dial函数获取网络和地址参数的描述。

### type [Listener](https://github.com/golang/go/blob/master/src/net/net.go?name=release" \l "266" \o "View Source)

type Listener interface {

// Addr返回该接口的网络地址

Addr() [Addr](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "Addr)

// Accept等待并返回下一个连接到该接口的连接

Accept() (c [Conn](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "Conn), err [error](http://godoc.org/builtin" \l "error))

// Close关闭该接口，并使任何阻塞的Accept操作都会不再阻塞并返回错误。

Close() [error](http://godoc.org/builtin" \l "error)

}

Listener是一个用于面向流的网络协议的公用的网络监听器接口。多个线程可能会同时调用一个Listener的方法。

Example

#### func [Listen](https://github.com/golang/go/blob/master/src/net/dial.go?name=release" \l "261" \o "View Source)

func Listen(net, laddr [string](http://godoc.org/builtin" \l "string)) ([Listener](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "Listener), [error](http://godoc.org/builtin" \l "error))

返回在一个本地网络地址laddr上监听的Listener。网络类型参数net必须是面向流的网络：

"tcp"、"tcp4"、"tcp6"、"unix"或"unixpacket"。参见Dial函数获取laddr的语法。

### type [IPAddr](https://github.com/golang/go/blob/master/src/net/iprawsock.go?name=release" \l "8" \o "View Source)

type IPAddr struct {

IP [IP](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "IP)

Zone [string](http://godoc.org/builtin" \l "string) // IPv6范围寻址域

}

IPAddr代表一个IP终端的地址。

#### func [ResolveIPAddr](https://github.com/golang/go/blob/master/src/net/iprawsock.go?name=release" \l "36" \o "View Source)

func ResolveIPAddr(net, addr [string](http://godoc.org/builtin" \l "string)) (\*[IPAddr](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "IPAddr), [error](http://godoc.org/builtin" \l "error))

ResolveIPAddr将addr作为一个格式为"host"或"ipv6-host%zone"的IP地址来解析。 函数会在参数net指定的网络类型上解析，net必须是"ip"、"ip4"或"ip6"。

#### func (\*IPAddr) [Network](https://github.com/golang/go/blob/master/src/net/iprawsock.go?name=release" \l "14" \o "View Source)

func (a \*[IPAddr](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "IPAddr)) Network() [string](http://godoc.org/builtin" \l "string)

Network返回地址的网络类型："ip"。

#### func (\*IPAddr) [String](https://github.com/golang/go/blob/master/src/net/iprawsock.go?name=release" \l "16" \o "View Source)

func (a \*[IPAddr](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "IPAddr)) String() [string](http://godoc.org/builtin" \l "string)

### type [TCPAddr](https://github.com/golang/go/blob/master/src/net/tcpsock.go?name=release" \l "8" \o "View Source)

type TCPAddr struct {

IP [IP](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "IP)

Port [int](http://godoc.org/builtin" \l "int)

Zone [string](http://godoc.org/builtin" \l "string) // IPv6范围寻址域

}

TCPAddr代表一个TCP终端地址。

#### func [ResolveTCPAddr](https://github.com/golang/go/blob/master/src/net/tcpsock.go?name=release" \l "41" \o "View Source)

func ResolveTCPAddr(net, addr [string](http://godoc.org/builtin" \l "string)) (\*[TCPAddr](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "TCPAddr), [error](http://godoc.org/builtin" \l "error))

ResolveTCPAddr将addr作为TCP地址解析并返回。参数addr格式为"host:port"或"[ipv6-host%zone]:port"，解析得到网络名和端口名；net必须是"tcp"、"tcp4"或"tcp6"。

IPv6地址字面值/名称必须用方括号包起来，如"[::1]:80"、"[ipv6-host]:http"或"[ipv6-host%zone]:80"。

#### func (\*TCPAddr) [Network](https://github.com/golang/go/blob/master/src/net/tcpsock.go?name=release" \l "15" \o "View Source)

func (a \*[TCPAddr](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "TCPAddr)) Network() [string](http://godoc.org/builtin" \l "string)

返回地址的网络类型，"tcp"。

#### func (\*TCPAddr) [String](https://github.com/golang/go/blob/master/src/net/tcpsock.go?name=release" \l "17" \o "View Source)

func (a \*[TCPAddr](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "TCPAddr)) String() [string](http://godoc.org/builtin" \l "string)

### type [UDPAddr](https://github.com/golang/go/blob/master/src/net/udpsock.go?name=release" \l "8" \o "View Source)

type UDPAddr struct {

IP [IP](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "IP)

Port [int](http://godoc.org/builtin" \l "int)

Zone [string](http://godoc.org/builtin" \l "string) // IPv6范围寻址域

}

UDPAddr代表一个UDP终端地址。

#### func [ResolveUDPAddr](https://github.com/golang/go/blob/master/src/net/udpsock.go?name=release" \l "41" \o "View Source)

func ResolveUDPAddr(net, addr [string](http://godoc.org/builtin" \l "string)) (\*[UDPAddr](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UDPAddr), [error](http://godoc.org/builtin" \l "error))

ResolveTCPAddr将addr作为TCP地址解析并返回。参数addr格式为"host:port"或"[ipv6-host%zone]:port"，解析得到网络名和端口名；net必须是"udp"、"udp4"或"udp6"。

IPv6地址字面值/名称必须用方括号包起来，如"[::1]:80"、"[ipv6-host]:http"或"[ipv6-host%zone]:80"。

#### func (\*UDPAddr) [Network](https://github.com/golang/go/blob/master/src/net/udpsock.go?name=release" \l "15" \o "View Source)

func (a \*[UDPAddr](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UDPAddr)) Network() [string](http://godoc.org/builtin" \l "string)

返回地址的网络类型，"udp"。

#### func (\*UDPAddr) [String](https://github.com/golang/go/blob/master/src/net/udpsock.go?name=release" \l "17" \o "View Source)

func (a \*[UDPAddr](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UDPAddr)) String() [string](http://godoc.org/builtin" \l "string)

### type [UnixAddr](https://github.com/golang/go/blob/master/src/net/unixsock.go?name=release" \l "8" \o "View Source)

type UnixAddr struct {

Name [string](http://godoc.org/builtin" \l "string)

Net [string](http://godoc.org/builtin" \l "string)

}

UnixAddr代表一个Unix域socket终端地址。

#### func [ResolveUnixAddr](https://github.com/golang/go/blob/master/src/net/unixsock.go?name=release" \l "36" \o "View Source)

func ResolveUnixAddr(net, addr [string](http://godoc.org/builtin" \l "string)) (\*[UnixAddr](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UnixAddr), [error](http://godoc.org/builtin" \l "error))

ResolveUnixAddr将addr作为Unix域socket地址解析，参数net指定网络类型："unix"、"unixgram"或"unixpacket"。

#### func (\*UnixAddr) [Network](https://github.com/golang/go/blob/master/src/net/unixsock.go?name=release" \l "15" \o "View Source)

func (a \*[UnixAddr](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UnixAddr)) Network() [string](http://godoc.org/builtin" \l "string)

返回地址的网络类型，"unix"，"unixgram"或"unixpacket"。

#### func (\*UnixAddr) [String](https://github.com/golang/go/blob/master/src/net/unixsock.go?name=release" \l "19" \o "View Source)

func (a \*[UnixAddr](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UnixAddr)) String() [string](http://godoc.org/builtin" \l "string)

### type [IPConn](https://github.com/golang/go/blob/master/src/net/iprawsock_posix.go?name=release" \l "62" \o "View Source)

type IPConn struct {

// 内含隐藏或非导出字段

}

IPConn类型代表IP网络连接，实现了Conn和PacketConn接口。

#### func [DialIP](https://github.com/golang/go/blob/master/src/net/iprawsock_posix.go?name=release" \l "184" \o "View Source)

func DialIP(netProto [string](http://godoc.org/builtin" \l "string), laddr, raddr \*[IPAddr](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "IPAddr)) (\*[IPConn](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "IPConn), [error](http://godoc.org/builtin" \l "error))

DialIP在网络协议netProto上连接本地地址laddr和远端地址raddr，netProto必须是"ip"、"ip4"或"ip6"后跟冒号和协议名或协议号。

#### func [ListenIP](https://github.com/golang/go/blob/master/src/net/iprawsock_posix.go?name=release" \l "212" \o "View Source)

func ListenIP(netProto [string](http://godoc.org/builtin" \l "string), laddr \*[IPAddr](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "IPAddr)) (\*[IPConn](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "IPConn), [error](http://godoc.org/builtin" \l "error))

ListenIP创建一个接收目的地是本地地址laddr的IP数据包的网络连接，返回的\*IPConn的ReadFrom和WriteTo方法可以用来发送和接收IP数据包。（每个包都可获取来源址或者设置目标地址）

#### func (\*IPConn) [LocalAddr](https://github.com/golang/go/blob/master/src/net/net.go?name=release" \l "142" \o "View Source)

func (c \*IPConn) LocalAddr() [Addr](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "Addr)

LocalAddr返回本地网络地址

#### func (\*IPConn) [RemoteAddr](https://github.com/golang/go/blob/master/src/net/net.go?name=release" \l "150" \o "View Source)

func (c \*IPConn) RemoteAddr() [Addr](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "Addr)

RemoteAddr返回远端网络地址

#### func (\*IPConn) [SetReadBuffer](https://github.com/golang/go/blob/master/src/net/net.go?name=release" \l "183" \o "View Source)

func (c \*IPConn) SetReadBuffer(bytes [int](http://godoc.org/builtin" \l "int)) [error](http://godoc.org/builtin" \l "error)

SetReadBuffer设置该连接的系统接收缓冲

#### func (\*IPConn) [SetWriteBuffer](https://github.com/golang/go/blob/master/src/net/net.go?name=release" \l "192" \o "View Source)

func (c \*IPConn) SetWriteBuffer(bytes [int](http://godoc.org/builtin" \l "int)) [error](http://godoc.org/builtin" \l "error)

SetWriteBuffer设置该连接的系统发送缓冲

#### func (\*IPConn) [SetDeadline](https://github.com/golang/go/blob/master/src/net/net.go?name=release" \l "158" \o "View Source)

func (c \*IPConn) SetDeadline(t [time](http://godoc.org/time).[Time](http://godoc.org/time" \l "Time)) [error](http://godoc.org/builtin" \l "error)

SetDeadline设置读写操作绝对期限，实现了Conn接口的SetDeadline方法

#### func (\*IPConn) [SetReadDeadline](https://github.com/golang/go/blob/master/src/net/net.go?name=release" \l "166" \o "View Source)

func (c \*IPConn) SetReadDeadline(t [time](http://godoc.org/time).[Time](http://godoc.org/time" \l "Time)) [error](http://godoc.org/builtin" \l "error)

SetReadDeadline设置读操作绝对期限，实现了Conn接口的SetReadDeadline方法

#### func (\*IPConn) [SetWriteDeadline](https://github.com/golang/go/blob/master/src/net/net.go?name=release" \l "174" \o "View Source)

func (c \*IPConn) SetWriteDeadline(t [time](http://godoc.org/time).[Time](http://godoc.org/time" \l "Time)) [error](http://godoc.org/builtin" \l "error)

SetWriteDeadline设置写操作绝对期限，实现了Conn接口的SetWriteDeadline方法

#### func (\*IPConn) [Read](https://github.com/golang/go/blob/master/src/net/net.go?name=release" \l "118" \o "View Source)

func (c \*IPConn) Read(b [][byte](http://godoc.org/builtin" \l "byte)) ([int](http://godoc.org/builtin" \l "int), [error](http://godoc.org/builtin" \l "error))

Read实现Conn接口Read方法

#### func (\*IPConn) [ReadFrom](https://github.com/golang/go/blob/master/src/net/iprawsock_posix.go?name=release" \l "98" \o "View Source)

func (c \*[IPConn](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "IPConn)) ReadFrom(b [][byte](http://godoc.org/builtin" \l "byte)) ([int](http://godoc.org/builtin" \l "int), [Addr](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "Addr), [error](http://godoc.org/builtin" \l "error))

ReadFrom实现PacketConn接口ReadFrom方法。注意本方法有bug，应避免使用。

#### func (\*IPConn) [ReadFromIP](https://github.com/golang/go/blob/master/src/net/iprawsock_posix.go?name=release" \l "75" \o "View Source)

func (c \*[IPConn](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "IPConn)) ReadFromIP(b [][byte](http://godoc.org/builtin" \l "byte)) ([int](http://godoc.org/builtin" \l "int), \*[IPAddr](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "IPAddr), [error](http://godoc.org/builtin" \l "error))

ReadFromIP从c读取一个IP数据包，将有效负载拷贝到b，返回拷贝字节数和数据包来源地址。

ReadFromIP方法会在超过一个固定的时间点之后超时，并返回一个错误。注意本方法有bug，应避免使用。

#### func (\*IPConn) [ReadMsgIP](https://github.com/golang/go/blob/master/src/net/iprawsock_posix.go?name=release" \l "110" \o "View Source)

func (c \*[IPConn](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "IPConn)) ReadMsgIP(b, oob [][byte](http://godoc.org/builtin" \l "byte)) (n, oobn, flags [int](http://godoc.org/builtin" \l "int), addr \*[IPAddr](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "IPAddr), err [error](http://godoc.org/builtin" \l "error))

ReadMsgIP从c读取一个数据包，将有效负载拷贝进b，相关的带外数据拷贝进oob，返回拷贝进b的字节数，拷贝进oob的字节数，数据包的flag，数据包来源地址和可能的错误。

#### func (\*IPConn) [Write](https://github.com/golang/go/blob/master/src/net/net.go?name=release" \l "126" \o "View Source)

func (c \*IPConn) Write(b [][byte](http://godoc.org/builtin" \l "byte)) ([int](http://godoc.org/builtin" \l "int), [error](http://godoc.org/builtin" \l "error))

Write实现Conn接口Write方法

#### func (\*IPConn) [WriteTo](https://github.com/golang/go/blob/master/src/net/iprawsock_posix.go?name=release" \l "150" \o "View Source)

func (c \*[IPConn](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "IPConn)) WriteTo(b [][byte](http://godoc.org/builtin" \l "byte), addr [Addr](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "Addr)) ([int](http://godoc.org/builtin" \l "int), [error](http://godoc.org/builtin" \l "error))

WriteTo实现PacketConn接口WriteTo方法

#### func (\*IPConn) [WriteToIP](https://github.com/golang/go/blob/master/src/net/iprawsock_posix.go?name=release" \l "132" \o "View Source)

func (c \*[IPConn](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "IPConn)) WriteToIP(b [][byte](http://godoc.org/builtin" \l "byte), addr \*[IPAddr](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "IPAddr)) ([int](http://godoc.org/builtin" \l "int), [error](http://godoc.org/builtin" \l "error))

WriteToIP通过c向地址addr发送一个数据包，b为包的有效负载，返回写入的字节。

WriteToIP方法会在超过一个固定的时间点之后超时，并返回一个错误。在面向数据包的连接上，写入超时是十分罕见的。

#### func (\*IPConn) [WriteMsgIP](https://github.com/golang/go/blob/master/src/net/iprawsock_posix.go?name=release" \l "164" \o "View Source)

func (c \*[IPConn](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "IPConn)) WriteMsgIP(b, oob [][byte](http://godoc.org/builtin" \l "byte), addr \*[IPAddr](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "IPAddr)) (n, oobn [int](http://godoc.org/builtin" \l "int), err [error](http://godoc.org/builtin" \l "error))

WriteMsgIP通过c向地址addr发送一个数据包，b和oob分别为包有效负载和对应的带外数据，返回写入的字节数（包数据、带外数据）和可能的错误。

#### func (\*IPConn) [Close](https://github.com/golang/go/blob/master/src/net/net.go?name=release" \l "134" \o "View Source)

func (c \*IPConn) Close() [error](http://godoc.org/builtin" \l "error)

Close关闭连接

#### func (\*IPConn) [File](https://github.com/golang/go/blob/master/src/net/net.go?name=release" \l "206" \o "View Source)

func (c \*IPConn) File() (f \*[os](http://godoc.org/os).[File](http://godoc.org/os" \l "File), err [error](http://godoc.org/builtin" \l "error))

File方法设置下层的os.File为阻塞模式并返回其副本。

使用者有责任在用完后关闭f。关闭c不影响f，关闭f也不影响c。返回的os.File类型文件描述符和原本的网络连接是不同的。试图使用该副本修改本体的属性可能会（也可能不会）得到期望的效果。

### type [TCPConn](https://github.com/golang/go/blob/master/src/net/tcpsock_posix.go?name=release" \l "57" \o "View Source)

type TCPConn struct {

// 内含隐藏或非导出字段

}

TCPConn代表一个TCP网络连接，实现了Conn接口。

#### func [DialTCP](https://github.com/golang/go/blob/master/src/net/tcpsock_posix.go?name=release" \l "143" \o "View Source)

func DialTCP(net [string](http://godoc.org/builtin" \l "string), laddr, raddr \*[TCPAddr](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "TCPAddr)) (\*[TCPConn](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "TCPConn), [error](http://godoc.org/builtin" \l "error))

DialTCP在网络协议net上连接本地地址laddr和远端地址raddr。net必须是"tcp"、"tcp4"、"tcp6"；如果laddr不是nil，将使用它作为本地地址，否则自动选择一个本地地址。

#### func (\*TCPConn) [LocalAddr](https://github.com/golang/go/blob/master/src/net/net.go?name=release" \l "142" \o "View Source)

func (c \*TCPConn) LocalAddr() [Addr](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "Addr)

LocalAddr返回本地网络地址

#### func (\*TCPConn) [RemoteAddr](https://github.com/golang/go/blob/master/src/net/net.go?name=release" \l "150" \o "View Source)

func (c \*TCPConn) RemoteAddr() [Addr](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "Addr)

RemoteAddr返回远端网络地址

#### func (\*TCPConn) [SetReadBuffer](https://github.com/golang/go/blob/master/src/net/net.go?name=release" \l "183" \o "View Source)

func (c \*TCPConn) SetReadBuffer(bytes [int](http://godoc.org/builtin" \l "int)) [error](http://godoc.org/builtin" \l "error)

SetReadBuffer设置该连接的系统接收缓冲

#### func (\*TCPConn) [SetWriteBuffer](https://github.com/golang/go/blob/master/src/net/net.go?name=release" \l "192" \o "View Source)

func (c \*TCPConn) SetWriteBuffer(bytes [int](http://godoc.org/builtin" \l "int)) [error](http://godoc.org/builtin" \l "error)

SetWriteBuffer设置该连接的系统发送缓冲

#### func (\*TCPConn) [SetDeadline](https://github.com/golang/go/blob/master/src/net/net.go?name=release" \l "158" \o "View Source)

func (c \*TCPConn) SetDeadline(t [time](http://godoc.org/time).[Time](http://godoc.org/time" \l "Time)) [error](http://godoc.org/builtin" \l "error)

SetDeadline设置读写操作期限，实现了Conn接口的SetDeadline方法

#### func (\*TCPConn) [SetReadDeadline](https://github.com/golang/go/blob/master/src/net/net.go?name=release" \l "166" \o "View Source)

func (c \*TCPConn) SetReadDeadline(t [time](http://godoc.org/time).[Time](http://godoc.org/time" \l "Time)) [error](http://godoc.org/builtin" \l "error)

SetReadDeadline设置读操作期限，实现了Conn接口的SetReadDeadline方法

#### func (\*TCPConn) [SetWriteDeadline](https://github.com/golang/go/blob/master/src/net/net.go?name=release" \l "174" \o "View Source)

func (c \*TCPConn) SetWriteDeadline(t [time](http://godoc.org/time).[Time](http://godoc.org/time" \l "Time)) [error](http://godoc.org/builtin" \l "error)

SetWriteDeadline设置写操作期限，实现了Conn接口的SetWriteDeadline方法

#### func (\*TCPConn) [SetKeepAlive](https://github.com/golang/go/blob/master/src/net/tcpsock_posix.go?name=release" \l "114" \o "View Source)

func (c \*[TCPConn](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "TCPConn)) SetKeepAlive(keepalive [bool](http://godoc.org/builtin" \l "bool)) [error](http://godoc.org/builtin" \l "error)

SetKeepAlive设置操作系统是否应该在该连接中发送keepalive信息

#### func (\*TCPConn) [SetKeepAlivePeriod](https://github.com/golang/go/blob/master/src/net/tcpsock_posix.go?name=release" \l "122" \o "View Source)

func (c \*[TCPConn](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "TCPConn)) SetKeepAlivePeriod(d [time](http://godoc.org/time).[Duration](http://godoc.org/time" \l "Duration)) [error](http://godoc.org/builtin" \l "error)

SetKeepAlivePeriod设置keepalive的周期，超出会断开

#### func (\*TCPConn) [SetLinger](https://github.com/golang/go/blob/master/src/net/tcpsock_posix.go?name=release" \l "105" \o "View Source)

func (c \*[TCPConn](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "TCPConn)) SetLinger(sec [int](http://godoc.org/builtin" \l "int)) [error](http://godoc.org/builtin" \l "error)

SetLinger设定当连接中仍有数据等待发送或接受时的Close方法的行为。

如果sec < 0（默认），Close方法立即返回，操作系统停止后台数据发送；如果 sec == 0，Close立刻返回，操作系统丢弃任何未发送或未接收的数据；如果sec > 0，Close方法阻塞最多sec秒，等待数据发送或者接收，在一些操作系统中，在超时后，任何未发送的数据会被丢弃。

#### func (\*TCPConn) [SetNoDelay](https://github.com/golang/go/blob/master/src/net/tcpsock_posix.go?name=release" \l "133" \o "View Source)

func (c \*[TCPConn](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "TCPConn)) SetNoDelay(noDelay [bool](http://godoc.org/builtin" \l "bool)) [error](http://godoc.org/builtin" \l "error)

SetNoDelay设定操作系统是否应该延迟数据包传递，以便发送更少的数据包（Nagle's算法）。默认为真，即数据应该在Write方法后立刻发送。

#### func (\*TCPConn) [Read](https://github.com/golang/go/blob/master/src/net/net.go?name=release" \l "118" \o "View Source)

func (c \*TCPConn) Read(b [][byte](http://godoc.org/builtin" \l "byte)) ([int](http://godoc.org/builtin" \l "int), [error](http://godoc.org/builtin" \l "error))

Read实现了Conn接口Read方法

#### func (\*TCPConn) [Write](https://github.com/golang/go/blob/master/src/net/net.go?name=release" \l "126" \o "View Source)

func (c \*TCPConn) Write(b [][byte](http://godoc.org/builtin" \l "byte)) ([int](http://godoc.org/builtin" \l "int), [error](http://godoc.org/builtin" \l "error))

Write实现了Conn接口Write方法

#### func (\*TCPConn) [ReadFrom](https://github.com/golang/go/blob/master/src/net/tcpsock_posix.go?name=release" \l "68" \o "View Source)

func (c \*[TCPConn](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "TCPConn)) ReadFrom(r [io](http://godoc.org/io).[Reader](http://godoc.org/io" \l "Reader)) ([int64](http://godoc.org/builtin" \l "int64), [error](http://godoc.org/builtin" \l "error))

ReadFrom实现了io.ReaderFrom接口的ReadFrom方法

#### func (\*TCPConn) [Close](https://github.com/golang/go/blob/master/src/net/net.go?name=release" \l "134" \o "View Source)

func (c \*TCPConn) Close() [error](http://godoc.org/builtin" \l "error)

Close关闭连接

#### func (\*TCPConn) [CloseRead](https://github.com/golang/go/blob/master/src/net/tcpsock_posix.go?name=release" \l "77" \o "View Source)

func (c \*[TCPConn](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "TCPConn)) CloseRead() [error](http://godoc.org/builtin" \l "error)

CloseRead关闭TCP连接的读取侧（以后不能读取），应尽量使用Close方法。

#### func (\*TCPConn) [CloseWrite](https://github.com/golang/go/blob/master/src/net/tcpsock_posix.go?name=release" \l "86" \o "View Source)

func (c \*[TCPConn](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "TCPConn)) CloseWrite() [error](http://godoc.org/builtin" \l "error)

CloseWrite关闭TCP连接的写入侧（以后不能写入），应尽量使用Close方法。

#### func (\*TCPConn) [File](https://github.com/golang/go/blob/master/src/net/net.go?name=release" \l "206" \o "View Source)

func (c \*TCPConn) File() (f \*[os](http://godoc.org/os).[File](http://godoc.org/os" \l "File), err [error](http://godoc.org/builtin" \l "error))

File方法设置下层的os.File为阻塞模式并返回其副本。

使用者有责任在用完后关闭f。关闭c不影响f，关闭f也不影响c。返回的os.File类型文件描述符和原本的网络连接是不同的。试图使用该副本修改本体的属性可能会（也可能不会）得到期望的效果。

### type [UDPConn](https://github.com/golang/go/blob/master/src/net/udpsock_posix.go?name=release" \l "50" \o "View Source)

type UDPConn struct {

// 内含隐藏或非导出字段

}

UDPConn代表一个UDP网络连接，实现了Conn和PacketConn接口。

#### func [DialUDP](https://github.com/golang/go/blob/master/src/net/udpsock_posix.go?name=release" \l "165" \o "View Source)

func DialUDP(net [string](http://godoc.org/builtin" \l "string), laddr, raddr \*[UDPAddr](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UDPAddr)) (\*[UDPConn](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UDPConn), [error](http://godoc.org/builtin" \l "error))

DialTCP在网络协议net上连接本地地址laddr和远端地址raddr。net必须是"udp"、"udp4"、"udp6"；如果laddr不是nil，将使用它作为本地地址，否则自动选择一个本地地址。

#### func [ListenUDP](https://github.com/golang/go/blob/master/src/net/udpsock_posix.go?name=release" \l "192" \o "View Source)

func ListenUDP(net [string](http://godoc.org/builtin" \l "string), laddr \*[UDPAddr](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UDPAddr)) (\*[UDPConn](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UDPConn), [error](http://godoc.org/builtin" \l "error))

ListenUDP创建一个接收目的地是本地地址laddr的UDP数据包的网络连接。net必须是"udp"、"udp4"、"udp6"；如果laddr端口为0，函数将选择一个当前可用的端口，可以用Listener的Addr方法获得该端口。返回的\*UDPConn的ReadFrom和WriteTo方法可以用来发送和接收UDP数据包（每个包都可获得来源地址或设置目标地址）。

#### func [ListenMulticastUDP](https://github.com/golang/go/blob/master/src/net/udpsock_posix.go?name=release" \l "212" \o "View Source)

func ListenMulticastUDP(net [string](http://godoc.org/builtin" \l "string), ifi \*[Interface](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "Interface), gaddr \*[UDPAddr](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UDPAddr)) (\*[UDPConn](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UDPConn), [error](http://godoc.org/builtin" \l "error))

ListenMulticastUDP接收目的地是ifi接口上的组地址gaddr的UDP数据包。它指定了使用的接口，如果ifi是nil，将使用默认接口。

#### func (\*UDPConn) [LocalAddr](https://github.com/golang/go/blob/master/src/net/net.go?name=release" \l "142" \o "View Source)

func (c \*UDPConn) LocalAddr() [Addr](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "Addr)

LocalAddr返回本地网络地址

#### func (\*UDPConn) [RemoteAddr](https://github.com/golang/go/blob/master/src/net/net.go?name=release" \l "150" \o "View Source)

func (c \*UDPConn) RemoteAddr() [Addr](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "Addr)

RemoteAddr返回远端网络地址

#### func (\*UDPConn) [SetReadBuffer](https://github.com/golang/go/blob/master/src/net/net.go?name=release" \l "183" \o "View Source)

func (c \*UDPConn) SetReadBuffer(bytes [int](http://godoc.org/builtin" \l "int)) [error](http://godoc.org/builtin" \l "error)

SetReadBuffer设置该连接的系统接收缓冲

#### func (\*UDPConn) [SetWriteBuffer](https://github.com/golang/go/blob/master/src/net/net.go?name=release" \l "192" \o "View Source)

func (c \*UDPConn) SetWriteBuffer(bytes [int](http://godoc.org/builtin" \l "int)) [error](http://godoc.org/builtin" \l "error)

SetWriteBuffer设置该连接的系统发送缓冲

#### func (\*UDPConn) [SetDeadline](https://github.com/golang/go/blob/master/src/net/net.go?name=release" \l "158" \o "View Source)

func (c \*UDPConn) SetDeadline(t [time](http://godoc.org/time).[Time](http://godoc.org/time" \l "Time)) [error](http://godoc.org/builtin" \l "error)

SetDeadline设置读写操作期限，实现了Conn接口的SetDeadline方法

#### func (\*UDPConn) [SetReadDeadline](https://github.com/golang/go/blob/master/src/net/net.go?name=release" \l "166" \o "View Source)

func (c \*UDPConn) SetReadDeadline(t [time](http://godoc.org/time).[Time](http://godoc.org/time" \l "Time)) [error](http://godoc.org/builtin" \l "error)

SetReadDeadline设置读操作期限，实现了Conn接口的SetReadDeadline方法

#### func (\*UDPConn) [SetWriteDeadline](https://github.com/golang/go/blob/master/src/net/net.go?name=release" \l "174" \o "View Source)

func (c \*UDPConn) SetWriteDeadline(t [time](http://godoc.org/time).[Time](http://godoc.org/time" \l "Time)) [error](http://godoc.org/builtin" \l "error)

SetWriteDeadline设置写操作期限，实现了Conn接口的SetWriteDeadline方法

#### func (\*UDPConn) [Read](https://github.com/golang/go/blob/master/src/net/net.go?name=release" \l "118" \o "View Source)

func (c \*UDPConn) Read(b [][byte](http://godoc.org/builtin" \l "byte)) ([int](http://godoc.org/builtin" \l "int), [error](http://godoc.org/builtin" \l "error))

Read实现Conn接口Read方法

#### func (\*UDPConn) [ReadFrom](https://github.com/golang/go/blob/master/src/net/udpsock_posix.go?name=release" \l "78" \o "View Source)

func (c \*[UDPConn](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UDPConn)) ReadFrom(b [][byte](http://godoc.org/builtin" \l "byte)) ([int](http://godoc.org/builtin" \l "int), [Addr](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "Addr), [error](http://godoc.org/builtin" \l "error))

ReadFrom实现PacketConn接口ReadFrom方法

#### func (\*UDPConn) [ReadFromUDP](https://github.com/golang/go/blob/master/src/net/udpsock_posix.go?name=release" \l "63" \o "View Source)

func (c \*[UDPConn](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UDPConn)) ReadFromUDP(b [][byte](http://godoc.org/builtin" \l "byte)) (n [int](http://godoc.org/builtin" \l "int), addr \*[UDPAddr](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UDPAddr), err [error](http://godoc.org/builtin" \l "error))

ReadFromUDP从c读取一个UDP数据包，将有效负载拷贝到b，返回拷贝字节数和数据包来源地址。

ReadFromUDP方法会在超过一个固定的时间点之后超时，并返回一个错误。

#### func (\*UDPConn) [ReadMsgUDP](https://github.com/golang/go/blob/master/src/net/udpsock_posix.go?name=release" \l "91" \o "View Source)

func (c \*[UDPConn](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UDPConn)) ReadMsgUDP(b, oob [][byte](http://godoc.org/builtin" \l "byte)) (n, oobn, flags [int](http://godoc.org/builtin" \l "int), addr \*[UDPAddr](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UDPAddr), err [error](http://godoc.org/builtin" \l "error))

ReadMsgUDP从c读取一个数据包，将有效负载拷贝进b，相关的带外数据拷贝进oob，返回拷贝进b的字节数，拷贝进oob的字节数，数据包的flag，数据包来源地址和可能的错误。

#### func (\*UDPConn) [Write](https://github.com/golang/go/blob/master/src/net/net.go?name=release" \l "126" \o "View Source)

func (c \*UDPConn) Write(b [][byte](http://godoc.org/builtin" \l "byte)) ([int](http://godoc.org/builtin" \l "int), [error](http://godoc.org/builtin" \l "error))

Write实现Conn接口Write方法

#### func (\*UDPConn) [WriteTo](https://github.com/golang/go/blob/master/src/net/udpsock_posix.go?name=release" \l "131" \o "View Source)

func (c \*[UDPConn](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UDPConn)) WriteTo(b [][byte](http://godoc.org/builtin" \l "byte), addr [Addr](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "Addr)) ([int](http://godoc.org/builtin" \l "int), [error](http://godoc.org/builtin" \l "error))

WriteTo实现PacketConn接口WriteTo方法

#### func (\*UDPConn) [WriteToUDP](https://github.com/golang/go/blob/master/src/net/udpsock_posix.go?name=release" \l "113" \o "View Source)

func (c \*[UDPConn](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UDPConn)) WriteToUDP(b [][byte](http://godoc.org/builtin" \l "byte), addr \*[UDPAddr](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UDPAddr)) ([int](http://godoc.org/builtin" \l "int), [error](http://godoc.org/builtin" \l "error))

WriteToUDP通过c向地址addr发送一个数据包，b为包的有效负载，返回写入的字节。

WriteToUDP方法会在超过一个固定的时间点之后超时，并返回一个错误。在面向数据包的连接上，写入超时是十分罕见的。

#### func (\*UDPConn) [WriteMsgUDP](https://github.com/golang/go/blob/master/src/net/udpsock_posix.go?name=release" \l "145" \o "View Source)

func (c \*[UDPConn](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UDPConn)) WriteMsgUDP(b, oob [][byte](http://godoc.org/builtin" \l "byte), addr \*[UDPAddr](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UDPAddr)) (n, oobn [int](http://godoc.org/builtin" \l "int), err [error](http://godoc.org/builtin" \l "error))

WriteMsgUDP通过c向地址addr发送一个数据包，b和oob分别为包有效负载和对应的带外数据，返回写入的字节数（包数据、带外数据）和可能的错误。

#### func (\*UDPConn) [Close](https://github.com/golang/go/blob/master/src/net/net.go?name=release" \l "134" \o "View Source)

func (c \*UDPConn) Close() [error](http://godoc.org/builtin" \l "error)

Close关闭连接

#### func (\*UDPConn) [File](https://github.com/golang/go/blob/master/src/net/net.go?name=release" \l "206" \o "View Source)

func (c \*UDPConn) File() (f \*[os](http://godoc.org/os).[File](http://godoc.org/os" \l "File), err [error](http://godoc.org/builtin" \l "error))

File方法设置下层的os.File为阻塞模式并返回其副本。

使用者有责任在用完后关闭f。关闭c不影响f，关闭f也不影响c。返回的os.File类型文件描述符和原本的网络连接是不同的。试图使用该副本修改本体的属性可能会（也可能不会）得到期望的效果。

### type [UnixConn](https://github.com/golang/go/blob/master/src/net/unixsock_posix.go?name=release" \l "110" \o "View Source)

type UnixConn struct {

// 内含隐藏或非导出字段

}

UnixConn代表Unix域socket连接，实现了Conn和PacketConn接口。

#### func [DialUnix](https://github.com/golang/go/blob/master/src/net/unixsock_posix.go?name=release" \l "240" \o "View Source)

func DialUnix(net [string](http://godoc.org/builtin" \l "string), laddr, raddr \*[UnixAddr](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UnixAddr)) (\*[UnixConn](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UnixConn), [error](http://godoc.org/builtin" \l "error))

DialUnix在网络协议net上连接本地地址laddr和远端地址raddr。net必须是"unix"、"unixgram"、"unixpacket"，如果laddr不是nil将使用它作为本地地址，否则自动选择一个本地地址。

#### func [ListenUnixgram](https://github.com/golang/go/blob/master/src/net/unixsock_posix.go?name=release" \l "359" \o "View Source)

func ListenUnixgram(net [string](http://godoc.org/builtin" \l "string), laddr \*[UnixAddr](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UnixAddr)) (\*[UnixConn](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UnixConn), [error](http://godoc.org/builtin" \l "error))

ListenUnixgram接收目的地是本地地址laddr的Unix datagram网络连接。net必须是"unixgram"，返回的\*UnixConn的ReadFrom和WriteTo方法可以用来发送和接收数据包（每个包都可获取来源址或者设置目标地址）。

#### func (\*UnixConn) [LocalAddr](https://github.com/golang/go/blob/master/src/net/net.go?name=release" \l "142" \o "View Source)

func (c \*UnixConn) LocalAddr() [Addr](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "Addr)

LocalAddr返回本地网络地址

#### func (\*UnixConn) [RemoteAddr](https://github.com/golang/go/blob/master/src/net/net.go?name=release" \l "150" \o "View Source)

func (c \*UnixConn) RemoteAddr() [Addr](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "Addr)

RemoteAddr返回远端网络地址

#### func (\*UnixConn) [SetReadBuffer](https://github.com/golang/go/blob/master/src/net/net.go?name=release" \l "183" \o "View Source)

func (c \*UnixConn) SetReadBuffer(bytes [int](http://godoc.org/builtin" \l "int)) [error](http://godoc.org/builtin" \l "error)

SetReadBuffer设置该连接的系统接收缓冲

#### func (\*UnixConn) [SetWriteBuffer](https://github.com/golang/go/blob/master/src/net/net.go?name=release" \l "192" \o "View Source)

func (c \*UnixConn) SetWriteBuffer(bytes [int](http://godoc.org/builtin" \l "int)) [error](http://godoc.org/builtin" \l "error)

SetWriteBuffer设置该连接的系统发送缓冲

#### func (\*UnixConn) [SetDeadline](https://github.com/golang/go/blob/master/src/net/net.go?name=release" \l "158" \o "View Source)

func (c \*UnixConn) SetDeadline(t [time](http://godoc.org/time).[Time](http://godoc.org/time" \l "Time)) [error](http://godoc.org/builtin" \l "error)

SetDeadline设置读写操作期限，实现了Conn接口的SetDeadline方法

#### func (\*UnixConn) [SetReadDeadline](https://github.com/golang/go/blob/master/src/net/net.go?name=release" \l "166" \o "View Source)

func (c \*UnixConn) SetReadDeadline(t [time](http://godoc.org/time).[Time](http://godoc.org/time" \l "Time)) [error](http://godoc.org/builtin" \l "error)

SetReadDeadline设置读操作期限，实现了Conn接口的SetReadDeadline方法

#### func (\*UnixConn) [SetWriteDeadline](https://github.com/golang/go/blob/master/src/net/net.go?name=release" \l "174" \o "View Source)

func (c \*UnixConn) SetWriteDeadline(t [time](http://godoc.org/time).[Time](http://godoc.org/time" \l "Time)) [error](http://godoc.org/builtin" \l "error)

SetWriteDeadline设置写操作期限，实现了Conn接口的SetWriteDeadline方法

#### func (\*UnixConn) [Read](https://github.com/golang/go/blob/master/src/net/net.go?name=release" \l "118" \o "View Source)

func (c \*UnixConn) Read(b [][byte](http://godoc.org/builtin" \l "byte)) ([int](http://godoc.org/builtin" \l "int), [error](http://godoc.org/builtin" \l "error))

Read实现了Conn接口Read方法

#### func (\*UnixConn) [ReadFrom](https://github.com/golang/go/blob/master/src/net/unixsock_posix.go?name=release" \l "138" \o "View Source)

func (c \*[UnixConn](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UnixConn)) ReadFrom(b [][byte](http://godoc.org/builtin" \l "byte)) ([int](http://godoc.org/builtin" \l "int), [Addr](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "Addr), [error](http://godoc.org/builtin" \l "error))

ReadFrom实现PacketConn接口ReadFrom方法

#### func (\*UnixConn) [ReadFromUnix](https://github.com/golang/go/blob/master/src/net/unixsock_posix.go?name=release" \l "123" \o "View Source)

func (c \*[UnixConn](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UnixConn)) ReadFromUnix(b [][byte](http://godoc.org/builtin" \l "byte)) (n [int](http://godoc.org/builtin" \l "int), addr \*[UnixAddr](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UnixAddr), err [error](http://godoc.org/builtin" \l "error))

ReadFromUnix从c读取一个UDP数据包，将有效负载拷贝到b，返回拷贝字节数和数据包来源地址。

ReadFromUnix方法会在超过一个固定的时间点之后超时，并返回一个错误。

#### func (\*UnixConn) [ReadMsgUnix](https://github.com/golang/go/blob/master/src/net/unixsock_posix.go?name=release" \l "150" \o "View Source)

func (c \*[UnixConn](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UnixConn)) ReadMsgUnix(b, oob [][byte](http://godoc.org/builtin" \l "byte)) (n, oobn, flags [int](http://godoc.org/builtin" \l "int), addr \*[UnixAddr](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UnixAddr), err [error](http://godoc.org/builtin" \l "error))

ReadMsgUnix从c读取一个数据包，将有效负载拷贝进b，相关的带外数据拷贝进oob，返回拷贝进b的字节数，拷贝进oob的字节数，数据包的flag，数据包来源地址和可能的错误。

#### func (\*UnixConn) [Write](https://github.com/golang/go/blob/master/src/net/net.go?name=release" \l "126" \o "View Source)

func (c \*UnixConn) Write(b [][byte](http://godoc.org/builtin" \l "byte)) ([int](http://godoc.org/builtin" \l "int), [error](http://godoc.org/builtin" \l "error))

Write实现了Conn接口Write方法

#### func (\*UnixConn) [WriteTo](https://github.com/golang/go/blob/master/src/net/unixsock_posix.go?name=release" \l "188" \o "View Source)

func (c \*[UnixConn](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UnixConn)) WriteTo(b [][byte](http://godoc.org/builtin" \l "byte), addr [Addr](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "Addr)) (n [int](http://godoc.org/builtin" \l "int), err [error](http://godoc.org/builtin" \l "error))

WriteTo实现PacketConn接口WriteTo方法

#### func (\*UnixConn) [WriteToUnix](https://github.com/golang/go/blob/master/src/net/unixsock_posix.go?name=release" \l "170" \o "View Source)

func (c \*[UnixConn](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UnixConn)) WriteToUnix(b [][byte](http://godoc.org/builtin" \l "byte), addr \*[UnixAddr](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UnixAddr)) (n [int](http://godoc.org/builtin" \l "int), err [error](http://godoc.org/builtin" \l "error))

WriteToUnix通过c向地址addr发送一个数据包，b为包的有效负载，返回写入的字节。

WriteToUnix方法会在超过一个固定的时间点之后超时，并返回一个错误。在面向数据包的连接上，写入超时是十分罕见的。

#### func (\*UnixConn) [WriteMsgUnix](https://github.com/golang/go/blob/master/src/net/unixsock_posix.go?name=release" \l "202" \o "View Source)

func (c \*[UnixConn](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UnixConn)) WriteMsgUnix(b, oob [][byte](http://godoc.org/builtin" \l "byte), addr \*[UnixAddr](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UnixAddr)) (n, oobn [int](http://godoc.org/builtin" \l "int), err [error](http://godoc.org/builtin" \l "error))

WriteMsgUnix通过c向地址addr发送一个数据包，b和oob分别为包有效负载和对应的带外数据，返回写入的字节数（包数据、带外数据）和可能的错误。

#### func (\*UnixConn) [Close](https://github.com/golang/go/blob/master/src/net/net.go?name=release" \l "134" \o "View Source)

func (c \*UnixConn) Close() [error](http://godoc.org/builtin" \l "error)

Close关闭连接

#### func (\*UnixConn) [CloseRead](https://github.com/golang/go/blob/master/src/net/unixsock_posix.go?name=release" \l "221" \o "View Source)

func (c \*[UnixConn](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UnixConn)) CloseRead() [error](http://godoc.org/builtin" \l "error)

CloseRead关闭TCP连接的读取侧（以后不能读取），应尽量使用Close方法

#### func (\*UnixConn) [CloseWrite](https://github.com/golang/go/blob/master/src/net/unixsock_posix.go?name=release" \l "230" \o "View Source)

func (c \*[UnixConn](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UnixConn)) CloseWrite() [error](http://godoc.org/builtin" \l "error)

CloseWrite关闭TCP连接的写入侧（以后不能写入），应尽量使用Close方法

#### func (\*UnixConn) [File](https://github.com/golang/go/blob/master/src/net/net.go?name=release" \l "206" \o "View Source)

func (c \*UnixConn) File() (f \*[os](http://godoc.org/os).[File](http://godoc.org/os" \l "File), err [error](http://godoc.org/builtin" \l "error))

File方法设置下层的os.File为阻塞模式并返回其副本。

使用者有责任在用完后关闭f。关闭c不影响f，关闭f也不影响c。返回的os.File类型文件描述符和原本的网络连接是不同的。试图使用该副本修改本体的属性可能会（也可能不会）得到期望的效果。

### type [TCPListener](https://github.com/golang/go/blob/master/src/net/tcpsock_posix.go?name=release" \l "224" \o "View Source)

type TCPListener struct {

// 内含隐藏或非导出字段

}

TCPListener代表一个TCP网络的监听者。使用者应尽量使用Listener接口而不是假设（网络连接为）TCP。

#### func [ListenTCP](https://github.com/golang/go/blob/master/src/net/tcpsock_posix.go?name=release" \l "285" \o "View Source)

func ListenTCP(net [string](http://godoc.org/builtin" \l "string), laddr \*[TCPAddr](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "TCPAddr)) (\*[TCPListener](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "TCPListener), [error](http://godoc.org/builtin" \l "error))

ListenTCP在本地TCP地址laddr上声明并返回一个\*TCPListener，net参数必须是"tcp"、"tcp4"、"tcp6"，如果laddr的端口字段为0，函数将选择一个当前可用的端口，可以用Listener的Addr方法获得该端口。

#### func (\*TCPListener) [Addr](https://github.com/golang/go/blob/master/src/net/tcpsock_posix.go?name=release" \l "261" \o "View Source)

func (l \*[TCPListener](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "TCPListener)) Addr() [Addr](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "Addr)

Addr返回l监听的的网络地址，一个\*TCPAddr。

#### func (\*TCPListener) [SetDeadline](https://github.com/golang/go/blob/master/src/net/tcpsock_posix.go?name=release" \l "265" \o "View Source)

func (l \*[TCPListener](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "TCPListener)) SetDeadline(t [time](http://godoc.org/time).[Time](http://godoc.org/time" \l "Time)) [error](http://godoc.org/builtin" \l "error)

设置监听器执行的期限，t为Time零值则会关闭期限限制。

#### func (\*TCPListener) [Accept](https://github.com/golang/go/blob/master/src/net/tcpsock_posix.go?name=release" \l "243" \o "View Source)

func (l \*[TCPListener](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "TCPListener)) Accept() ([Conn](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "Conn), [error](http://godoc.org/builtin" \l "error))

Accept用于实现Listener接口的Accept方法；他会等待下一个呼叫，并返回一个该呼叫的Conn接口。

#### func (\*TCPListener) [AcceptTCP](https://github.com/golang/go/blob/master/src/net/tcpsock_posix.go?name=release" \l "230" \o "View Source)

func (l \*[TCPListener](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "TCPListener)) AcceptTCP() (\*[TCPConn](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "TCPConn), [error](http://godoc.org/builtin" \l "error))

AcceptTCP接收下一个呼叫，并返回一个新的\*TCPConn。

#### func (\*TCPListener) [Close](https://github.com/golang/go/blob/master/src/net/tcpsock_posix.go?name=release" \l "253" \o "View Source)

func (l \*[TCPListener](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "TCPListener)) Close() [error](http://godoc.org/builtin" \l "error)

Close停止监听TCP地址，已经接收的连接不受影响。

#### func (\*TCPListener) [File](https://github.com/golang/go/blob/master/src/net/tcpsock_posix.go?name=release" \l "279" \o "View Source)

func (l \*[TCPListener](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "TCPListener)) File() (f \*[os](http://godoc.org/os).[File](http://godoc.org/os" \l "File), err [error](http://godoc.org/builtin" \l "error))

File方法返回下层的os.File的副本，并将该副本设置为阻塞模式。

使用者有责任在用完后关闭f。关闭c不影响f，关闭f也不影响c。返回的os.File类型文件描述符和原本的网络连接是不同的。试图使用该副本修改本体的属性可能会（也可能不会）得到期望的效果。

### type [UnixListener](https://github.com/golang/go/blob/master/src/net/unixsock_posix.go?name=release" \l "260" \o "View Source)

type UnixListener struct {

// 内含隐藏或非导出字段

}

UnixListener代表一个Unix域scoket的监听者。使用者应尽量使用Listener接口而不是假设（网络连接为）Unix域scoket。

#### func [ListenUnix](https://github.com/golang/go/blob/master/src/net/unixsock_posix.go?name=release" \l "267" \o "View Source)

func ListenUnix(net [string](http://godoc.org/builtin" \l "string), laddr \*[UnixAddr](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UnixAddr)) (\*[UnixListener](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UnixListener), [error](http://godoc.org/builtin" \l "error))

ListenTCP在Unix域scoket地址laddr上声明并返回一个\*UnixListener，net参数必须是"unix"或"unixpacket"。

#### func (\*UnixListener) [Addr](https://github.com/golang/go/blob/master/src/net/unixsock_posix.go?name=release" \l "335" \o "View Source)

func (l \*[UnixListener](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UnixListener)) Addr() [Addr](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "Addr)

Addr返回l的监听的Unix域socket地址

#### func (\*UnixListener) [SetDeadline](https://github.com/golang/go/blob/master/src/net/unixsock_posix.go?name=release" \l "339" \o "View Source)

func (l \*[UnixListener](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UnixListener)) SetDeadline(t [time](http://godoc.org/time).[Time](http://godoc.org/time" \l "Time)) (err [error](http://godoc.org/builtin" \l "error))

设置监听器执行的期限，t为Time零值则会关闭期限限制

#### func (\*UnixListener) [Accept](https://github.com/golang/go/blob/master/src/net/unixsock_posix.go?name=release" \l "303" \o "View Source)

func (l \*[UnixListener](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UnixListener)) Accept() (c [Conn](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "Conn), err [error](http://godoc.org/builtin" \l "error))

Accept用于实现Listener接口的Accept方法；他会等待下一个呼叫，并返回一个该呼叫的Conn接口。

#### func (\*UnixListener) [AcceptUnix](https://github.com/golang/go/blob/master/src/net/unixsock_posix.go?name=release" \l "285" \o "View Source)

func (l \*[UnixListener](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UnixListener)) AcceptUnix() (\*[UnixConn](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UnixConn), [error](http://godoc.org/builtin" \l "error))

AcceptUnix接收下一个呼叫，并返回一个新的\*UnixConn。

#### func (\*UnixListener) [Close](https://github.com/golang/go/blob/master/src/net/unixsock_posix.go?name=release" \l "313" \o "View Source)

func (l \*[UnixListener](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UnixListener)) Close() [error](http://godoc.org/builtin" \l "error)

Close停止监听Unix域socket地址，已经接收的连接不受影响。

#### func (\*UnixListener) [File](https://github.com/golang/go/blob/master/src/net/unixsock_posix.go?name=release" \l "353" \o "View Source)

func (l \*[UnixListener](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "UnixListener)) File() (f \*[os](http://godoc.org/os).[File](http://godoc.org/os" \l "File), err [error](http://godoc.org/builtin" \l "error))

File方法返回下层的os.File的副本，并将该副本设置为阻塞模式。

使用者有责任在用完后关闭f。关闭c不影响f，关闭f也不影响c。返回的os.File类型文件描述符和原本的网络连接是不同的。试图使用该副本修改本体的属性可能会（也可能不会）得到期望的效果。

### func [FileConn](https://github.com/golang/go/blob/master/src/net/file_unix.go?name=release" \l "82" \o "View Source)

func FileConn(f \*[os](http://godoc.org/os).[File](http://godoc.org/os" \l "File)) (c [Conn](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "Conn), err [error](http://godoc.org/builtin" \l "error))

FileConn返回一个下层为文件f的网络连接的拷贝。调用者有责任在结束程序前关闭f。关闭c不会影响f，关闭f也不会影响c。本函数与各种实现了Conn接口的类型的File方法是对应的。

### func [FilePacketConn](https://github.com/golang/go/blob/master/src/net/file_unix.go?name=release" \l "124" \o "View Source)

func FilePacketConn(f \*[os](http://godoc.org/os).[File](http://godoc.org/os" \l "File)) (c [PacketConn](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "PacketConn), err [error](http://godoc.org/builtin" \l "error))

FilePacketConn函数返回一个下层为文件f的数据包网络连接的拷贝。调用者有责任在结束程序前关闭f。关闭c不会影响f，关闭f也不会影响c。本函数与各种实现了PacketConn接口的类型的File方法是对应的。

### func [FileListener](https://github.com/golang/go/blob/master/src/net/file_unix.go?name=release" \l "105" \o "View Source)

func FileListener(f \*[os](http://godoc.org/os).[File](http://godoc.org/os" \l "File)) (l [Listener](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "Listener), err [error](http://godoc.org/builtin" \l "error))

FileListener返回一个下层为文件f的网络监听器的拷贝。调用者有责任在使用结束后改变l。关闭l不会影响f，关闭f也不会影响l。本函数与各种实现了Listener接口的类型的File方法是对应的。

### type [MX](https://github.com/golang/go/blob/master/src/net/dnsclient.go?name=release" \l "225" \o "View Source)

type MX struct {

Host [string](http://godoc.org/builtin" \l "string)

Pref [uint16](http://godoc.org/builtin" \l "uint16)

}

MX代表一条DNS MX记录（邮件交换记录），根据收信人的地址后缀来定位邮件服务器。

### type [NS](https://github.com/golang/go/blob/master/src/net/dnsclient.go?name=release" \l "249" \o "View Source)

type NS struct {

Host [string](http://godoc.org/builtin" \l "string)

}

NS代表一条DNS NS记录（域名服务器记录），指定该域名由哪个DNS服务器来进行解析。

### type [SRV](https://github.com/golang/go/blob/master/src/net/dnsclient.go?name=release" \l "166" \o "View Source)

type SRV struct {

Target [string](http://godoc.org/builtin" \l "string)

Port [uint16](http://godoc.org/builtin" \l "uint16)

Priority [uint16](http://godoc.org/builtin" \l "uint16)

Weight [uint16](http://godoc.org/builtin" \l "uint16)

}

SRV代表一条DNS SRV记录（资源记录），记录某个服务由哪台计算机提供。

### func [LookupPort](https://github.com/golang/go/blob/master/src/net/lookup.go?name=release" \l "93" \o "View Source)

func LookupPort(network, service [string](http://godoc.org/builtin" \l "string)) (port [int](http://godoc.org/builtin" \l "int), err [error](http://godoc.org/builtin" \l "error))

LookupPort函数查询指定网络和服务的（默认）端口。

### func [LookupCNAME](https://github.com/golang/go/blob/master/src/net/lookup.go?name=release" \l "101" \o "View Source)

func LookupCNAME(name [string](http://godoc.org/builtin" \l "string)) (cname [string](http://godoc.org/builtin" \l "string), err [error](http://godoc.org/builtin" \l "error))

LookupCNAME函数查询name的规范DNS名（但该域名未必可以访问）。如果调用者不关心规范名可以直接调用LookupHost或者LookupIP；这两个函数都会在查询时考虑到规范名。

### func [LookupHost](https://github.com/golang/go/blob/master/src/net/lookup.go?name=release" \l "24" \o "View Source)

func LookupHost(host [string](http://godoc.org/builtin" \l "string)) (addrs [][string](http://godoc.org/builtin" \l "string), err [error](http://godoc.org/builtin" \l "error))

LookupHost函数查询主机的网络地址序列。

### func [LookupIP](https://github.com/golang/go/blob/master/src/net/lookup.go?name=release" \l "30" \o "View Source)

func LookupIP(host [string](http://godoc.org/builtin" \l "string)) (addrs [][IP](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "IP), err [error](http://godoc.org/builtin" \l "error))

LookupIP函数查询主机的ipv4和ipv6地址序列。

### func [LookupAddr](https://github.com/golang/go/blob/master/src/net/lookup.go?name=release" \l "135" \o "View Source)

func LookupAddr(addr [string](http://godoc.org/builtin" \l "string)) (name [][string](http://godoc.org/builtin" \l "string), err [error](http://godoc.org/builtin" \l "error))

LookupAddr查询某个地址，返回映射到该地址的主机名序列，本函数和LookupHost不互为反函数。

### func [LookupMX](https://github.com/golang/go/blob/master/src/net/lookup.go?name=release" \l "119" \o "View Source)

func LookupMX(name [string](http://godoc.org/builtin" \l "string)) (mx []\*[MX](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "MX), err [error](http://godoc.org/builtin" \l "error))

LookupMX函数返回指定主机的按Pref字段排好序的DNS MX记录。

### func [LookupNS](https://github.com/golang/go/blob/master/src/net/lookup.go?name=release" \l "124" \o "View Source)

func LookupNS(name [string](http://godoc.org/builtin" \l "string)) (ns []\*[NS](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "NS), err [error](http://godoc.org/builtin" \l "error))

LookupNS函数返回指定主机的DNS NS记录。

### func [LookupSRV](https://github.com/golang/go/blob/master/src/net/lookup.go?name=release" \l "114" \o "View Source)

func LookupSRV(service, proto, name [string](http://godoc.org/builtin" \l "string)) (cname [string](http://godoc.org/builtin" \l "string), addrs []\*[SRV](https://studygolang.com/static/pkgdoc/pkg/net.htm" \l "SRV), err [error](http://godoc.org/builtin" \l "error))

LookupSRV函数尝试执行指定服务、协议、主机的SRV查询。协议proto为"tcp" 或"udp"。返回的记录按Priority字段排序，同一优先度按Weight字段随机排序。

LookupSRV函数按照[RFC 2782](http://tools.ietf.org/html/rfc2782)的规定构建用于查询的DNS名。也就是说，它会查询\_service.\_proto.name。为了适应将服务的SRV记录发布在非规范名下的情况，如果service和proto参数都是空字符串，函数会直接查询name。

### func [LookupTXT](https://github.com/golang/go/blob/master/src/net/lookup.go?name=release" \l "129" \o "View Source)

func LookupTXT(name [string](http://godoc.org/builtin" \l "string)) (txt [][string](http://godoc.org/builtin" \l "string), err [error](http://godoc.org/builtin" \l "error))

LookupTXT函数返回指定主机的DNS TXT记录。

# **开发举例说明**

先生成main.go的空文件，拷贝整个lib目录的文件到根目录中。在main.go文件中，写入如下：

Package main

package main

import(

"crypto/tls"

"encoding/base64"

"errors"

"fmt"

"io"

"io/ioutil"

"log"

"net/url"

"sort"

"strings"

"sync"

"time"

)

var Input\_read = flag.String("r", "020304F", "input reader id")

var Input\_write = flag.String("w", "020304F", "input writer id")

var Input\_file = flag.String("f", "filename", "input filename")

var Input\_scan = flag.String("s", "FFF", "input id for scan")

var Input\_daemon = flag.String("d", "ddd", "no input")

var wg sync.WaitGroup

func main(){

wg.Add(1)

go webserver()

wg.Add(1)

go netsocket()

wg.Add(1)

go dbblock()

wg.wait()

}

在命令行模式下。运行编译go build main.go后，会生成文件main.exe 。 开发完成。