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# 프로그램 개요

Assembly 코드로 이루어진 파일을 읽어와 강의시간에 학습한 PASS1, PASS2를 거쳐 Listing File과 Object File을 생성해주는 프로그램을 만든다.

# 프로그램 설명

## 프로그램 흐름도
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그림 1> 프로그램 흐름도
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**그림 2>Loader의 흐름도**

![](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQAAAQABAAD/2wBDAAMCAgICAgMCAgIDAwMDBAYEBAQEBAgGBgUGCQgKCgkICQkKDA8MCgsOCwkJDRENDg8QEBEQCgwSExIQEw8QEBD/2wBDAQMDAwQDBAgEBAgQCwkLEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBD/wAARCAJPAvkDASIAAhEBAxEB/8QAHgABAQADAQEAAwEAAAAAAAAAAAcFBggEAwECCQr/xABOEAAABQMBBAUJBQUFBwQBBQAAAQIDBAUGBxEIEhMhFBg4l9UWFyIxVldYd7UVI5WW0zJBUVJhGSSUptQJM0RGVHa0JUJicTRDU3ORsf/EABsBAQACAwEBAAAAAAAAAAAAAAACBgMEBQEH/8QANhEBAAECAgcECQMFAQAAAAAAAAECAwQRExQhMVFSkRVBU9EFEmFxgZKxwfAGQqEiMjNDgsL/2gAMAwEAAhEDEQA/AOuqXSqTtGUlnI2Rox1igVg1v2/b7zqzprFNNaujvvR9eHIkPNkhxS3EqJsnOG3oklrd+vVh2avh5xn+UoH6QbMPZqxN/wBjUH/wGRTB8hx+PxN7E11VVzvnvnirN69cquTMymfVh2avh5xn+UoH6QdWHZq+HnGf5SgfpCmANTWr/PPWWLSV8ZTPqw7NXw84z/KUD9IOrDs1fDzjP8pQP0hTADWr/PPWTSV8ZTPqw7NXw84z/KUD9IOrDs1fDzjP8pQP0hTADWr/ADz1k0lfGUz6sOzV8POM/wApQP0g6sOzV8POM/ylA/SFMANav889ZNJXxlM+rDs1fDzjP8pQP0g6sOzV8POM/wApQP0hTADWr/PPWTSV8ZTPqw7NXw84z/KUD9IOrDs1fDzjP8pQP0hTADWr/PPWTSV8ZTKTi+lYsp0u7cD0OJbFYpjDkpukU41RaTViQk1HFkRGvui39N1LyW+I0o95OpGtty/WhdFLve0qJelDWtdNr9OjVSGpZESjYfaS42ZkRmWu6ovUZjTh4tk7ssYb+X9vfTmBef0lir1+3dt3apmKcss9u/Pydj0bcqrpqpqnPLJVQABcHTAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAc17MPZqxN/2NQf8AwGRTBM9mHs1Ym/7GoP8A4DIpg+LYr/PX75+qqXP7597xVetUe36c7V6/VodNgsacWVMfSyy3qZEW8tZkktTMiLU/WZDH06+7Iq9MTWqTeVDm05Zx0plx6iy4yZvkk2CJaVGnVwnEbnP0t9OmupDD5htio3hYki36XAKa8/Opzi2TWlBKabmMuO6moyLkhCj011PTQtT0ITq+rSyS/ddx0qiWK9UKdcVwW/W0VdM+KiOwzEdipkNLQtxL3FJLBrTutqQpJn6RKIknOzZt3I/qqyn3xu2ec9HtNMVRtlV6bkjHdZuR2zaPftuTq+w0t92lRqow7MQ2he4tamUqNZJSv0TMy0I+R8xnZk2HToj9QqEtmLFjNqeefecJDbSElqpSlHySRERmZnyIQ2kWPJsRi2bouSFTqLBt+57mrlZqEqZHaaiQ5XSzQ+44pehJUS2TPny5bxFunp776yLi/NdpVCxMWZTsa7K+4cee1RqfcUKQ5NajSG3nGTSlatErSg0GZlulvFqZFzEqsNTNcaPOae+eG3L6bXs0RM7Nzfm8s4sethq9msl2ou3XzdS1V01mMcJw2iUbhJf39w9wkLNWh8t1Wumhj01TI2PaJRadclavu3YFIq6226fPlVRhqNMW4WraWXVKJLhqLmkkmev7hz3XaXdsO9qFkKpYllsP1u+iqUS1lS4KqgfR6K+ybylJfOIT6jb30lx93dQjeWSvRTsNJsnIdlLo1xPY1duhEuJXYki34k2CgqZ9oTSktpcOQ6hpTSUFwnTaU4ZHpuNuJ1MZasJajKfW3+2Pbsz9mWWe6Upt0x3/AEWly+bJZutqxHbxoaLlfj9MaoyqgyU5xjn96lje4ho9FXpEnTkfPkMQzl+wZl9t47pVwQ6lVyZmOzChS2Xk09UbhcRqTur3mnDJ5Jkk0+olGenLWVv44v1y6JNuNY9ZiRKjd1MuxNyxpsU4kBmOywlcUk7yJJvFwFMo0Z4ZtuEZrT6SC1uXhTJFfoUSxEWOiirodo3DbRXI5Nh/396WphTTrKWzW4lt021KcN1CTSv1trL0jUYax+6vu4xw39dmW8i3R3z+fnc6CiZUxhPtibe0DI9rybdpq1NTKuzWI64UZaTIlJcfJfDQZGZakZlpqX8R9U5AtqY3Qnbemt19q40uPU52lPNPtPMIQa1Pk5vkg2i9FO8Sj1U4gi9YhFFxpkFNHuK5KrbWRpdXffpPROm1a2WqwhUPibkiI1Fjpp5m3xCJJSnD4idd5KNxCVblY8O4LUr1pVi/2ugrqFKqlPUqQ3EacbkuSUykHK6L/dikuNNrU6pn7o3EL3ORlrGvDWqc/Vqz+MT3Z/Xv2e4m3TG6fzJVrbuCBdNEi12m8VLEpJnw3U7rjS0maVtuJ1PdWhRKSoteRpMhkxpWJGnFWvJqxtqbj1qr1Cqw0qLQ+jPyFraVp+7eQaV6f/LnzG6jTuUxTXNMMVUZTkDxbJ3ZYw38v7e+nMD2jxbJ3ZYw38v7e+nMC6/oz/f/AM/+nV9Ffv8Ah91VAAF4dcAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAABzXsw9mrE3/Y1B/8AAZFME32dWF0jDVr2TM9Cp2TAatOpsHyWzLp6CjLJRfu3ibS4k/UpDiFpM0qSo6QPi+MpmjEXKat+c/VVbsTFcxPEAAGugAAAAAAAAAAAAAAAAAPFsndljDfy/t76cwPDet0wLJtOrXXUjM2aZFW+TaUmpbzhFo2y2lJGpbi1mlCEJI1KUpKUkZmRDbMHWfUce4Ux/YNYIin21a1Ko8oiUSi40eI00vmWpH6SD5lyF5/RtMxF6rLZ/T9/N1/RcTlXPu+7dwABd3WAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAT6+sLW7etX8p4VeuC1bgUymO7VaBMSy7IaTqaEvsuocjv7pme6p1pakEaiSaSUolaz1eLs+KXKv+BtjwcWcBq3cDhb9Xr3bdNU8ZiJ+zHVZt1znVTE/BGOrxdnxS5V/wNseDh1eLs+KXKv+BtjwcWcBj7MwPg0fLHkjq9nkjpCMdXi7Pilyr/gbY8HDq8XZ8UuVf8DbHg4s4B2ZgfBo+WPI1ezyR0hGOrxdnxS5V/wNseDjSqti7IMDNFq45Z2nclHTa5a9frch1VPtrjpfgy6Sy0lCvsndJBpqDxqI0mZmlvQ06GSunBKrj7U+PPl/eX1G3A7MwPg0fLHkavZ5I6QxvV4uz4pcq/4G2PBw6vF2fFLlX/A2x4OLOAdmYHwaPljyNXs8kdIRjq8XZ8UuVf8AA2x4OHV4uz4pcq/4G2PBxZwDszA+DR8seRq9nkjpCMdXi7Pilyr/AIG2PBw6vF2fFLlX/A2x4OLOAdmYHwaPljyNXs8kdITK08C0Og1uJctzXldd71WnLN2A/cEtjhRHDI0m63FiMsRuLoZkThtGtJGokKSS171NABtWrVuzT6lumIjhEZMlNNNEZUxkAADIkAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAACVXH2p8efL+8vqNuCqj+W2Z9jTLdY28KXj+2rnuuJh2/UT7hqTUSoSG4UKC8+09WoGiVElHSJDUcySlO7q/G1JXCMyD+pID9GWWY7KI8dpDTTSSQhCEklKUkWhERFyIiL9w/cAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAcv7MmzJs21/ZtxRXa7s+Y1qNSqNj0KXMmS7TgPPyX3IDKnHXHFNGpa1KM1GozMzMzMxS+qdssfDTir8m079ENk7ssYb+X9vfTmBVQEq6p2yx8NOKvybTv0Q6p2yx8NOKvybTv0RVQASrqnbLHw04q/JtO/RDqnbLHw04q/JtO/RFVABKuqdssfDTir8m079EOqdssfDTir8m079EVUAEq6p2yx8NOKvybTv0Q6p2yx8NOKvybTv0RVQASrqnbLHw04q/JtO/RDqnbLHw04q/JtO/RFVABKuqdssfDTir8m079EOqdssfDTir8m079EVUAEq6p2yx8NOKvybTv0Q2Tuyxhv5f299OYFVEq2Tuyxhv5f299OYAVUAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAABKtk7ssYb+X9vfTmBVRKtk7ssYb+X9vfTmBVQGkZtvKtY9xLdd625CRLqdHpj0mK0skmk3CLkZ7ykp0LXePeUlPLmpJamURtrKOa6BRrgVXH6/UKhb8ynLplLuZy31VatnKac34bqKGp5DSfRJ5lwm21aJVvktCVKHUTrTT7S2H20uNuJNC0LIjSpJloZGR+shrdqYuxnYkWNBsfHdsW9GhvOyY7NKpEeIhl1xO444hLSEklSkkSVKLmZFofIBzne1Tvei1uv5KtrLU+dUmcTImQ3ChQDgrkLluGh4kdG4m6kz9FJr9RaKJR6j75lyTk3Hk8odv5AvmtLtSJS3Ko+zTLcZgKdlyTIvtNyTwn3UuJ9FCKc0hSSL0jWpRadDyMZ44lyUTJeP7bekNsyYyHXKUwpaWpLnEkNko0akl1wt9afUtXNWp8wrmM8b3NW2bluTH1tVarx4q4LNQnUlh+S3GXrvMpdWg1E2ep6pI9D1PkAh94Vm7LytPIVcm5lk21GNVx2xGtkolNU2vorDxIcYW60b5y1Jb4x7y3G+EpREyR6OJ2uv125bB2dbV+ybqfKpSWqDR116axGU7FRLeYYXKNBIQwa0JcM06o3N4k6pUWpHR1Y3x2u6JV8KsK3DuObDOnSawdLYOa/EMiI2Fv7vEU2ZJL0DPd5Fy5D1R7Ms+JaqbEi2nRmbaTFOCmjNwGkwSjGWhskwSeHw9DMtzd00/cA51dv/J7tzUfEzeZX4+t+TbWcuc6bAOoVCOmjrmk2lJx+iJlNu+gaksbmjR6t66kPRauSr/yA2xTpuXDs1q2qPIq8ivlAgGxW0sVKTE4slEhs0ojG3FS45wFMnq+W46giIVqs4ExLXKRb9rybFobVtW26+7Ft5mlxk0pwnWnG1Icim2bZo+8UrQiL0tD5+o85WcZY2uNuiM3Dj22qo3bTrb1FRNpMd8qY4jTcXGJaD4Kk7qdDRoZbpaeogEPj5SyGm8Id1ov3pkKoXrUbOKzChxOAmPHZeUiS04hByukGTCXjNbxtG26ZcNPorLQJGQL9t86fmqReZ3Vck3FdXr7FMeiw2WqW45JgmbDRNcPVhtRGRdIcUrebc33tOSOtWrAsNi8XshsWTQW7qkRuhO11FNZKoOR+X3SpBJ4ho9FPomrT0S5ch8qPjbHVu1CoVa37BtymTqs487Pkw6Uwy7LW7u8VTq0JI3DXuI3jUZmrdTrroQCdbO905Kqs257byGu4HipPQnoT1yP2+dXMn21GtLzdEeWwlvVKVNKUhtSkqMj393eO0jA2bYNi45pKqDj2y6DbFMU6p9UKjU1mEwbqiIjWbbSUp3jIi1PTXkQzwAJVsndljDfy/t76cwKqJVsndljDfy/t76cwAqoAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAACVbJ3ZYw38v7e+nMCqiVdU7ZY+GnFX5Np36IdU7ZY+GnFX5Np36ICqgJV1Ttlj4acVfk2nfoh1Ttlj4acVfk2nfogKqAlXVO2WPhpxV+Tad+iHVO2WPhpxV+Tad+iAqoCVdU7ZY+GnFX5Np36Imlf2ZNm1naSsWhM7PmNUU2ZY92S5ENNpwCYefZn0BLTq2+FuqWhL7yUqMtUk64Rabx6h1AAlXVO2WPhpxV+Tad+iHVO2WPhpxV+Tad+iAqoCVdU7ZY+GnFX5Np36IdU7ZY+GnFX5Np36ICqgJV1Ttlj4acVfk2nfoh1Ttlj4acVfk2nfogKqJVsndljDfy/t76cwHVO2WPhpxV+Tad+iKVSaTSqBSoVCoVMiU6m06O3Ehw4jKWWIzDaSS2022kiShCUkSSSREREREQD1gAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAA/nhlL/AGg8Cy9rGFZ1TwjdD9+2rBuKyoNCjSmVM1eVUp9HcpbrchW6pDb7MM1nq0Zo4zRES9TNPel33taNgUZVw3rcdPotOS4lkn5r6WycdXyQ0gj5uOLPkltJGpR6EkjM9BzHc2NqTfG0dbO1/G2f7wmItKmO0xvjnHhT6ga97g1BFLkKQ6ZMIW+k0yDZkma2zQws2kbwdaMm8plCpCEIdNJGtKFmpKVacyJRkRmWv79C/wDoh+41qx8kWRkaLJk2dX2prkBwmZ8NxtcebT3jLUmpUV5KX4zmnPhuoQrTQ9NBsoAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAADCXfe1o2BRlXDetx0+i05LiWSfmvpbJx1fJDSCPm44s+SW0kalHoSSMz0Gi+V+XMkfd47tfyKoTn/MV2wllOeR/GLSd5DqNS1LfmLYWhREZxnknzDervva0bAoyrhvW46fRaclxLJPzX0tk46vkhpBHzccWfJLaSNSj0JJGZ6DRfK/LmSPu8d2v5FUJz/mK7YSynPI/jFpO8h1GpalvzFsLQoiM4zyT55q0MNWja1ZTd892oXRdpNqaO5LgeTKnpQv9tDGiUtQ21aFvMxW2WjMtTRrzG9gNEtDDVo2tWU3fPdqF0XaTamjuS4Hkyp6UL/bQxolLUNtWhbzMVtlozLU0a8xvYAA0++MT2Rf8qNWKzTXYtdp7ZtQK9TJC4VUhIM9TQ1KZNLnDNWhqZUZtOaaLQsuQ1r7QzbjT0axC86NvN/8dT22INxR0fxejaoiTdOalLYOMsiIkojOqPnVQAa1Y+SLIyNFkybOr7U1yA4TM+G42uPNp7xlqTUqK8lL8ZzTnw3UIVpoemg2UaffGJ7Iv+VGrFZprsWu09s2oFepkhcKqQkGepoalMmlzhmrQ1MqM2nNNFoWXIa19oZtxp6NYhedG3m/+Op7bEG4o6P4vRtURJunNSlsHGWRESURnVHzCqgNasfJFkZGiyZNnV9qa5AcJmfDcbXHm094y1JqVFeSl+M5pz4bqEK00PTQbKAAAAAAAAAAA5q2esJWvfOAsaXrdN5ZVm1q4LPo1UqMnzqXO3x5T8Jpx1zcRPShO8taj0SRJLXQiIuQoHVpx17R5V72Lq8RDZO7LGG/l/b305gVUBKurTjr2jyr3sXV4iHVpx17R5V72Lq8RG63pkKwcb0xut5Evi37WpzrpMNy61U2YLK3TIzJBLeUlJqMiM9NdeRj9rNv6xcjUlVex7elBuemJdUwqbRqkzNYJ1JEZoNxpSk7xEZalrrzIBpHVpx17R5V72Lq8RDq0469o8q97F1eIilt1SmvVF+kM1GM5OitNvPxUvJN5ptw1Ehaka6pSo0LIjMtD3Vaeox6gEq6tOOvaPKvexdXiIdWnHXtHlXvYurxEUyo1KnUeBIqtXnxoMKI2p6RJkupaaaQRampa1GRJIi9Zmeg9CVJUklJMjIy1Iy9RkAlfVpx17R5V72Lq8RDq0469o8q97F1eIiqjzVKpU6jwX6pV6hGgwoyDcfkSXUtNNIL1qUtRkSS/qZgJn1acde0eVe9i6vEQ6tOOvaPKvexdXiIp8qZEgxHp82UzHix21PPPOrJDbbaS1UpSj5EkiIzMz5EQ/aPIYlsNyor7bzLyCcbcbUSkrSZakojLkZGXMjIBLurTjr2jyr3sXV4iHVpx17R5V72Lq8RFVABKurTjr2jyr3sXV4iPVsyVaq1/ZtxRXa7U5dRqVRsehS5kyW8p5+S+5AZU4644ozUtalGajUZmZmZmYpYlWyd2WMN/L+3vpzACqgAAAAADmrZ6wla984Cxpet03llWbWrgs+jVSoyfOpc7fHlPwmnHXNxE9KE7y1qPRJEktdCIi5CgdWnHXtHlXvYurxENk7ssYb+X9vfTmBVQEq6tOOvaPKvexdXiIdWnHXtHlXvYurxEVUAEq6tOOvaPKvexdXiIdWnHXtHlXvYurxEVUAEq6tOOvaPKvexdXiIdWnHXtHlXvYurxEVUAEq6tOOvaPKvexdXiIdWnHXtHlXvYurxEVUAEq6tOOvaPKvexdXiIdWnHXtHlXvYurxEVUAEq6tOOvaPKvexdXiIdWnHXtHlXvYurxEVUAEq6tOOvaPKvexdXiI9WzJVqrX9m3FFdrtTl1GpVGx6FLmTJbynn5L7kBlTjrjijNS1qUZqNRmZmZmZiliVbJ3ZYw38v7e+nMAKqAAAAAAOatnrCVr3zgLGl63TeWVZtauCz6NVKjJ86lzt8eU/Cacdc3ET0oTvLWo9EkSS10IiLkKB1acde0eVe9i6vEQ2Tuyxhv5f299OYFVASrq0469o8q97F1eIh1acde0eVe9i6vERVQASrq0469o8q97F1eIh1acde0eVe9i6vERVQASrq0469o8q97F1eIh1acde0eVe9i6vERVQASrq0469o8q97F1eIh1acde0eVe9i6vERVQASrq0469o8q97F1eIh1acde0eVe9i6vERVQASrq0469o8q97F1eIh1acde0eVe9i6vERVQASrq0469o8q97F1eIj1bMlWqtf2bcUV2u1OXUalUbHoUuZMlvKefkvuQGVOOuOKM1LWpRmo1GZmZmZmKWJVsndljDfy/t76cwAqoAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAADCXfe1o2BRlXDetx0+i05LiWSfmvpbJx1fJDSCPm44s+SW0kalHoSSMz0Gi+V+XMkfd47tfyKoTn/MV2wllOeR/GLSd5DqNS1LfmLYWhREZxnknz1SBj28sSXrNyHVrV87in3Hjar/ABS8p6RHcP0mGWH19FUxpzWmEcPUkpIor7hmo63Y+SLIyNFkybOr7U1yA4TM+G42uPNp7xlqTUqK8lL8ZzTnw3UIVpoemgDE2hhq0bWrKbvnu1C6LtJtTR3JcDyZU9KF/toY0SlqG2rQt5mK2y0ZlqaNeY3sAAYG+L4trHNtSbtu2XIjUyKtptao0J+Y6pbriW20IZYQt1xSlrSkkoSZmZlyHmsfIlAyFHlSaDT7niohrShwq5a9Toq1GZaluJnx2VOF/E0EZF+8yGo7TVv1y6cTP0S3E1Pp79Zoptu02Ol+THSmpRlLfQhSFoM20kpeq0KQRIM1EaSMhr2W7Eq8CwKLS7yrN15Rt2PcjEy5486kRZkqXTOG4XBOHTYrJSWkPGytTRMuLUSVapWRaALsA5LxxigqncNrVCrY2qDFt0imXTLtaBVqYoipEdydFVTm+C4nWK4ltKlMsqJLjSC3SSg0GlOsJ2cKM1j9lRYjecqqsSlJeNdKcN924mSR0d1wt3Vc9ot5LSlEbzadUoNJcgHbYwUG97VqFuzLtjVhoqRT1y25Ut1CmkNHFcW2/rvkR6JW2stdND01LUjIxyheFqXNXM/U64ixmy3U6PcdC/8AVnLHqU6qO03cZS8+1XlPlGjR9XXm3ITTSlEXFWtJE4txNfwZT6RifE10/Z2OqhTF0evXBNkUum2+4w/OPpbzjRx2ibT0k1smylC295J+ikleiZEG/wBg5VszJRz2rYeq7cmmG30uHWKFOpEttLhGbbnR5rLTptq3VElwkmgzQsiMzSoi24RbAldjXzXrgyFWqZckK6qnFiMSYtRtOr0iLToTZuKZhsOz4zBSlJWt1TjqC1NS/wBlCdwhaQGn3xieyL/lRqxWaa7FrtPbNqBXqZIXCqkJBnqaGpTJpc4Zq0NTKjNpzTRaFlyGtfaGbcaejWIXnRt5v/jqe2xBuKOj+L0bVESbpzUpbBxlkRElEZ1R86qMJd97WjYFGVcN63HT6LTkuJZJ+a+lsnHV8kNII+bjiz5JbSRqUehJIzPQB5bHyRZGRosmTZ1famuQHCZnw3G1x5tPeMtSalRXkpfjOac+G6hCtND00Gyjny8rZuPaDqEOsWtYC7FKCnhwb8rjciDcDbJq3jRBhsLalNtLP9pM11lO8kuJEkIPQ9vXh3IilqUnauyogjMzJKada2hf0LWjagKoAgWRaDkvFdvIu6DmS8r1mlLRTmYVb+zIyCXLbcjM8NMCHGS4rpL0VZ8UnDSlo9zd1VvaVVLfzbSs70mmpve8/s6lLpMelJYoNWqMeowEsoTMXJmJqDVMbWbhPms5jDkjmRsmszQkg6yGCsy+rLyNQWrosG7KRcVIfUaETaXMbksmsv2kbyDMiUWuhpPmR8jIhzhhG1cs1yq3VbsnJGVKBHYfYlKuJ9h9t9+TvPE5EKFX402OjTeSanqc6qK5w2+GlktUr582YdgXaWpWcq5nu4MsV3FtLrFckVL7GiPRH6tVIy5C3Etzm4yCp7ZKJZKNKW1pJW8RMt6FoHbWyd2WMN/L+3vpzAqolWyd2WMN/L+3vpzAqoDn7azuLyUlYtr3l7a1mdFu1Z/bdzs8WmxdabLT98npMbXe13S++R6Sk+v1H5Z2S61dVl0mo43zTaOQb1KZKZYcsdojpsiISEnJJ2Kc+QniNNqQpDinyMnlMp9FLqkqslxZQxnaFXh0C7ciWxRKpUXWWIcKo1ePGkSXXTNLSG23FkpalmlRJIiM1GR6a6DKLue20KcQu4aYlTU1NNWRy2yNMtREaY58+TpkpJkj9oyUXLmA5Fu1u2l5Bqb9mZGuViRcVLsWPHkN3XPKVJgLqy2JK0oN/eJWm6hxZESkqcWRmlS1a/S8r1kUnaDgUC3rkqrL1vXLQ6M7HqOSqicwoDqWkKWVCSyqPJiucc09OlvKdN0z0XvIaQOkH874Pi9K6TmWxmeg9H6VxLihp4HSD0Y39XPR4h/sa6b37tR9GMx47VesrHs+56dTK8zMbgxIc+awy7U3VRkSNIjZr33t1txO9onUj15acwHM161e0LyxzlCBceTrlXkP7MuBFctiJcc4moMVh1ZxVOw0K3YDZMpZNDqUs9ISs95TxLMjsuTI0St2ti63rdu6tNUOuV2FEcm0m4JTb82CcGQvd6ay6TyyWSEnxCc3jPRW9roYpMfIVgy7lqNlxL4t964aQwUqoUlupsqmQ2TIjJx5glb7aNDL0lERcy/iP3od92Rc9Fk3LbV5UOrUiGbiZFQg1Fl+MybZbyyW6hRpTulzPU+ResBydR7zyh1hHaQm66W1cDFdqsX7CfvmqPzJNFbZd6ISqAUNcVhs92O4VQN5JrMzJTpm4bQxlJvgkW1VZ1n5euur1ZzHc+o3E2/ccuV9m3AmTFS+kkLWZQnm1KcQcZvhkyWhE2jfM1dZ46yXa2WqLUazaapy6fDqL9KN6RHXGN9TZJ1daI9FG2olkaF6FvFopOqTSo9WsJrAFnX9W7YtfIUKoXwzFNdUg1W95Faq8KIndcNJomyXn4zBG4hZpSSEaqSZlzIwESqFTh3DcuUbUevuo3FOmUWvIltUq+qiUmA2lpRtMzKGtKEUtKCJDbUiMslSD0WeqXTM9RuW9rip0+z6bZ2R6VDpaLVoK7GlTskVaOuoyFnpJUxDjxZZXAreJpC23VLNtJlolG/xD7IoeVsXXOiquW1km1asigtk9VVQaxHfKA2aTUSnzQs+Ek0katVaFoRn6h58fZasnKLlcVY9Ubq0GhSWYyqjEeakRJnEjtvpXHdaWonEbrqS15ekSiIj9ZhrOBoEuSu8rrqterdQnTboqsFLcyrSn40WNHluIaaYjuOG00Raq9JCEqMt0lGZISRVgT20cxM3Ld/kZV8fXZakuVEeqFJdrrURCKtGaWlDjjKWJDrrRp4jSjbkIZcInC9DUlkmhAAlWyd2WMN/L+3vpzAqo5f2ZMT35Udm3FFQh7TeSqXHlWPQnmoMSBbamIqFQGTSy2b1JW6aEkZJI3FrXoRbylHqZh1AAlXmbyL8WOVfw21fBg8zeRfixyr+G2r4MAqowVmX1ZeRqC1dFg3ZSLipD6jQibS5jclk1l+0jeQZkSi10NJ8yPkZENH8zeRfixyr+G2r4MOJdmHYF2lqVnKuZ7uDLFdxbS6xXJFS+xoj0R+rVSMuQtxLc5uMgqe2SiWSjSltaSVvETLehaB21sndljDfy/t76cwKqJVsndljDfy/t76cwKqAAAAP1WtLaFOLPRKSNRn/AAIhNrO2isWX5UqdTbel3IX2uaip0yoWjV6dAmmSTVusTJUVuO6o0pUpJIcM1EkzTqRGKLMSpUR9KSMzNtREResz0HPGAcFXA3jKw519ZDvmQ5SKc3KiWxVI1PixKTN4SkIPdZhsy1G0TiySl55fr1USlElRBT6XnTGVauxVm06sz3JnSnILcxVFnN0uRKb1JcdmoqZKG88kyUk2m3lLJSHE6aoURb8Of8X3IqiWjaeDaviO4p9yW87Egzil2/KRR2ijuJUdTRU3GjiO8kk+hLbqnjWpKTShZL3Nzzhiy7soUymQ7WynXbTODUYUt5mAzTlMyUtS2XjWs5UOQsnEJbUbZJNKDUZE4Sk+oKaNfvW+rcx/SkVi5HKgbTz6YzDFOpcqpS5DqiM9xqLFbcfdMkpUo9xB7qUqUeiUmZSHJGI8mVerQFUiFOuxESnMxXqtOzRX7RkSXUqWalOQaLC6HvcyM3EJQatdDSRJIb3l3IdXxjZUSoUe1KvWajMkM09tMClVCsIhGpJ70l9ENlyQ40gkmfoo3lq3UmaN41pDa7Ru6376t6HdNrzlS6dNSo21rYcYcSpKjStDjTqUuNOJUlSVNrSlaVJNKiIyMhmBoWEINAg48h+Ty666iVJlTJkmt0WXSZkqa68tyQ8uJKbbdaJbqlqSncJO6ZbupaGe+gAAAAJVsndljDfy/t76cwKqOX9mTE9+VHZtxRUIe03kqlx5Vj0J5qDEgW2piKhUBk0stm9SVumhJGSSNxa16EW8pR6mYdQAJV5m8i/FjlX8NtXwYPM3kX4scq/htq+DAKqMFZl9WXkagtXRYN2Ui4qQ+o0Im0uY3JZNZftI3kGZEotdDSfMj5GRDR/M3kX4scq/htq+DDiXZh2BdpalZyrme7gyxXcW0usVyRUvsaI9Efq1UjLkLcS3ObjIKntkolko0pbWklbxEy3oWgdtbJ3ZYw38v7e+nMCqiVbJ3ZYw38v7e+nMCqgAAADW74yHamO4Medc8yWRzHeBEiU+nSajOluaamliJFbcfeNKdVK3EK3UkalaJIzL02heVuX3RUV62J65MVS1MuJdjuxn47qf22X2HkpdYdTqW824lK0/vIho+R5UmzMj29lCfQq1VqDDpE+jzPselv1OVBdfejrbeKLGQt9xCuCaFG02o06pNREjeUmIZIp1Hrdz0e/L3sCvyrPu290yfsKRRZL8uXDZoL7Knn6YSFPqS4aOcZTRuGhBb7fM0kHYQDha/wDG17SbXs5ut2oZWixFriKPSJ+PKhdi6W47MNdNJMOJJYdgSERPQakOeixzbUpkz57lNxtV6PauSbvreOpVzXYuDRKQ3UKjRn3pb8ToUJExZNRHTfkt7yVrfix31cc2eFvK5GA6krFy0Wgy6VBqs3gP1uWcCAjhLXxnyacd3NUkZJ9Bpw9VaF6OmupkR+qm1BiqwWKjFbkoakIJaEyYzkd0iP8AmbdSlaD/AKKSR/0HFmPsXIiO0GZXMTxV0ilZMaqVKRTcbyqPDiRX6NuJkx6W6b70Js5XDNw1GndcSa3CbMuXzqOP6x5LUmHdGL7mqlxrsinQbCks0SS8qg1xDz5vOG8lKk0xzVUVan3eESkNmnfVoaAHcADlxvDvCv2bkiRY8l660ZQp7zNZOEtUhqmnCisyDZd3d5ERWjm+STJs1bxq5kOowAAAAEq2Tuyxhv5f299OYFVHL+zJie/Kjs24oqEPabyVS48qx6E81BiQLbUxFQqAyaWWzepK3TQkjJJG4ta9CLeUo9TMOoAEq8zeRfixyr+G2r4MMZbzN/WLni3bFrGYbovSj3FaNfqzrNdhUhpUaTBmUhplTSoEKMrQ0VB8lEs1keiDLTQ9QtAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAA0++MT2Rf8qNWKzTXYtdp7ZtQK9TJC4VUhIM9TQ1KZNLnDNWhqZUZtOaaLQsuQ3AAEq+0M2409GsQvOjbzf/AB1PbYg3FHR/F6NqiJN05qUtg4yyIiSiM6o+e4WPkiyMjRZMmzq+1NcgOEzPhuNrjzae8Zak1KivJS/Gc058N1CFaaHpoNlGn3xieyL/AJUasVmmuxa7T2zagV6mSFwqpCQZ6mhqUyaXOGatDUyozac00WhZcgG4AJV9oZtxp6NYhedG3m/+Op7bEG4o6P4vRtURJunNSlsHGWRESURnVHz3Cx8kWRkaLJk2dX2prkBwmZ8NxtcebT3jLUmpUV5KX4zmnPhuoQrTQ9NAGygAAAAMJd97WjYFGVcN63HT6LTkuJZJ+a+lsnHV8kNII+bjiz5JbSRqUehJIzPQBmxhLvva0bAoyrhvW46fRaclxLJPzX0tk46vkhpBHzccWfJLaSNSj0JJGZ6DRfK/LmSPu8d2v5FUJz/mK7YSynPI/jFpO8h1GpalvzFsLQoiM4zyT55q0MNWja1ZTd892oXRdpNqaO5LgeTKnpQv9tDGiUtQ21aFvMxW2WjMtTRrzAYXyvy5kj7vHdr+RVCc/wCYrthLKc8j+MWk7yHUalqW/MWwtCiIzjPJPnmrQw1aNrVlN3z3ahdF2k2po7kuB5MqelC/20MaJS1DbVoW8zFbZaMy1NGvMb2AAAAAx1Uty3q5Kps6tUGnVCTRpPTKc9KiodXCkbikcVlSiM217i1p3k6HopRa6GYyIAAAAAJVsndljDfy/t76cwKqJVsndljDfy/t76cwKqAhOVMT3FdNXyjU6dbTMx24bPpdIpTq3WSN6Qy/KcW2W+otzdNxlW8rQtdND1I9MVU7Lyp5bzaHEx889R5OQKbdn26VSiFGOEiOy242TRuk+T6HGtTSbe4aD1StSvQHRYAOZKRge5ols2xEesmGU6l42uGhO6uRlKZqM1cdRNEreP8A3hocM1Ee5y9Iy1IeV3FWSkzq7bzWMiV5VSrXUm4+mwjbprdOYjKdU8k3if1StpxLPCQszcUZq3EaLPqUAHJ1p4MyfSr/AFRqwm9J9PpNUuOsQpj9QoDdFM6h0g0JYS3GOqOOqKQlK0SHENpNBqJxwkoI+g8Q23Ks7FVn2nPgJhSqPQ4MJ+MlaVk062whK07yTMj0URlqRmR/xG3AA0nGVuVm3n7yXWIfRyqt0y6jEPiIXxI622SSv0TPTU0K5HofL1CFUzGebp2So1SrNDrEekUur3C4mI39gR6IluWxJTHkQkRkFPUpe+jjHKcI+I4pRIUXpo6rABy5M2f7uRZVvUKkWjDjnRsd0ukPQiejpbkSoc2NJVT1HqZbq0suo39DbLfPnzFMwzRboh17Il41/HTlpldVXi1GJAdlRHZTqUU+OypT5xlraS7vtKToTiy3UpPfPXQquACI4ifyHcN+zbtyvhy66DW3Ij0aFNmS6M7SqZD4pGUWMUWc9IW47ohbjy2k75tkWjaUoQLcAAAlWyd2WMN/L+3vpzAqolWyd2WMN/L+3vpzACqgAAAAACVbJ3ZYw38v7e+nMCqiVbJ3ZYw38v7e+nMCqgAAAAAAAAAAAAAAAAAAAAAlWyd2WMN/L+3vpzAqolWyd2WMN/L+3vpzACqgAAAAACVbJ3ZYw38v7e+nMCqiVbJ3ZYw38v7e+nMCqgAAAAPLKpdNnSIkubTo0h+A6b0R11lK1x3DQpBrbMy1Qo0KUnUtD0UZeozHqAAAAAAAAAAAAAAABKtk7ssYb+X9vfTmBVRKtk7ssYb+X9vfTmAFVEquPtT48+X95fUbcFVEquPtT48+X95fUbcAVUAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAABp98Ynsi/5UasVmmuxa7T2zagV6mSFwqpCQZ6mhqUyaXOGatDUyozac00WhZchuAAJV9oZtxp6NYhedG3m/wDjqe2xBuKOj+L0bVESbpzUpbBxlkRElEZ1R88rGz9hp+25l1O5CpUKFTpDcKc1UFqhTIctwtW4r8R8kSGZK/8A2sLbS6rUt1J6kKAJDc1Npzu1ljqoOU+MuUmwbuUl9TSTcI0T6AlBkrTXVKZD5F/AnnCL9tWoenyvy5kj7vHdr+RVCc/5iu2EspzyP4xaTvIdRqWpb8xbC0KIjOM8k+eatDDVo2tWU3fPdqF0XaTamjuS4Hkyp6UL/bQxolLUNtWhbzMVtlozLU0a8xvYAAAAAAAAAAAAAAAAAAhWPcTbSWNbAtrHNCzZjV+m2rR4VEhuy8bz1PuMRmUMtqcUmuJSazSgjMySktddCL1DYPJzan98mKu7So+OiqgAlXk5tT++TFXdpUfHQ8nNqf3yYq7tKj46KqACVeTm1P75MVd2lR8dDyc2p/fJiru0qPjoqoAJV5ObU/vkxV3aVHx0PJzan98mKu7So+OiqgAlXk5tT++TFXdpUfHQ8nNqf3yYq7tKj46KqACVeTm1P75MVd2lR8dDyc2p/fJiru0qPjoqoAJV5ObU/vkxV3aVHx0PJzan98mKu7So+OiqgAlXk5tT++TFXdpUfHRtWJ7F81+LLNxn9qfafklb9OoXTeBweldFjNs8Xh7ytze4e9u7ytNdNT01G1gAAAAAAACFY9xNtJY1sC2sc0LNmNX6batHhUSG7LxvPU+4xGZQy2pxSa4lJrNKCMzJKS110IvUNg8nNqf3yYq7tKj46KqACVeTm1P75MVd2lR8dDyc2p/fJiru0qPjoqoAJV5ObU/vkxV3aVHx0PJzan98mKu7So+OiqgAlXk5tT++TFXdpUfHQ8nNqf3yYq7tKj46KqACVeTm1P75MVd2lR8dDyc2p/fJiru0qPjoqoAJV5ObU/vkxV3aVHx0PJzan98mKu7So+OiqgAlXk5tT++TFXdpUfHQ8nNqf3yYq7tKj46KqACVeTm1P75MVd2lR8dG1YnsXzX4ss3Gf2p9p+SVv06hdN4HB6V0WM2zxeHvK3N7h727vK0101PTUbWAAAAAAAAIVj3E20ljWwLaxzQs2Y1fptq0eFRIbsvG89T7jEZlDLanFJriUms0oIzMkpLXXQi9Q2Dyc2p/fJiru0qPjoqoAJV5ObU/vkxV3aVHx0PJzan98mKu7So+OiqgAlXk5tT++TFXdpUfHQ8nNqf3yYq7tKj46KqACVeTm1P75MVd2lR8dDyc2p/fJiru0qPjoqoAJV5ObU/vkxV3aVHx0PJzan98mKu7So+OiqgAlXk5tT++TFXdpUfHQ8nNqf3yYq7tKj46KqACVeTm1P75MVd2lR8dDyc2p/fJiru0qPjoqoAJV5ObU/vkxV3aVHx0bViexfNfiyzcZ/an2n5JW/TqF03gcHpXRYzbPF4e8rc3uHvbu8rTXTU9NRtYAAlVx9qfHny/vL6jbgqolVx9qfHny/vL6jbgCqgAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAxV03RQrKtyo3bc9QTBpNJjrlTJKkKWTTSS1Uo0oI1HoX8CMTeVl7BkqZHyrIkVhyr2+qZakZpNAqx1NJzDiyX47dMSz0h7fTDivEtLCtG2zWlRINZnumUbI85WO7hsH7T+zvt6nuwel8HjcHfLTe3N5O9p/DeL/wCxA72uTCVIvOsVql7XGK7avKn19ExtmtVGFIagPswSp8mNKi9NZdWe6S+RONKbXuke8STSoOlaBXqPdFFhXFb9QanU6oMpfjSGjPdcQfqPnzI/3GRkRkZGRkRkMgNdx9ZzFg2dTLSYnuzugtq4kp1BIU+6tanHF7pckka1qMkl6iMi1PTUbEAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAACVXH2p8efL+8vqNuCqiVXH2p8efL+8vqNuAKqAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAJ1cGbaBHrMuz7CpNQvy6ITnAl02hEhbVOd/lnTFqTGiGRGSjacc46k6m2056gFFH86sw7NmBLk/2hFvZqql/W1GtyE41Iu6G4/8A3dq5Y+6mFFfeIujsOSPuVmw6olucBz0TN5I7A82d/wCQvv8AM15dFprnPyTtKU9Fg6fySp+iJc3TmWiSisrSo0uMOFzG/wBLtO1aHbbVnUS2aVT6AxHVEapUWE21DQwojI2kspIkEgyM9UkWnMwGWASrzM1WxP7zge7PJaOjn5L1BlU23Vl/IzH3ku0/lySUVxDKTM1qYdPkf1iZxi2/KZouarddx9UXnEsMzpUkpNBmuqPRKY9TJKW0mpRklDUpEZ9Z67jSi5gKgAAAAAAAAAAAAAAAAADn/E9X2p8oYss3JnnQxVTPK236dXehebuovdF6VGbe4XE+3E7+7xN3e3U66a6FroNr8nNqf3yYq7tKj46AqoCVeTm1P75MVd2lR8dDyc2p/fJiru0qPjoCqgJV5ObU/vkxV3aVHx0PJzan98mKu7So+OgKqAlXk5tT++TFXdpUfHQ8nNqf3yYq7tKj46AqoCVeTm1P75MVd2lR8dDyc2p/fJiru0qPjoCqgJV5ObU/vkxV3aVHx0PJzan98mKu7So+OgKqAlXk5tT++TFXdpUfHQ8nNqf3yYq7tKj46AqoCVeTm1P75MVd2lR8dGwYQvWq5KwvYORq7HiMVK6rXpVbmNREKSw2/JiNvOJbSpSlEglLMiI1KPTTUz9YDdQAAAAAAAc/4nq+1PlDFlm5M86GKqZ5W2/Tq70Lzd1F7ovSozb3C4n24nf3eJu726nXTXQtdBtfk5tT++TFXdpUfHQFVASryc2p/fJiru0qPjoeTm1P75MVd2lR8dAVUBKvJzan98mKu7So+Oh5ObU/vkxV3aVHx0BVQEq8nNqf3yYq7tKj46Hk5tT++TFXdpUfHQFVASryc2p/fJiru0qPjoeTm1P75MVd2lR8dAVUBKvJzan98mKu7So+Oh5ObU/vkxV3aVHx0BVQEq8nNqf3yYq7tKj46Hk5tT++TFXdpUfHQFVASryc2p/fJiru0qPjo2DCF61XJWF7ByNXY8RipXVa9KrcxqIhSWG35MRt5xLaVKUokEpZkRGpR6aamfrAbqAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAACVXH2p8efL+8vqNuCqiVXH2p8efL+8vqNuAKqAAA1q+ckWLjSnM1S+rog0dmU7wIqX16vSndDUbbDSdXHl7pGrdQlR7qTPTQjMaK7tV4jaVu9GyG4RpSols4zuV1CiMiMjJSIBpPkf7jGh4ykO31HPNdwNKdrN2oXIhG6k/8A0+jrcNUOIyR/sJ4JNOOaacR5S1mRFupRvY1K8TlOUQ7+H9CxctxXcqymX461+Iv+hyT3XXP4eHWvxF/0OSe665/Dx+QENangz9hW+eX461+Iv+hyT3XXP4eHWvxF/wBDknuuufw8fkA1qeB2Fb55fjrX4i/6HJPddc/h4da/EX/Q5J7rrn8PH5ANangdhW+eX461+Iv+hyT3XXP4eHWvxF/0OSe665/Dx+QDWp4HYVvnl+OtfiL/AKHJPddc/h4da/EX/Q5J7rrn8PH5ANangdhW+eX461+Iv+hyT3XXP4eP2a2q8SPOoZRCyOSlqJJGvGFzJTqZ/vUcAiIv6meg/ABrVXA7Ct88twsLL2OMmrlR7KumPOmQUpXLgOtuRpsZCjMkrdivJQ82lRpURKUgiM0qIj1Sem4DnTIduzqlSTuG11lEu+3m3Ztvz0I1W1JJOpMrIjI1sO7qW3WtSJaD01JRJUmWf2p2N/d/Vf8AEq/RGzauxdhyMdgasFXEZ5xO528ACdXBm2gR6zLs+wqTUL8uiE5wJdNoRIW1Tnf5Z0xakxohkRko2nHOOpOpttOeoZWgoonVwZtoEesy7PsKk1C/LohOcCXTaESFtU53+WdMWpMaIZEZKNpxzjqTqbbTnqGP82d/5C+/zNeXRaa5z8k7SlPRYOn8kqfoiXN05lokorK0qNLjDhcxRbft6gWnRoluWtQ6fRqTAb4MSBT4yI8eOj17rbaCJKC5nyIiIBOvNnf+Qvv8zXl0Wmuc/JO0pT0WDp/JKn6IlzdOZaJKKytKjS4w4XMUW37eoFp0aJblrUOn0akwG+DEgU+MiPHjo9e622giSguZ8iIiGQAAAAAB8ZcSLPivQJ8ZqTGktqZeZeQS0OIUWikqSfIyMjMjI+RkY+wAJV5marYn95wPdnktHRz8l6gyqbbqy/kZj7yXafy5JKK4hlJma1MOnyP6xM4xbflM0XNVuu4+qLziWGZ0qSUmgzXVHolMepklLaTUoyShqUiM+s9dxpRcxUB8ZcSLPivQJ8ZqTGktqZeZeQS0OIUWikqSfIyMjMjI+RkYD7AJV5marYn95wPdnktHRz8l6gyqbbqy/kZj7yXafy5JKK4hlJma1MOnyP6xM4xbflM0XNVuu4+qLziWGZ0qSUmgzXVHolMepklLaTUoyShqUiM+s9dxpRcwFQAAAAAAAAABKtk7ssYb+X9vfTmBVRKtk7ssYb+X9vfTmBVQAAAAAAAAAAAAAAAAAAAAASrZO7LGG/l/b305gVUSrZO7LGG/l/b305gBVQAAAAABKtk7ssYb+X9vfTmBVRKtk7ssYb+X9vfTmBVQAAAAAAAAAAAAAAAAAAAAASrZO7LGG/l/b305gVUSrZO7LGG/l/b305gBVQAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAASq4+1Pjz5f3l9RtwVUSq4+1Pjz5f3l9RtwBVQAAHK2zP2cMU/9kUL/wABkUkTbZn7OGKf+yKF/wCAyKSORVvlfrP+On3QAADxlAAAAAAAAAAAAAAAAAH+bcf6SB/m3G5hO9XfT3+v4/Z/oTqtfqtZueTRNqW4qrYtFemHHpVMprqoNu1RBq3WifrbS+K84szJJR3lQOLvKQcV9Jb59C2/b1AtOjRLctah0+jUmA3wYkCnxkR48dHr3W20ESUFzPkREQ9UuJFnxXoE+M1JjSW1MvMvIJaHEKLRSVJPkZGRmRkfIyMTDzM1WxP7zge7PJaOjn5L1BlU23Vl/IzH3ku0/lySUVxDKTM1qYdPke4ryqgJfEzjFt+UzRc1W67j6ovOJYZnSpJSaDNdUeiUx6mSUtpNSjJKGpSIz6z13GlFzFQARfa/g/aeDKjTfsen1bpdYobH2fUVbsSXvVSMXBePcc0bXruqPhr9Ez9FXqPXFW3UMVWlRLetXHWP8L1G9rqjUedMsREaU2wwbLq0PEp+BGbVIUbfCSTkd1KTcLkrXQugKpSKVW4vQa1TIk+NxW3uDKZS6jiNrJba91RGW8laUqI/WRpIy5kPhcVt27d9FlW3dlAp1apM5HDlQKjFbkxn0a67q23CNKi1Ij0Mj9QDnWzL+yndN00W2XMoSFwqI1c5TajDp8El146ZOjsMLd3mFIRqTjiXeATZGslGjh8klrKbzz0VlNXM/nKpdJfxqm+3GkUOl8NExkkf3ZszjalGdJWrhK3nd7/dutF6I6qpdm2hQ40CHRbUo9PYpUI6bAaiwWmkRIh7usdokpIm2j3EaoTon0U8uRD8HZlnnEKAdqUboqaedJJnoLXDKCemsbd3dODyL7v9nl6gHOd15gyCjLdLXQbju1dDRc1JtubHYp1DZt9tySy2t1hxUhxVVekkl8nEuMElktEEaTJLqlbtgR6dY2Fa/Wp9RuC61wa7ckxLJQ2XZbvDqMn7llqKyjfUo0mZFumZqWZFy0SVIexfjORca7wfx3bDlecbZaXVV0iOcxSGVJWyk3jRvmSFIQpJa+iaUmWhkQy1Gty3rd6Z5P0GnUz7RlLnTOhxUM9Jkr033nNwi33FaFqo9TPQtTAc7bKd1ncOUMrO1F26HqxUDo1RnKq9uVSltMuKjKSbDKJzDRobR6KEI0I1JSbmhmpSj6aHkj0mlw50uqRKbFYm1Dh9LktspS7I4ad1HEWRar3SPQtTPQuRD1gA+MuJFnxXoE+M1JjSW1MvMvIJaHEKLRSVJPkZGRmRkfIyMaBcGbaBHrMuz7CpNQvy6ITnAl02hEhbVOd/lnTFqTGiGRGSjacc46k6m2056hj/ADZ3/kL7/M15dFprnPyTtKU9Fg6fySp+iJc3TmWiSisrSo0uMOFzATytPU/H1ekWvso1mp1CuU94mZ1j0+MmpW1AVy1bfW4601RVJSZGllmQ3yUbiYck/ROiLuPakJaibw7itSCM901ZKqJGZfu1L7CPT/8AsUS37eoFp0aJblrUOn0akwG+DEgU+MiPHjo9e622giSguZ8iIiGQARW5Mr5jx/TiubJthWbSKM2brKjolwy6w4t04zy2t9TsKITJG6200WiXd9T5fsbpb+qP58zbEybGtZ2xaS5RqNIpFKuWXvwozPTJrLSzW0/JqjbzRJU7uoZKHIN00aJcJRmSLjetjw76apcOqVeoxoNOqTFSfhxTZJqoKZVvtNPmttS+GThIc0bUgzNtJGo0mpKvtNsKxandUG+6lZdCl3LTGlR4VZfpzLk6K0rXVDT5p4iEnvK1JKiLmf8AEBEMcZp2gbqmVehOWfZM+4Gkx6lEp02RNokYqW6bpE+zUI6KnHqCDNLJIW2bKj3l8RlkySlXIexpmfbwrGWq1bWPqC3fuHolwS4jVTuGrvyYMKEiQtJdBrTzSJEvdSSEpI2nD3dD4Le8Zl/Sq2LAsOyZFTmWZZNBoL9bknNqbtMprMVc6QZmZuvG2kjdWZqUZqVqfM+fMZxllmOyiPHaQ000kkIQhJJSlJFoRERciIi/cA45k0Tyj2Jtmyh+SFv3T0yNY7f2NcDvDp03/wBPR92+rgP6I/f/ALlfMi5CksUms4Nxw7WbTw/juw6r9rIUm1bLcJ+JcSlt7iWlOJp0d1L2mqyUlpW6TWqlGje0yGz7ZFl5B2P8O25ftoUW5aSuw7bdVArFPamR1LTTmDSo23UqSZl+49NSFCs/D+JcemR2Di60bZMnVPkdHokaFo4aNw1/dIT6Ro9Ez9enL1AOer2qd70Wt1/JVtZanzqkziZEyG4UKAcFchctw0PEjo3E3UmfopNfqLRRKPUffMuScm48nlDt/IF81pdqRKW5VH2aZbjMBTsuSZF9puSeE+6lxPooRTmkKSReka1KLToeRjPHEuSiZLx/bb0htmTGQ65SmFLS1Jc4khslGjUkuuFvrT6lq5q1PmFcxnje5q2zctyY+tqrVePFXBZqE6ksPyW4y9d5lLq0Gomz1PVJHoep8gEPvCs3ZeVp5Crk3Msm2oxquO2I1slEpqm19FYeJDjC3WjfOWpLfGPeW43wlKImSPRxO212s3RYuztaxUW55J1KQzQaS5XZkeMt2K3KdYZclqQSEMbyEOGZao3NSTvJUWpHRVY3x2u6JV8KsK3DuObDOnSawdLYOa/EMiI2Fv7vEU2ZJL0DPd5Fy5D1R7Ms+JaqbEi2nRmbaTFOCmjNwGkwSjGWhskwSeHw9DMtzd00/cA5WptRuCybjuKPTr3pFWqjV81hH29cEeGhJSGrZbNLkhxttKGFJWhJOqZS0R6LLdSkzQM+zfWUoVJotoz8lXdSK5PvCBSJ8m56VQl1GLFkxX1ETblPSqC4TimyUye5voVuk6lRHunf6VjXHVCp8ek0OwLcp0GJr0eNEpTDLTOrPAPcQlJEnVn7vkX7Ho+rkNenbPeHJVuU2y4WPbfpVtU6pLqZ0OnUmKxTpbi2XGVpfjk3w3EKS6reLQjMyLU9ORhD0ZIrlNrTlxV68FzJlqW5eFKZuFdLaddl9GqMJpp9UZo2WVumeiVEg22zWkz9BOpF9LQyplqRLqmNq3ct50uZIuek0RFXuJi3F1qlNy4Tz6zIqaTlPNSlMIS0TjalFxvTQr0dekmcf2FHpUehR7IoDVNh05dHjw0U1lLDMBZJJcVDZJ3UsqJCCNsi3T3S1LkQ8EfEGJoltSbMiYutFm35sdESTSW6JGTDeYQpSkNLZJG4pCVLWokmWhGozL1mA51yjlbM1vTl2vY96Vi5/JS3HKw/cNJK2Y8edJblvNKbq51F9ltDDZMJQ+cLhLJaln9x6CBmqleGZq1cE+oQMpSaHDbvamWwzTI1Mp8lhEaZAirdWbi2lrW6248tTS0ubmp+ml5OiRcZ+IsT1WnUGj1TGFpTIFrKQuhRZFFjOM0pSNNw4qFINLBp3U6bhJ00LT1DNKtm21uuPrt+mqcemoqLiziNmpctCUpQ+Z6c3UpQkiX+0RJIiPkQDlOuZczl0Sh2TRqpdlUms+VCpVdoce3WZ8n7MnpjsHJRU1sQyaNC957gISs9EmnhFqYyVXyTmyrxKresfIbdBYt21rYrh0amRKdNiTJctb3S23JBpeNcdaUIJBsPJMjLeJxRHoOhrgxdjO7KUig3Vjq2KzTG5qqiiFUKRHkMJlqUpSnybWg0k6alKM16bxmoz15mMnJta2JhS0zLcpb5VBpqPLJyG2rpDTRmbaHNS9NKDUe6R6kWp6aagJvs70ioUqPf5z7pqlZ499VhbZTm4qOjlxS9FHAZb1I/X6e8f9RO9mSv7STOzbihmhYnxrMpqLHoSYciXkKfGfeYKAzw1uNJoriW1mnQzQTiySZmRKVpqfRtKtm26FNqdSolv02ny61IKXUpEWI205NfJBIJ15SSI3FklKU7ytT0SReohPdk7ssYb+X9vfTmADyj2p/c3irvLqPgQeUe1P7m8Vd5dR8CFVABKvKPan9zeKu8uo+BDgvY0zPt4VjLVatrH1Bbv3D0S4JcRqp3DV35MGFCRIWkug1p5pEiXupJCUkbTh7uh8FveMy/qSP0ZZZjsojx2kNNNJJCEISSUpSRaEREXIiIv3AJbsndljDfy/t76cwKqJVsndljDfy/t76cwKqAAAAPhN//AA3/AP8AiX//AIY452ZMLVpVq46v+iYcxZaDkKGVSdumiylO1+uIUw4kmJTZQGCQTylpW4apLxEaCLRRmS09mKSlSTSoiMjLQyP1GQ81LpVLodOj0eiU2LT4ENsmo8WKylpllBepKEJIkpIv4EWgDnPEtm4bKyLNy/Wzi07IdZqMdqpXNHZQVan1hb25Ipr7u6t1xriJWyqOrVDbbRaEgmkqRSc4V3N1DplMcw3aFCrK3ajCbnLn1h+I802qWylSUNNwZJLbU2pwnHDNBtJ1WRKMuWyxMW4xgXrIyTBxza8e7paTRIr7VIjoqTyTSSTJckkcVRbqUp0NXqSReohtACA5Iyjly2atAglWoNvyXacy/MgQcQ3Te0dqQpSyVw6nT1xmlp5FohTKHC01MtFEN3zLe9UtKxY71Ni3A5LrL7MBU6i23Oqb1ObcIzdlHFitOvEaUJUSCNJkTimyVy3jFHABFdjao06o7OlqJpiauTEQpcUlVSJKYkL3JTvpK6SlLjmpGWqz11PXmZkYtQ8lLpNLocFql0WmxafCY3uFGispaaRqo1HuoSREWpmZnoXrMzHrAAAAAcv7Mlf2kmdm3FDNCxPjWZTUWPQkw5EvIU+M+8wUBnhrcaTRXEtrNOhmgnFkkzMiUrTU+oBKtk7ssYb+X9vfTmADyj2p/c3irvLqPgQ/a1slZO851Nxrk3Hlr0R2tUGp1yBLoV1SKsk0wZEFl1t1D1Pi7hmdRaNJpNeu4sjIuWtTEquPtT48+X95fUbcAVUAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAQrLE2/YG0jjh7HVtUCuVM7IvBLsat1x6lMJY6fbxqWl5mJKUpZKJBEg2yIyUo98jSSVXUSq4+1Pjz5f3l9RtwA8o9qf3N4q7y6j4EP517FWa9vOo5Pq1rYhpDmR8RQa9JhtzLnqb8imwYKJCUEUStPNNvumhnhklHCWe4rf6KkzMi/rSPlEiRYEVmDBjNR40dtLTLLSCQhtCS0SlKS5ERERERFyIgH807Hsry1pWGYvmhx/f3RsM0Vzo14SeCzF1SyW+0fQpeqj9R+ijl+8/UKVfkq/7XZqlGsm4IlhQLLsdmutUahQIciF0pLkgujkp6MRnGMmt0yQllfJJpNHpEeVwvirF+QtnnEMy/sb2tcsiJYtEaju1ijx5q2UHBZM0oU6hRpIz56EKrAsSyKVTPsWmWbQ4dPOEVN6IxTmW2eiEajKPuJSSeFqtZ7mm76SuXMxzKq4zXW1YqmjPPfEfT3Z/wAoPf1auW7as9Mq14rgQKHe9tU2Lb6Y0YmZO+5EkdIUtSTfNw1OLJO64SNxtRGhR+mVBytXbnVd1Is6h327Z0d+jVOtPVJmNFecdXFNkksn0lDiCa0dUtzdQSzSgtFo5mN2mWDYtRrjFz1Cy6DJrMVlEdiovU5lclppCyWlCXTTvpSS0pUREehGRH6yH1uezLPvaGzT7ztSjV+LGeTJZYqkFqU228n9lxKXEmRKLU9FFzLUR9aNjNoqsp27/ejGJGZN8ZfYyjcjxuVJ+waPJYiuQovDgKkrkcYo7hs9IbSo2yM08XnvelvElG77KTeF9M1qJV6nfUl6FVcgSrdbpzkWGiOxDZ6WSEpUTJOm4taGyM1OK13EEREZq3rW3TaczOcqbNPjImOsojuSEtJJ1bSDUaEGrTU0pNSjItdCNR6esxjqrZNmV2iy7brdo0WoUie6p+XAlQGnY0h1S99S3GlJNK1Gv0jMyMzPn6wmqJki1VTGydv1Qlu98lX7MRTbfyjLocZTN2Sem0+nwXnVdBqCGYqS47DiN1KVGlXo6qL/ANxK9Irjj+tzblsS3bhqXD6XU6VFmP8ADTup4jjSVK0L9xamfIemDaVqUwkFTbZpMQm23mUcCE23utvKJTqS0SWhLURKUXqUZEZ6jVqnjC45E1a7ezZeds01KUNxaRSYFC6HDbSgkkhrj05xwk8tdFLVproWhaESZidj2mmu3tnOfz2yny8h323dDdw+XBnFmXdULU8llRIvBYZYaeUiQhaUHI45Eyl1W+4bfDcMuGnkosFQsu5FoNkwLtqF7ldcivWJIuVTTsGMzHpklk2EEpvgoQo2lG8s1pdWo95pW4aS9Ar01jyzW6y7dS7bpblyyIP2dIr50+OmpPs7pEaVvoQSjI90j3S0TqRaJIiIh5rFxbYmOaQdJte26dGN6MzGnS0w2USaiTTfDSuStCE8Ze7y1UX7z9Q99anghormf938z+faO5PK9PvGlTqBjqLnaVIk3BWOFIrHQqX9qU9robkhLBJJno2rptega4xnw98vSVosp3dt+3tkHGVyU+r5AZoUKl2VV5r01qHG4FeNuRKicVzikZpZ3GW3DJg2z3n06OEnRJ9DN4jxQzabthNYxtNFsvulIdoqaLGKAt0lEolqj7nDNW8lJ6mnXUiP9w91Vx9YVdZpkat2RQKg1RSMqa3KprLqYRbm5oySkmTfo+j6OnLl6giqIKrNdWe3+Z/PNA4mUcreXqItOh1dqhUWtUmgG2p6hs0h+O/GjqWt5Uh9FQ6UZvKNsmi3FbqEkhZmZjIqv/IdLYu2TWLorTzsmkTplI0YpT1IcQ28lBSKc/FPpKUtJdRvpmkalKMtw9EqI7a9YdjSLihXhIsyhO16nM9Gh1RdOZVLjM6GXDbeNO+hOhmW6RkXMx8YeN8e06TW5tNsagQpVypNFZkRacyy9USPe147iEkp39tXNRn+0f8AEPWjgRZrj938sBFpECzch2zSLeaJiJUKFKhyWk+paIhsmw4r+Ki4zpbx8z3+ZnoQ/wA/I/0T0Ky4NEnMVNVSqFRlRqc1S2HZriFqbYQep6bqU+ks9w1qPU1cNH8B/nYGzhZzzcX03GWj+P2f6qAABtuA+MuJFnxXoE+M1JjSW1MvMvIJaHEKLRSVJPkZGRmRkfIyMTDzM1WxP7zge7PJaOjn5L1BlU23Vl/IzH3ku0/lySUVxDKTM1qYdPkdVABL4mcYtvymaLmq3XcfVF5xLDM6VJKTQZrqj0SmPUySltJqUZJQ1KRGfWeu40ouYqA+MuJFnxXoE+M1JjSW1MvMvIJaHEKLRSVJPkZGRmRkfIyMTDzM1WxP7zge7PJaOjn5L1BlU23Vl/IzH3ku0/lySUVxDKTM1qYdPkYVUBL4mcYtvymaLmq3XcfVF5xLDM6VJKTQZrqj0SmPUySltJqUZJQ1KRGfWeu40ouYqAAAnVwZtoEesy7PsKk1C/LohOcCXTaESFtU53+WdMWpMaIZEZKNpxzjqTqbbTnqGP8ANnf+Qvv8zXl0Wmuc/JO0pT0WDp/JKn6IlzdOZaJKKytKjS4w4XMBkLgzbQI9Zl2fYVJqF+XRCc4Eum0IkLapzv8ALOmLUmNEMiMlG045x1J1Ntpz1DH+bO/8hff5mvLotNc5+SdpSnosHT+SVP0RLm6cy0SUVlaVGlxhwuYotv29QLTo0S3LWodPo1JgN8GJAp8ZEePHR691ttBElBcz5EREMgAx9v29QLTo0S3LWodPo1JgN8GJAp8ZEePHR691ttBElBcz5EREMgAAAAAAAAAAAAJVsndljDfy/t76cwKqOdcIXflrGuF7BxzXdlbJT9StW16VRJjsSqWuphx+NEbZcU2pVXSo0GpBmRmlJ6aakXqG6+eTIvwnZV/ErV8ZAVUBKvPJkX4Tsq/iVq+Mh55Mi/CdlX8StXxkBVQEq88mRfhOyr+JWr4yHnkyL8J2VfxK1fGQFVASrzyZF+E7Kv4lavjIeeTIvwnZV/ErV8ZAVUBKvPJkX4Tsq/iVq+Mh55Mi/CdlX8StXxkBVQEq88mRfhOyr+JWr4yHnkyL8J2VfxK1fGQFVASrzyZF+E7Kv4lavjIeeTIvwnZV/ErV8ZAVUSrZO7LGG/l/b305gPPJkX4Tsq/iVq+MjK7PVrV2xsBY0sq6YPQq1b9n0al1GNxUOcCUxCabdb30GpCt1aFFqkzSempGZcwFAAAAAAAEq2Tuyxhv5f299OYFVHOuELvy1jXC9g45ruytkp+pWra9Kokx2JVLXUw4/GiNsuKbUqrpUaDUgzIzSk9NNSL1DdfPJkX4Tsq/iVq+MgKqAlXnkyL8J2VfxK1fGQ88mRfhOyr+JWr4yAqoCVeeTIvwnZV/ErV8ZDzyZF+E7Kv4lavjICqgJV55Mi/CdlX8StXxkPPJkX4Tsq/iVq+MgKqAlXnkyL8J2VfxK1fGQ88mRfhOyr+JWr4yAqoCVeeTIvwnZV/ErV8ZDzyZF+E7Kv4lavjICqgJV55Mi/CdlX8StXxkPPJkX4Tsq/iVq+MgKqJVsndljDfy/t76cwHnkyL8J2VfxK1fGRldnq1q7Y2AsaWVdMHoVat+z6NS6jG4qHOBKYhNNut76DUhW6tCi1SZpPTUjMuYCgCVXH2p8efL+8vqNuCqiVXH2p8efL+8vqNuAKqAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAJVcfanx58v7y+o24KqJVcfanx58v7y+o24AqoAADlbZn7OGKf8Asihf+AyKSNBwvHdtqzmMW1RKWKxYBJt6VG3SQZMMaoiPpSXI2no6WnUKL9yjSZJWhaE78OTXGVUxK+4eqK7VNVO7KAAARZgAAAAAAAAAAAAAAAAB/m3H+iXINzuWnas2oQGFy6u+k4lGgtkRuz6i4Rpjx20mZEalr0LUzJKS3lKNKUqUXJ/9kHI9qbZ/whfoDdwkTlMq56dqpmqinPbGf2f0zAAG2r4AAAAAAPjLiRZ8V6BPjNSY0ltTLzLyCWhxCi0UlST5GRkZkZHyMjHPlVxNbFIzLa+IaDNr1HsK4bZr1dnWzTazJi0/pECVSmWG2UNrJUWMaKi/xIrCm2HDSjfbMt8l9EiVXH2p8efL+8vqNuAKLb9vUC06NEty1qHT6NSYDfBiQKfGRHjx0evdbbQRJQXM+RERDIAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAlVx9qfHny/vL6jbgqolVx9qfHny/vL6jbgCqgAAAAAAAAAAAAAAAAAAAAAAAAAAAAACVXH2p8efL+8vqNuCqiVXH2p8efL+8vqNuAKqAAA0jIWILQyO/GqdTOpUytQWzZi1qjzVw5zTRnqbRrRydaM+fCdStve0Vu7xJUWlu7N9fUrVjaYykwgkpSltMa3FEWhEXrXSVKMz01MzM+Zi1gIzRTVvhlov3bUZUVTEeyZRLq23J8UOVf8HbPhAdW25Pihyr/g7Z8IFtAeaOjhCeuYjxKusol1bbk+KHKv+DtnwgOrbcnxQ5V/wds+EC2gGjo4Qa5iPEq6yiXVtuT4ocq/4O2fCA6ttyfFDlX/AAds+EC2gGjo4Qa5iPEq6yiXVtuT4ocq/wCDtnwgOrbcnxQ5V/wds+EC2gGjo4Qa5iPEq6yiXVtuT4ocq/4O2fCA6ttyfFDlX/B2z4QLaAaOjhBrmI8SrrKJdW25Pihyr/g7Z8IH7NbOFxNuocXtN5TdSlRGaFw7a3VER+o9KQR6H/QyMWsA0dHCDXMR4lXWU7sPBto2PV03M/Ua5c1wNtqZZq1fm9Jejtq/bSw2lKGI+9/7jabQayJJKNRJSRUQAEoiI2Qw1VVVz61U5yAAD1EAAAAAAGAv69KVjqy6zfVcZlPU+hQ3J0lEVslvKbQWpkhJmRGr+BakJw5nS2JEn7WPEF1P3vTqg7bUGiHFpp1daX2WpjhMyDldGQw4yyy8reko14KCUniJSgUe/bMpeRLMrNjVt+UxArkNyFIciqSl5KFloZoNSVJI/wD7SZf0E+uvGdjT74bosW+7kty9q8p66aXMphMKfjIgMRYElbXHjuxt025cdCkPIWZm8akERo3kBR7Puuk3xbVPuqiG90OotcRCX2zbdbURmlba0n6lpUlSTLmWqT0M/WMyMNZ9qUmx7ap9q0Qnuh05rhoU+4bjrijM1LcWo/WtSlKUZ8i1UehF6hmQAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAABKrj7U+PPl/eX1G3BVRKrj7U+PPl/eX1G3AFVAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAEquPtT48+X95fUbcFVEquPtT48+X95fUbcAVUAAAAAAAAAAAAAAAAAAAAAAAAAAAAAABzrhC0MtZKwvYORq7tU5KYqV1WvSq3MaiUu10sNvyYjbziW0qpClEglLMiI1KPTTUz9Y3XzN5F+LHKv4bavgwCqgJV5m8i/FjlX8NtXwYPM3kX4scq/htq+DAKqAlXmbyL8WOVfw21fBg8zeRfixyr+G2r4MAqo/l7mTNe2tbm3VS9n+3ZdBk1mqM1Sm2hc0ijJU9HoFXkxJTklTaVJZdOEmlm2aja9LgPmpKzNJl3b5m8i/FjlX8NtXwYYOXsyVefeFOyBM2kMkPXHSYUinQqkuk2qb7EZ9SFOtpV9jepRtp/qXpEWhKVqFuZQpplDS3lvKQkkm4siJSzIv2j3SItT9fIiL+hD9xKvM3kX4scq/htq+DB5m8i/FjlX8NtXwYBVQEq8zeRfixyr+G2r4MHmbyL8WOVfw21fBgFVASrzN5F+LHKv4bavgweZvIvxY5V/DbV8GAVUBKvM3kX4scq/htq+DDK7PV012+cBY0vW6Z3Ta1cFn0aqVGTwkN8eU/Cacdc3EElCd5a1HokiSWuhERcgFAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAASq4+1Pjz5f3l9RtwVUSq4+1Pjz5f3l9RtwBVQAAAAAAAAAAAAAAAAAAAAAAAAAAAAABKrj7U+PPl/eX1G3BVRKrj7U+PPl/eX1G3AFVAAAAAAAAAAAAAAAAAAAAAAAAAAAAABKtk7ssYb+X9vfTmBVRKtk7ssYb+X9vfTmBVQAAAAAfKUtTcZ5xB6KS2pRH/AyIcmYLypke6GLLuHzhZTuqZUmzk3JTq1YzNNoEWLwXFOOxZ5UuMTppcJpLZIlPb5KPkstVpDrgBE8YpzFeNGt7MJZOXIYuTgz3bSkQ4SKTEprxkZJYeajnMOShrdVvuPrbW5vluISpPD2fMWbKDhuFTpNXoNy1RypTI0ZtNJt6pVBtCXJDTS1LciRnktqInd5LazSp007qNTPkFFATmrZbuFkoUq1MC5GumnT4jctubEbpdN3N4z+6cjVWdElNOFoRmlbJabxc9dSLPX7FrdRtR1dJuysWoptPSZUulUxmoVFDKUmpTbDS232zdM9C/3L2pEpKUmpSVEG0ANAwVeFWvnGVMr9dlnJnm7KjOuOxyjyFE0+ttByWCIujyDQlBusmlBtuGpJoQZbpb+AAAAAlWyd2WMN/L+3vpzAqolWyd2WMN/L+3vpzACqgAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAJVcfanx58v7y+o24KqJVcfanx58v7y+o24AqoAAAA5q2esJWvfOAsaXrdN5ZVm1q4LPo1UqMnzqXO3x5T8Jpx1zcRPShO8taj0SRJLXQiIuQoHVpx17R5V72Lq8RAVUBKurTjr2jyr3sXV4iHVpx17R5V72Lq8RAVUBKurTjr2jyr3sXV4iHVpx17R5V72Lq8RAVUBKurTjr2jyr3sXV4iHVpx17R5V72Lq8RAVUBKurTjr2jyr3sXV4iHVpx17R5V72Lq8RAVUBKurTjr2jyr3sXV4iHVpx17R5V72Lq8RAVUBKurTjr2jyr3sXV4iHVpx17R5V72Lq8RAVUBKurTjr2jyr3sXV4iPVsyVaq1/ZtxRXa7U5dRqVRsehS5kyW8p5+S+5AZU4644ozUtalGajUZmZmZmYCliVXH2p8efL+8vqNuCqiVXH2p8efL+8vqNuAKqAAAAAAAAAAAAAAAAAAAAAAAAAAAAACVbJ3ZYw38v7e+nMCqiVbJ3ZYw38v7e+nMCqgAAAD9HW0vNLaUZkS0mk9PXoYwdh2XSseWXRrFor8p+BRIbcKO5LUlTq20FoRrNKUpM/46JIv6DPgAllJ2f6RSKtGNq/buetaBPKpwLPdfifZMSQS+Ig0KTHKWpCHdXEMuSFtJPQiQSUISmlzqdT6mymPUoMeW0h1t9Lb7SXEk42sloWRGRlvJUlKiP1kZEZcyHoABo954LwlkarpuDIWHbHuiqJZTGTNrNvRJsgmkmZpbJx1tSt0jUoyLXQtT/iMvd1ou3LRmaVSbrrlqyIriXIs+huModYNKTTu8N9t1hxG6ZluOtLSXIyIlJSothABrlg2NTMe26igU6bOnrW+9MmT5y0KkzpbyzW9IdNtKEb61mZmSEIQXIkpSkiItjAAAAAAEq2Tuyxhv5f299OYFVEq2Tuyxhv5f299OYAVUAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAABKrj7U+PPl/eX1G3BVRKrj7U+PPl/eX1G3AFVABrth5FsLKNvNXZji8aPctHdVwymUuYiQ2lzdJRtqNBnuLIlJ1QrRSdS1IgGmbJ3ZYw38v7e+nMCqiVbJ3ZYw38v7e+nMCqgAAAAA1u+Mh2pjuDHnXPMlkcx3gRIlPp0mozpbmmppYiRW3H3jSnVStxCt1JGpWiSMy9NoXlbl90VFetieuTFUtTLiXY7sZ+O6n9tl9h5KXWHU6lvNuJStP7yIBmwAAABjKxctFoMulQarN4D9blnAgI4S18Z8mnHdzVJGSfQacPVWhejprqZEfqptQYqsFioxW5KGpCCWhMmM5HdIj/AJm3UpWg/wCikkf9AHpAAAAAAASrZO7LGG/l/b305gVUSrZO7LGG/l/b305gBVRKrj7U+PPl/eX1G3BVRKrj7U+PPl/eX1G3AFVAAAAAAAAAAAAAAAAAAAAAAAAAAAAABFLT2crosa1aNZVrbUeVYVFt+nx6XTo3QrYc4EVhtLbTe+ujqWrdQhJaqM1HpqZmfMZbzN5F+LHKv4bavgwqoAJV5m8i/FjlX8NtXwYPM3kX4scq/htq+DCqgAlXmbyL8WOVfw21fBg8zeRfixyr+G2r4MKqACVeZvIvxY5V/DbV8GGlVa0MtQM0WrjlnapyUdNrlr1+tyHVUu1+Ol+DLpLLSUK+yN0kGmoPGojSZmaW9DToZK6KHJ157WuzfSNoSgXVVsvUGFCtC0r3otabkuLalw57dUoKTjqiqST6nFHHf3EpQZuEy4aN4kmZBXPM3kX4scq/htq+DB5m8i/FjlX8NtXwYVJl1L7KH0EskuJJZEtBoURGWvNKiIyP+hkRkP3ASrzN5F+LHKv4bavgweZvIvxY5V/DbV8GFVABKvM3kX4scq/htq+DB5m8i/FjlX8NtXwYVUAEq8zeRfixyr+G2r4MN1x7ZVKxrYFtY5oUiW/TbVo8KiQ3Za0qfcYjMoZbU4pKUpNZpQRmZJSWuuhF6hsAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAACFZYtqs3VtI44p1CyDX7OkN2ReD6p9EZgOvuIKfbxGyop0aQ1uGaiUZkgl6oTooi3iVdRKrj7U+PPl/eX1G3ADzN5F+LHKv4bavgw4I2XP8AZ7bT0fM1VzxWslVnDFNqtYfqKKZBfivVqfEXJJ9LEpmKhFPbQpKuaDbUhK0adGQnQi/qYACVbJ3ZYw38v7e+nMCqiVbJ3ZYw38v7e+nMCqgAAACWZHlSbMyPb2UJ9CrVWoMOkT6PM+x6W/U5UF196Ott4osZC33EK4JoUbTajTqk1ESN5SYhkinUet3PR78vewK/Ks+7b3TJ+wpFFkvy5cNmgvsqefphIU+pLho5xlNG4aEFvt8zSXYQ8sql02dIiS5tOjSH4DpvRHXWUrXHcNCkGtszLVCjQpSdS0PRRl6jMBxBf+Nr2k2vZzdbtQytFiLXEUekT8eVC7F0tx2Ya6aSYcSSw7AkIieg1Ic9Fjm2pTJnz3Kbjar0e1ck3fW8dSrmuxcGiUhuoVGjPvS34nQoSJiyaiOm/Jb3krW/Fjvq45s8LeVyMdbgA4jx9i5ER2gzK5ieKukUrJjVSpSKbjeVR4cSK/RtxMmPS3TfehNnK4ZuGo07riTW4TZly+dRx/WPJakw7oxfc1UuNdkU6DYUlmiSXlUGuIefN5w3kpUmmOaqirU+7wiUhs076tDQO4AAcuN4d4V+zckSLHkvXWjKFPeZrJwlqkNU04UVmQbLu7vIiK0c3ySZNmreNXMh1GAAAAAAOX9mTE9+VHZtxRUIe03kqlx5Vj0J5qDEgW2piKhUBk0stm9SVumhJGSSNxa16EW8pR6mfUAlWyd2WMN/L+3vpzAB5m8i/FjlX8NtXwYe20cNzLfvmNkK5st3letUp9Jm0aAVbZpLLUSPLeiuyDSmBCjGpSlQo/NZq0JB6EW8etIAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAABH6TtWYlr9KhV2hU/JVRptRjty4cyJi26HmJLDiSU2624mnmlaFJMlEojMjIyMh6+stjr2cyr3T3V4cGyd2WMN/L+3vpzAqoCVdZbHXs5lXunurw4Ostjr2cyr3T3V4cKqACVdZbHXs5lXunurw4Ostjr2cyr3T3V4cKqACVdZbHXs5lXunurw4cT5OwTiG/duq19o7yXyQVopZTV7ip6sUXSSpFZibqY2iPs7Q23fuVrLQyPo729zdIf0tABKustjr2cyr3T3V4cHWWx17OZV7p7q8OFVABKustjr2cyr3T3V4cHWWx17OZV7p7q8OFVABKustjr2cyr3T3V4cHWWx17OZV7p7q8OFVABKustjr2cyr3T3V4cN/tO6aFfNq0a9bWndNotwU+PVKdJ4S2+PFfbS405uLJK07yFpPRREotdDIj5DLCVbJ3ZYw38v7e+nMAKqAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAlVx9qfHny/vL6jbgqolVx9qfHny/vL6jbgCqgAAJVsndljDfy/t76cwKqIVj3E20ljWwLaxzQs2Y1fptq0eFRIbsvG89T7jEZlDLanFJriUms0oIzMkpLXXQi9Q2Dyc2p/fJiru0qPjoCqgJV5ObU/vkxV3aVHx0PJzan98mKu7So+OgKqAlXk5tT++TFXdpUfHQ8nNqf3yYq7tKj46AqoCVeTm1P75MVd2lR8dDyc2p/fJiru0qPjoCqgJV5ObU/vkxV3aVHx0PJzan98mKu7So+OgKqAlXk5tT++TFXdpUfHQ8nNqf3yYq7tKj46AqoCVeTm1P75MVd2lR8dDyc2p/fJiru0qPjoCqiVbJ3ZYw38v7e+nMB5ObU/vkxV3aVHx0bViexfNfiyzcZ/an2n5JW/TqF03gcHpXRYzbPF4e8rc3uHvbu8rTXTU9NQG1gAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAJVsndljDfy/t76cwKqJVsndljDfy/t76cwKqA0u/svWTjWdTKVcy669PrKH3IUOjW3UqxIcQzucVZtQWHlpSniI1UoiL0i5jP2xctOu6iR6/So1VYiyd7cbqlJlU2SWhmR78eU228jmXLeQWpcy5HqIZtGs1WHlTH1xx69ka3qfDplbjSaxZVqKrslpx1UQ22XGigTUoQvhrPeNoj1b0JRcyP53DDqF80O35dqMX3cDsSE8VxVKv0BdDnVmjpdMnac4w7CjpU66pKjQlDLeiEqMlIJ4lLC80q5KLWqhVqVTJvGlUKSiHPb4a08F5TSHkp1URErVt1B6pMy56a6kZFkxyRPw/aVx5IrEFzDu9Sq/f1Jq9Q41qLaizqadEUn79S2SbcQT5OJcbWZmlSzJaUmstcXEtW65W0hFuaj41i0WbAueoRJM5mxakmcmAqFJbjOO3A8+bEuI4pLSijMNcNjVpCtw0FvB1xcNyUW1Kemq1+b0WKuTHhpc4a16vPupZaTogjP0nFoLXTQtdTMi1MYfIGTrQxjEp8u7Xqr/AOrS+gwWKXRZtVkyH+GpzcQxDaddPRDa1Ge7oRJPUxy1Ix7Y1axOUCobP9fkXZAeoEq9pcqz5BoqU5ioMKlOmlSDOqP7pSFdIYQ/92a08XRe6q155s+4rwq+LYlp1S4KCUS5lvvVWiwmHHqaz9nSkks0yWHmUJM1Jb1cbMvTIi0UZGA3+xci2pkeBKn2vIqH9wkHEmRalSpdMmRnd1KyS7FlttPN6oWlSTUgiUlRGWpHqMm9clFj3HEtJ6bu1adDfnsR+Gs99hlbaHF72m6Winmy0MyM97kR6Hpybe2Pclx7TuC3LgXVLmnR7yi1C5a3WLTcrkS46GcdxMXepcAoyZSWdGW3YsfRW80bqkLJeivlbNoXxbljQnodnVysx49m3U1Bgpt+dQUNMPz4qo8RqImU9Jitk0lZtRjeQ/w0EgkNmW6kOuK1cdGt5VORWJnRzqs5unRC4a18SQslGlHokempIVzPQuXrHpp1QYqkUpcZuShs1rb0kRXI69UKNJ+g4lKtNUnoemii0MjMjIz4fszFUJh5mXW8QU6RbkK+LcrFNZpGKZtDhsoNh9l6S1SnlSH2VpdJonXDJCtEpcWlKCJatth48vxh+j2/HtOtFS8iy59GuRfRDS3AixqzJlpef3tDQh+K7IZSrnqbjREWh6kHXgDj21cfXvG2nGq1WIa26w1c1SmO1OLjyYUh6hLbcJiO/cSpqIjkQkmwSYiWVOIcbR916KnR2EACVbJ3ZYw38v7e+nMCqiVbJ3ZYw38v7e+nMAKqAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAlVx9qfHny/vL6jbgqolVx9qfHny/vL6jbgCqgAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAJVsndljDfy/t76cwKqOatnrNtr2NgLGllXTZuVYVat+z6NS6jG81dzucCUxCabdb30QFIVurQotUmaT01IzLmKB1lsdezmVe6e6vDgFVASrrLY69nMq9091eHB1lsdezmVe6e6vDgFVASrrLY69nMq9091eHB1lsdezmVe6e6vDgFVASrrLY69nMq9091eHDyObVmJWarHoT1PyUipTI70uPDVi26CfeYZU2l11Df2fvKQhT7KVKItEm62R6bxahYAEq6y2OvZzKvdPdXhwdZbHXs5lXunurw4BVQEq6y2OvZzKvdPdXhwdZbHXs5lXunurw4BVQEq6y2OvZzKvdPdXhwdZbHXs5lXunurw4BVRKtk7ssYb+X9vfTmA6y2OvZzKvdPdXhw9WzJSarQNm3FFCrtMl06pU6x6FEmQ5bKmX4z7cBlLjTjaiJSFpURpNJkRkZGRgKWAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAlVx9qfHny/vL6jbgqolVx9qfHny/vL6jbgCqgAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAlVx9qfHny/vL6jbgqolVx9qfHny/vL6jbgCqgAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAACVXH2p8efL+8vqNuCqiVXH2p8efL+8vqNuAKqAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAACVXH2p8efL+8vqNuCqj+WeaLa2xYu3vSMEWlmC549sXgzUpVHrZGhyZSLdqEhiTVWWpakG42plyAhDRG5vJJthKTRxtDD+pgD9GWksMoYQazS2kkEa1mtRkRac1KMzM/6mZmY/cAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAQrHuWdpLJVgW1kahYTxqxTbqo8Ktw2peSJ6X22JLKHm0uJTQ1JJZJWRGRKUWuuhn6xsHlHtT+5vFXeXUfAgFVASryj2p/c3irvLqPgQeUe1P7m8Vd5dR8CAVUBKvKPan9zeKu8uo+BB5R7U/ubxV3l1HwIBVQEq8o9qf3N4q7y6j4EHlHtT+5vFXeXUfAgFVASryj2p/c3irvLqPgQeUe1P7m8Vd5dR8CAVUBKvKPan9zeKu8uo+BB5R7U/ubxV3l1HwIBVQEq8o9qf3N4q7y6j4EHlHtT+5vFXeXUfAgFVASryj2p/c3irvLqPgQ2rE99edDFlm5M+y/szytt+nV3oXH43RelRm3uFxN1O/u8Td3t1Oumuha6ANrEquPtT48+X95fUbcFVEquPtT48+X95fUbcAVUAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAATy486WNRqxItSg/aN43PFVw3qHbMbp0mOv8AcmSsjJiHr+45LrSf68yAUMa9emQrIx3T26ne90U6jMPr4UfpTxJcku/ubZb/AG3XD5aIQSlH+4hpf2Zny/8AnWK3TcZUdz/hKOTdUrbif/lLeT0WMfrJSEMSD5kaXkmXPYLLw7j2xKg5XqPQzk1+Qjhya9VJDlQqj6f5Vy5Clu7mpno2SiQnXRKUlyAa/wCcLK99/d4vxwqh05z9m4L3Zdhlu/uWzSk7stw/4okHDP8Ar/H5KwXXJ0lFz1nNl5OXgwhTcWsQ+ixo8JpZpNyOzB4So6mVqQ2aieS66fDR96RkRlWgASryozhYPoXnZkO/KS366vaaejT0J/mepkhwyVoXrUxIWpR67rCeRDabIypj/IqpMe0rkZkzoJEc2mSGnIlRha+opEN9KJDB/wBHG0mNsGq3vi2wMjJjKvG2Is6VBM1QZ6DXHnwVH61RpbRpfjq9fpNrSfP1gNqASryRzZYXp2LfES9qU36qLeBm1NQn+VmqMIM9CLXlIjvLUZlq8kiPX0U/P1pxZzFDyVTKpjqsSFky0xcjaGYklw+RJjz21LiPKUfqbS7xdDLebSZ6AKaAAAAAAAAAAAAAj9J2rMS1+lQq7Qqfkqo02ox25cOZExbdDzElhxJKbdbcTTzStCkmSiURmRkZGQ9fWWx17OZV7p7q8ODZO7LGG/l/b305gVUBKustjr2cyr3T3V4cHWWx17OZV7p7q8OFVABKustjr2cyr3T3V4cHWWx17OZV7p7q8OFVABKustjr2cyr3T3V4cHWWx17OZV7p7q8OFVABKustjr2cyr3T3V4cHWWx17OZV7p7q8OFVABKustjr2cyr3T3V4cHWWx17OZV7p7q8OFVABKustjr2cyr3T3V4cHWWx17OZV7p7q8OFVABKustjr2cyr3T3V4cN/tO6aFfNq0a9bWndNotwU+PVKdJ4S2+PFfbS405uLJK07yFpPRREotdDIj5DLCVbJ3ZYw38v7e+nMAKqAAAAAAJVsndljDfy/t76cwKqOZrRqlXo3+z3x/UaNOlwXGscWyUmZEUaX4kM4cUpT7aiMjSpDBurJRHqRp1LmQ8FwQbNwHf8ASK9ibE9l0yJWbfqsiHOoFXJmbX1MQVSdZ0JEP+9tkptBpkdKU4S3tf8A9RRKDqgBxHUbrzJfWNbooN43LdtLjzqXQK/EmVFdqqnNOPVBtK0xWqe5II4Ki3TbXIa4hGhRG6v1F0DnpUa0KLa2V51UU0mwKxHlVCa9up1pr5dFmKdNJJSlJNvcZRkRJI2SPQiIBWwHHNx3ld7ECZfVn3Be0CrX+mpXcTVswqEuS3RYbbUeC69IrThRm4pNm26tttKnlLfMyUhKVErP2tki43clW7cDtRYiPXhFs9mq7rSCQ8T8Gpum2nfI9zV1KNN0yPkRa89DDqcByFcWccv146dRrMm3JLRLk3bL+07abt9Mgm6dUijx2l/a7jUc4yUL1cNvV4ySk99HpKOy1TIV0RMPWhlGoSYMFZHSZ9xNxX478VUV/cRJ3HkqcQbaOLxSW24epNlosyM9QrADlGr5RyLXLCueDVai0+/Qbcm1eppk0uK408mZwHac0tpbZoNKGnH06aHvcHVepnzxtGtO7n7ppFNpuUK3HfqGU7nP7QXDp65EBr7Pk6lFT0Ymd7e3eb7bxaa8vVoHYACKM5QvKm7LU/JcydEmXHSqTOUqa9GShlx2O640UhxpKkpItGycWlJpL9rTQtCKT5EpFzXnOZw1eOVqjd1Hpl0WpKeqEmkUZ1cwpinTVElNdCOKtKDZbeb3WkqInEbxq0Sow7DAcT2PEu/GFjNS7UvOutxV1KuVu5ahQ6XbR1Ja26i4yUyqR3mWFSIRNMKJRxS6UZkaEKIiQlO5SsuZlqGZprVNRX41twLriWvw1OW7Hoq4zrDa1PKOS+mqdOPjGttCEG0okISTS9VLMOphKtk7ssYb+X9vfTmB8tlilTqPhSjxKhclRrjpy6irpM9uMh0i6a8W7pHaaRpqRn+zrqo+emhF9dk7ssYb+X9vfTmAFVEquPtT48+X95fUbcFVEquPtT48+X95fUbcAVUAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAABj6/cNAtSkSbguiuU+j0uGjiSZs+SiPHZT/ADLcWZJSX9TMTrzz128vuMLY5qVxsr5Jr9YUqj0RP9UuuoVJkkfrSqPHcaVoZG6nlrpbmGb6sm83b/qVDgZsU3KVKhu1uX0euUkjPkUFDyjp29pyLhIgctd5Sj9dMtTN2P7prDdqPVCRb90OJNRW9cEdVPqKyT+0ppp3QpKE6lq4wbjfMvS5gMP5nLlvP77M+SahXGF8zoFBJdGo5F/KtLbipUn+CiefU0vTXhJ1Mh8bMy/gehT2MYWPT5dCiQqi5Q4yIlmVGn0Rua2s0KjNTOiohb++k0ElLnNRbpanyFbHGFu0+6I1xzreTIylNqXnJl1ONak6yXm7Y4B1VTxTDqZQG9d1nekI3p6kG4SE8NfJow7PAcYW5aVySc/KvBrGTtGkuVO4YVXlUuy6hFrKmFx3yjG7cMqQbNQbd4TS2kttkyyrgoNTe4hKsdFsCveaG7qJYliRYNMOo0d2rPpxlVKUqrRG3TOYzMojj6XKs8TW6b0iOtJSycNtJL3Nww7cfeajMuSHlbrbSTWs9NdEkWpnyE2s/aOxVfVSpdMoMy5Gzrmv2XKqdoVimQp5kg3CSxLlxW2HVGhKlJSlZmpKTNJGRGNd2b7bqdBxHWIC2H2oUmfOepMJNpyLbYjRlIIibi02RIffjMGslqS24batVno2lJp1nWL8ZZMtC38MVa67ovi46DGisMybZm0yG15O1NcfdiyTTFhtyVsNGpxpaH1r3DdQ4sz4ZmQdR3HcNHtOgz7muCZ0Wm0uOuVLf4al8NpBaqVuoI1HoReoiMx70LS4hLiD1SoiUR/xIxwNbGL8jR6feiJlEmuXK5ZlYhXH9nY4nU1ysTnFJNk5VUdmrarL5GThtORmFklK1kZskokHud1WfXa7tDQ635r4rb9PuimtSp7li1GZUH6QphLa3U15x/oyIiuIpC4LTSt0t9S0lvLcIOrbevO37rjQZtAkSZcWox3JUaQUF9DKm0LJCtXFIJKVbx8kKMlGRGZEZEZlk6hTqfVoL9MqsGPNhyUG0/HkNJcadQfrSpKiMlEf8DIca2rieoxrHoNNsjHM+35VsWzVZDEdFBdpyCrEWsRpLbZEppBKN42D3VpIycSZqSak8x+clWHeNx2ba143TaZKpVzzKvXrkodcx/Mu048qUloqe1JpMJ9t43WY7ZMk4RrS0sjMyLUnEhfPMQ1aX3+EbyqFgbnNFHbbKdQFfwR9nOqImEf/ABhuRjP95+vV50ch2P8AdZbxlLdhI5HcVnpcqsPT+Z6GRFNYM/XohuQ2kiM1Oly12LDFLrlExPaVJuWXUZNTiUiM1JdqLHBlKWSCL71HHf3V6aEZcZw9S5qMwvXMGPLAnM0Wv3ChyuS0G5EoVPZcnVWUguRqahsJW+pBGZEayRuJ1LeURAMxaN7Wff1ITXrJuel12nqWbZyKfKQ+hLhftNqNJnurSfI0nooj5GRGM2Oc7mxje2Z68m7KRYULEcw9wvKl2Uo7okNJ9SDZgOoaJvTmlMmQ+ktTJccj1I94Xh3IilqUnauyogjMzJKada2hf0LWjagKoAgWRaDkvFdvIu6DmS8r1mlLRTmYVb+zIyCXLbcjM8NMCHGS4rpL0VZ8UnDSlo9zd1VvaVVLfzbSs70mmpve8/s6lLpMelJYoNWqMeowEsoTMXJmJqDVMbWbhPms5jDkjmRsmszQkg6yGCsy+rLyNQWrosG7KRcVIfUaETaXMbksmsv2kbyDMiUWuhpPmR8jIhzhhG1cs1yq3VbsnJGVKBHYfYlKuJ9h9t9+TvPE5EKFX402OjTeSanqc6qK5w2+GlktUr582YdgXaWpWcq5nu4MsV3FtLrFckVL7GiPRH6tVIy5C3Etzm4yCp7ZKJZKNKW1pJW8RMt6FoHbWyd2WMN/L+3vpzAqolWyd2WMN/L+3vpzAqoANHvTM9gWBVXKLckysFMahtznEQLfqFQJLbjvCaSaorDiScccI0tta8RwyPdSrQxOdpG3qLVbotybkLHdXvSzGaTVGCp9Pob9X4NZWbHRHlR2UrUhe4l9KJBo3WlK1Nbe9qJXXtn16uuR6jkHEcK4LlVQLEZqVRk0Rue8/KZqiimb0jhnxVJZJPFVqfoERq9HQB2ZEktzYrMxlLqW320uoJ1pbSyJRakSkLIlIPnzSoiMj5GRGPFcNyUW1Kemq1+b0WKuTHhpc4a16vPupZaTogjP0nFoLXTQtdTMi1McuRbHrMfIGRCxvZj8W5qjTq22iuTLQl0ipxX3EK6MSq1xDh1Vg1cJLDSCJUdtLe8ZKbMhoFvYi6VZVznUsefaFGamWvJm0eJiSfQ4zs2PUEqlyUxJUqS9PlcA1Jekss7rqSSROOmRkkO9QE3zXjS5Mo2P5O2fkOr2i4ZtqJMJiFw5CCWhRIeKVEfUgkknUibJB66ErUuQ1HJOJskVUqNGpKqnei4ERbUirVLLdZs2S6s1mot+NQYRRXT0Mi3zQhRERFofrMKxfF8W1jm2pN23bLkRqZFW02tUaE/MdUt1xLbaEMsIW64pS1pSSUJMzMy5Dw2RlGzshM1B23pFTYcpSkpmxaxRZtIlxyUk1IWuPNaadJCiI91e7unuq0M9D00HaPoldkbPqqXAiVtNQiSqG679iNv1qdGSzPjLddZ32XHZS20oUsjWys17mqkHqaRN4rt/1WkX1HsdV+XJIu2PSrcj3TeVov0moMPuuPNvGuKUaCRw4zDvG30sNEpa1pN5Sj9AOg42W8dS7DXk2PczKraQa09NNl0jUtLhtbiWzTxFrU4W4lCUmpZmkkkreLXDFtDYqK2Krdkmq1qHGojsdmfDm21U4tTaVIWTbH/p7sdMtROrUSUGloyWZGSTPQ9JTIse77ch3fjvJFsqvOiVtNPuFqVZdInUNEI2XGmH+j7sqQ6UtlLLElCUPJcdMlk2k1Fz1C7KfeVwY+vKRTJWTbmp7TltdEuet2ImFc6VMVNDkhliKinMPSmmGyJ9BuQ1ka3HNDdLVKQ6jsfJVu5CKWdBp11RehbvE+3LTqtF3t7XTh9Pjs8T1c9ze05a6akNqErwdcTVXRVYZX9lS6XWTacN6+LIXQDZSe8W6wf2XAQ9qZGai0cUnlrukZa1QAEq2Tuyxhv5f299OYFVHL+zJie/Kjs24oqEPabyVS48qx6E81BiQLbUxFQqAyaWWzepK3TQkjJJG4ta9CLeUo9TMOoAEq8zeRfixyr+G2r4MNKq1oZagZotXHLO1Tko6bXLXr9bkOqpdr8dL8GXSWWkoV9kbpINNQeNRGkzM0t6GnQyUHRQ12w8i2FlG3mrsxxeNHuWjuq4ZTKXMRIbS5uko21Ggz3FkSk6oVopOpakQ0zzN5F+LHKv4bavgw4I2XP9nttPR8zVXPFayVWcMU2q1h+oopkF+K9Wp8Rckn0sSmYqEU9tCkq5oNtSErRp0ZCdCIO99k7ssYb+X9vfTmBtlpYqxfYNSqNZsTG9rW5UKue9UZdJo8eG9MPeNWry2kJU56SlH6RnzMz/AHjU9k7ssYb+X9vfTmBVQGowMP4lpVHrdvUvF1ow6Vcy1OVuDHokZuPU1q/aVJbSgkvGep6msj11GwTaFQ6lRXbbqNGgyqS/HOI7AfjoXGcYNO6bSmjLdNG7y3TLTTloPcOetrOjS7kO07edsGmXBTJbsziv1ay6hdsFiTuISw2unRH2kIWs1LNMx9XDZ4ai1TxN4gsVaxvju5E0dFxWFblVTby0uUcptLYfKnLSRElUffSfBMiIiI0aaERD9KljDGtZosi26xjy2Z1Jlx48SRAk0mO7GeYY14DS21INKkN6nuJMtE6npoOarStwmI9jlmzFN13K+xZ9BjW0hmgSZMmk1dpTpS9JCTMqY9zjavuuskaUEknVbpkPau15kiDfkKn40uZGZZbFxI8qI9JfhoeiOuOnBbOpmptmSk2TYQ0yh1xTKiIzQ1uGpIdB1jE2K7hoTFr1/GdqVOjRZRzWKdMo0Z6K1IMzM3ktLQaEuaqUe8Ra6qPnzHqvGpWZSaKzTLzaiKpVaks0VMV+GchmQ4+fDQwpskqI0qM9PSLd09ehDliNjCiXNAqNJsPEdaoWOKhW7SS/QZluv01t+YzMNVQfOC80lXDNrgJeeNG47uKPeWRGo/fdGPqZEylKi+aisSbnbvKhzaNW4VvSFw4dts9HSUdE1KeA0y0sntYhLIyUo3eFu/eEHTkWjWlX6Y/L8mYi41cjtty2ptK4K5LKCMkIfadQlZkkjMiS4nkR+oh+Ydi2TTqtIr1Ps6hxanKlnPfms09lD7sk2uCby3CTvKc4X3e+Z67no66chyA1g2RXrHq1WuTGVQmV6h2BQDt5UqlOKkQqoxImOGqKRp3m5KD4Wpo0WRKIj5K0PY7poVHhZkiTLosapOXvMyNSnqfcaqU8TLlE4aeFHROMuGpCDQ7vRSWaiWRum0RHxAHTLMyz6NU4mO4seJEfmw5U5imsxNxpcdDiCfVolPDL0306kZkajWZ6HzMfG3MZY3s+jMW7aOPraolJiyyqDECnUmPGjtSiPUn0ttoJKXCMiPfIt7+ojO0RYdQrOQ4txWtZr0m5XrCuKk0mtRaYpb0Wao2FMt9MSn+6qUjpBIUtxstVKIj1VoeS2caBR6Vclzzsd4/qtl2LIg01pimTqI/RycqyCd6W+3DfbQsjNCo6Vvbu66tBqJS9DUYU+r4pxdX1Upddxta1SVQpap9LOXR47xwJSnOIp5jeQfCcNfpmtOhmrnrrzHqkY8sCVeLGRJVjW+9dcWP0RiuuUxhVQaY9L7pMk08RKPTV6JK09I/4mNgABjKDbNt2rGfhWxb9No8eVKenPtQIjcdDsl1W868pKCIlOLUZqUo+ajPUzMT3ZO7LGG/l/b305gVUcv7MmJ78qOzbiioQ9pvJVLjyrHoTzUGJAttTEVCoDJpZbN6krdNCSMkkbi1r0It5Sj1Mw6gEquPtT48+X95fUbcDzN5F+LHKv4bavgw9to4bmW/fMbIVzZbvK9apT6TNo0Aq2zSWWokeW9FdkGlMCFGNSlKhR+azVoSD0It49QpAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAMPddnWnfVHct69LaplcpjqiWqJUIqH2t8v2VklZGRKL1kouZHzIyGYABKvNVfdkfe4gybMbho5lb12Kdq8DT+VmSpZTY+vqLV11pBEW6zoWhvPm7aP3GbrHqFjbnJdZbcOp0A/wCKuntIScdBfzzGYxfw9ZCqgA8tMqlMrdPj1ajVGLPgy0E6xJivJdadQfqUhaTMlF/UjHqEzqeArPbqEi4Mez6pj2tyVm89Mtl5MdiS4frXJgrSuHJUf73HGVOEWpJWnUzHm8qM4WD6F52ZDvykt+ur2mno09Cf5nqZIcMlaF61MSFqUeu6wnkQCqgNTsjKmP8AIqpMe0rkZkzoJEc2mSGnIlRha+opEN9KJDB/0cbSY2wAAa9emQrIx3T26ne90U6jMPr4UfpTxJcku/ubZb/bdcPlohBKUf7iGl+cLK99/d4vxwqh05z9m4L3Zdhlu/uWzSk7stw/4okHDP8Ar/EKk861HaW++6htttJrWtaiJKUkWpmZn6iIhMH8/UGuPuU3ENAqeR5razaXIopITSWFkehk7UnTTG9EyMlIaW66nT/dnyI/w1gOj3A6ifmK5apkWUlROFDqpkzRmVEepblMa0jr0Pmlcgn3U/uc5nrT2GGIrDcWKy2yyygm2220klKEkWhJIi5ERFy0AS7yCy7fn3mS8hptunOftUCyHnGTNP70PVZxKZLhfwXHbhq/++eu5WVjqxscwXoFkWvApDcpZOynGG/vpbv/AO4+6erjznP9txSlH/EbGAAAAAx1Uty3q5Kps6tUGnVCTRpPTKc9KiodXCkbikcVlSiM217i1p3k6HopRa6GYyIAAAAAJVsndljDfy/t76cwKqOatnrNtr2NgLGllXTZuVYVat+z6NS6jG81dzucCUxCabdb30QFIVurQotUmaT01IzLmKB1lsdezmVe6e6vDgFVASrrLY69nMq9091eHB1lsdezmVe6e6vDgFVASrrLY69nMq9091eHB1lsdezmVe6e6vDgFVASrrLY69nMq9091eHB1lsdezmVe6e6vDgFVASrrLY69nMq9091eHB1lsdezmVe6e6vDgFVASrrLY69nMq9091eHB1lsdezmVe6e6vDgFVASrrLY69nMq9091eHB1lsdezmVe6e6vDgFVEq2Tuyxhv5f299OYDrLY69nMq9091eHD1bMlJqtA2bcUUKu0yXTqlTrHoUSZDlsqZfjPtwGUuNONqIlIWlRGk0mRGRkZGApYlVx9qfHny/vL6jbgqolVx9qfHny/vL6jbgCqgAAJVsndljDfy/t76cwKTWKxS7fpUyuVuexBp8BlcmVJfWSG2WkFqpSjP1EREYm2yd2WMN/L+3vpzA3XINIuWvWNXqJZtbTR65Op78enz1akUd9SDJC9SIzToZ/tERmXrItSAatT9ofFFQtus3UdYq8CHQFMInMVS3KlT5xKf04BNw5MdEl43TMktk02riK9FG8ojIYmi7Tdhz6bUqrVGajBbYuB+g06M3TZsmdOU0y26tw4aGOkMEgnD4hLb0aJJm4pP7tDt/ZzyVS6fcNW41MZrUuTQatTINQvSs19oplOeccUw/UJzZyOC6Sk6KQ3o2azMmVGjVzNUzEuZaVcBZNaYsx66JNXnyZFKVV5aKe1DmxojayRIKMa1utLiIMjNlJOp3v9zvegGy2BtM46vK3qHVJ8xdLnVW3GLoksIjyJUSnwHUOLS69NS0TDaDJlzRS1I3jToRamRHl4W0Bi2fb9RuNir1ZLNLfZiyIT1vVFmpG69obKW4C2Clu8Qj1bNtpRLIjNO8RHpObe2ZbkPHlx2NddepPGuCwqdabk2nk8W7JY6XxHSSe6tLRnIQaSJzf5K5kZEo/JQtnu+qfbNyOS7Zt52tVRyntsxJeR7nqTrjMU1mS01mQZyYDhKdUps48c+F6RGpzf1QFPnbQeKqdS6VV5NXqxx6uhx1tLNu1J56I225w3XJjSGDcgobXqla5KWkoUSiUZGR6fCubQmPLTlz4Vz1F8n40+RCjxqPSqjVZL/BZYddPgx4ql7yUyEKUSCcSSPS39CWSNDrWF8xTLftWNFmUx2t05l1ldXO9qxFnUYlP77SSlNNGquMso3C4M5LZPKaJbitXFEnZqHhq5qblSRfM2oUt+G5Mq8lBEtfH/vUWAygzTuEklaxHd7Q9CJSdNdTIgzNc2j8N29HpUyoXY85FrFMbrEeVCpM2ZHbhOf7p591hlaIyXD1S3xjQbiiNKN5RGRfO7Y2AcWXUxlOu2TQYF23A6uExWafa5y6zUHSYUs2UrjMLkuqNpkyJBamokEkiM9CEDvCy8iY9o7WJ7doi6/Ubvs2l2/UXI9JrDseHIim4hK2paIZwuGtLq97pEiMbW4S9Hd/cHTF5WXULjuWxKzGciExa1XeqEpLxq3lIVBkMFwyJJkat95J8zTyI+euhGGLtraJw7di5BUa7zJqNTHawuTMp0uHGOI0ZE+tL77SG1qZUZJdQlRraV6LiUHyH5g7QeJp9rVa8UXDMjwKIplExqbRZ0SaSntOASIbzKZLpvGpJNcNtXFMyJvfPkNDm7OVzVe1afa86uU2Mlq27lor8hlTrhodqMpt1haE7qd5KSQe+RqSevItSPUk3DmW7n+2L5uNNoQLwSqhnSKZBqMl+muFS5C309IlKjtup463XEnoyvgluGXGMj1DYaTtPWDJo9Xr1Zj1eDGgVyRRYceNR6hOqEzgstuuO9AZjnKb3CcPiJU393u+mZa6FVKLWqTcdIhV+g1GPPptRYRKiSo7hLaeaWRKStKi5GRkZGOabj2cco3DLVftQaojtzuVeoTlUmmXxWqDFQzMjRGzQVTgNJkqNtcQuRs7jpHqaWj0JN9xlaHkDj637MMoxKo9PZiKKKuQtklJT6W4qS668adddDccWrT1mA2YSrZO7LGG/l/b305gVUSrZO7LGG/l/b305gBVQAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAABqt74tsDIyYyrxtiLOlQTNUGeg1x58FR+tUaW0aX46vX6Ta0nz9YldRoWTKJlC38L0nN1xJt+4qDWK8c6VDhyaxBTT5FOY6KzLcbNKkOfae8bjzTryeDyc1Vqm/CVXH2p8efL+8vqNuANgsvDuPbEqDleo9DOTX5COHJr1UkOVCqPp/lXLkKW7uamejZKJCddEpSXIbqAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAJVcfanx58v7y+o24KqJVcfanx58v7y+o24AqoAACVbJ3ZYw38v7e+nMCqiVdU7ZY+GnFX5Np36IdU7ZY+GnFX5Np36ICqgJV1Ttlj4acVfk2nfoh1Ttlj4acVfk2nfogKqAlXVO2WPhpxV+Tad+iHVO2WPhpxV+Tad+iAqoCVdU7ZY+GnFX5Np36IdU7ZY+GnFX5Np36ICqgJV1Ttlj4acVfk2nfoh1Ttlj4acVfk2nfogKqAlXVO2WPhpxV+Tad+iHVO2WPhpxV+Tad+iAqoCVdU7ZY+GnFX5Np36IdU7ZY+GnFX5Np36ICqiVbJ3ZYw38v7e+nMB1Ttlj4acVfk2nfoilUmk0qgUqFQqFTIlOptOjtxIcOIylliMw2kkttNtpIkoQlJEkkkREREREA9YAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAA1bKV8FjTHVxX+dKVUioFPdn9DS8TRv7ha7hLMjJOv8dDE6Tnq/HXn7SZxfRzvc66VHiQFXO4VMcbOEU3juTehm63oxqRoKMs+IRJIzSfEKs3TbFDvS3ajadzQemUqqx1xZkfirb4rSi0UneQZKTr/EjIxzDkHaC2FXaxWaFeN/sU+WiRUalV5sasTaZPptQpC40BbKeC63PZkLS8aG0R0aPtsSeakke8HSOPrxYv6zqZdrEB2D05tXEiurJamHULU24jeLkoiWhREovWREeha6DYhjLao1Ft6gU+iW5TkwKZDjoaixibUjhtkXIjJXpb38d70tddeeoyYAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAACVXH2p8efL+8vqNuCqiVXH2p8efL+8vqNuAKqAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAI/SdqzEtfpUKu0Kn5KqNNqMduXDmRMW3Q8xJYcSSm3W3E080rQpJkolEZkZGRkPX1lsdezmVe6e6vDg2Tuyxhv5f299OYFVASrrLY69nMq9091eHB1lsdezmVe6e6vDhVQASrrLY69nMq9091eHB1lsdezmVe6e6vDhVQASrrLY69nMq9091eHDifJ2CcQ37t1WvtHeS+SCtFLKavcVPVii6SVIrMTdTG0R9naG279ytZaGR9He3ubpD+loAJV1lsdezmVe6e6vDg6y2OvZzKvdPdXhwqoAJV1lsdezmVe6e6vDg6y2OvZzKvdPdXhwqoAJV1lsdezmVe6e6vDg6y2OvZzKvdPdXhwqoAJV1lsdezmVe6e6vDhv9p3TQr5tWjXra07ptFuCnx6pTpPCW3x4r7aXGnNxZJWneQtJ6KIlFroZEfIZYSrZO7LGG/l/b305gBVQAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAASq4+1Pjz5f3l9RtwVUSq4+1Pjz5f3l9RtwBVQAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAABKtk7ssYb+X9vfTmBVRKtk7ssYb+X9vfTmBVQAAEY2lKJS6vHs9287KqF22PCrSnbjo8SjPVgnmzjOpjLdgMpW5KbRINpRpJpzdVuOGREg1EG7XxluxsczI8G65tSaekxJE8uh0WbOS3HYIjccdVGacS0nmSU75p31KSlO8oyI9kotXiV+kQ63BamtR5zKX2kTYL0OQlKi1InGH0IdaV/FC0pUXqMiMcUXJs+puazkS7qwsir1DyCrcWB9pUNE6bGZ+1GnaZDWtSFKJ5qOZElszNSN1RFzJQoUax2aRtDOyrUsBP2huLaZnS7KlxX6XGTB4TZxa+0s4a4JGlCU01SOIS1qWZFuFoHSFx3HRrSokq4rgmdEp8JJLfe4a3NwjUSS9FBGo+Zl6iGSH896Hhq4pmP7up93WSurymrVbTctPYxVNgFVas1KZd48h+RLfKtTU7j5ofisLJRLV6ZGpCD7LyRY1QyDiyXaVj3XU7N6bTVMRFwYcZrRpTCkIjutS4z3CaMlJJRJbS4ki0I0mWgDfRhrxu+37CtipXldUxyLSaSwcmW83GdkLQ2X8rTSVOLPmWiUpMz/AHEJDdmHskFZlvW5CrFXv2bTt/pE2p5JqFmOtpNCCJtKrfgoTJQRpPQnWyUkue8ozPT2ZVs+6ntliuWYxSpyK6ujdGTFg1iXcMhDvET/ALuXMb48pReslOt6npzSZEA3C18249uxc9uLLrVJXTYip8hFx25UqCooqf230FUGGTcbTqW8tGpJ3k7xlqWv3sjMNhZCnOUy251URKQyclpqqUOdS1S45GRG/GKYy10lkjUjV1nfQW+j0vSTrO742f6/PsS5XnL+uW/rolUY4FO8oTp0ZKWOK287DSmDFjNkl82UIUtxKjItC1JOpHt1p5HpmQrppzVKxfc0c6XFfVLqlwW7JpP2W4okp6OwctlByFL0MlKjmpokt6ms9UEoKUAAACVbJ3ZYw38v7e+nMCqjl/ZkxPflR2bcUVCHtN5KpceVY9CeagxIFtqYioVAZNLLZvUlbpoSRkkjcWtehFvKUepmHUACVeZvIvxY5V/DbV8GDzN5F+LHKv4bavgwCqgJV5m8i/FjlX8NtXwYPM3kX4scq/htq+DAKqAlXmbyL8WOVfw21fBg8zeRfixyr+G2r4MAqoCVeZvIvxY5V/DbV8GDzN5F+LHKv4bavgwCqgJV5m8i/FjlX8NtXwYPM3kX4scq/htq+DAKqAlXmbyL8WOVfw21fBg8zeRfixyr+G2r4MAqoCVeZvIvxY5V/DbV8GDzN5F+LHKv4bavgwCqgJV5m8i/FjlX8NtXwYPM3kX4scq/htq+DAKqAlXmbyL8WOVfw21fBg8zeRfixyr+G2r4MAqoCVeZvIvxY5V/DbV8GDzN5F+LHKv4bavgwCqiVXH2p8efL+8vqNuB5m8i/FjlX8NtXwYe20cNzLfvmNkK5st3letUp9Jm0aAVbZpLLUSPLeiuyDSmBCjGpSlQo/NZq0JB6EW8eoUgAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAASrZO7LGG/l/b305gVUcK7PX+0e2MbGwFjSyrpzJ0KtW/Z9GpdRjeTtVc4EpiE0263vojKQrdWhRapM0npqRmXMUD+1H2E/fn/lmsf6QB1UA5V/tR9hP35/5ZrH+kD+1H2E/fn/lmsf6QB1UA5V/tR9hP35/5ZrH+kD+1H2E/fn/lmsf6QB1UA5V/tR9hP35/5ZrH+kD+1H2E/fn/AJZrH+kAdVAOVf7UfYT9+f8Almsf6QP7UfYT9+f+Wax/pAHVQDlX+1H2E/fn/lmsf6QP7UfYT9+f+Wax/pAHVQDlX+1H2E/fn/lmsf6QP7UfYT9+f+Wax/pAHVQlWyd2WMN/L+3vpzAlX9qPsJ+/P/LNY/0gquyd2WMN/L+3vpzACqgAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAP/9k=)

**그림 3> run\_opcodes 흐름도**

# 모듈 정의

## 모듈 이름 : int cmd\_loader (char\*\* filename, int filenum)

### 기능

filename으로 들어온 filenum개수의 파일을 전역변수로 선언된 progaddr주소값에 로드해주는 함수이다. Assemble과 비슷하게 Pass1과 Pass2로 나뉘어 진행된다. Pass1에서는 모든 파일들을 돌며 각 프로그램의 길이와 External Definition을 확인하여 External Symbol Table에 삽입하여준다. Pass1이 끝났을 시점에는 Linking과 Loading을 진행할 모든 프로그램들이 로드될 주소와 길이, 다른 프로그램에서 참조될 external symbol들이 symbol table에 저장되어 있게 된다.

Pass1에서는 실제로 loading을 하지않고, loading을 하기 위한 사전작업을 하였다면, Pass2에서는 사전작업된 정보들을 바탕으로 실제로 메모리에 로드하게 된다. 각 레코드마다 다른 작업이 진행되는데, Header Record는 Pass1에서 Header Record에 담겨있는 정보를 모두 사용하였으므로 필요가 없다. Header Record에 있는 프로그램 이름을 가져와 External symbol table 에 검색하여 현재 프로그램이 어떤 메모리 주소에 로드되야되는지만 검사한다. R레코드에서는 (만약 있다면) Reference number를 사용하는지 확인하고, 사용한다면 배열에 Reference Number의 인덱스에 Symbol들의 주소를 External Symbol Table로부터 받아와 저장하여 준다. T레코드에서는 T레코드에 명시된 주소와 프로그램 시작주소를 더한 위치부터 Object Code를 넣어준다. Modification Record에서는 Record의 주소에 명시된 half byte수 만큼 external reference symbol의 주소값을 더하거나 프로그램의 시작주소를 더해준다.

### 사용 변수

|  |  |
| --- | --- |
| char line[300]  char temp[200]  FILE \*fp  int pstartAddr  int plength  int totallength  int isRefNum | 현재 처리하고 있는 object코드 한줄을 저장하고 있다.  extractStr을 호출할 때 line에서 부분적으로 추출한 문자열을 저장하고 있다.  현재 열고 있는 파일의 정보를 가지고 있는 파일 포인터  현재 loading하는 프로그램의 시작주소  현재 loading하는 프로그램의 길이  loading하는 모든 프로그램의 총 길이  현재 loading하는 프로그램이 reference number를 사용하여 linking을 하는지 TRUE or FALSE |

## 모듈 이름: void run\_opcodes(int addr)

### 기능

main함수에서 읽기 시작할 주소를 넘겨주면 그 주소부터 시작하게 되는데 첫 1바이트를 읽고 뒤 2비트를 버려 어떤 opcode인지를 알아내고, 그 opcode에 따라 어떻게 처리할지가 결정된다. Format2인 COMPR, CLEAR, TIXR은 뒤의 1바이트에 처리해야되는 register 2개의 number가 들어오고 각 명령에 맞는 처리를 하여준다.

만약 opcode가 Format 3/4일경우에는 6, 7비트(n, i)를 확인하여 addressing mode를 찾고, 8비트 (x)를 확인하여 indexed addressing인지를 확인하고, 9, 10비트를 확인하여 base relative 인지 pc relative인지를 확인한다. 마지막으로 11비트를 확인하여 3형식인지 4형식인지를 확인한다. 이 과정까지 마치면 이 object code에 대한 모든 분석이 끝나게 되므로 그 정보들을 가지고 뒤의 offset을 처리하면된다. PC나 B 레지스터의 값을 더해주고, indexed addressing이라면 X 레지스터의 값도 더해준다. 그리고 addressing mode에 따라 주소값에 접근하여 값을 받아오거나 그 주소값에 저장된 값 혹은 주소값 자체를 사용한다. 이 값에 실제로 접근하여 저장된 값을 받아올지 아니면 그 주소값자체를 사용할지는 opcode에 따라 다르다. 예를 들면 STA같은 명령어는 그 주소값 자체를 사용하여 A의 값을 Store해주지만 LDA같은 명령어는 주소값에 접근하여 주소값에 저장된 값을 A에 Load해준다.

이 일련의 과정이 끝난 후에는 처리했던 opcode의 형식 만큼 PC에 더해주고, 프로그램의 총길에 도달할 때까지 이 과정을 반복한다.

### 사용변수

|  |  |
| --- | --- |
| int mode  int format  int relative  unsigned int disp  int opcode | 현재 처리하고 있는 object code의 addressing mode  현재 처리하고 있는 object code의 format  현재 처리하고 있는 object code가 PC relative인지 Base relative인지 저장  현재 처리하고 있는 object code가 저장하고 있는 offset을 displacement로 바꾼 값을 저장하고 있다.  현재 처리하고 있는 object code의 opcode |

## 모듈이름: void extsymtab\_push(extsymtab\*\* head,char\* symbol, int addr, int length)

### 기능

External Symbol Table에는 순차적으로 symbol들이 삽입되기 때문에, push될 때마다 head에 연결된 linked list의 끝에 더해준다. 함수의 파라미터로 넘어온 값들은 newNode로 만들어져 추가된다. 만약 프로그램 이름이라면 그 프로그램의 길이가 length에 저장되어 있고, 그냥 external symbol이라면 length에 -1이 저장되어 추후에 검색할 때 구분이 가능하도록 했다.

### 사용변수

|  |  |
| --- | --- |
| Extsymtab\* temp  Extsymtab\* newNode | Head의 값을 보존하기 위해 Head에 저장되어 있는 값을 받아와 linkedlist를 탐색한다.  이 함수의 parameter로 넘어온 값들을 newNode에 입력하고 이 newNode를 head에 연결된 linked list의 끝에 삽입한다. |

## 모듈이름: extsymptr extsymtab\_search(extsymtab\* head, char\* symbol)

### 기능

head부터 시작하여 순차적으로 노드를 이동해가며 파라미터로 넘어온 symbol이 존재하는지 찾는다. Symbol이 존재한다면 symbol이 저장된 노드 자체의 주소값을 리턴하고, 만약 존재하지 않는다면 NULL을 반환한다.

## 모듈이름: void extsymtab\_printAll(extsymtab\*)

### 기능

head부터 시작하여 순차적으로 노드를 이동해가며 하나씩 출력한다. Program 이름인 경우는 length에 -1이 들어가 있으므로 구별이 가능하다. External symbol과 program은 출력하는 형식을 구분하여 매뉴얼에 명시된 것과 같도록 하였다.

## 모듈이름: int bplist\_push(int addr)

### 기능

Breakpoint의 검사를 위해 breakpoint를 오름차순으로 삽입한다. 전역변수인 breakpoints에 저장된 linked list에 삽입되게 된다. 만약 같은 주소값을 가진 breakpoint가 있으면 무시한다.

### 사용변수

|  |  |
| --- | --- |
| Bpptr temp  Bpptr newNode | 모든 breakpoint들을 저장하고 있는 전역변수인 breakpoints에 저장되어있는 linked list의 시작 노드의 주소값을 받아 대신 이동하여 전역변수에 저장된 노드의 주소값이 상실되지 않도록 한다.  새로운 breakpoint의 주소값을 받아 오름차순으로 맞는 위치에 들어가게 된다. |

## 모듈이름: void bplist\_printAll()

### 기능

전역변수인 breakpoints부터 시작하여 한칸씩 이동하며 지금까지 저장된 모든 breakpoint들의 주소값을 출력해준다.

### 사용변수

|  |  |
| --- | --- |
| Bpptr temp | 모든 breakpoint들을 저장하고 있는 전역변수인 breakpoints에 저장되어있는 linked list의 시작 노드의 주소값을 받아 대신 이동하여 전역변수에 저장된 노드의 주소값이 상실되지 않도록 한다. |

## 모듈이름: int bplist\_search(int addr)

### 기능

전역변수인 breakpoints부터 시작하여 한칸씩 이동하며 파라미터로 넘어온 addr와 동일한 주소값을 가진 breakpoint가 있는지 검사한다. breakpoint들은 오름차순으로 정렬되어 있기 때문에 만약 한 노드씩 이동하다가 addr보다 큰 주소값이 나왔다면 현재 breakpoint에는 addr와 같은 주소값을 가진 breakpoint가 없다는 뜻이므로 탐색을 종료하고 FALSE를 리턴한다. 만약 같은 값이 존재한다면 TRUE를 리턴한다.

### 사용변수

|  |  |
| --- | --- |
| Bpptr temp | 모든 breakpoint들을 저장하고 있는 전역변수인 breakpoints에 저장되어있는 linked list의 시작 노드의 주소값을 받아 대신 이동하여 전역변수에 저장된 노드의 주소값이 상실되지 않도록 한다. |

## 모듈이름: void bplist\_clear()

### 기능

Breakpoints 전역변수에 저장되어있는 linkedlist의 모든 노드들을 삭제한다. Temp와 temp2를 사용하여 temp2가 temp보다 한 노드 앞에서 linkedlist의 끝에 도달했는지 확인한다. 끝이 아니라면 temp를 free하고 temp에 temp2의 값을, 그리고 temp2는 다음 칸의 주소값을 갖는다.

### 사용변수

|  |  |
| --- | --- |
| Bpptr temp  Bpptr temp2 | 모든 breakpoint들을 저장하고 있는 전역변수인 breakpoints에 저장되어있는 linked list의 시작 노드의 주소값을 받아 대신 이동하여 전역변수에 저장된 노드의 주소값이 상실되지 않도록 한다.  temp보다 한 노드 앞에 위치하면서 null값인지를 확인한다. |

## 모듈이름: void extractStr(char\* dest, char\* source, int start, int len)

### 기능

Source의 start 인덱스부터 len의 길이만큼 dest에 저장하여준다. 그리고 혹시 dest에 띄어쓰기나 개행문자가 있으면 ‘\0’으로 바꿔준다.

## 모듈이름: int extractStrToHex(char\* source, int start, int len)

### 기능

source에서 start 인덱스부터 len길이만큼 dest에 저장을 한후 dest를 StrToHex()함수 호출을 통해 16진수로 변환한 후 리턴하여 준다.

### 사용변수

|  |  |
| --- | --- |
| Char dest[300] | source에서 추출된 문자열을 저장하고 있다. |

## 모듈이름: void charArrHexCal(unsigned char\* arr, int value, int len, char operation)

### 기능

16진수가 저장되어 있는 arr배열에서 len만큼 분리한 후 value를 operation에 따라 더하거나 빼준다. 여러 칸의 character배열에 저장되어 있는 16진수들을 하나의 숫자로 바꾸는 과정을 통해 converted에 합쳐진 16진수를 먼저 만들고 value와 계산한 후 다시 1바이트씩 분리하여 저장한다.

### 사용변수

|  |  |
| --- | --- |
| Int converted  Int multiplier  Int temp  Int rem  Int repeat  Unsigned int result | 여러칸에 나누어져 있는 16진수들을 하나의 숫자로 저장  Converted를 생성하는 과정에서 각 자리에 해당하는 multiplier를 곱한다  Arr에 저장된 1바이트의 값이 바뀌지않도록 temp에 저장후 사용  5half 바이트를 사용할 경우 앞의 1half 바이트를 rem에 저장한다.  Len은 half바이트의 개수이므로 이를 바이트 기준으로 몇 회 반복하여야 되는지를 저장하고 있다.  계산결과를 저장하고 있는 변수이다. |

## 모듈이름: int bitFormat4(int addr)

### 기능

addr부터 시작하는 object코드의 e 비트를 확인함으로써 4형식인지를 확인하고 맞다면 TRUE를 리턴하고 아니면 FALSE를 리턴한다.

## 모듈이름: int bitToHex(int addr,int start,int end)

### 기능

파라미터로 넘어온 addr부터 시작하여 +start번째 인덱스부터 end번째 인덱스까지의 값을 16진수로 변환하여준다. 여러 char배열에 나뉘어 있는 16진수들을 하나의 숫자로 합쳐주는 역할을 수행한다.

### 사용변수

|  |  |
| --- | --- |
| Int result | 16진수로 변환된 값을 저장하고 있다. |

## 모듈이름: void compareReg(int a, int b)

### 기능

파라미터로 넘어온 a와 b를 비교하여 만약 a가 더 크다면 SW 레지스터에 해당하는 int 배열에 -1을 저장하고, 같다면 0을, b가 더 크다면 1을 저장한다.

## 모듈이름: void printReg()

### 기능

A~T까지의 레지스터에 해당하는 int배열의 값을 매뉴얼의 형식에 맞게 출력하여준다.

## 모듈이름: void writeToMem(int addr, int regNum)

### 기능

레지스터에 저장된 3바이트의 값을 addr부터 시작하는 메모리에 저장한다. Mask (0xFF)를 사용해 1바이트씩 추출하고 temp를 8번 오른쪽으로 shift해 다음 byte를 추출한다.

### 사용변수

|  |  |
| --- | --- |
| Temp  mask | 파라미터로 넘어온 레지스터 넘버로 해당 레지스터의 값을 저장  레지스터의 값을 1바이트씩 추출하기 위해 mask를 사용한다(0xFF) |

## 모듈이름: int getLastByte(int regNum)

### 기능

regNum으로 전달받은 레지스터의 3바이트중 마지막 1바이트의 값을 리턴한다.

## 모듈이름: void storeLastByte(int regNum, int value)

### 기능

regNum으로 전달받은 레지스터의 3 바이트중 마지막 1바이트의 값을 value 로 세팅한다. Bit mask를 사용해 앞 2비트를 추출하고 value와 더하는 방식으로 수행하였다.

# 전역 변수 정의

## bpptr breakpoints

run에서 사용될 linked list의 시작 노드를 가지고 있다.

## int progaddr

progaddr 명령어를 통해 정해진 프로그램을 load & run할 주소값을 가지고 있다.

## int register[10]

프로젝트로 구현한 가상의 SIC/XE머신의 레지스터 역할을 하는 배열로 각 register number에 해당하는 index에 값이 저장되어 있다.

## int endaddr[20]

여러 개의 프로그램을 load하고 run하는 상황에 대비하여 load할때마다 그 프로그램이 끝나는 주소를 endaddr에 저장하고, 프로그램이 run될대 endaddr의 배열에 저장된 값들을 검사하여 프로그램이 끝에 도달하였는지를 확인한다.

## int endindex

endaddr이 몇번째 index까지 저장되어 있는지를 가지고 있는 변수이다.

# 코드

------------------------------------------------------------

20151619.h

------------------------------------------------------------

#ifndef \_20151619\_H\_

#define \_20151619\_H\_

#include <stdio.h>

#include <stdlib.h>

#include <string.h>

#include <dirent.h>

#include <sys/stat.h>

#include <limits.h>

#include "commands.h"

#define TRUE 1

#define FALSE 0

#define MEM\_SIZE 65536 \* 16

#define WORD 3

#define BYTE 1

#define MAX\_TEXT\_LINE 69

#include "ds.h"

unsigned char \*memory;

hashlist \*\*optable;

symptr \*symboltable;

bpptr breakpoints;

int newsymtable;

int progaddr;

// | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 |

// | A | X | L | B | S | T | F | | PC | SW |

int registers[10];

int endaddr[20];

int endindex;

#endif

------------------------------------------------------------

20151619.c

------------------------------------------------------------

#include "20151619.h"

#include "commands.h"

#include "util.h"

//DIR Executable

int main()

{

int isPushed = FALSE, opcode;

int argCount=0, bfrCount=0, comCount=0, realComCount=0;

char command[30],fullCmd[200];

char bfr[7][30];

unsigned int arg1,arg2,arg3;

int nextAdr = 0,cmaFlag=1;

int bpflag = FALSE, lastbp = -1;

//Initialization

lptr history = NULL;

newsymtable = TRUE;

progaddr = 0;

breakpoints = NULL;

for(int i=0;i<10;i++)

registers[i] = endaddr[i] = endaddr[10+i] = 0;

endindex = 0;

optable = (hptr\*)malloc(sizeof(hptr)\*HASH\_SIZE);

for (int i=0; i<HASH\_SIZE; i++)

optable[i] = NULL;

memory=(char\*)malloc(sizeof(char\*)\*MEM\_SIZE);

cmd\_reset();

for(int i=0; i<7; i++)

memset(bfr[i],0,sizeof(bfr[i]));

hashMain("opcode.txt");

while(TRUE)

{

printf("sicsim>");

//Get Input

fgets(fullCmd, sizeof fullCmd,stdin);

//save with the correct format

argCount = sscanf(fullCmd,"%s%x ,%x ,%x",command, &arg1, &arg2, &arg3);

//save everything as string for checking

bfrCount = sscanf(fullCmd,"%s%s%s%s%s%s%s",bfr[0],bfr[1],bfr[2],bfr[3],bfr[4],bfr[5],bfr[6]);

//For input with input value (space) , value (space) , value

if(!strcmp(",",bfr[2])){

for(int i=3; i<7; i++)

strcpy(bfr[i-1],bfr[i]);

comCount++;

}

if(!strcmp(",",bfr[3])){

for(int i=4; i<7; i++)

strcpy(bfr[i-1],bfr[i]);

comCount++;

}

for(int i=0; i<7; i++){

for(int j=0;j<strlen(bfr[i]);j++)

if(bfr[i][j] == ',')

realComCount++;

}

if (compareString(command, "opcode", NULL) && bfrCount == 2) {

//correct format for OPCODE [instruction] inserted

opcode = hashSearch\_opcode(bfr[1]);

if (opcode != -1){

printf("opcode is %X\n\n", opcode);

linkedlist\_push(&history,fullCmd);

}

//invalid [instruction]

else {

printf("Invalid Mnemonic!\n\n");

}

continue;

}

if (argCount != bfrCount - comCount) {

//cases such as dump 4, hello

cmaFlag = FALSE;

isPushed = TRUE;

}

// cases such as dump 1 , 10 ,

else if (comCount != 0 && argCount - 2 < comCount){

cmaFlag = FALSE;

isPushed = TRUE;

}

if (compareString(command, "h", "help") && argCount == 1){

cmd\_help();

isPushed = FALSE;

}

else if(compareString(command,"type",NULL) && argCount == 2){

cmd\_type(bfr[1]);

isPushed = FALSE;

}

else if(compareString(command,"symbol",NULL) && argCount == 1){

if(!newsymtable)

symtab\_printAll();

else {

printf("Not assembled yet!\n");

isPushed = TRUE;

}

}

//Maximum number of input is 3

else if (compareString(command, "du", "dump") && argCount <= 3 && cmaFlag) {

switch (argCount) {

//when only dump is inserted

case 1:

arg1 = INT\_MIN;

arg2 = INT\_MIN;

break;

//when dump start is inserted

case 2:

arg2 = INT\_MIN;

isPushed = checkHex(bfr[1]) && checkComma(bfr[1]);

isPushed = !isPushed;

break;

//when dump start, end is inserted

case 3:

isPushed = checkHex(bfr[1]) && checkHex(bfr[2]) && checkComma(bfr[2]);

isPushed = !isPushed;

break;

}

if (!isPushed)

isPushed = !(cmd\_dump(arg1, arg2, &nextAdr));

//Comma at the end

else

printf("Invalid command!\n");

}

else if (compareString(command, "e", "edit") && argCount == 3 && cmaFlag){

isPushed = checkComma(bfr[2]) && checkHex(bfr[1]) && checkHex(bfr[2]);

isPushed = !isPushed;

if (!isPushed)

isPushed = !(cmd\_edit(arg1, arg2));

else

printf("Invalid command!\n");

}

else if (compareString(command, "f", "fill") && argCount == 4 && cmaFlag){

//check if the command finished with a comma or if input has non-hex

isPushed = checkComma(bfr[3]) && checkHex(bfr[1]) && checkHex(bfr[2]) && checkHex(bfr[3]);

isPushed = !isPushed;

if (!isPushed)

isPushed = !(cmd\_fill(arg1,arg2, arg3));

else

printf("Invalid command!\n");

}

else if (compareString(command, "loader", NULL) && inRange(2,4,bfrCount) && realComCount == 0){

char \*\*filenames = (char\*\*)malloc(sizeof(char\*)\*3);

for(int j=0;j<3;j++){

filenames[j] = (char\*)malloc(sizeof(char)\*30);

strcpy(filenames[j],bfr[j+1]);

}

cmd\_loader(filenames,bfrCount-1);

}

else if(compareString(command,"assemble",NULL) && bfrCount == 2){

isPushed = cmd\_assemble(bfr[1]);

}

else if (compareString(command, "d", "dir") && argCount == 1){

cmd\_dir();

isPushed = FALSE;

}

else if (compareString(command, "q", "quit") && argCount == 1){

break;

}

else if (compareString(command,"progaddr",NULL) && argCount == 2 && cmaFlag){

progaddr = arg1;

printf("Progaddr set to %X\n",progaddr);

isPushed = FALSE;

}

else if (compareString(command, "hi", "history") && argCount == 1) {

linkedlist\_push(&history, fullCmd);

linkedlist\_print(history);

isPushed = TRUE;

}

else if (compareString(command, "reset", NULL) && argCount == 1){

cmd\_reset();

isPushed = FALSE;

}

else if (compareString(command, "opcodelist", NULL) && argCount == 1){

hashlist\_printAll(optable);

isPushed = FALSE;

}

else if (compareString(command, "bp", NULL) && bfrCount < 3 && cmaFlag){

//print all BPs

if (bfrCount == 1)

bplist\_printAll();

else if (bfrCount == 2){

//clear BPs

if(!strcmp(bfr[1],"clear")){

bplist\_clear();

printf("[ok] clear all breakpoints\n");

}

//add a new BP

else if(argCount == 2){

bplist\_push(arg1);

printf("[ok] create breakpoint %4X\n",arg1);

}

//invalid input

else

{

printf("Invalid input!\n");

isPushed = TRUE;

}

}

}

else if (compareString(command, "run", NULL) && bfrCount == 1){

int endflag = TRUE;

if(bpflag == FALSE)

registers[registerNum("PC")] = progaddr;

while(endflag){

int pcreg = registers[registerNum("PC")];

if(bplist\_search(pcreg) && pcreg != lastbp){

bpflag = TRUE;

printReg();

lastbp = pcreg;

printf("Stop at checkpoint[%4X]\n",lastbp);

break;

}//if

run\_opcodes(registers[registerNum("PC")]);

//check for end of program

for(int k=0;k < endindex;k++){

if (registers[registerNum("PC")] >= endaddr[k]){

endflag = FALSE;

bpflag = FALSE;

lastbp = -1;

printReg();

printf("End Program\n");

}

}//for

}//while

}

else {

isPushed = TRUE;

printf("Invalid Command!\n");

}

if (isPushed == TRUE)

isPushed = FALSE;

else

linkedlist\_push(&history,fullCmd);

//RESET

for(int i=0; i<7; i++)

memset(bfr[i],0,sizeof(bfr[i]));

argCount = bfrCount = comCount = realComCount = 0;

arg1 = arg2 = arg3 = INT\_MIN;

cmaFlag = TRUE;

printf("\n");

}

}

------------------------------------------------------------

commands.h

------------------------------------------------------------

#ifndef \_COMMANDS\_H\_

#define \_COMMANDS\_H\_

#define CHAR 0

#define HEX 1

#define DEC 2

#define SIMPLE 3

#define INDIRECT 2

#define IMMEDIATE 1

void cmd\_dir();

void cmd\_help();

int cmd\_loader(char\*\*,int);

void cmd\_type(char\*);

int cmd\_assemble(char\*);

void cmd\_reset();

int cmd\_dump(int, int, int\*);

int cmd\_edit(int, int);

int cmd\_fill(int, int, int);

int hashSearch\_opcode(char\*);

char\* hashSearch\_format(char\*);

int addressingMode(char\*);

void run\_opcodes(int addr);

#endif

------------------------------------------------------------

commands.c

------------------------------------------------------------

#include "commands.h"

#include "util.h"

#include "20151619.h"

#include <math.h>

#include "ds.h"

//Prints Help

void cmd\_help() {

printf("h[elp]\nd[ir]\nq[uit]\nhi[story]\ndu[mp] [start,end]\n");

printf("e[dit] address, value\nf[ill] start, end, value\nreset\n");

printf("opcode mnemonic\nopcodelist\nassemble filename\ntype filename\nsymbol\n");

printf("progaddr [address]\nloader [filename1] [filename2] [filename3]\nrun\nbp [address|clear]\n");

return;

}

int cmd\_loader(char \*\*file, int fileCount){

extsymtab \*head=NULL;

char line[300]={0,};

char temp[200]={0,};

FILE \*fp;

int pstartAddr=0,plength=0,totallength=0;

//check if invalid file name is included

for(int i=0; i<fileCount; i++){

fp = fopen(file[i],"r");

if(fp == NULL){

printf("invalid file name!\n");

return TRUE;

}

fclose(fp);

}

// INITIALIZATION

memset(temp, 0, sizeof temp);

pstartAddr = progaddr;

plength = 0;

//PASS1 : build external symbol table

for(int filenum=0;filenum < fileCount; filenum++){

fp = fopen(file[filenum],"r");

while(fgets(line,sizeof(line),fp)){

if(line[0] == 'H'){

extractStr(temp,line,1,6);

pstartAddr += extractStrToHex(line,7,6) + plength;

plength = extractStrToHex(line,13,6);

extsymtab\_push(&head,temp,pstartAddr,plength);

totallength += plength;

if(filenum + 1 == fileCount){

endaddr[endindex++] = progaddr + totallength;

registers[registerNum("L")] = progaddr + totallength;

}

}

else if(line[0] == 'D'){

int symvalue;

for(int i=0;;i++){

extractStr(temp,line,1+i\*6\*2,6);

symvalue = extractStrToHex(line,7+i\*6\*2,6);

//finished processing D record

if(temp[0] == 0 || temp[0] == '\n')

break;

if(extsymtab\_search(head,temp) != NULL){

printf("Same Symbol %s Defined Twice!\n",temp);

return TRUE;

}

else{

extsymtab\_push(&head, temp, symvalue+pstartAddr, -1);

}

}//for

}//else if

memset(temp, 0, sizeof temp);

memset(line, 0, sizeof line);

}//while

fclose(fp);

}//for

//PASS2 : load to memory

for(int filenum=0;filenum < fileCount; filenum++){

int refNum[50]={0,};

extsymptr searchResult;

fp = fopen(file[filenum],"r");

while(fgets(line,sizeof(line),fp)){

if(line[0] == 'T'){

int textAddr,textLen;

//address for text record to be loaded

textAddr = extractStrToHex(line,1,6) + pstartAddr;

//length of text record

textLen = extractStrToHex(line,7,2);

for(int j=0;j<textLen;j++)

memory[textAddr+j] = extractStrToHex(line,j\*2+9,2);

}//T record

else if(line[0] == 'R'){

for(int i=0;;i++){

//set external symbols to their reference number

int refIndex = extractStrToHex(line,1+8\*i,2);

extractStr(temp, line, 3+8\*i, 6);

searchResult = extsymtab\_search(head,temp);

if(temp[0] == 0 || temp[0] == '\n')

break;

if (searchResult == NULL){

printf("Symbol %s referenced without Definition\n",temp);

return TRUE;

}

refNum[refIndex] = searchResult->addr;

}

}//R record

else if(line[0] == 'H'){

//save prog name at the first index of reference Number

extractStr(temp,line,1,6);

searchResult = extsymtab\_search(head,temp);

refNum[1] = searchResult -> addr;

//set current program's start address

pstartAddr = searchResult -> addr;

}

else if(line[0] == 'M'){

int FixAddr = extractStrToHex(line,1,6) + pstartAddr;

int FixLen = extractStrToHex(line,7,2);

int FixRefIndex;

//relocatable program

if(strlen(line) < 12)

charArrHexCal(&(memory[FixAddr]),pstartAddr,FixLen,'+');

//uses reference number

else if(strlen(line) < 14){

FixRefIndex = extractStrToHex(line,10,2);

charArrHexCal(&(memory[FixAddr]),refNum[FixRefIndex],FixLen,line[9]);

}

else{

extractStr(temp,line,10,6);

searchResult = extsymtab\_search(head,temp);

charArrHexCal(&(memory[FixAddr]),searchResult->addr,FixLen,line[9]);

}

}//M record

else if(line[0] == 'E'){

break;

}//E record

memset(temp, 0, sizeof temp);

memset(line, 0, sizeof line);

}//while

}//for

extsymtab\_printAll(head);

//print total length!!

printf("------------------------------------------------------\n");

printf("\t\t\t\ttotal length\t%04X\n",totallength);

}

void cmd\_type(char\* filename){

FILE \*fp = fopen(filename,"r");

char line[100]={0,};

if (fp == NULL){

printf("File doesn't exist!\n");

return;

}

//prints 1 line at a time until FILE ends

while(fgets(line,100,fp) != NULL)

printf("%s",line);

fclose(fp);

return;

}

int cmd\_assemble(char\* filename){

FILE \*fp = fopen(filename, "r");;

char line[200]={0,}, line2[200]={0,};

char label[30], operand[30], operand2[30], operation[30], \*tempFormat;

char\* tempContent, \*fname, fname1[30], fname2[30];

int argCount, num, numCount, base, hashindex, totalLength;

int isFirst = TRUE, errorFlag = FALSE;

int opcode,format=-1, locctr=0,linecount;

intermptr intermediate=NULL;

intermptr newinterm;

symptr\* tempsymtab;

//FILE \*fp = fopen(bfr[1],"r");

if(fp == NULL){

printf("File doesn't exist!\n\n");

return TRUE;

}

//PASS 1

tempsymtab = (symptr\*)calloc(SYM\_SIZE,sizeof(symptr)\*SYM\_SIZE);

linecount = 0;

//Get 1 line at a time from file until NULL

while(fgets(line,200,fp) != NULL && errorFlag == FALSE){

int i=0;

//count line for error

linecount++;

//empty line

if(!strcmp(line,"") || !strcmp(line,"\n"))

continue;

//ignore comment line

i=0;

while(line[i] == ' ' || line[i] =='\t')

i++;

//if it's a comment line

if(line[i] == '.'){

newinterm = (intermptr)calloc(1,sizeof(interm));

strcpy(newinterm->line,line);

newinterm->addr = -1;

interm\_push(&intermediate,newinterm);

continue;

}

//seperates a line by label, directive and operands

argCount = asmSeparater(line,label,operation,operand,operand2);

//checks if the first line is START

if(isFirst){

//sets initial location counter with the operand

if(!strcmp(operation,"START"))

locctr = StrToHex(operand);

//if start address wasn't given, set to 0

else

locctr = 0;

isFirst = FALSE;

}

//if there is a symbol

if(strcmp(label,"")){

//get the index in the symbol table

int index = symfunction(label);

//insert into that index of symbol table

if(symtab\_push(&(tempsymtab[index]), label, locctr) == TRUE){

printf("ERROR at line %d\n",linecount);

errorFlag = TRUE;

}

}

//make new node for a line of intermediate file

newinterm = (intermptr)calloc(1,sizeof(interm));

newinterm->addr = locctr;

newinterm->next = NULL;

newinterm->argCount = argCount;

//Handle format 4 exception

if(operation[0] == '+'){

format = 4;

//extract from index 1

tempFormat = hashSearch\_format(&(operation[1]));

opcode = hashSearch\_opcode(&(operation[1]));

strcpy(newinterm->operation,&(operation[1]));

if(tempFormat == NULL){

printf("ERROR at line %d\n",linecount);

errorFlag = TRUE;

continue;

}

}

else{

tempFormat = hashSearch\_format(operation);

opcode = hashSearch\_opcode(operation);

strcpy(newinterm->operation,operation);

}

//Set format for 1,2,3

if(tempFormat != NULL && format != 4){

if(!strcmp(tempFormat,"3/4"))

format = 3;

else

format = (int)tempFormat[0] - (int)'0';

}

//make new node for a line of intermediate file

newinterm->format = format;

strcpy(newinterm->operand,operand);

strcpy(newinterm->operand2,operand2);

strcpy(newinterm->line,line);

strcpy(newinterm->label,label);

interm\_push(&intermediate,newinterm);

//increase LOCCTR

if(format != -1){

locctr += format;

}//if

//directives without opcode such as RESB, RESW

else{

if(!strcmp(operation,"RESW")){

num = StrToInt(operand);

locctr += num \* 3;

}

else if(!strcmp(operation,"RESB")){

num = StrToInt(operand);

locctr += num;

}

else if(!strcmp(operation, "BYTE")){

//remove indicator X and C

tempContent = extractContent(operand);

//if the input is in Hexadecimal

if(operand[0] == 'X'){

num = (int)strlen(tempContent);

locctr += ceil((float)num/2);

}

//if the input is in Character

else if(operand[0] == 'C'){

locctr += strlen(tempContent);

}

//other than these 2, error

else{

printf("ERROR at line %d\n",linecount);

errorFlag = TRUE;

}

}

else if(!strcmp(operation, "WORD")){

num = StrToInt(operand);

locctr += 3;

}

else if(!strcmp(operation,"END")){

totalLength = locctr;

}

else if(compareString(operation,"START","BASE")){

opcode = 0;

}

//unknown directive

else{

printf("ERROR at line %d\n",linecount);

errorFlag = TRUE;

continue;

}

}//else

//reset

format = -1;

memset(operation, 0, sizeof operation);

memset(label, 0, sizeof label);

memset(operand, 0, sizeof operand);

memset(operand2, 0, sizeof operand2);

}//while

fclose(fp);

//stop if there was an error

if(errorFlag)

return TRUE;

//--------------------------------------------

//PASS 2

//--------------------------------------------

if (intermediate == NULL){

printf("No lines to assemble\n");

return TRUE;

}

else{

int offset, pc, hashindex, newlineadr;

int colcount=0,colcount2=0, linenum=0, newlineFlag=FALSE;

int \*modification = (int\*)malloc(sizeof(int)\*300);

int modfIdx=0,modfSize=300;

unsigned int obj12=0,obj3=0,obj4=0;

char strcontent[30];

FILE \*lstfile, \*objfile;

intermptr curline;

curline = intermediate;

//open list file and object file

fname = strtok(filename,".");

strcpy(fname1,fname);

strcpy(fname2,fname);

strcat(fname1,".lst");

strcat(fname2,".obj");

lstfile = fopen(fname1,"w+");

objfile = fopen(fname2,"w+");

//reset values;

colcount = 9;

colcount2 = 0;

newlineadr = -1;

memset(line,0,sizeof(line));

//if first line isn't Start

if(strcmp(curline->operation,"START"))

fprintf(objfile,"H 000000%06X\n",totalLength);

linecount = 0;

while(curline != NULL && errorFlag == FALSE){

char objstr[3][20];

linecount++;

//lines that don't produce opcodes

curline->line[strlen(curline->line)-1] = '\0';

//print line number

fprintf(lstfile,"%04d\t",linenum);

linenum +=5;

//if current line of intermediate file is a comment line

if(curline->addr == -1){

fprintf(lstfile,"\t%s\n",curline->line);

curline = curline->next;

continue;

}

//print location counter if it's not END

if(strcmp(curline->operation,"END"))

fprintf(lstfile,"%04X\t",curline->addr);

else

fprintf(lstfile," \t");

//print assembly code

fprintf(lstfile,"%-30s",curline->line);

//if current line is RESW or RESB, start new line

if(compareString(curline->operation,"RESW","RESB")){

fprintf(lstfile,"\n");

newlineFlag = TRUE;

curline = curline->next;

continue;

}

//if current line is BASE, move to the next line

else if(!strcmp(curline->operation,"BASE")){

fprintf(lstfile,"\n");

curline = curline->next;

continue;

}

//if current line is START

else if(!strcmp(curline->operation,"START")){

fprintf(lstfile,"\n");

//Start Header record

fprintf(objfile,"H");

fprintf(objfile,"%-6s",curline->label);

fprintf(objfile,"%06X",curline->addr);

fprintf(objfile,"%06X\n",totalLength-curline->addr);

//start a new Text Record

fprintf(objfile,"T%06X",curline->addr);

curline = curline->next;

continue;

}

else if(!strcmp(curline->operation,"END")){

fprintf(lstfile,"\n");

//print last line TEXT LINE of obj file

if(strcmp(line,""))

fprintf(objfile,"%02X%s",(int)(strlen(line))/2,line);

if(strcmp(line2,""))

fprintf(objfile,"\nT%06X%s",newlineadr,line2);

//modification record

for(int k=0;k<modfIdx;k++)

fprintf(objfile,"\nM%06X05",modification[k]);

//get the address of the symbol that END points

hashindex = symfunction(curline->operand);

offset = symtab\_search(tempsymtab[hashindex],curline->operand);

fprintf(objfile,"\nE%06X\n",offset);

curline = curline->next;

continue;

}

//initialize variables

obj12 = obj3 = obj4 = 0;

for(int i=0;i<3;i++)

memset(objstr[i],0,sizeof(objstr[i]));

//intialize new line

if(newlineFlag == TRUE){

//if there's anything in line

if(strcmp(line,"")){

fprintf(objfile,"%02X%s\n",(int)(strlen(line))/2,line);

memset(line,0,sizeof(line));

}

//line2 is empty

if(!strcmp(line2,"")){

fprintf(objfile,"T%06X",curline->addr);

}

//if line2 isn't empty

else{

fprintf(objfile,"T%06X",newlineadr);

strcpy(line,line2);

memset(line2,0,sizeof(line2));

}

//reset values for new line

colcount = 9 + colcount2;

colcount2 = 0;

newlineadr = -1;

newlineFlag = FALSE;

}

//first 2 digits of object code

obj12 = hashSearch\_opcode(curline->operation);

//format 2

if(curline->format == 2){

//if command is SVC

if(!strcmp(curline->operand,"SVC")){

int temp = StrToHex(curline->operand);

obj3 = insertHexAt(obj3,temp,1);

}

else{

int temp = registerNum(curline->operand);

//if operand isn't a register

if(temp == -1){

printf("ERROR at line %d\n",linecount);

errorFlag = TRUE;

continue;

}

obj3 = insertHexAt(obj3,temp,1);

//If second operand exists

if(curline->argCount < 0){

//if directive is SHIFTL or SHIFTR, 2nd operand is an integer

if(compareString(curline->operand2,"SHIFTL","SHIFTR")){

temp = StrToHex(curline->operand2);

obj3 = insertHexAt(obj3,temp,0);

}

else{

temp = registerNum(curline->operand2);

//if operand isn't a register

if(temp == -1){

printf("ERROR at line %d\n",linecount);

errorFlag = TRUE;

continue;

}

obj3 = insertHexAt(obj3,temp,0);

}

}

}//else

}

else if(curline->format >= 3){

//set e flag for format 4

if(curline->format == 4)

obj3++;

if(abs(curline->argCount) > 1){

//set flag for addressing mode

obj12 += addressingMode(curline->operand);

//Set flag for indexed addressing

if(!strcmp(curline->operand2,"X"))

obj3 += 8;

//remove first character

if(curline->operand[0] == '#' || curline->operand[0] == '@')

strcpy(strcontent,curline->operand +1);

else

strcpy(strcontent,curline->operand);

hashindex = symfunction(strcontent);

offset = symtab\_search(tempsymtab[hashindex],strcontent);

//Check if operation is LDB and set base variable

if(!strcmp(curline->operation,"LDB"))

base = offset;

//operand doesn't exist in the symbol table

if(offset == -1){

int temp = StrToInt(strcontent);

if (temp != -1)

obj4 += temp;

else{

printf("ERROR at line %d\n",linecount);

errorFlag = TRUE;

continue;

}

}

else{

//if format4, direct addressing

if(curline->format == 4){

//if it is not immediate addressing

if(curline->operand[0] != '#'){

//add to modification record

modification[modfIdx++] = curline->addr + 1;

if(modfIdx == modfSize - 1){

modfSize \*= 2;

modification = (int\*)realloc(modification,sizeof(int)\*modfSize);

}

}

obj4 = offset;

}

else{

//check for PC relative

pc = curline->next->addr;

if(offset - pc >= -2048 && offset - pc <= 2047){

//use pc relative

obj4 = offset - pc;

obj3 += 2;

}

else{

//use base relative

obj4 = offset - base;

obj3 += 4;

}

}

}

}//if argCount > 1

else{

obj12 += 3;

}

}

//When BYTE directive is inserted

else if(!strcmp(curline->operation, "BYTE")){

//Extract content, removing C and X

char \*tempContent = extractContent(curline->operand);

if(curline->operand[0] == 'X'){

//write content to file

fprintf(lstfile,"%s\n",tempContent);

//if this line can fit into the current line of object file

if(colcount + strlen(tempContent) <= MAX\_TEXT\_LINE){

colcount += strlen(tempContent);

strcat(line,tempContent);

}

//if this line needs to be on the next line of object file

else{

newlineFlag = TRUE;

colcount2 = strlen(tempContent);

newlineadr = curline->addr;

strcat(line2,tempContent);

}

}

//Character inserted

else if(curline->operand[0] == 'C'){

char convstr[10];

char tempstr[10];

//convert each character to corresponding ASCII in hex and write to file

for(int i=0; i<strlen(tempContent); i++){

fprintf(lstfile,"%2X",(int)(tempContent[i]));

sprintf(convstr,"%2X",(int)(tempContent[i]));

strcat(tempstr,convstr);

}

fprintf(lstfile,"\n");

//if this line can fit into the current line of object file

if(colcount + strlen(tempstr) <= MAX\_TEXT\_LINE){

colcount += strlen(tempstr);

strcat(line,tempstr);

}

//if this line needs to be on the next line of object file

else{

newlineFlag = TRUE;

colcount2 = strlen(tempstr);

newlineadr = curline->addr;

strcat(line2,tempstr);

}

}

else

fprintf(lstfile,"%s\n",curline->operand);

curline = curline->next;

continue;

}//format3,4 if

else if(!strcmp(curline->operation, "WORD")){

char tempstr[10];

int temp = StrToInt(curline->operand);

sprintf(tempstr,"%06X",temp);

fprintf(lstfile,"%06X\n",temp);

//if this line can fit into the current line of object file

if(colcount + strlen(tempstr) <= MAX\_TEXT\_LINE){

colcount += strlen(tempstr);

strcat(line,tempstr);

}

//if this line needs to be on the next line of object file

else{

newlineFlag = TRUE;

colcount2 = strlen(tempstr);

newlineadr = curline->addr;

strcat(line2,tempstr);

}

curline = curline->next;

continue;

}

//make first 2 Hexadecimal

sprintf(objstr[0],"%02X",obj12);

//make the rest of object codes

switch(curline->format){

//format 1

case 1:

fprintf(lstfile,"%02X\n",obj12);

break;

//format 2

case 2:

fprintf(lstfile,"%02X%02X\n",obj12,obj3);

sprintf(objstr[1],"%02X",obj3);

break;

//format 3

case 3:

fprintf(lstfile,"%02X%01X%03X\n",obj12,obj3,obj4%(1<<12));

sprintf(objstr[1],"%01X",obj3);

sprintf(objstr[2],"%03X",obj4%(1<<12));

break;

//format 4

case 4:

fprintf(lstfile,"%02X%01X%05X\n",obj12,obj3,obj4%(1<<20));

sprintf(objstr[1],"%01X",obj3);

sprintf(objstr[2],"%05X",obj4%(1<<20));

break;

}

//if this line can fit into the current line of object file

if(colcount + curline->format\*2 <= MAX\_TEXT\_LINE){

colcount += curline->format\*2;

for(int k=0;k<curline->format && k<3;k++)

strcat(line,objstr[k]);

}

//if this line needs to be on the next line of object file

else{

newlineFlag = TRUE;

colcount2 = curline->format\*2;

newlineadr = curline->addr;

for(int k=0;k<curline->format && k<4;k++)

strcat(line2,objstr[k]);

}

curline = curline->next;

}//while

fclose(lstfile);

fclose(objfile);

}//else

if(errorFlag){

remove(fname1);

remove(fname2);

return TRUE;

}

//if symbol table is alreay set, clear

if(!newsymtable){

for(int i = SYM\_SIZE; i>=0; i--)

free(symboltable[i]);

free(symboltable);

symboltable = NULL;

}

printf("\noutput file: [%s], [%s]\n",fname1,fname2);

//successfully assembled. Set global symbol table to current file's symbol table

symboltable = tempsymtab;

newsymtable = FALSE;

return FALSE;

}

//Prints files in current directory

void cmd\_dir() {

DIR \*dir;

struct dirent \*file;

struct stat info;

if ((dir = opendir("./")) != NULL) {

/\* print all the files and directories within directory \*/

while ((file = readdir(dir)) != NULL) {

stat(file->d\_name, &info);

//If file is a directory

if(S\_ISDIR(info.st\_mode))

printf("%s/\n",file->d\_name);

//If file is executable

else if(info.st\_mode & S\_IXUSR)

printf("%s\*\n", file->d\_name);

//other files

else

printf("%s\n",file->d\_name);

}

closedir(dir);

}

else {

/\* could not open directory \*/

perror("");

printf("Error opening directory");

}

return;

}

//Prints memory

int cmd\_dump(int start, int end, int\* nextAdr) {

int row, col, over = FALSE;

int rowStart, rowEnd, curAdr;

//if ending addr is not inserted

if (end == INT\_MIN) {

//if starting addr is not inserted

if (start == INT\_MIN)

start = \*nextAdr;

end = start + 159;

}

else{

//if inserted range end is out of bound

if (checkRange(end) == FALSE || checkRange(start) == FALSE){

printf("Invalid Range\n");

return FALSE;

}

}

//if start addr is bigger than end addr

if (end < start) {

printf("Invalid Range\n");

return FALSE;

}

// if start is out of memory range

if (!checkRange(start)) {

printf("Invalid Range\n");

return FALSE;

}

rowStart = start / 16;

rowEnd = end / 16;

for (row = rowStart; row <= rowEnd; row++) {

// if row is out of range

if (row \* 16 > 0xFFFFF) {

over = TRUE;

break;

}

printf("%05X ", row \* 16);

//Content

for (col = 0; col < 16; col++) {

curAdr = row \* 16 + col;

if (curAdr > 0xFFFFF) {

over = TRUE;

break;

}

//Range before start

if (curAdr < start)

printf(" ");

//Range after end

else if (curAdr > end)

printf(" ");

else

printf("%02X ", memory[curAdr]);

}

printf("; ");

//Value

for (col = 0; col < 16; col++)

{

curAdr = row \* 16 + col;

if (curAdr > 0xFFFFF) {

over = TRUE;

break;

}

//Range before start

if (curAdr < start)

printf(". ");

//Range after end

else if (curAdr > end)

printf(". ");

else {

if ((int)memory[curAdr] >= 0x20 && (int)memory[curAdr] <= 0x7E)

printf("%c ", memory[curAdr]);

else

printf(". ");

}

}

printf("\n");

}

if (over)

\*nextAdr = 0;

else

\*nextAdr = end + 1;

return TRUE;

}

//change a memory's content

int cmd\_edit(int adr, int value) {

if (!checkRange(adr)) {

printf("Wrong Address!\n");

return FALSE;

}

memory[adr] = value;

return TRUE;

}

//changes memory to value from start adr to end adr

int cmd\_fill(int start, int end, int value) {

int rowStart, rowEnd, row, col, curAdr;

if (end < start) {

printf("Invalid Range!\n");

return FALSE;

}

if (!(checkRange(start) && checkRange(end))) {

printf("Invalid Range!\n");

return FALSE;

}

rowStart = start / 16;

rowEnd = end / 16;

for (row = rowStart; row <= rowEnd; row++) {

for (col = 0; col < 16; col++) {

curAdr = row \* 16 + col;

//change curAdr memory to value if curAdr is not out of bound

if (curAdr >= start && curAdr <= end)

memory[curAdr] = value;

}

}

return TRUE;

}

//resets entire memory

void cmd\_reset() {

memset(memory, 0, sizeof(char)\*MEM\_SIZE);

}

int hashSearch\_opcode(char\* mnem) {

//Convert lowercase to uppercase

LowerToUpper(mnem);

int index = hashfunction(mnem);

hptr temp = optable[index];

//search untill the end of one optable's index

while (temp != NULL) {

//if the mnemonic that i'm looking for is found

if (!strcmp(mnem, temp->mnem))

return temp->opcode;

//otherwise continue to the next node

temp = temp->next;

}

return -1;

}

char\* hashSearch\_format(char\* mnem) {

//Convert lowercase to uppercase

LowerToUpper(mnem);

int index = hashfunction(mnem);

hptr temp = optable[index];

//search untill the end of one optable's index

while (temp != NULL) {

//if the mnemonic that i'm looking for is found

if (!strcmp(mnem, temp->mnem))

return temp->format;

//otherwise continue to the next node

temp = temp->next;

}

return NULL;

}

int addressingMode(char\* str){

if(str[0] == '#')

return 1;

else if(str[0] == '@')

return 2;

else

return 3;

}

void run\_opcodes(int addr){

int mode, format, relative, value;

unsigned int disp;

int opcode;

int memoryValue = -1;

opcode = bitToHex(addr,0,7);

opcode -= bitToHex(addr,4,7) % 4;

//format 2

switch(opcode){

int reg1, reg2;

//COMPR FORMAT 2

case 0xA0:

reg1 = registers[bitToHex(addr,8,11)];

reg2 = registers[bitToHex(addr,12,15)];

compareReg(reg1,reg2);

registers[registerNum("PC")] += 2;

return;

//CLEAR FORMAT 2

case 0xB4:

registers[bitToHex(addr,8,11)] = 0;

registers[registerNum("PC")] += 2;

return;

//TIXR FORMAT2

case 0xB8:

registers[registerNum("X")]++;

reg1 = registers[registerNum("X")];

reg2 = registers[bitToHex(addr,8,11)];

compareReg(reg1,reg2);

registers[registerNum("PC")] += 2;

return;

}

mode = bitAddressMode(addr);

format = bitFormat4(addr);

//format 4

if(format){

registers[registerNum("PC")] += 4;

disp = bitToHex(addr,12,31);

}

//format 3

else{

registers[registerNum("PC")] += 3;

disp = bitToHex(addr,12,23);

//if negative

if(disp & 0x800)

disp = disp | 0xFFFFF000;

relative = bitToHex(addr,8,11);

//indexed addressing

if(relative & 8)

disp += registers[registerNum("X")];

//base relative

if(relative & 4)

relative = registers[registerNum("B")];

//pc relative

else if(relative & 2)

relative = registers[registerNum("PC")];

//direct addresing

else

relative = 0;

disp += relative;

//indirect addressing

if(mode == INDIRECT){

//retrieve addr to visit from the addr stored

disp = bitToHex(disp,0,23);

}

}

switch(opcode){

//J

case 0x3C:

registers[registerNum("PC")]= disp;

return;

//JSUB

case 0x48:

registers[registerNum("L")] = registers[registerNum("PC")];

registers[registerNum("PC")] = disp;

return;

//JLT >

case 0x38:

if(registers[registerNum("SW")] == 1){

registers[registerNum("PC")] = disp;

}

return;

//JEQ =

case 0x30:

if (registers[registerNum("SW")] == 0)

registers[registerNum("PC")] = disp;

return;

//STA

case 0x0C:

writeToMem(disp,registerNum("A"));

return;

//STX

case 0x10:

writeToMem(disp,registerNum("X"));

return;

//STL

case 0x14:

writeToMem(disp,registerNum("L"));

return;

//STCH

case 0x54:

memory[disp] = registers[registerNum(("A"))] & 0xFF;

return;

//RSUB

case 0x4C:

registers[registerNum("PC")] = registers[registerNum("L")];

return;

//LDCH

case 0x50:

disp = bitToHex(disp,0,7);

storeLastByte(registerNum("A"),disp);

return;

}

//simple addressing

if(mode == SIMPLE){

disp = bitToHex(disp,0,23);

}

switch(opcode){

//LDA

case 0x00:

registers[registerNum("A")] = disp;

return;

//LDB

case 0x68:

registers[registerNum("B")] = disp;

return;

//LDT

case 0x74:

registers[registerNum("T")] = disp;

return;

//COMP with A

case 0x28:

if(registers[registerNum("A")] > disp)

registers[registerNum("SW")] = -1;

else if(registers[registerNum("A")] == disp)

registers[registerNum("SW")] = 0;

else

registers[registerNum("SW")] = 1;

return;

//TD 1 if device is ready 0 if not

case 0xE0:

registers[registerNum("SW")] = 1;

return;

//RD set rightmost byte of A with content

case 0xD8:

storeLastByte(registerNum("A"),0);

return;

//WD

case 0xDC:

return;

}

return;

}

------------------------------------------------------------

ds.h

------------------------------------------------------------

#ifndef \_DS\_C\_

#define \_DS\_C\_

#define HASH\_SIZE 20

#define SYM\_SIZE 26

typedef struct interm\* intermptr;

typedef struct interm {

int addr;

int format;

int argCount;

char operation[30];

char operand[20];

char operand2[20];

char label[30];

char line[200];

intermptr next;

}interm;

typedef struct linkedlist\* lptr;

typedef struct linkedlist {

char command[100];

lptr next;

}linkedlist;

void linkedlist\_push(lptr\*, char\*);

void linkedlist\_print(lptr);

typedef struct symtable\* sptr;

typedef struct symtable {

char label[30];

unsigned int addr;

sptr next;

}symtable;

typedef struct hashlist\* hptr;

typedef struct hashlist {

char mnem[20];

int opcode;

char format[20];

hptr next;

}hashlist;

void hashMain(char\*);

int hashfunction(char\*);

void hashlist\_push(hptr\*, char\*, int, char\*);

void hashlist\_printAll(hptr\*);

typedef struct symtab\* symptr;

typedef struct symtab {

char label[30];

int addr;

symptr next;

}symtab;

int symfunction(char\*);

int symtab\_push(symtab\*\*,char\*,int);

void symtab\_print(symptr);

void symtab\_printAll();

int symtab\_search(symtab\*,char\*);

void interm\_push(intermptr\*, intermptr);

//if it's a control section, legnth is positive integer. otherwise negative

typedef struct extsymtab\* extsymptr;

typedef struct extsymtab {

char label[30];

int addr;

int length;

extsymptr next;

}extsymtab;

void extsymtab\_push(extsymtab\*\* head, char\* symbol, int addr, int length);

extsymptr extsymtab\_search(extsymtab\* head, char\* symbol);

void extsymtab\_printAll(extsymtab\*);

typedef struct bplist\* bpptr;

typedef struct bplist {

int addr;

bpptr next;

}bplist;

void bplist\_push(int addr);

void bplist\_printAll();

int bplist\_search(int);

void bplist\_clear();

#endif

------------------------------------------------------------

ds.c

------------------------------------------------------------

#include "ds.h"

#include "20151619.h"

#include <string.h>

#include <stdlib.h>

void extsymtab\_push(extsymtab\*\* head, char\* symbol, int addr, int length){

extsymtab\* temp;

extsymtab\* newNode = (extsymtab\*)malloc(sizeof(extsymtab));

strcpy(newNode->label,symbol);

newNode->addr = addr;

newNode->length = length;

newNode->next = NULL;

if(\*head == NULL)

\*head = newNode;

else{

temp = \*head;

while(temp->next != NULL)

temp = temp->next;

temp->next = newNode;

}

}

extsymptr extsymtab\_search(extsymtab\* head, char\* symbol){

if (head == NULL)

return NULL;

else{

while(head != NULL){

if (!strcmp(head->label,symbol))

return head;

head = head->next;

}

}

return NULL;

}

void extsymtab\_printAll(extsymtab\* head){

printf("control symbol address length\nsection name\n");

printf("------------------------------------------------------\n");

while(head != NULL){

if(head->length < 0){

printf("\t\t%-7s\t\t",head->label);

printf("%04X\n",head->addr);

}

else{

printf("%-7s\t\t\t\t",head->label);

printf("%04X\t\t",head->addr);

printf("%04X\n",head->length);

}

head = head -> next;

}

}

void bplist\_push(int addr){

bpptr temp;

bpptr newNode = (bpptr)malloc(sizeof(bplist));

newNode->next = NULL;

newNode->addr = addr;

if (breakpoints == NULL){

breakpoints = newNode;

return;

}

else if(breakpoints->addr > addr){

newNode->next = breakpoints;

breakpoints = newNode;

return;

}

else if(breakpoints->next == NULL){

breakpoints->next = newNode;

return;

}

else{

temp = breakpoints;

while(temp->next->addr < addr){

if(temp->next->next == NULL){

temp->next->next = newNode;

return;

}

temp = temp -> next;

}

newNode->next = temp->next;

temp->next = newNode;

}

}

int bplist\_search(int addr){

bpptr temp = breakpoints;

while( temp != NULL ){

if(temp->addr == addr)

return TRUE;

temp = temp->next;

}

return FALSE;

}

void bplist\_printAll(){

bpptr temp = breakpoints;

if(breakpoints == NULL){

printf("No breakpoints set.\n");

return;

}

printf("breakpoints\n-----------\n");

while(temp != NULL){

printf("%X\n",temp->addr);

temp = temp->next;

}

}

void bplist\_clear(){

if (breakpoints == NULL)

return;

bpptr temp = breakpoints;

bpptr temp2 = temp->next;

while(temp2 != NULL){

free(temp);

temp = temp2;

temp2 = temp2->next;

}

breakpoints = NULL;

}

//appends new node with command to the end of head linked list

void linkedlist\_push(lptr\* head,char\* command){

lptr temp = \*head;

lptr newNode = (lptr)malloc(sizeof(linkedlist));

newNode->next = NULL;

strcpy(newNode->command,command);

if(temp != NULL){

//goes to the last node

while(temp->next != NULL)

temp = temp->next;

temp->next = newNode;

}

else{

\*head = newNode;

}

return;

}

//prints all the nodes in the linked list my moving one node at a time

void linkedlist\_print(lptr head){

int count = 1;

lptr temp = head;

while(temp != NULL){

printf("%-4d %s",count++,temp->command);

temp = temp->next;

}

return;

}

//main function to create initial hashtable

void hashMain(char\* fname){

FILE \*fp = fopen(fname, "r");

int opcode,index;

char mnem[30], format[30];

if (fp != NULL){

while(fscanf(fp,"%X %s %s",&opcode,mnem,format) != EOF){

//finds the index for mnemonic to go in the hashtable

index = hashfunction(mnem);

//appends that mnemonic to the table

hashlist\_push(&(optable[index]),mnem,opcode,format);

}

}

else{

printf("Cannot open File\n!");

}

}

//returns index number for the mnemonic to go into in the hashtable

int hashfunction(char\* str){

int i,sum=0;

for(i=0; i<(int)strlen(str); i++)

sum += (int)str[i];

return sum % HASH\_SIZE;

}

//creates a new node with mnemonic, opcode and format. Then inserts the new node the end of head list

void hashlist\_push(hptr \*head,char\* mnem,int opcode, char\* format){

hptr temp = \*head;

//make new node

hptr newNode = (hptr)malloc(sizeof(hashlist));

newNode->next = NULL;

strcpy(newNode->mnem,mnem);

strcpy(newNode->format,format);

newNode->opcode = opcode;

if(\*head != NULL){

//go to the end of head

while(temp->next != NULL)

temp = temp->next;

//insert to new node

temp->next = newNode;

}else{

\*head = newNode;

}

return;

}

//prints whole hashtable

void hashlist\_printAll(hptr \*head){

int i, isFirst;

hptr temp;

for(i=0; i<HASH\_SIZE; i++){

temp = head[i];

isFirst = TRUE;

//if an index is not empty

if(temp != NULL){

printf("%d : ",i);

//iterate through the list

while(temp != NULL){

if(!isFirst)

printf(" -> ");

printf("[%s, %X]",temp->mnem,temp->opcode);

temp = temp->next;

isFirst = FALSE;

}

printf("\n");

}

}

}

int symtab\_push(symtab \*\*head,char\* label,int addr){

symtab \*temp;

symtab \*prev;

//make new node

symtab\* newNode = (symtab\*)malloc(sizeof(symtab));

strcpy(newNode->label,label);

newNode->addr = addr;

newNode->next = NULL;

if(\*head != NULL){

//head에 삽입하는 경우

if (strcmp((\*head)->label, label) < 0){

newNode->next = \*head;

\*head = newNode;

return FALSE;

}

else{

temp = (\*head)->next;

prev = \*head;

}

//Search for the right place to go

while(temp != NULL){

//duplicate symbol

if(!strcmp(temp->label,label))

return TRUE;

if(strcmp(temp->label,label) < 0){

prev->next = newNode;

newNode ->next = temp;

return FALSE;

}

prev = temp;

temp = temp->next;

}

//insert to new node

prev->next = newNode;

}else{

\*head = newNode;

}

return FALSE;

}

int symtab\_search(symtab\* head,char\* label){

while(head != NULL){

if(!strcmp(head->label,label))

return head->addr;

head = head->next;

}

return -1;

}

void symtab\_printAll(){

for(int i=SYM\_SIZE-1;i>=0;i--)

symtab\_print(symboltable[i]);

}

void symtab\_print(symtab \*head){

while(head != NULL){

printf("\t%s %X\n",head->label,head->addr);

head = head->next;

}

}

int symfunction(char\* str){

int index = (int)str[0] - (int)'A';

if(index < 0)

return 0;

else

return index;

}

void interm\_push(intermptr \*head,intermptr newNode){

intermptr temp = \*head;

if(\*head != NULL){

//go to the end of head

while(temp->next != NULL)

temp = temp->next;

//insert to new node

temp->next = newNode;

}else{

\*head = newNode;

}

return;

}

------------------------------------------------------------

util.h

------------------------------------------------------------

#ifndef \_UTIL\_H\_

#define \_UTIL\_H\_

//Checking Functions

int checkRange(int);

int compareString(char\*, char\*, char\*);

int isDec(char\*);

int isHex(char\*);

int inRange(int,int,int);

int HexBitCount(int);

int checkComma(char\*);

int checkHex(char\*);

//Parsing

int asmSeparater(char\*, char\*, char\*, char\*, char\*);

char\* extractContent(char\*);

void extractStr(char\* dest, char\* source, int start, int len);

int extractStrToHex(char\* source, int start, int len);

//Data manipulation

void LowerToUpper(char\*);

int StrToInt(char\*);

int StrToHex(char\*);

int insertHexAt(int,int,int);

void charArrHexCal(unsigned char\* arr, int value, int len, char operation);

//BIT functions

int bitFormat4(int addr);

int bitToHex(int addr,int start,int end);

int bitAddressMode(int addr);

//Register functions

int registerNum(char\*);

void compareReg(int a, int b);

void printReg();

void writeToMem(int addr, int regNum);

int getLastByte(int regNum);

void storeLastByte(int regNum, int value);

#endif

------------------------------------------------------------

util.c

------------------------------------------------------------

#include "util.h"

#include "20151619.h"

#include "math.h"

//compares command with shortcommand and longcommand and see if command matches with one of them

int compareString(char\* command, char\* shortcommand, char\* longcommand) {

if (!strcmp(command, shortcommand) || (longcommand != NULL && !strcmp(command, longcommand)))

return TRUE;

else

return FALSE;

}

//check if adr is within the valid range

int checkRange(int adr) {

if (adr < 0 || adr >= 0x100000)

return FALSE;

return TRUE;

}

//check if str has any non-hex char

int checkHex(char\* str){

for(int i=0; i<(int)strlen(str); i++){

if((str[i] >=48 && str[i] <=57) || (str[i] >= 65 && str[i] <=70) || (str[i] >= 97 && str[i] <= 102) || str[i] == ',')

continue ;

else if(str[i] == 'X' || str[i] == 'x'){

if(i != 0)

if(str[i-1] == '0')

continue;

}

else{

return FALSE;

}

}

return TRUE;

}

//if argCount < 0 , you need to check operand2

int asmSeparater(char\* str, char\* label, char\* operation, char\* operand, char\* operand2){

int argCount = sscanf(str,"%s %s %s %s",label,operation,operand,operand2);

//cases with , such as LDCH BUFFER, X

if(!checkComma(operation)){

argCount \*= -1;

//if not all 4 inputs come in, move back

if(argCount != -4){

operation[(int)strlen(operation)-1] = '\0';

strcpy(operand2,operand);

strcpy(operand,operation);

strcpy(operation,label);

memset(label,0,sizeof label);

}

}

else if(!checkComma(operand)){

argCount \*= -1;

operand[(int)strlen(operand)-1] = '\0';

}

//printf("[%d] ",argCount);

switch(argCount){

case 1:

strcpy(operation,label);

memset(label,0,sizeof label);

break;

case 2:

strcpy(operand,operation);

strcpy(operation,label);

memset(label,0,sizeof label);

break;

}

return argCount;

}

//changes word to uppercase

void LowerToUpper(char\* word) {

for (int i = 0; i < (int)strlen(word); i++)

if ((int)word[i] > 96 && (int)word[i] < 123)

word[i] -= 32;

}

//check if command finishes with a comma

int checkComma(char\* command){

int len = (int)strlen(command);

if(command[len-1] == ',')

return FALSE;

return TRUE;

}

int StrToHex(char\* str){

unsigned int num;

int cnt = sscanf(str,"%x",&num);

if(cnt == 0)

return -1;

return num;

}

int StrToInt(char\* str){

unsigned int num;

int cnt = sscanf(str,"%d",&num);

if(cnt == 0)

return -1;

return num;

}

char\* extractContent(char\* str){

char \*temp = (char\*)malloc(30);

strncpy(temp,&(str[2]),strlen(str)-3);

temp[strlen(str)-3] = 0;

return temp;

}

int isDec(char\* str){

int len = (int)strlen(str);

for(int i=0;i<len;i++)

if(!inRange((int)'0',(int)'9',str[i]))

return FALSE;

return TRUE;

}

int isHex(char\* str){

int len = (int)strlen(str);

for(int i=0;i<len;i++)

if(str[i] == '\n')

str[i] = '\0';

len = (int)strlen(str);

if(isDec(str) == TRUE)

return TRUE;

for(int i=0;i<len;i++)

if(inRange((int)'a',(int)'f',str[i]) || inRange((int)'A',(int)'F',str[i]))

return TRUE;

return FALSE;

}

int inRange(int min,int max,int value){

if(value >= min && value <=max)

return TRUE;

return FALSE;

}

int HexBitCount(int num){

int digit = 0;

while(num >=16){

num /= 16;

digit++;

}

return digit;

}

int HexByteCount(int num){

return (int)(ceil((float)num/2));

}

int insertHexAt(int orig, int value, int index){

for(int i=0;i<index;i++)

value \*= 16;

return orig + value;

}

int registerNum(char\* reg){

if(!strcmp(reg,"A"))

return 0;

else if(!strcmp(reg,"X"))

return 1;

else if(!strcmp(reg,"L"))

return 2;

else if(!strcmp(reg,"PC"))

return 8;

else if(!strcmp(reg,"SW"))

return 9;

else if(!strcmp(reg,"B"))

return 3;

else if(!strcmp(reg,"S"))

return 4;

else if(!strcmp(reg,"T"))

return 5;

else if(!strcmp(reg,"F"))

return 6;

else

return 7;

}

void extractStr(char\* dest, char\* source, int start, int len){

strncpy(dest,&(source[start]),len);

dest[len] = '\0';

for(int i=0;i<len;i++)

if (dest[i] == '\n' || dest[i] == ' ')

dest[i] = '\0';

}

int extractStrToHex(char\* source, int start, int len){

char dest[300];

strncpy(dest,&(source[start]),len);

dest[len] = '\0';

for(int i=0;i<len;i++)

if (dest[i] == '\n' || dest[i] == ' ')

dest[i] = '\0';

return StrToHex(dest);

}

void charArrHexCal(unsigned char\* arr, int value, int len, char operation){

int converted = 0;

int multiplier = 1;

int temp, rem = 0;

int repeat = ceil((float)len / 2.0);

unsigned int result;

for(int i = repeat-1; i>=0; i--){

temp = arr[i];

//last 4 bit

converted += (temp % 16)\*multiplier;

temp /= 16;

multiplier \*= 16;

if(len % 2 != 0 && i == 0){

rem = temp \* 16;

continue;

}

//first 4 bit

converted += (temp % 16)\*multiplier;

temp /= 16;

multiplier \*= 16;

}

if(operation == '+')

converted += value;

else

converted -= value;

result = (unsigned int)converted;

for(int i=repeat-1; i>=0; i--){

arr[i] = result & 255;

result /= 256;

}

arr[0] +=rem;

}

int bitAddressMode(int addr){

return memory[addr] & 3;

}

int bitFormat4(int addr){

addr += 1;

if(memory[addr] & 0x10)

return TRUE;

else

return FALSE;

}

int bitToHex(int addr,int start,int end){

int i=0,j=1, temp=1;

int result = 0;

temp = 0x100;

while(1){

for(; i<4\*j; i++){

temp = temp >> 1;

if(i<start)

continue;

else if(i>=end){

if(memory[addr] & temp)

result += 1;

/\*

while(i++ < 8\*j -1){

result \*= 2;

}

\*/

return result;

}

else

if(memory[addr] & temp)

result += 1;

result \*= 2;

}

if(j % 2 == 0){

temp = 0x100;

addr++;

}

j++;

}

return result;

}

void compareReg(int a, int b){

if(a > b)

registers[registerNum("SW")] = -1;

else if(a == b)

registers[registerNum("SW")] = 0;

else

registers[registerNum("SW")] = 1;

}

void printReg(){

printf("A : %06X X : %06X\n",registers[0],registers[1]);

printf("L : %06X PC: %06X\n",registers[2],registers[8]);

printf("B : %06X S : %06X\n",registers[3],registers[4]);

printf("T : %06X\n",registers[5]);

}

void writeToMem(int addr, int regNum){

int temp = registers[regNum];

int mask = 0xFF;

for(int i=2;i>=0;i--){

memory[addr+i] = temp & mask;

temp = temp >> 8;

}

}

int getLastByte(int regNum){

return registers[regNum] & 0xFF;

}

void storeLastByte(int regNum, int value){

registers[regNum] = (registers[regNum] & 0xFFFF00) + value;

}