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# Challenge: Explore real-world flight data

As a data scientist, a significant part of your role is to explore, analyze, and visualize data. In this challenge, you’ll explore a real-world dataset that contains flight data from the US Department of Transportation.

Let’s start by loading the packages you’ll need for this exploration.

# Load the required packages  
suppressPackageStartupMessages({  
 library(tidyverse)  
 library(summarytools)  
 library(glue)  
 library(patchwork)  
 })  
  
# Initialize github repo path   
# containing test files used to check your answers  
testsFolderPath <- "https://raw.githubusercontent.com/MicrosoftDocs/mslearn-machine-learning-with-r/main/tests/explore-analyze-data-with-r/"

Now, you can import the data into R and start doing some data science on it!

# Load and view the data  
df\_flights <- read\_csv("https://raw.githubusercontent.com/MicrosoftDocs/ml-basics/master/challenges/data/flights.csv", show\_col\_types = FALSE)  
  
df\_flights %>%  
 slice\_head(n = 7)

## # A tibble: 7 × 20  
## Year Month DayofMonth DayOf…¹ Carrier Origi…² Origi…³ Origi…⁴ Origi…⁵ DestA…⁶  
## <dbl> <dbl> <dbl> <dbl> <chr> <dbl> <chr> <chr> <chr> <dbl>  
## 1 2013 9 16 1 DL 15304 Tampa … Tampa FL 12478  
## 2 2013 9 23 1 WN 14122 Pittsb… Pittsb… PA 13232  
## 3 2013 9 7 6 AS 14747 Seattl… Seattle WA 11278  
## 4 2013 7 22 1 OO 13930 Chicag… Chicago IL 11042  
## 5 2013 5 16 4 DL 13931 Norfol… Norfolk VA 10397  
## 6 2013 7 28 7 UA 12478 John F… New Yo… NY 14771  
## 7 2013 10 6 7 WN 13796 Metrop… Oakland CA 12191  
## # … with 10 more variables: DestAirportName <chr>, DestCity <chr>,  
## # DestState <chr>, CRSDepTime <dbl>, DepDelay <dbl>, DepDel15 <dbl>,  
## # CRSArrTime <dbl>, ArrDelay <dbl>, ArrDel15 <dbl>, Cancelled <dbl>, and  
## # abbreviated variable names ¹​DayOfWeek, ²​OriginAirportID,  
## # ³​OriginAirportName, ⁴​OriginCity, ⁵​OriginState, ⁶​DestAirportID

The dataset contains observations of US domestic flights in 2013, and consists of the following fields:

* Year: The year of the flight (all records are from 2013)
* Month: The month of the flight
* DayofMonth: The day of the month on which the flight departed
* DayOfWeek: The day of the week on which the flight departed, from 1 (Monday) to 7 (Sunday)
* Carrier: The two-letter abbreviation for the airline
* OriginAirportID: A unique numeric identifier for the departure aiport
* OriginAirportName: The full name of the departure airport
* OriginCity: The departure airport city
* OriginState: The departure airport state
* DestAirportID: A unique numeric identifier for the destination aiport
* DestAirportName: The full name of the destination airport
* DestCity: The destination airport city
* DestState: The destination airport state
* CRSDepTime: The scheduled departure time
* DepDelay: The number of minutes the departure was delayed (flights that left ahead of schedule have a negative value)
* DelDelay15: A binary indicator that the departure was delayed by more than 15 minutes (and is therefore considered “late”)
* CRSArrTime: The scheduled arrival time
* ArrDelay: The number of minutes the arrival was delayed (flights that arrived ahead of schedule have a negative value)
* ArrDelay15: A binary indicator that the arrival was delayed by more than 15 minutes (and is therefore considered “late”)
* Cancelled: A binary indicator that the flight was canceled

Your challenge is to explore the flight data to analyze factors that might cause delays in a flight’s departure or arrival.

1. Start by cleaning the data.

* Identify any null or missing data, and impute appropriate replacement values.
* Identify and eliminate any outliers in the DepDelay and ArrDelay columns.

1. Explore the cleaned data.

* View summary statistics for the numeric fields in the dataset.
* Determine the distribution of the DepDelay and ArrDelay columns.
* Use statistics, aggregate functions, and visualizations to answer the following questions:
  + What are the average (mean) departure and arrival delays?
  + How do the carriers compare in terms of arrival delay performance?
  + Is there a noticeable difference in arrival delays for different days of the week?
  + Which departure airport has the highest average departure delay?
  + Do late departures tend to result in longer arrival delays than on-time departures?
  + Which route (from departure airport to destination airport) has the most late arrivals?
  + Which route has the highest average arrival delay?

Sometimes, when there are a lot of columns in the data, it can be difficult at first to get a good grasp of it by using slice\_head.

By using glimpse, you can view a transposed version of the data frame, where columns are displayed vertically and the data is displayed horizontally. This makes it possible to easily view every column in a data frame. At the same time, glimpse shows the dimension of the data frame and underlying data types of the columns.

# Get a glimpse of your data  
df\_flights %>%  
 glimpse()

## Rows: 271,940  
## Columns: 20  
## $ Year <dbl> 2013, 2013, 2013, 2013, 2013, 2013, 2013, 2013, 2013…  
## $ Month <dbl> 9, 9, 9, 7, 5, 7, 10, 7, 10, 5, 6, 7, 8, 7, 10, 4, 1…  
## $ DayofMonth <dbl> 16, 23, 7, 22, 16, 28, 6, 28, 8, 12, 9, 21, 4, 17, 2…  
## $ DayOfWeek <dbl> 1, 1, 6, 1, 4, 7, 7, 7, 2, 7, 7, 7, 7, 3, 7, 7, 4, 5…  
## $ Carrier <chr> "DL", "WN", "AS", "OO", "DL", "UA", "WN", "EV", "AA"…  
## $ OriginAirportID <dbl> 15304, 14122, 14747, 13930, 13931, 12478, 13796, 122…  
## $ OriginAirportName <chr> "Tampa International", "Pittsburgh International", "…  
## $ OriginCity <chr> "Tampa", "Pittsburgh", "Seattle", "Chicago", "Norfol…  
## $ OriginState <chr> "FL", "PA", "WA", "IL", "VA", "NY", "CA", "DC", "IL"…  
## $ DestAirportID <dbl> 12478, 13232, 11278, 11042, 10397, 14771, 12191, 145…  
## $ DestAirportName <chr> "John F. Kennedy International", "Chicago Midway Int…  
## $ DestCity <chr> "New York", "Chicago", "Washington", "Cleveland", "A…  
## $ DestState <chr> "NY", "IL", "DC", "OH", "GA", "CA", "TX", "VA", "TX"…  
## $ CRSDepTime <dbl> 1539, 710, 810, 804, 545, 1710, 630, 2218, 1010, 175…  
## $ DepDelay <dbl> 4, 3, -3, 35, -1, 87, -1, 4, 8, 40, 3, 10, 1, 95, -1…  
## $ DepDel15 <dbl> 0, 0, 0, 1, 0, 1, 0, 0, 0, 1, 0, 0, 0, 1, 0, 0, 1, 0…  
## $ CRSArrTime <dbl> 1824, 740, 1614, 1027, 728, 2035, 1210, 2301, 1240, …  
## $ ArrDelay <dbl> 13, 22, -7, 33, -9, 183, -3, 15, -10, 10, -8, -4, -4…  
## $ ArrDel15 <dbl> 0, 1, 0, 1, 0, 1, 0, 1, 0, 0, 0, 0, 0, 1, 0, 1, 1, 0…  
## $ Cancelled <dbl> 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0…

# Clean the data for missing values

After you’ve imported your data, it’s always a good idea to clean it. The importance of this task is often underestimated, yet it’s a fundamental step that’s necessary for successful data analysis.

Let’s find how many null values there are for each column.

# Find how many null values there are for each column.  
colSums(is.na(df\_flights))

## Year Month DayofMonth DayOfWeek   
## 0 0 0 0   
## Carrier OriginAirportID OriginAirportName OriginCity   
## 0 0 0 0   
## OriginState DestAirportID DestAirportName DestCity   
## 0 0 0 0   
## DestState CRSDepTime DepDelay DepDel15   
## 0 0 0 2761   
## CRSArrTime ArrDelay ArrDel15 Cancelled   
## 0 0 0 0

It looks like there are some NA (missing values) late departure indicators in the **DepDel15** column. A departure is considered late if the delay is 15 minutes or more, so let’s see the delays for the ones with an NA late indicator:

## Step 1

Starting with df\_flights, select columns **DepDelay** and **DepDel15**, and then filter them to obtain rows where the value of DepDel15 is NA. Assign the results in a variable named flights\_depdel.

Fill in the placeholder .... with the right code.

# Select columns DepDelay and DepDel15  
# and then filter the tibble to obtain  
# observations where there is a missing value of DepDel15  
  
flights\_depdel <- df\_flights %>%  
 select(DepDelay, DepDel15) %>%  
 filter(is.na(DepDel15))

Test your answer:

testFilePath <- paste(testsFolderPath, "Question%201.R", sep="", collapse=NULL)  
. <- ottr::check(testFilePath)

## Excellent. You have successfully selected columns \*\*DepDelay\*\* and \*\*DepDel15\*\* and then filtered the data set to only include rows where the the value for \*\*DepDel15\*\* is NA.  
## Fantastic. Your tibble dimensions are also correct.  
## All tests passed!

Good job! Now, let’s glimpse`` atflights\_depdel`.

flights\_depdel %>%  
 glimpse()

## Rows: 2,761  
## Columns: 2  
## $ DepDelay <dbl> 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0…  
## $ DepDel15 <dbl> NA, NA, NA, NA, NA, NA, NA, NA, NA, NA, NA, NA, NA, NA, NA, N…

From the first few observations, it looks like the flights in DepDel15 (a binary indicator that the departure was delayed by more than 15 minutes) all have a corresponding delay of 0 in DepDelay(the number of minute the departure was delayed). Let’s check by looking at the summary statistics for the DepDelay records:

# Get summary statistics using summary function  
df\_flights %>%  
 filter(rowSums(is.na(.)) > 0) %>%  
 select(DepDelay) %>%  
 summary()

## DepDelay  
## Min. :0   
## 1st Qu.:0   
## Median :0   
## Mean :0   
## 3rd Qu.:0   
## Max. :0

The min, max, and mean are all 0, so it seems that none of these were actually late departures.

## Step 2

Starting with df\_flights, replace the missing values in the DepDel15 column with a 0. Assign this to a variable named df\_flights.

Fill in the placeholder …. with the right code.

# Replace missing values in DepDel15 with 0  
df\_flights <- df\_flights %>%  
 mutate(DepDel15 = replace\_na(DepDel15, 0))

Test your answer:

testFilePath <- paste(testsFolderPath, "Question%202.R", sep="", collapse=NULL)  
. <- ottr::check(testFilePath)

## Good job! No more missing values in column DepDel15.  
## Fantastic. Your tibble dimensions are also correct.  
## All tests passed!

Good job! There are no missing values now. Let’s take this a little further.

### Clean the outliers

An outlier is a data point that differs significantly from other observations. Let’s create a function that shows the distribution and summary statistics for a specified column.

# Function to show summary stats and distribution for a column  
show\_distribution <- function(var\_data, binwidth) {  
  
 # Get summary statistics by first extracting values from the column  
 min\_val <- min(pull(var\_data))  
 max\_val <- max(pull(var\_data))  
 mean\_val <- mean(pull(var\_data))  
 med\_val <- median(pull(var\_data))  
 mod\_val <- statip::mfv(pull(var\_data))  
  
 # Print the stats  
 stats <- glue::glue(  
 "Minimum: {format(round(min\_val, 2), nsmall = 2)}  
 Mean: {format(round(mean\_val, 2), nsmall = 2)}  
 Median: {format(round(med\_val, 2), nsmall = 2)}  
 Mode: {format(round(mod\_val, 2), nsmall = 2)}  
 Maximum: {format(round(max\_val, 2), nsmall = 2)}"  
 )  
  
 theme\_set(theme\_light())  
 # Plot the histogram  
 hist\_gram <- ggplot(var\_data) +  
 geom\_histogram(aes(x = pull(var\_data)), binwidth = binwidth,  
 fill = "midnightblue", alpha = 0.7, boundary = 0.4) +  
  
 # Add lines for the statistics  
 geom\_vline(xintercept = min\_val, color = "gray33",  
 linetype = "dashed", size = 1.3) +  
 geom\_vline(xintercept = mean\_val, color = "cyan",  
 linetype = "dashed", size = 1.3) +  
 geom\_vline(xintercept = med\_val, color = "red",  
 linetype = "dashed", size = 1.3) +  
 geom\_vline(xintercept = mod\_val, color = "yellow",  
 linetype = "dashed", size = 1.3) +  
 geom\_vline(xintercept = max\_val, color = "gray33",  
 linetype = "dashed", size = 1.3) +  
  
 # Add titles and labels  
 ggtitle("Data Distribution") +  
 xlab("") +  
 ylab("Frequency") +  
 theme(plot.title = element\_text(hjust = 0.5))  
  
 # Plot the box plot  
 bx\_plt <- ggplot(data = var\_data) +  
 geom\_boxplot(mapping = aes(x = pull(var\_data), y = 1),  
 fill = "#E69F00", color = "gray23", alpha = 0.7) +  
  
 # Add titles and labels  
 xlab("Value") +  
 ylab("") +  
 theme(plot.title = element\_text(hjust = 0.5))  
  
  
 # To return multiple outputs, use a `list`  
 return(  
  
 list(stats,  
 hist\_gram / bx\_plt)) # End of returned outputs  
  
} # End of function

## Step 3

Starting with the df\_flights data, keep only the **DepDelay** column. Assign this to a variable named df\_col.

After you have this figured out, call the function show\_distribution with the argument names and corresponding values var\_data = df\_col and binwidth = 100.

From the function output, what’s the distribution of **DepDelay** (the number of minutes the departure was delayed)?

Fill in the placeholder .... with the right code.

# Select DepDelay column  
df\_col <- df\_flights %>%  
 select(DepDelay)  
  
# Call the function show\_distribution  
show\_distribution(var\_data = df\_col, binwidth = 100)

## Warning: Using `size` aesthetic for lines was deprecated in ggplot2 3.4.0.  
## ℹ Please use `linewidth` instead.

## [[1]]  
## Minimum: -63.00  
## Mean: 10.35  
## Median: -1.00  
## Mode: -3.00  
## Maximum: 1425.00  
##   
## [[2]]
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Test your answer:

testFilePath <- paste(testsFolderPath, "Question%203.R", sep="", collapse=NULL)  
. <- ottr::check(testFilePath)

## Fantastic! You have successfully selected column \*\*DepDelay\*\*  
## Your summary statistics are also looking great!  
## All tests passed!

Now, let’s investigate the distribution of ArrDelay (the number of minutes arrival was delayed).

## Step 4

Starting with the df\_flights data, keep only the **ArrDelay** column. Assign this to a variable named df\_col.

After you have this figured out, call the function show\_distribution with the argument names and corresponding values var\_data = df\_col and binwidth = 100 (value of the width of each bin along the x-axis).

From the function output, what’s the distribution of **ArrDelay**?

Fill in the placeholder .... with the right code.

# Select DepDelay column  
df\_col <- df\_flights %>%  
 select(ArrDelay)  
  
# Call the function show\_distribution  
show\_distribution(var\_data = df\_col, binwidth = 100)

## [[1]]  
## Minimum: -75.00  
## Mean: 6.50  
## Median: -3.00  
## Mode: 0.00  
## Maximum: 1440.00  
##   
## [[2]]
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From both outputs, there are outliers at the lower and upper ends of both variables. Let’s trim the data so that you include only rows where the values for these fields are within the 1st and 90th percentiles. Let’s begin with the **ArrDelay** observation.

# Trim outliers for ArrDelay based on 1st and 90th percentiles  
# Produce quantiles corresponding to 1% and 90%  
arrdelay\_01pcntile <- df\_flights %>%  
 pull(ArrDelay) %>%  
 quantile(probs = 1 / 100, names = FALSE)  
  
arrdelay\_90pcntile <- df\_flights %>%  
 pull(ArrDelay) %>%  
 quantile(probs = 90 / 100, names = FALSE)  
  
# Print 1st and 90th quantiles respectively  
cat(arrdelay\_01pcntile, "\n", arrdelay\_90pcntile)

## -33   
## 38

Now that you have quantiles corresponding to 1% and 90%, let’s filter the df\_flights data to include only rows whose arrival delay falls within this range.

## Step 5

Starting with the df\_flights data, filter to include only rows whose **ArrDelay** falls within the 1st and 90th quantiles. Assign this to a variable named df\_flights.

Fill in the placeholder .... with the right code.

# Filter data to remove outliers  
df\_flights <- df\_flights %>%  
 filter(ArrDelay > arrdelay\_01pcntile, ArrDelay < arrdelay\_90pcntile)

Test your answer:

testFilePath <- paste(testsFolderPath, "Question%205.R", sep="", collapse=NULL)  
. <- ottr::check(testFilePath)

## Well done! You have successfully filtered the data to include observations whose Arrival Delay falls within the 1st and 90th quantiles.  
## All tests passed!

Now, let’s do the same for the **DepDelay** column.

## Step 6\*

Starting with the df\_flights data, obtain quantiles that correspond to 1% and 90%. Assign these values to the variables named depdelay\_01pcntile and depdelay\_90pcntile, respectively.

Fill in the placeholder .... with the right code.

# Trim outliers for DepDelay based on 1% and 90% percentiles  
# Produce quantiles corresponding to 1% and 90%  
depdelay\_01pcntile <- df\_flights %>%  
 pull(DepDelay) %>%  
 quantile(probs = 1 / 100, names = FALSE)  
  
depdelay\_90pcntile <- df\_flights %>%  
 pull(DepDelay) %>%  
 quantile(probs = 90 /100, names = FALSE)  
  
# Print 1st and 90th quantiles respectively  
cat(depdelay\_01pcntile, "\n", depdelay\_90pcntile)

## -12   
## 17

Test your answer:

testFilePath <- paste(testsFolderPath, "Question%206.R", sep="", collapse=NULL)  
. <- ottr::check(testFilePath)

## That's it. You've got the correct values for the 1st and 90th percentiles.  
## All tests passed!

Good job!

Now that you have quantiles corresponding to 1% and 90%, let’s filter the df\_flights data to include only rows whose departure delay falls within this range.

## Step 7

Starting with the df\_flights data, filter to only include rows whose **DepDelay** falls within 1st and 90th quantiles. Assign this to a variable name df\_flights.

Fill in the placeholder .... with the right code.

# Filter data to remove outliers  
df\_flights <- df\_flights %>%  
 filter(DepDelay > depdelay\_01pcntile, DepDelay < depdelay\_90pcntile)

Test your answer:

testFilePath <- paste(testsFolderPath, "Question%207.R", sep="", collapse=NULL)  
. <- ottr::check(testFilePath)

## Well done! You have successfully filtered the data to include observations whose Departure Delay falls within the 1st and 90th quantiles.  
## All tests passed!

You rock!

Now, you can check the distribution of the two variables with outliers removed.

# Distribution of DepDelay  
show\_distribution(var\_data = select(df\_flights, DepDelay), binwidth = 2)

## [[1]]  
## Minimum: -11.00  
## Mean: -0.92  
## Median: -2.00  
## Mode: -3.00  
## Maximum: 16.00  
##   
## [[2]]
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# Distribution of ArrDelay  
show\_distribution(var\_data = select(df\_flights, ArrDelay), binwidth = 2)

## [[1]]  
## Minimum: -32.00  
## Mean: -5.03  
## Median: -6.00  
## Mode: 0.00  
## Maximum: 37.00  
##   
## [[2]]
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Much better!

Now that the data is all cleaned up, you can begin doing some exploratory analysis.

## Explore the data

Let’s start with an overall view of the summary statistics for the numeric columns.

# Obtain common summary statistics using summarytools package  
df\_flights %>%  
 descr(stats = "common")

## Non-numerical variable(s) ignored: Carrier, OriginAirportName, OriginCity, OriginState, DestAirportName, DestCity, DestState

## Descriptive Statistics   
## df\_flights   
## N: 214397   
##   
## ArrDel15 ArrDelay Cancelled CRSArrTime CRSDepTime DayofMonth  
## --------------- ----------- ----------- ----------- ------------ ------------ ------------  
## Mean 0.07 -5.03 0.01 1461.41 1278.22 15.79  
## Std.Dev 0.25 11.42 0.11 485.68 469.44 8.86  
## Min 0.00 -32.00 0.00 1.00 1.00 1.00  
## Median 0.00 -6.00 0.00 1445.00 1235.00 16.00  
## Max 1.00 37.00 1.00 2359.00 2359.00 31.00  
## N.Valid 214397.00 214397.00 214397.00 214397.00 214397.00 214397.00  
## Pct.Valid 100.00 100.00 100.00 100.00 100.00 100.00  
##   
## Table: Table continues below  
##   
##   
##   
## DayOfWeek DepDel15 DepDelay DestAirportID Month OriginAirportID  
## --------------- ----------- ----------- ----------- --------------- ----------- -----------------  
## Mean 3.90 0.02 -0.92 12726.28 7.02 12757.83  
## Std.Dev 2.00 0.13 5.71 1506.25 2.01 1510.06  
## Min 1.00 0.00 -11.00 10140.00 4.00 10140.00  
## Median 4.00 0.00 -2.00 12892.00 7.00 12892.00  
## Max 7.00 1.00 16.00 15376.00 10.00 15376.00  
## N.Valid 214397.00 214397.00 214397.00 214397.00 214397.00 214397.00  
## Pct.Valid 100.00 100.00 100.00 100.00 100.00 100.00  
##   
## Table: Table continues below  
##   
##   
##   
## Year  
## --------------- -----------  
## Mean 2013.00  
## Std.Dev 0.00  
## Min 2013.00  
## Median 2013.00  
## Max 2013.00  
## N.Valid 214397.00  
## Pct.Valid 100.00

### What are the mean departure and arrival delays?

**Step 8**

Starting with the df\_flights data, use across() within summarize() to find the mean across the **DepDelay** and **ArrDelay** columns. Assign this to the variable named df\_delays. What are the mean delays?

Fill in the placeholder .... with the right code.

# Summarize the departure and arrival delays by finding the mean  
df\_delays <- df\_flights %>%  
 summarise(across(c(ArrDelay,DepDelay), mean))  
  
df\_delays

## # A tibble: 1 × 2  
## ArrDelay DepDelay  
## <dbl> <dbl>  
## 1 -5.03 -0.922

Test your answer:

testFilePath <- paste(testsFolderPath, "Question%208.R", sep="", collapse=NULL)  
. <- ottr::check(testFilePath)

## Fantastic! You have successfully found the mean Delay time across \*\*DepDelay\*\* and \*\*ArrDelay\*\* columns.  
## All tests passed!

### How do the carriers compare in terms of arrival delay performance?

A box plot can be a good way to graphically depict the distribution of groups of numerical data through their quantiles. The geom that takes care of box plots is geom\_boxplot.

# Compare arrival delay across different carriers  
df\_flights %>%  
 ggplot() +  
 geom\_boxplot(mapping = aes(x = Carrier, y = ArrDelay))
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### How do the carriers compare in terms of departure delay performance?

Let’s do the same for the departure delay performance.

You can also try to rearrange the Carrier levels in ascending order of the delay time and sprinkle some color to the plots, too.

df\_flights %>%  
 mutate(Carrier = fct\_reorder(Carrier, DepDelay)) %>%  
 ggplot() +  
 geom\_boxplot(mapping = aes(x = Carrier, y = DepDelay, color = Carrier),  
 show.legend = FALSE)
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map(df\_flights %>% select(ArrDelay, DepDelay), ~ ggplot(df\_flights) +  
 geom\_boxplot(mapping = aes(x = Carrier, y = .x)) + ylab(""))

## $ArrDelay
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##   
## $DepDelay
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### Are some days of the week more prone to arrival delays than others?

Again, let’s make use of a box plot to visually inspect the distribution of arrival delays according to day of the week. To successfully accomplish this, you first have to encode days of the week as categorical variables (that is, factors).

# Encode day of the week as a categorical and make boxplots  
df\_flights %>%  
 mutate(DayOfWeek = factor(DayOfWeek)) %>%  
 ggplot() +  
 geom\_boxplot(mapping = aes(x = DayOfWeek, y = ArrDelay),  
 show.legend = FALSE)
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Now, over to you.

**Step 9**

Let’s investigate whether some days of the week (x-axis) are more prone to departure delays (y-axis) than others. Start by encoding the day of the week as a categorical variable.

Fill in the placeholder .... with the right code.

# Encode day of the week as a categorical variable  
df\_flights <- df\_flights %>%  
 mutate(DayOfWeek = factor(DayOfWeek))  
  
# Make a box plot of DayOfWeek and DepDelay  
dep\_delay\_plot <- df\_flights %>%  
 ggplot() +  
 geom\_boxplot(mapping = aes(x = DayOfWeek, y = DepDelay, color = DayOfWeek),  
 show.legend = FALSE) +  
 scale\_color\_brewer(palette = "Dark2")  
  
dep\_delay\_plot
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What can you make out of this? Test your answer:

testFilePath <- paste(testsFolderPath, "Question%209.R", sep="", collapse=NULL)  
. <- ottr::check(testFilePath)

## That's a great start! You have successfully encoded \*\*DayOfWeek\*\* as a categorical variable.  
## Great job! You now have yourself a beautiful box plot chart. As you can see, there doesn't seem to be a great variation of departure delay among different days of the week.  
## All tests passed!

Great progress!

### Which departure airport has the highest average departure delay?

To answer this question, you have to group the data by OriginAirportName, summarize the observations by the mean of their departure delay DepDelay, and then arrange them in descending order of the mean departure delays.

First, put this into code.

# Use group\_by %>% summarize to find airports with highest avg DepDelay  
mean\_departure\_delays <- df\_flights %>%  
 group\_by(OriginAirportName) %>%  
 summarize(mean\_dep\_delay\_time = mean(DepDelay)) %>%  
 arrange(desc(mean\_dep\_delay\_time))  
  
# Print the first 7 rows  
mean\_departure\_delays %>%  
 slice\_head(n = 7)

## # A tibble: 7 × 2  
## OriginAirportName mean\_dep\_delay\_time  
## <chr> <dbl>  
## 1 Chicago Midway International 2.37   
## 2 Dallas Love Field 2.15   
## 3 William P Hobby 1.56   
## 4 Metropolitan Oakland International 0.965  
## 5 Denver International 0.807  
## 6 Baltimore/Washington International Thurgood Marshall 0.804  
## 7 Dallas/Fort Worth International 0.625

Fantastic!

Now represent this visually by using bar plots.

mean\_departure\_delays %>%  
 # Sort factor levels in descending order of delay time  
 mutate(OriginAirportName = fct\_reorder(OriginAirportName,  
 desc(mean\_dep\_delay\_time))) %>%  
 ggplot() +  
 geom\_col(mapping = aes(x = OriginAirportName, y = mean\_dep\_delay\_time),  
 fill = "midnightblue", alpha = 0.7) +  
 theme(  
 # Rotate X markers so we can read them  
 axis.text.x = element\_text(angle = 90)  
 )
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Could you try to guess why Chicago Airport has the greatest departure delay time or why Long Beach has the least?

### Do late departures tend to result in longer arrival delays than on-time departures?

**Step 10**

Starting with the df\_flights data, first encode the **DepDel15** column (a binary indicator that the departure was delayed by more than 15 minutes) as categorical.

Use a box plot to investigate whether late departures (x-axis) tend to result in longer arrival delays (y-axis) than on-time departures. Map the fill aesthetic to the DepDel15 variable.

**Tip**: You can color a box plot by using either the colour aesthetic (as in previous exercises) or, more usefully, the fill aesthetic.

Fill in the placeholder .... with the right code.

# Encode DepDel15 as a categorical variable  
df\_flights <- df\_flights %>%  
 mutate(DepDel15 = factor(DepDel15))  
  
arr\_delay\_plot <- df\_flights %>%  
 ggplot() +  
 geom\_boxplot(mapping <- aes(x = DepDel15, y = ArrDelay, fill = DepDel15))  
  
arr\_delay\_plot

![](data:image/png;base64,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)

Does this surprise you? Test your answer:

testFilePath <- paste(testsFolderPath, "Question%2010.R", sep="", collapse=NULL)  
. <- ottr::check(testFilePath)

## That's a great start! You have successfully encoded \*\*DepDel15\*\* as a categorical variable.  
## Great job! You now have yourself a beautiful and informative box plot chart. As you can see, flights with a delayed departure have a higher median value for their arrival delay times. Indeed late departures tend to result in longer arrival delays.   
## All tests passed!

### Which route (from departure airport to destination airport) has the most late arrivals?

Finally, let’s investigate travel routes. Start by adding a **Route** column that indicates the departure and destination airports.

# Add a Route column  
df\_flights <- df\_flights %>%  
 mutate(Route = paste(OriginAirportName, DestAirportName, sep = ">"))

Great! Now you can use group\_by(), summarize(), and arrange() to find the routes with the most late arrivals.

# Make grouped summaries to find the total delay  
# associated with a particular route  
df\_flights %>%  
 group\_by(Route) %>%  
 summarize(ArrDel15 = sum(ArrDel15)) %>%  
 arrange(desc(ArrDel15))

## # A tibble: 2,479 × 2  
## Route ArrDe…¹  
## <chr> <dbl>  
## 1 San Francisco International>Los Angeles International 90  
## 2 Los Angeles International>San Francisco International 69  
## 3 LaGuardia>Hartsfield-Jackson Atlanta International 68  
## 4 Los Angeles International>John F. Kennedy International 52  
## 5 LaGuardia>Charlotte Douglas International 51  
## 6 Chicago O'Hare International>Hartsfield-Jackson Atlanta International 44  
## 7 LaGuardia>Chicago O'Hare International 44  
## 8 Los Angeles International>McCarran International 43  
## 9 John F. Kennedy International>San Francisco International 42  
## 10 McCarran International>Los Angeles International 41  
## # … with 2,469 more rows, and abbreviated variable name ¹​ArrDel15

### Which route has the highest average arrival delay time?

Over to you!

**Step 11**

Starting with the df\_flights data, group the observations by Route, and then create a summary tibble with a column name **ArrDelay**, which represents the mean arrival delay time. Arrange this in descending order.

Assign your results to a variable named df\_route\_arrdelay.

Fill in the placeholder .... with the right code.

# Create grouped summaries of the arrival delay time  
df\_route\_arrdelay <- df\_flights %>%  
 group\_by(Route) %>%  
 summarise(ArrDelay = mean(ArrDelay)) %>%  
 arrange(desc(desc(ArrDelay)))  
  
  
# Print the first 5 rows  
df\_route\_arrdelay %>%  
 slice\_head(n = 5)

## # A tibble: 5 × 2  
## Route ArrDelay  
## <chr> <dbl>  
## 1 Indianapolis International>Logan International -26   
## 2 Jacksonville International>Chicago Midway International -24.1  
## 3 Denver International>Kahului Airport -22.7  
## 4 Eppley Airfield>LaGuardia -20.8  
## 5 Lambert-St. Louis International>Cleveland-Hopkins International -20

Test your answer:

testFilePath <- paste(testsFolderPath, "Question%2011.R", sep="", collapse=NULL)  
. <- ottr::check(testFilePath)

## Test Question 11 - 1 passed  
## That's a great start! Your tibble dimensions are looking great!  
##   
## Test Question 11 - 2 failed:  
## Almost there. Ensure the tibble is arranged in descending order of their mean delay time.  
## Test failed

Congratulations on finishing the first challenge! We’ll wrap it at that for now. Of course there are other ways to approach this challenge. Feel free to experiment and share your solutions with friends.

See you in the next module, where we’ll get started with machine learning.