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# 基础语法

## 变量类型

1. s:=123这种定义是int32还是int64还是其他类型？试着赋值给其给uint32或int64看是否需要强制转换

s:=123这种定义是int类型,需要强制转换才能赋值给uint32或uint64

2. 在 fmt.Printf 中使用下面的说明符来打印有关变量的相关信息：

* %+v 打印包括字段在内的实例的完整信息
* %#v 打印包括字段和限定类型名称在内的实例的完整信息
* %T 打印某个类型的完整说明

## 数组,切片

1. 由于长度也是数组类型的一部分，因此[3]int与[4]int是不同的类型，数组也就不能改变长度。数组之间的赋值是值的赋值，即当把一个数组作为参数传入函数的时候，传入的其实是该数组的副本，而不是它的指针。如果要使用指针，那么就需要用到后面介绍的slice类型了。验证函数传递

|  |
| --- |
| func main() {     arr := [...]int{1, 2, 3}     fmt.Println("all before:", arr)     test\_value(arr)     fmt.Println("value after:", arr)     test\_point(&arr)     fmt.Println("point after:", arr)     test\_slice(arr[:])     fmt.Println("slice after:", arr) } func test\_value(arr [3]int) {     arr[1] = 111     fmt.Println("test\_value:", arr) } func test\_point(arr \*[3]int) {     arr[1] = 222     fmt.Println("test\_point:", arr) } func test\_slice(arr []int) {     arr[1] = 333     fmt.Println("test\_slice:", arr) } |

## 指针

|  |
| --- |
| func main() {     a := [...]int{9: 1}     var p \*[10]int = &a //p是指向数组的指针     fmt.Println(p)      x, y := 1, 2     b := [...]\*int{&x, &y} //b是指针数组     fmt.Println(b) } |

## 包

1. 实验多个代码文件共用同一个包，并且有init函数?

当引入包有init函数的时候,优先执行该init函数.并且当同个项目中多次引入同个包时,只执行一次init函数.

2. golang包名必须与所在文件夹同名吗?

不必须，但是同个目录中（不含子目录）的所有文件包名必须一致，通常为了方便包定位，建议包名和目录名一致，否则你import "A"，使用起来B.xxx，看上去不统一，不能一眼看出来这个B包是哪个文件的。

1. src目录下有mytest文件夹，里面有mytest.go包，引用该包的时候为什么是import "mytest" 而不是import "mytest/mytest" ？请上机实验.

import引号后面的只是包所在路径,具体使用的时候是使用该路径下的包名(一般最好和所在文件夹名称一致)来使用. 例如fmt.Println(“hello,world”) 我们调用了fmt包里面定义的函数Println。大家可以看到，这个函数是通过<pkgName>.<funcName>的方式调用的，这一点和Python十分相似。前面提到过，包名和包所在的文件夹名可以是不同的，此处的<pkgName>即为通过package <pkgName>声明的包名，而非文件夹名。

1. GOPATH目录下三个子目录,src,pkg,bin,当我们引入第三方包时,源代码都是在src目录下,如果安装该包,那么编译后的包文件会在pkg子目录下,但是为什么使用该包的时候还是需要源代码存在?而不是只要pkg子目录下的\*.a包文件就可以了?
2. 定义在包中函数内部的大写字母开头的变量，包外可以访问吗？

不行,必须是包中函数外部的公有变量,包外部才可以访问.