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##Compte rendu

**TP1**

Dans ce 1er TP, nous allons implémenter 2 générateurs de nombres aléatoires et les tester ainsi que deux autres générateurs avec une série de tests que nous allons implémenter.

*Question 1. et 2.1*

Voici le code utiliser pour les générateurs RANDU et Standard Minimal :

RANDU <- function(k, p=1, graine)  
{  
 a <- 65539  
 m <- 2^31  
   
 x <- rep(graine, k\*p+1)  
 for(i in 2:(k\*p+1))  
 {  
 x[i] <- (a\*x[i-1])%%m  
 }  
 x <- matrix(x[2:(k\*p+1)],nrow=k,ncol=p)  
 return(x)  
}  
  
  
StandardMinimal <- function(k, p=1, graine)  
{  
 a <- 16807  
 m <- 2^31 - 1  
   
 x <- rep(graine, k\*p+1)  
 for(i in 2:(k\*p+1))  
 {  
 x[i] <- (a\*x[i-1])%%m  
 }  
 x <- matrix(x[2:(k\*p+1)],nrow=k,ncol=p)  
 return(x)  
}

Et voici les résultats obtenus sous forme d’histogramme :

vn <- VonNeumann(Nsimu, Nrepet, graine)  
mt <- MersenneTwister(Nsimu,Nrepet,graine)  
RANDU <- RANDU(Nsimu, Nrepet, graine)  
sm <- StandardMinimal(Nsimu, Nrepet, graine)  
  
Histo(vn, mt, randu, sm)
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On peut déjà remarquer que la répartition des valeurs obtenues par le générateur de Von Neumann n’est pas du tout homogène étant donné qu’une grande majorité d’entre elles sont entre 0 et 1000. De plus, d’après les histogrammes, le générateur de Mersenne Twister semble être celui qui suit le plus la loi Uniforme.

*Question 2.2.*

Ici, on trace les graphiques représentants les états obtenus en fonction de l’état précédant grâce à ce code :

Plot <- function(vn, mt, randu, sm)  
{  
 par(mfrow=c(2,2))  
 plot(vn[1:(Nsimu-1),1],vn[2:Nsimu,1],xlab='VN(i)', ylab='VN(i+1)', main='Von Neumann')  
 plot(mt[1:(Nsimu-1),1],mt[2:Nsimu,1],xlab='MT(i)', ylab='MT(i+1)', main='Mersenne Twister')  
 plot(RANDU[1:(Nsimu-1),1],RANDU[2:Nsimu,1],xlab='RANDU(i)', ylab='RANDU(i+1)', main='RANDU')  
 plot(sm[1:(Nsimu-1),1],sm[2:Nsimu,1],xlab='SM(i)', ylab='SM(i+1)', main='Standard Minimal')  
}

Ce qui donne cela :

Plot(vn, mt, randu, sm)

![](data:image/png;base64,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)

Encore une fois, le générateur de Von Neumann n’apparaît pas homogène de par la non-occupation de tout le graphe qu’il devrait présenter à l’instar des générateurs de Mersenne Twister, RANDU, et Standard Minimal.

*Question 3.*

Ici, nous allons appliquer le test de Frequency 100 fois à nos algorithmes de générations de nombre aléatoire puis tirer une moyenne des résultats obtenus afin de définir si ces générateurs sont fiables d’après ce test.

Voici les résultats :

frequency\_vn = rep(0, Nrepet)  
frequency\_mt = rep(0, Nrepet)  
frequency\_randu = rep(0, Nrepet)  
frequency\_sm = rep(0, Nrepet)  
  
for (i in 1:Nrepet)  
{  
 frequency\_vn[i] <- Frequency(vn[,i], 14)  
 frequency\_mt[i] <- Frequency(mt[,i], 32)  
 frequency\_randu[i] <- Frequency(RANDU[,i], 31)  
 frequency\_sm[i] <- Frequency(sm[,i], 31)  
}  
  
# Test Fréquence monobit  
# Von Neumann  
(mean(frequency\_vn))

## [1] 0

# Mersenne Twister  
(mean(frequency\_mt))

## [1] 0.4296249

# RANDU  
(mean(frequency\_randu))

## [1] 0.4949891

# Standard Minimal  
(mean(frequency\_sm))

## [1] 0.4410407

Et voici le code utiliser :

Frequency <- function(x, nb)  
{  
 s <- 0  
 n <- length(x)\*nb  
 for (i in 1:length(x))  
 {  
 bits <- binary(x[i])  
 for (j in 1:nb)  
 {  
 s = s + 2\*bits[j] - 1  
 }  
 }  
 sobs <- abs(s)/sqrt(n)  
 P <- 2\*(1-pnorm(sobs))  
 return(P)  
}

D’après ces résultats, tous les générateurs sont proches de 0.5 qui représente une parfaite distribution des valeurs sauf Von Neumann qui a une valeur inférieur à 0.01, il est donc défini comme de mauvaise qualité d’après le test de Frequency.

*Question 4.*

Ici, nous allons la même méthodologie que précédemment mais avec le test des runs pour définir si nos générateurs sont fiables selon le test des runs.

Voici les résultats :

run\_vn = rep(0, Nrepet)  
run\_mt = rep(0, Nrepet)  
run\_randu = rep(0, Nrepet)  
run\_sm = rep(0, Nrepet)  
  
for (i in 1:Nrepet)  
{  
 run\_vn[i] <- Runs(vn[,i], 14)  
 run\_mt[i] <- Runs(mt[,i], 32)  
 run\_randu[i] <- Runs(RANDU[,i], 31)  
 run\_sm[i] <- Runs(sm[,i], 31)  
}  
  
# Test Runs  
# Von Neumann  
(mean(run\_vn))

## [1] 0

# Mersenne Twister  
(mean(run\_mt))

## [1] 0.4711464

# RANDU  
(mean(run\_randu))

## [1] 0.5853753

# Standard Minimal  
(mean(run\_sm))

## [1] 0.5490535

Et voici le code utiliser :

Runs <- function(x, nb)   
{  
 pi <- 0  
 V <- 0  
 n <- length(x)\*nb  
 epsilon <- rep(0, n)  
 for (i in 1:length(x))  
 {  
 bits <- binary(x[i])  
 for (j in 1:nb)  
 {  
 epsilon[(i-1)\*nb + j] = bits[j]  
 }  
 }  
   
 for (i in 1:n)  
 {  
 pi = pi + epsilon[i]  
 if (i == n || epsilon[i] != epsilon[i+1]) {  
 V = V + 1  
 }  
 }  
   
 pi = pi/n  
 to = 2/sqrt(n)  
   
 if (abs(pi - 0.5) >= to) {  
 return(0.)  
 }  
   
 P <- 2 \* (1 - pnorm(abs(V-2\*n\*pi\*(1-pi))/(2\*sqrt(n)\*pi\*(1-pi))))  
 return(P)  
   
}

D’après le test des runs, le générateur de Von Neumann est encore une fois considéré comme de mauvaise qualité dû à un score moyen retourné nul. Les autres générateurs passent ce test haut la main.

*Question 5.*

Encore une fois, nous allons itérer 100 fois ce test à nos générateurs pour définir s’ils réussissent à le passer ou non de manière fiable.

Voici le code utiliser :

Ordre <- function(x)  
{  
 P = order.test(x, d=4, echo=FALSE)  
 return(P[["p.value"]])  
}

Et voici les résultats obtenus :

ordre\_vn = rep(0, Nrepet)  
ordre\_mt = rep(0, Nrepet)  
ordre\_randu = rep(0, Nrepet)  
ordre\_sm = rep(0, Nrepet)  
  
for (i in 1:Nrepet)  
{  
 ordre\_vn[i] <- Ordre(vn[,i])  
 ordre\_mt[i] <- Ordre(mt[,i])  
 ordre\_randu[i] <- Ordre(RANDU[,i])  
 ordre\_sm[i] <- Ordre(sm[,i])  
}  
  
# Test Ordre  
# Von Neumann  
(mean(ordre\_vn))

## [1] 0.0066

# Mersenne Twister  
(mean(ordre\_mt))

## [1] 0.46

# RANDU  
(mean(ordre\_randu))

## [1] 0.5

# Standard Minimal  
(mean(ordre\_sm))

## [1] 0.53

D’après ce test, le générateur de Von Neumann est encore une fois rejeté car sa valeur de retour est inférieure à 1%. Quant aux autres générateurs, ils passent tous le test d’ordre.

**Conclusion des tests**

Pour résumé, le générateur de Von Neumann ne passe aucun des tests, à savoir, le test de Frequency, le test des runs et le test d’Ordre. Les générateurs de RANDU, de Standard Minimal et de Mersenne Twister passent tous les tests haut la main et ne peuvent être différencié grâce à ses tests uniquement.

**TP2**

Dans ce 2e TP, nous allons simuler une file d’attente et étudier son comportement en fonction de la vitesse d’arrivée des clients et de la vitesse de leur départ.

*Question 6.*

Dans un 1er temps, nous avons implémenter une fonction nous renvoyant la liste des horaires d’arrivées, de départs et le temps d’attente des clients apparus durant une durée déterminée.

result <- FileMM1(lambda, mu, D)  
  
FileMM1 <- function(lambda, mu, D) {  
 arrivee <- c()  
 depart <- c()  
 attente\_service <- c()  
   
 temps\_arrivee <- 0  
 temps\_depart <- 0  
   
 while (temps\_arrivee < D)   
 {  
 intervalle\_arrivee <- rexp(1, lambda)  
 temps\_arrivee <- temps\_arrivee + intervalle\_arrivee  
   
 if (temps\_arrivee < D) {  
 arrivee <- c(arrivee, temps\_arrivee)  
 duree\_attente <- rexp(1, mu)  
 if (temps\_arrivee > temps\_depart)  
 {  
 temps\_attente\_service <- 0;  
 temps\_depart <- temps\_arrivee + duree\_attente  
 }  
 else   
 {  
 temps\_attente\_service <- temps\_depart - temps\_arrivee  
 temps\_depart <- temps\_depart + duree\_attente  
 }  
 depart <- c(depart, temps\_depart)  
 attente\_service <- c(attente\_service, temps\_attente\_service)  
 }  
 }  
   
 return(list(arrivee = arrivee, depart = depart, attente\_service = attente\_service))  
}

*Question 7.*

Afin de mieux visualiser le nombre de clients qui attendent à chaque instant, nous avons rajouté ce bout de code :

temps <- seq(1, D, 1)  
nb\_clients <- sapply(temps, function(t) sum(result$arrivee <= t & result$depart > t))  
nb\_clients\_attente <- sapply(temps, function(t) max(0, sum(result$arrivee <= t & result$depart > t)-1))  
  
plot(temps, nb\_clients, type = "h", xlab = "Temps", ylab = "Nombre de clients", main = "Évolution du nombre de clients dans la file d'attente")
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Nous pouvons observer qu’avec une moyenne de 10 client par heure à qui arrivent et une moyenne de 20 clients par heure qui partent, la file d’attente est fluide et aucun client n’attend plus d’une heure.

*Question 8.*