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摘要

Leetcode.com是一个面向面试的oj平台，也是每个求职者及算法初学者必须刷的oj，同时也十分适合编程初学者熟悉各种语言语法、数据结构及编程思维。本解题笔记记录了每道题的简要分析，解题过程及ac源码，不求最佳算法和最优美的代码，但求与读者共同进步。
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## **时间线记录**

2015.12.21 （打出这个日期我才发现，原来是玛雅预言的2012世界末日三周年= =） 开始Leetcode的征程

2015.12.31 在熄灯前最后一分钟，Easy最后一题

2016.1.27 寒假前最后一天。Leetcode百题达成。

2016.2.22 元宵节，一个很2很2的日子。Leetcode200题达成，Middle部分完成。

2016.3.2 解题笔记Easy部分完成。

2016.3.18 解题笔记Middle部分完成。并增补3题。

2016.5.18 题刷完了，解题笔记重新开坑

2016.5.25 文档结束，共收录Easy 73题，Medium 128题，Hard 55题，共260道题。保存为pdf版并提交至svn版本库以及github留念。

## **前 言**

本文档仅是本人为纪念解题完毕，对解题思路和解题过程进行统一整理。以便以后遇到类似题目时可以参考，或是多年以后对曾经的学习生活的一段回忆。

1. 笔者也是个算法上的新手（毕竟人家才【初三】嘛，(\*^\_\_^\*) 嘻嘻……），如果代码过于繁琐或算法比较trivial甚至bad，欢迎读者提出宝贵意见，我会向您虚心学习。但千万别喷我。

(p.s. 也许这个报告的读者只有我自己……也没准多年以后再读到此文档的时候，会嘲笑几年前的愚蠢吧……)

1. 因初次刷题，下文中的代码以ac为主要目的，并未考虑follow up中的部分，因此有的可能算法很复杂，或者未实现题目要求（如时间空间复杂度的要求，要求不开辟新空间等等）。更有的题直接水过（例如实现sqrt，实现正则表达式等。直接用Java库函数解决），丑话在先，如果读到这样的代码请不要喷我。
2. 关于选择语言的问题：优先选择Java，但也有其他语言。例如涉及指针较多的（如树、图、链表的题）我也许会考虑C（因为Java没指针写起来不得劲啊！而且C里面非0为true这一性质有时候很节省代码量~~）；如果涉及数组切片我可能考虑Python（因为python对数组的处理实在简洁而强大）其他的如js和ruby因为我也不会，就不写了。
3. 题目的顺序为按难度升序排列，即按Easy,Medium,Hard顺序，同难度按AC率降序。
4. 前140题的大多数代码都是自己写的，限于水平有限，有一部分实在不会的或者想不到的来源于百度（基本在140题后），若侵权请说明。
5. Hard难度暂不收录，以待后期边刷题边整理。第一版中仅有Easy Medium部分。且Easy部分中可能会出现很trivial甚至很stupid 的code，会在日后进一步整理。
6. Beat数、众数统计均截止到截稿。
7. 上述AC代码不确保以后也能AC，反之不能AC的代码也不代表以后不能AC。因为Leetcode中有些测试用例是有问题的。
8. 可能由于Leetcode的评判服务器建立jvm的时间不同、服务器负载量不同等原因，同样的代码的运行时间不一定相同。本解题报告中若出现同代码的不同时间，一律取最小值。
9. 虽然对每一道题都给出了大意，但不是对原文原封不动的直译，且阅读本解题报告仍需要一点英文水平，连这点英文水平都没有也别找工作了……
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# Easy-题目1：292. Nim Game

## 题目原文：

You are playing the following Nim Game with your friend: There is a heap of stones on the table, each time one of you take turns to remove 1 to 3 stones. The one who removes the last stone will be the winner. You will take the first turn to remove the stones.

Both of you are very clever and have optimal strategies for the game. Write a function to determine whether you can win the game given the number of stones in the heap.

For example, if there are 4 stones in the heap, then you will never win the game: no matter 1, 2, or 3 stones you remove, the last stone will always be removed by your friend.

## 题目大意：

桌子上有一堆石子，每次拿1-3个石子，拿到最后一个石子的人是赢家。你是第一个拿石子的人，石子的个数满足什么条件你可以保证必胜？

## 题目分析：

若石子的个数是4的倍数则保证先拿的人必输。设先拿的人每轮拿x个石子，则后拿的人拿4-x个石子，那么最后一个石子肯定是后拿的人得到。反之若石子的个数不是4的倍数，则先拿的人必胜。因为可以第一轮拿x个石子使得剩下的石子是4的倍数，再由你的对手开始拿，按上述策略你必胜。因此算法即求n是否为4的倍数。

## 源码：（language： c）

bool canWinNim(int n) {

return n%4;

}

## 成绩：

0ms，beats 0.18% 众数：0ms,99.82%

## Cmershen的碎碎念：

这道题不知道为什么会出现在Leetcode上，也不知道为什么还有0.18%的提交代码不是0ms。难道你们真的进行了模拟？

# Easy-题目2：258. Add Digits

## 题目原文：

Given a non-negative integer num, repeatedly add all its digits until the result has only one digit.

For example:

Given num = 38, the process is like: 3 + 8 = 11, 1 + 1 = 2. Since 2 has only one digit, return it.

Follow up:

Could you do it without any loop/recursion in O(1) runtime?

## 题目大意：

给一个正整数num，重复地计算每一个数位上数字之和，直到只剩一位数。

例如：给数字38，则3+8=11,1+1=2，那么返回2.

你可以不需要循环或递归，在O(1)时间完成它吗？

## 题目分析：

根据Hint中给出的wiki链接，这道题叫做数字根问题。求一个正整数n的数字根有如下公式：![ \mbox{dr}(n) = 1\ +\ ((n-1)\ {\rm mod}\ 9).\ ](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAQQAAAAVBAMAAABS242zAAAAMFBMVEX///8iIiIwMDCenp6KiooMDAx0dHRiYmLm5uZQUFAWFhYEBARAQEC2trbMzMwAAADAAlrEAAAAAXRSTlMAQObYZgAAA1FJREFUSA3NlM9rE0EUx7/ZNJs0P5r+BRK1qBWkxX+guVjxotFD9WAleqgWFOJFLyLroZ6KiYLYetriQYmIPYh4KLLgQdEeAqIHqTQIQsVqiyiIB/W9mdnZ2R+lHn2wmfe+8/3svJ2dDfBfxJeOauOyGs/9c1tM+FQUsv3bhif0akDgeOVKU09VmS1HJXqY1lkoYUJToRkGdoUUv1Crrc42DEevK6c/+K6+ip+psXQ4IqiSCU2ZFgEkzkCu1vcUZw3Wb2GPvsl2nYkkNzgXFvyKiYDyVUAC1nCgBJlcLV9B2YF2+C242rdXZyrZGgipIIVLOV/xYCBdietQu1BuINMKHKoF29NEWWcqSW7B9uhI0ZUQAlhPmFAtrDVAGwHpmL4w6aYfvl1Eqgrsr4yecoB8dAuTW2DCoGCEAO6w8O7R6PlrEwPAp4kZgFdjlXfBBYSj7wSmXJRn9iHfAeoLHasFWHUAL9sc/ZQByS0wYVDCqX4EsEMUC11rAMtO6R4+OnI1kq0KmvOAcORbKLooeEDBQXrlO1LUQi9doUhugQiTMgkBzArlCLI/0exk6rA8uRrJuQc4WQOEo1nlt1Oo097QTHodhSqQ9Sg3I7kFJgwKXzlWBCeASyI9iuw8ysPLXdjzcjWW7YmpfkA4RoZFC1W6mUOP3481GjZsodhu32+35+gWHEwYVN82jp1iKtxCjVo4RC38lKsJB8q01aIFtQtV2tIuvdkGbpOh2KCfzc8CEwZFjA7RwnNR0i5wC7QL2fVgFxw0u4Bw0NfJZ6EKZDr0TB2MZemwUBkKcUeppIIJJgwqmFDnlz4DCtUCvWurIlcjsVjDdRqEo/QEn6nJKq1bB0aA31flfckQxO4gNVpgwqACDyCAcaGoFtLH8MaRq5Hc26AvBBhHbgxYPT356/3QcQe2B/7fvkUvIUOzZtz4M+j4tdGC7dGxoktRCEICNRaWfrRufns9dBdLF1/I1Wjv6FtYdOi3htxjrlTkBCGKA76WMBotMGFQUXNPK6pE65jjmXZs0Vk8sQyJiYAyJkSa6kaVaB1zXPEdJc/PNhmZ0FTMuxRTokLMkW4oi/mgUSpUM6Gp0AwXlZgSFeKOg8pyJmrdsGbCp6Im24kq0Vo6/gLHwuA2SSr+2wAAAABJRU5ErkJggg==)因此可以一行解决。

## 源码：（language：c）

int addDigits(int num) {

return 1+(num-1)%9;

}

## 成绩：

4ms,beats56.87% 众数：8ms 52.28%

## Cmershen的碎碎念：

如果不给出hint，我是怎么也推不出这个公式。在这里感叹数学的强大，也希望有人能给出这个公式的证明。

# Easy-题目3：104. Maximum Depth of Binary Tree

## 题目原文：

Given a binary tree, find its maximum depth.

## 题目大意：

给出一个二叉树，求最大高度。

## 题目分析：

若节点为空，则返回0，否则返回左子树和右子树高度的最大值+1（根节点的高度）。依然一行代码解决。

## 源码：（language：java）

public class Solution {

public int maxDepth(TreeNode root) {

return (root==null)?0:Math.max(maxDepth(root.left),maxDepth(root.right))+1;

}

}

## 成绩：

1ms,beats 9.54%,众数1ms,89.37%

# Easy-题目4：226. Invert Binary Tree

## 题目原文：

Invert a binary tree.

4

/ \

2 7

/ \ / \

1 3 6 9

to

4

/ \

7 2

/ \ / \

9 6 3 1

Trivia:

This problem was inspired by this original tweet by Max Howell:

Google: 90% of our engineers use the software you wrote (Homebrew), but you can’t invert a binary tree on a whiteboard so fuck off.

## 题目大意：

翻转一个二叉树。

琐事：

这个问题由HomeBrew软件的开发者Max Howell提出：

谷歌：虽然我们 90% 工程师都在用你写的软件（Homebrew），但你不能在白板上反转二叉树，所以滚蛋。

## 题目分析：

使用递归解法，对空二叉树直接退出，否则递归翻转左右子树并安到对应的位置上。

## 源码：（language：c）

struct TreeNode\* invertTree(struct TreeNode\* root) {

if(!root)

return NULL;

struct TreeNode\* temp = root->left;

root->left = invertTree(root->right);

root->right = invertTree(temp);

return root;

}

## 成绩：

0ms,beats0%.众数：0ms.100%

## Cmershen的碎碎念：

一开始拿到此题时，想想连Homebrew作者都不会的题，我能会么。后来考虑了很多情况，例如叶子节点，只有一个孩子的节点等情况，代码写了很长。但接下来发现所有情况可以归结为空与非空两种情况，所以写出上述的ac代码应该是足够简洁且易理解了。

# Easy-题目5：237. Delete Node in a Linked List

## 题目原文：

Write a function to delete a node (except the tail) in a singly linked list, given only access to that node.

Supposed the linked list is 1 -> 2 -> 3 -> 4 and you are given the third node with value 3, the linked list should become 1 -> 2 -> 4 after calling your function.

## 题目大意：

删除单链表中指定节点。

## 题目分析：

把指定节点的值改成后面的值，并令其后继节点指向原后继节点的后继节点。

## 源码：（language：c）

void deleteNode(struct ListNode\* node) {

if(node) {

node->val=node->next->val;

node->next=node->next->next;

}

}

## 成绩：

4ms,beats 0.52% 众数4ms,99.48%

## Cmershen的碎碎念：

在数据结构课上，我们删除链表节点的方法是令其前驱节点指向后继节点。可是本题中只有当前节点，又是单链表，无法获得其前驱节点。这个问题困扰了我一段时间，但我发现还有value值可以利用，因此得出上述算法。

其实测试用例不完全，根据源码，Node->next是有可能为空的，再引用val和next有可能引发NPD异常。因此上述的ac代码不可以用于删除链表中最后一个节点。（dts大法好！！！(\*^\_\_^\*) 嘻嘻……）

# Easy-题目6：283. Move Zeroes

## 题目原文：

Given an array nums, write a function to move all 0's to the end of it while maintaining the relative order of the non-zero elements.

For example, given nums = [0, 1, 0, 3, 12], after calling your function, nums should be [1, 3, 12, 0, 0].

## 题目大意：

给出一个数组，把所有的0都搬到后面，并且保持原来非0数的顺序不变。

## 题目分析：

使用两个指针temp和i，i每次递增，temp只有在i对应数字非0的时候递增，这样把所有非0的数都搬到前面来，temp记下了第一个0的下标，再把temp以后的数字全部置0。

## 源码：（language：java）

public class Solution {

public void moveZeroes(int[] nums) {

int temp=0;

for(int i=0;i<nums.length;i++) {

if(nums[i]!=0)

nums[temp++]=nums[i];

}

for(;temp<nums.length;temp++) {

nums[temp]=0;

}

}

}

## 成绩：

0ms，beats88.04% 众数1ms,64.54%

# Easy-题目7：100. Same Tree

## 题目原文：

Given two binary trees, write a function to check if they are equal or not.

## 题目大意：

判断两个二叉树是不是全等的。

## 题目分析：

1. 若两树都空，则全等。
2. 若一树空一树不空，则不全等。
3. 若两树的根节点对应的值不同则不全等。
4. 递归判断左子树和右子树是否相等。

## 源码：（language：java）

public class Solution {

public boolean isSameTree(TreeNode p, TreeNode q) {

if(p==null && q== null)

return true;

else if(p==null && q!=null)

return false;

else if(p!=null && q==null)

return false;

else if(p.val != q.val)

return false;

else

return isSameTree(p.left,q.left) && isSameTree(p.right,q.right);

}

}

## 成绩：

0ms,beats14.78%.众数0ms,85.22%

## Cmershen的碎碎念：

其实本题的ac代码可以进一步简化，甚至简化到1行。但为了可读性仍然保持较复杂的代码。

# Easy-题目8：242. Valid Anagram

## 题目原文：

Given two strings *s* and *t*, write a function to determine if *t* is an anagram of *s*.

For example,  
*s* = "anagram", *t* = "nagaram", return true.  
*s* = "rat", *t* = "car", return false.

**Note:**  
You may assume the string contains only lowercase alphabets.

## 题目大意：

给出两个字符串s和t，写出字符串判断s和t是不是anagram。

(百度词典：anagram n. 由颠倒字母顺序而构成的字)

注意：s和t串中只有小写字母。

## 题目分析：

对两个字符串排序，再比较排序后的两个字符数组是否相等。时间复杂度nlogn.,再进行适当判断。

## 源码：（language：java）

public class Solution {

public boolean isAnagram(String s, String t) {

if(s==null||t==null||s.length()!=t.length()){

return false;

}

char[] array1 = s.toCharArray();

char[] array2 = t.toCharArray();

Arrays.sort(array1);

Arrays.sort(array2);

return Arrays.equals(array1, array2);

}

}

## 成绩：

6ms,beats 78.41%.众数：7ms 18.48%

## Cmershen的碎碎念：

一开始想到用HashSet，后来想到字母中可能有重复，就发现自己走了弯路。

# Easy-题目9：171. Excel Sheet Column Number

## 题目原文：

Given a column title as appear in an Excel sheet, return its corresponding column number.

For example:

A -> 1

B -> 2

C -> 3

...

Z -> 26

AA -> 27

AB -> 28

## 题目大意：

把Excel中的列号转换成自然数的列号。

## 题目分析：

递归计算，列号长度为0时对应0，否则为除最后一位的子串对应列号\*26加末尾一位字母的序号。

例如：ABC列对应的自然数是 AB列对应的自然数（28）\*26+C的字母序号（3）。

## 源码：（language：java）

public class Solution {

public int titleToNumber(String s) {

return (s.length()==0)?0:titleToNumber(s.substring(0, s.length()-1))\*26+s.charAt(s.length()-1)-'A'+1;

}

}

## 成绩：

3ms,beats 11.31%,众数3ms,66.06%

# Easy-题目10：217. Contains Duplicate

## 题目原文：

Given an array of integers, find if the array contains any duplicates. Your function should return true if any value appears at least twice in the array, and it should return false if every element is distinct.

## 题目大意：

判断一个整形数组里面是否含有重复(duplicate)的数字.

## 题目分析：

利用HashSet中集合的唯一性。若集合中存在的元素再次被add，则添加失败。此时返回true。

## 源码：（language：java）

public class Solution {

public boolean containsDuplicate(int[] nums) {

HashSet<Integer> set=new HashSet<Integer>();

for(int i:nums) {

if(!set.add(i))

return true;

}

return false;

}

}

## 成绩：

9ms，beats 61.51%,众数16ms，16.44%

# Easy-题目11：169. Majority Element

## 题目原文：

Given an array of size *n*, find the majority element. The majority element is the element that appears more than ⌊ n/2 ⌋ times.

You may assume that the array is non-empty and the majority element always exist in the array.

## 题目大意：

找出一个数组的主元素，即在数组中出现的次数>n/2.

## 分析：

使用repeatTimes变量记录主元素重复次数，每次遇到重复的就+1，不重复的就-1.减到0时就更新当前主元素。（利用主元素出现次数比其他数出现之和多这一性质。）

## 源码：（language：c）

int majorityElement(int\* nums, int numsSize) {

int i,mainElement,repeatTimes = 0;

//每次若不相同则减小这个计数，若相同则增加

for(i = 0;i<numsSize;i++) {

if(repeatTimes == 0){

mainElement = nums[i];

repeatTimes = 1;

}

else{

if(mainElement == nums[i])

repeatTimes++;

else

repeatTimes--;

}

}

return mainElement;

}

## 成绩：

8ms,beats 36.16%.众数：8ms 63.84%

## Cmershen的碎碎念：

此题好像是考研408模拟题中的一道题，听说也经常在面试中出现。一开始我想到的是用HashMap记录每个元素出现的次数，最大的就是主元素。但这样的空间复杂度就是O(n),而上述算法有更优的O(1)空间复杂度。

# Easy-题目12：206. Reverse Linked List

## 题目原文：

Reverse a singly linked list.

## 题目大意：

翻转单链表。

## 题目分析：

使用递归函数，先把头结点后面的链表翻转过来，再把头结点安到末尾即可。

## 源码：（language：c）

struct ListNode\* reverseList(struct ListNode\* head) {

if(!head || !head->next)

return head;

else {

struct ListNode \*temp=head->next;

struct ListNode \*newHead=reverseList(head->next);

temp->next=head;

head->next=NULL;

return newHead;

}

}

## 成绩：

0ms，beats 17.11%.众数0ms,82.89%

## Cmershen的碎碎念：

使用temp指针指向原链表的第二个节点，这样翻转后就到了最后一个节点，把原来的head安到temp后面即可。

# Easy-题目13：13. Roman to Integer

## 题目原文：

Given a roman numeral, convert it to an integer.

Input is guaranteed to be within the range from 1 to 3999.

## 题目大意：

把1-3999之内的罗马数字转换为整数。

## 题目分析：

先用HashMap记录数字与字母的映射关系，再根据罗马数字的换算法则逐位进行转换。遇到40,4等前面数比后面数小的情况时，要将两位看做一个整体进行换算。

## 源码：（language：java）

public class Solution {

public int romanToInt(String s) {

int num=0;

HashMap<Character,Integer> convert=new HashMap<Character,Integer>();

convert.put('I', 1);

convert.put('V', 5);

convert.put('X', 10);

convert.put('L', 50);

convert.put('C', 100);

convert.put('D', 500);

convert.put('M', 1000);

for(int i=0;i<s.length();i++) {

int num1=convert.get(s.charAt(i));

int num2=0;

if(i!=s.length()-1)

num2=convert.get(s.charAt(i+1));

if(num1>=num2)

num+=num1;

else {

num+=(num2-num1);

i++;

}

}

return num;

}

}

## 成绩：

18ms，beats24.69% 众数7ms，15.29%

## Cmershen的碎碎念：

1. 此题成绩很差，可能是HashMap的效率过低造成的，但总体的时间复杂度为O（n）。当然可以暴力穷举，用switch + 3999个case语句完成此题。（这个时间复杂度显然为O(1)但谁会那么无聊呢？）
2. 罗马数字计算方法（摘自百度百科）：
3. 七个基本符号：I（1）、V（5）、X（10）、L（50）、C（100）、D（500）、 M（1000）
4. 相同的数字连写，所表示的数等于这些数字相加得到的数，如 Ⅲ=3；
5. 小的数字在大的数字的右边，所表示的数等于这些数字相加得到的数，如 Ⅷ=8、Ⅻ=12；
6. 小的数字（限于 Ⅰ、X 和 C）在大的数字的左边，所表示的数等于大数减小数得到的数，如 Ⅳ=4、Ⅸ=9；
7. 在一个数的上面画一条横线，表示这个数增值 1,000 倍，如=5000。

# Easy-题目14：235.Lowest Common Ancestor of a Binary Search Tree

## 题目原文：

Given a binary search tree (BST), find the lowest common ancestor (LCA) of two given nodes in the BST.

According to the definition of LCA on Wikipedia: “The lowest common ancestor is defined between two nodes v and w as the lowest node in T that has both v and w as descendants (where we allow a node to be a descendant of itself).”
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For example, the lowest common ancestor (LCA) of nodes 2 and 8 is 6. Another example is LCA of nodes 2 and 4 is 2, since a node can be a descendant of itself according to the LCA definition.

## 题目大意：

给出一个二叉排序树，求两个节点的最近公共祖先。（一个节点的祖先也可以是自己）

## 题目分析：

1. 空节点的祖先是空；
2. 若当前根节点的值比两个节点的值都大，则公共祖先在左子树里，递归向左子树搜索；
3. 若当前根节点的值比两个节点的值都小，则公共祖先在右子树里，递归向右子树搜索；
4. 上述情况均不成立，则当前节点就是公共祖先。

## 源码：（language：c）

struct TreeNode\* lowestCommonAncestor(struct TreeNode\* root, struct TreeNode\* p, struct TreeNode\* q) {

if (!root || !p || !q)

return NULL;

else if (root->val < p->val && root->val < q->val)

return lowestCommonAncestor(root->right, p, q);

else if (root->val > p->val && root->val > q->val)

return lowestCommonAncestor(root->left, p, q);

else

return root;

}

## 成绩：

24ms,beats 22.03%,众数24ms，77.40%

## Cmershen的碎碎念：

注意利用二叉排序树的定义的性质。总结如下：

二叉排序树或者是一棵空树，或者是具有下列性质的二叉树：

（1）若左子树不空，则左子树上所有结点的值均小于它的根结点的值；

（2）若右子树不空，则右子树上所有结点的值均大于它的根结点的值；

（3）左、右子树也分别为二叉排序树；

（4）没有键值相等的节点。

性质：二叉排序树的中序遍历是递增序列。

# Easy-题目15：191. Number of 1 Bits

## 题目原文：

Write a function that takes an unsigned integer and returns the number of ’1' bits it has (also known as the Hamming weight).

For example, the 32-bit integer ’11' has binary representation 00000000000000000000000000001011, so the function should return 3.

## 题目大意：

给出一个整数，求它的二进制形式里面有多少个‘1’。

## 题目分析：

如果n 只有1位（0或1），直接返回n，否则返回n的最后一位加上n右移一位所得数中1的个数（递归计算）。

## 源码：（language：c）

int hammingWeight(uint32\_t n) {

return (n==0||n==1)?n:(hammingWeight(n/2)+n%2);

}

## 成绩：

4ms，beats3.83% 众数4ms，96.17%

## Cmershen的碎碎念：

Java中有一个库函数可以水过此题：Integer.bitCount(n);

# Easy-题目16：328. Odd Even Linked List

## 题目原文：

Given a singly linked list, group all odd nodes together followed by the even nodes. Please note here we are talking about the node number and not the value in the nodes.

You should try to do it in place. The program should run in O(1) space complexity and O(nodes) time complexity.

Example:

Given 1->2->3->4->5->NULL,

return 1->3->5->2->4->NULL.

## 题目大意：

给出一个单链表，把奇数节点放在偶数节点的前面。

## 题目分析：

新开两个头结点oddHead和evenHead，然后扫链表，交替的接在两个新头结点的后面，最后把odd链表的尾节点接到even链表的头结点上。

## 源码：（language：java）

public class Solution {

public ListNode oddEvenList(ListNode head) {

if(head == null)

return head;

ListNode oddHead = head,evenHead =head.next;

ListNode prevOdd = oddHead,prevEven = evenHead;

while(prevOdd.next != null && prevEven.next != null){

prevOdd.next = prevEven.next;

prevOdd = prevOdd.next;

prevEven.next = prevOdd.next;

prevEven = prevEven.next;

}

prevOdd.next = evenHead;

return oddHead;

}

}

## 成绩：

1ms,beats 5.71%,众数1ms,92.88%

# Easy-题目17：83. Remove Duplicates from Sorted List

## 题目原文：

Given a sorted linked list, delete all duplicates such that each element appear only once.

For example,

Given 1->1->2, return 1->2.

Given 1->1->2->3->3, return 1->2->3.

## 题目大意：

给出一个排序的单链表，删除所有重复元素使得每个元素仅出现一次。

## 题目分析：

判断当前节点的值是否等于其后继节点，若等于则删除后继节点（p->next=p->next->next），否则当前节点向右移动(p=p->next)。

## 源码：（language：c）

struct ListNode\* deleteDuplicates(struct ListNode\* head) {

struct ListNode\* p = head;

if(!head)

return;

while(p->next) {

if(p->val == p->next->val)

p->next=p->next->next;

else

p=p->next;

}

return head;

}

## 成绩：

4ms,beats 10.82%,众数4ms,89.18%

# Easy-题目18：70. Climbing Stairs

## 题目原文：

You are climbing a stair case. It takes *n* steps to reach to the top.

Each time you can either climb 1 or 2 steps. In how many distinct ways can you climb to the top?

## 题目大意：

你在爬一个n阶的楼梯，每次可以上1阶也可以上2阶。有多少种不同的爬法？

## 题目分析：

设爬n阶的楼梯不同的方法是f(n),则最后一次可以爬1阶也可以爬2阶。因此f(n)=f(n-1)+f(n-2).这个公式很熟悉吧。。没错此题即是求斐波那契数列的n+1项。为什么是n+1项呢，因为斐波那契数列是1,1,2,3,….而爬楼梯问题的方法数是1,2,3,5…

## 源码：（language：c）

int climbStairs(int n) {

int i,sum1=1,sum2=2,sum=0;

if(n==1||n==2)

return n;

else {

for(i=2;i<n;i++) {

sum=sum1+sum2;

sum1=sum2;

sum2=sum;

}

return sum;

}

}

## 成绩：

0ms，beats0.16% 众数0ms,99.84%.

## Cmershen的碎碎念：

求斐波那契数列切勿用递推公式f(n)=f(n-1)+f(n-2)，会引起超时。因为随着n的增加会大量出现重复计算，使用递推的算法复杂度是NP难的，而本算法是O(n)复杂度的。如果使用斐波那契的通项公式（什么？你不知道斐波那契可以求通项？回去复习高中数学一百遍！）算法复杂度可降低到O(1)，但通项中的系数是无理数，在计算机中不易表示。

斐波那契数列通项公式如下：

![http://h.hiphotos.baidu.com/baike/s%3D246/sign=42c5afe59c25bc312f5d069c68df8de7/3ac79f3df8dcd100d591820a778b4710b9122f8f.jpg](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAPYAAAAuBAMAAADpUfm5AAAAMFBMVEX///8EBATm5uZQUFBiYmLMzMwiIiKenp6Kioq2trYWFhYwMDBAQEAMDAx0dHQAAADgJkCyAAAAAXRSTlMAQObYZgAABUpJREFUWAm9WE1oJEUUfpnM9PxkfjaCf6DsiKInyQgqXhZGEA9edmQv6iUtsuuqhwx7UBAhAwobUMyIuId4yKh4MCIJIosX3YEFL6KJoKzowXhQ8CA7+LfrGnf8qquq+73qqZ4sqA9S9b73fVWvq7qm5k2I/i0rDZ7t7HeuK9HuZ87bjq8196NTmn1ql8ewkXfS5xQ9VnTx7ZpXpYkr0UYjPk8mnLSlhgY123o9kVKB+db1aS2f6q9OIr3EjT1Dgwr697GHK8WKxPFpE4X0Cjsz43EvihW7ROUtl6aD44tEDxFV6CzjnoHP9wGwsOPRsmHCzbeClRUdmcPwu0eCpXyLjq/0sGgZJsIzHlmSQa9WyhJU6SOlNrWMopO70ldZiKpdrbFttD/LFunep5Uqi3BgbqKqRXfCMbmfj2IRTUPll6IniKJRM9tGx3NnaJNRzKvfSPQi3br5tY6dQ8dzazr35N89vIwDbBzcmtoHljtLK0cadGK7Sx/SkYeXeipQ+AUNz63pwl2ncNboTyVJbLEJn+XO0iajuLc4oKuAZ0IVrKul8dxkaLoGxFtKktj3ymW5s7TJKO7NXSgPgKs7KhiEaKLcD84fnL8WwND0GfyP8MfsmPJV7kc2NjbeQZ+hVdK0Ff7ItxGthopqDNGIdRuaPgFxuIkmsT3l8nVnaJNRwjuz1qcOVVoquNBGI3KTonGA1X6v9tHElvtNuTy3XwthJxqo28hVzfqjREfVmup7/eUeAiV14Ij0Zyyig05exdZ7Km6tqI4frTYtRq+mEtrZ74h+3vsULySvdT8wNdwAe7f2zfs4aFt0Xq3sgb92lcLkVnT5vXebiCy2VNxaXR37/ObHFqNPaxfxNgd0kuhVLQuYGm75gsHIve3sCadxGrb4yOrvHEV+PFWsXcADbdFrRE9ocdCVg0IDkdu5nSPC0vgc7hhl1AUjjrQfxiGjbeAKaiOYO6CZ+lD3tm0aB7k3bYz1lsYsIndlQu6UFrkbPUxWD4nup3s7ZfMMCAlD7jdEwAU1MbAikEeL3OudcoeqQ8qfvmW1k8OZrczPz6urihtyf8FxypcrlU/iio0WuVePLeGlt4jOtl5J3ct2GHLjiyXDZG759t1hSe5DVMRa20Qb9CORPdiOfmpuc7oKuEI3+s7Jc+Yio8W6n1JU0Ca6SB+IdTeiEjRqRsh9CbIkIrwRJtCXjpoL1hjgT0gSEGuR+0slxvsuj+h6InwwPe87e8/lpyp7z+N156LrLx9SPsxd7uIBJtp/c9aevtRGNtQd1d3yOXV3TrSpueXJlsid0bDYc21f6W6uZ7DpbIGM3JuCKdtKykRltorYPo82zv2CnqMiEuBYmAIZuZcEdfvJzT4PyDcs375HG+c21Si+VYTZAhn33naTMz/RQovjRshRVZx6jxbfY9pyehVdi01vC+TSY53DYp1Nqg25dkGgvCgdJ2vrp/n4CX5cIOP+c55rZpfr1wUqOVdUlpbPInxbICO4KGYnwgXMTD5Z4TKj4GZppVIgXSAj1GiJOD0u4PmmgL8KlK2VUo50gYxIbYuH1a9AbndwQPStgNlaIRWgGho4uyPipwTS3wpJ6FDiwsvWCikDtkBGSF63uTeZCu51Eq5zOEXLpdyPCmQTwDdNYrV7Xj6aIFI1B7eZPkNTtEwp3KhANhFe8dKZ8Q18+uJADKO5XYanaJnS677kZVCLtyVZGkrMkavlnM8PfATiQdMhQwczmNIyzufWOz6G6GaXcn7gcDql5aTP7/kIohMuNel/XEaT0rpjJ2F+uBw+RZUdAYMpLeP+N/cfWaiVuALB0DIAAAAASUVORK5CYII=)

# Easy-题目19：263. Ugly Number

## 题目原文：

Write a program to check whether a given number is an ugly number.

Ugly numbers are positive numbers whose prime factors only include 2, 3, 5. For example, 6, 8 are ugly while 14 is not ugly since it includes another prime factor 7.

Note that 1 is typically treated as an ugly number.

## 题目大意：

判断一个数是不是丑陋数。

丑陋数的定义：丑陋数是因子中只包含于2，3，5的正整数。特殊地，1是丑陋数。

## 题目分析：

直观地，用2,3,5分别试除这个数，若可以整除直至得到1，则该数是丑陋数。

## 源码：（language：java）

public class Solution {

public boolean isUgly(int num) {

if(num==0)

return false;

while(num!=1) {

if(num%2==0)

num/=2;

else if(num%3==0)

num/=3;

else if(num%5==0)

num/=5;

else

return false;

}

return true;

}

}

## 成绩：

2ms，beats 18.00%,众数2ms，82.00%

## Cmershen的碎碎念：

此题显然有递归解法，因为n是丑数等价于n/2,n/3,n/5中有一个是丑数。但是提交递归解法会超时。

# Easy-题目20：202. Happy Number

## 题目原文：

Write an algorithm to determine if a number is "happy".

A happy number is a number defined by the following process: Starting with any positive integer, replace the number by the sum of the squares of its digits, and repeat the process until the number equals 1 (where it will stay), or it loops endlessly in a cycle which does not include 1. Those numbers for which this process ends in 1 are happy numbers.

**Example:**19 is a happy number

* 12 + 92 = 82
* 82 + 22 = 68
* 62 + 82 = 100
* 12 + 02 + 02 = 1

## 题目大意：

判断一个数是不是“快乐的”。

快乐数的定义是：把一个正整数每个数位上的数求平方和，得到的数再求平方和……若能够得到1则为快乐数。

## 题目分析：

根据百度百科 任何不快乐数都会陷入4 → 16 → 37 → 58 → 89 → 145 → 42 → 20 → 4 的死循环。因此可以设计算法：不断求当前数的平方和，若出现上述数之一则返回false，若得到1则返回true。

## 源码：（language：java）

public class Solution {

public boolean isHappy(int num) {

while(true) {

if(num==1)

return true;

else if(num==4||num==16||num==37||num==58||num==89||num==145||num==42||num==20)

return false;

else {

int newnum=0;

while(num!=0) {

newnum=newnum+(num%10)\*(num%10);

num=num/10;

}

num=newnum;

}

}

}

}

## 成绩：

2ms，beats 85.98%，众数6ms，25.67%

## Cmershen的碎碎念：

Trivial的方法是，使用一个hashset记录迭代过程中出现的数字，如果出现重复的则不是快乐数。但本算法中利用了重复数字的规律可以减少迭代次数和在hashset中的比较开销，在此第二次感叹数学的强大。

# Easy-题目21：326. Power of Three

## 题目原文：

Given an integer, write a function to determine if it is a power of three.

**Follow up:**  
Could you do it without using any loop / recursion?

## 题目大意：

给出一个整数，判断是不是3的幂。

你能否不使用循环或者递归？

## 题目分析：

如果使用循环或者递归那就很简单了，如果不使用，则判断能否被3^19整除。（为什么是19？因为3^20就超过了int的上限。）

## 源码：（language：c）

使用递归：

bool isPowerOfThree(int n) {

return (n==0||n==1)?n:((n%3)?false:isPowerOfThree(n/3));

}

不使用递归：

bool isPowerOfThree(int n) {

return ( n>0 && 1162261467%n==0);

}

## 成绩：

使用递归：100ms,beats 97.81%

不使用递归：112ms beats 70.84%

众数：112ms,13.13%

## Cmershen的碎碎念：

本题一个不理解的地方是，为什么递归比非递归快。似乎递归的算法是O(logn)的，而非递归的算法是O(1)的。难道是因为计算1162261467 % n是很费时间的？这个问题希望有人给予解释。

# Easy-题目22：231. Power of Two

## 题目原文：

Given an integer, write a function to determine if it is a power of two.

## 题目大意：

给出一个整数，判断是不是2的幂。

## 题目分析：

跟上题如出一辙，但还有一种方法是利用位运算，即2的幂的最高位是1，其余位全是0这一性质，判断n和n-1按位与是否等于0来解决。@15-信安-L。

## 源码：（language：c）

递归解法：

bool isPowerOfTwo(int n) {

return (n==0||n==1)?n:(n%2?0:isPowerOfTwo(n/2));

}

按位与解法：

bool isPowerOfTwo(int n) {

return (n&n-1)==0&&n>0;

}

暴力枚举：

bool isPowerOfTwo(int n) {

return (n==1||n==2||n==4||n==8||n==16||n==32||n==64||n==128||n==256||n==512||n==1024||n==2048||n==4096||n==8192||n==16384||n==32768||n==65536||n==131072||n==262144||n==524288||n==1048576||n==2097152||n==4194304||n==8388608||n==16777216||n==33554432||n==67108864||n==134217728||n==268435456||n==536870912||n==1073741824);

}

## 成绩：

三种算法都是4ms，beats44.98%，众数4ms，55.02%。

# Easy-题目23：21. Merge Two Sorted Lists

## 题目原文：

Merge two sorted linked lists and return it as a new list. The new list should be made by splicing together the nodes of the first two lists.

## 题目大意：

把两个排序的链表合并成一个链表并仍然保持有序。

## 题目分析：

1. 如果一个链表是空的，则返回另一个。
2. 令两个指针l1和l2分别指向A、B两个链表的头，扫两个链表，对应节点谁较小谁就接到新链表的尾部，若相等两个都接上。
3. 当其中一个链表扫完，另一个未扫完的时候，把未扫完的部分接到新链表尾部。

## 源码：（language：java）

public class Solution {

public ListNode mergeTwoLists(ListNode l1, ListNode l2) {

if(l1==null)

return l2;

else if(l2==null)

return l1;

else {

ListNode head=new ListNode(Math.min(l1.val,l2.val));

ListNode temp=head;

if(temp.val==l1.val && temp.val==l2.val) {

head.next=new ListNode(l1.val);

temp=temp.next;

}

if(temp.val==l1.val)

l1=l1.next;

if(temp.val==l2.val)

l2=l2.next;

while(l1!=null && l2!=null) {

if(l1.val<=l2.val) {

ListNode p=new ListNode(l1.val);

temp.next=p;

temp=p;

l1=l1.next;

}

else {

ListNode p=new ListNode(l2.val);

temp.next=p;

temp=p;

l2=l2.next;

}

}

if(l1==null)

temp.next=l2;

else if(l2==null)

temp.next=l1;

return head;

}

}

}

## 成绩：

1ms，beats 12.13%，众数1ms，87.87%

# Easy-题目24：110. Balanced Binary Tree

## 题目原文：

Given a binary tree, determine if it is height-balanced.

## 题目大意：

判断一个树是不是二叉平衡树。

## 题目分析：

二叉平衡树可递归定义如下：

1. 空树是平衡二叉树。
2. 平衡二叉树的左子树和 右子树高度差不超过1，且左右子树都是平衡二叉树。

严格按此定义设计算法即可。

## 源码：（language：java）

public class Solution {

public boolean isBalanced(TreeNode root) {

if(root==null)

return true;

else if(Math.abs(getHeight(root.left)-getHeight(root.right))<=1 && isBalanced(root.left) && isBalanced(root.right))

return true;

else

return false;

}

private int getHeight(TreeNode root)

{

if(root==null)

return 0;

else

return Math.max(getHeight(root.left),getHeight(root.right))+1;

}

}

## 成绩：

2ms，beats 23.38%，众数2ms，64.97%

# Easy-题目25：101. Symmetric Tree

## 题目原文：

Given a binary tree, check whether it is a mirror of itself (ie, symmetric around its center).

## 题目大意：

给一个二叉树，判断它是不是沿中线轴对称的。

## 题目分析：

1. 空树是轴对称的。
2. 轴对称的两棵子树tree1和tree2应满足以下递归条件：
   1. 对应值相等；
   2. Tree1的右子树和tree2的左子树是轴对称的；
   3. Tree1的左子树和tree2的右子树的轴对称的。

## 源码：（language：java）

public class Solution {

public boolean isSymmetric(TreeNode root) {

if(root== null)

return true;

return isSymmetric(root.left, root.right);

}

public boolean isSymmetric(TreeNode tree1, TreeNode tree2){

if(tree1==null && tree2==null)

return true;

else if(tree1 == null || tree2 == null || tree1.val != tree2.val)

return false;

else

return isSymmetric(tree1.left, tree2.right) && isSymmetric(tree1.right, tree2.left);

}

}

## 成绩：

1ms，beats21.41%，众数1ms，78.59%

## Cmershen的碎碎念：

这道题很基础，但当时却没有想到。这种题应该予以重视，以免面试时面对如此简单题却无能为力。

# Easy-题目26：198. House Robber

## 题目原文：

You are a professional robber planning to rob houses along a street. Each house has a certain amount of money stashed, the only constraint stopping you from robbing each of them is that adjacent houses have security system connected and it will automatically contact the police if two adjacent houses were broken into on the same night.

Given a list of non-negative integers representing the amount of money of each house, determine the maximum amount of money you can rob tonight without alerting the police.

## 题目大意：

你是一个专业的小偷，计划偷取一条街上的房子。每一个房子内有确定数量的钱，但每两间房子之间连有警报器，如果两个相邻的房子都被偷了，则警报器报警。

用一个数组代表每间房子里拥有的钱数，求出小偷在不引发警报的情况下获得的最大钱数。

## 题目分析：

一个很简单的DP问题。设dp[n]为从头开始偷到第n家获得的钱数，则转移方程如下：

dp[n]=max(dp[n-1],dp[n-2]+money[n])

因为如果不偷第n家，则获得的最大钱数与偷前n-1家获得的钱数相同，如果偷第n家，则第n-1家不能偷，获得的钱数就是前n-2家的最大收益加上第n家里有的钱。

而编码过程中因为dp[n]只与n-1和n-2两项有关系，所以只需要保留两个变量，而不需开一个长度为n的数组。

## 源码：（language：c）

int rob(int\* nums, int numsSize) {

if(numsSize==0)

return 0;

if(numsSize==1)

return nums[0];

else if(numsSize==2)

return nums[0]>nums[1]?nums[0]:nums[1];

else

{

int i;

int dp1,dp2,dp;

dp1=nums[0];

dp2=nums[0]>nums[1]?nums[0]:nums[1];

for(i=2;i<numsSize;i++)

{

dp=dp2>dp1+nums[i]?dp2:dp1+nums[i];

dp1=dp2;

dp2=dp;

}

return dp;

}

}

## 成绩：

0ms，beats3.60%，众数0ms，96.40%

## Cmershen的碎碎念：

本题应该是从第一题以来第一道用dp解决的题目。以后遇到dp的题要多注意，多考虑dp数组构造的方法以及转移方程的确立。

# Easy-题目27：107.Binary Tree Level Order Traversal II

## 题目原文：

Given a binary tree, return the bottom-up level order traversal of its nodes' values. (ie, from left to right, level by level from leaf to root).

## 题目大意：

给出一个二叉树，求层次遍历结果。其中，层次靠后的先输出。

## 题目分析：

与普通的层次遍历不同，本题要求输出为二维数组，其中第一层维度代表层数。因此使用了两个队列，分别记录节点和层数。每次层数发生变化时，将当前数组（第二层数组）加入第一层。

## 源码：（language：java）

public class Solution {

public List<List<Integer>> levelOrderBottom(TreeNode root) {

Queue<TreeNode> queue=new LinkedList<TreeNode>();

Queue<Integer> levelqueue=new LinkedList<Integer>();

queue.add(root);

levelqueue.add(1);

List<List<Integer>> result=new ArrayList();

List<Integer> temp=new ArrayList<Integer>();

if(root==null)

return result;

while(!queue.isEmpty()) {

TreeNode current=queue.remove();

int curLevel=levelqueue.remove();

if(curLevel==result.size()) {

temp.add(current.val);

}

else {

result.add(temp);

temp=new ArrayList<Integer>();

temp.add(current.val);

}

if(current.left!=null) {

queue.add(current.left);

levelqueue.add(curLevel+1);

}

if(current.right!=null) {

queue.add(current.right);

levelqueue.add(curLevel+1);

}

}

result.add(temp);

result.remove(0);

Collections.reverse(result);

return result;

}

}

## 成绩：

4ms,beats 10.19%,众数3ms,46.84%

## Cmershen的碎碎念：

本题成绩较差，代码逻辑也很混乱，应该是因为处理的过程中流程过于复杂，且最后一步将数组翻转比较浪费时间。应考虑使用堆栈和队列两种数据结构存储数组。

# Easy-题目28：27.Remove Element

## 题目原文：

Given an array and a value, remove all instances of that value in place and return the new length.

The order of elements can be changed. It doesn't matter what you leave beyond the new length.

## 题目大意：

给一个数组，删除指定元素，并且返回剩下的数组长度。原数组的顺序可以改变。新长度以后的数据是无关紧要的。

## 题目分析：

使用Java STL中的ArrayList存储数组，遇到指定元素则跳过一次，再遍历ArrayList，把删除后的数组存回原数组，返回ArrayList的长度。

## 源码：（language：java）

public class Solution {

public int removeElement(int[] nums, int val) {

ArrayList<Integer> list=new ArrayList<Integer>();

for(int i=0;i<nums.length;i++) {

if(nums[i]!=val)

list.add(nums[i]);

}

for(int i=0;i<list.size();i++)

nums[i]=list.get(i);

return list.size();

}

}

## 成绩：

2ms,beats 0.74%,众数1ms,67.19%

## cmershen的碎碎念：

这道题也得到了一个很差的成绩，原因是使用了开销比较大的STL，且重复了两次写数组。可以通过two pointer的思想改进一下，一个指针指向待存位置，一个指针指向正在扫描的位置，这样仅需一次读写数组。此外，该题的tag中提示了two pointer，以后在做题时tag的信息应予以注意，因为是很好的提示。

# Easy-题目29：26. Remove Duplicates from Sorted Array

## 题目原文：

Given a sorted array, remove the duplicates in place such that each element appear only once and return the new length.

Do not allocate extra space for another array, you must do this in place with constant memory.

For example,

Given input array nums = [1,1,2],

Your function should return length = 2, with the first two elements of nums being 1 and 2 respectively. It doesn't matter what you leave beyond the new length.

## 题目大意：

给一个按序排列好的数组，在原位上删除相同元素，只留下一个，并返回新的长度。

不要使用新空间。

例如，原数组为[1,1,2]则返回2，并把原数组修改为[1,2].在新长度以后的数字是不用考虑的。

## 题目分析：

吸取上题经验之后，使用双指针，其中“指针”i代表当前扫描的位置，“指针”count指向要插入的位置。每次比较i和i-1下标对应元素是否相同，若相同则i是冗余的，直接跳过，否则count指针对应元素记录下来当前数值，并右移count。i扫完后count就代表不重复数字的个数。

## 源码：（language：java）

public class Solution {

public int removeDuplicates(int[] A) {

int len = A.length;

if (len == 0)

return 0;

int count = 1;

for (int i = 1; i < len; i++) {

if (A[i] != A[i - 1])

A[count++] = A[i];

}

return count;

}

}

## 成绩：

1ms,beats 54.30%,众数2ms,46.31%

## cmershen的碎碎念：

本题的i“指针”是与i-1作比较，因此i从1开始遍历以防止数组越界。

严格而言，i和count是int类型，而不是指针（int\*类型），且java中没有指针。但i和count起到了类似于C语言指针的作用。

# Easy-题目30：66. Plus One

## 题目原文：

Given a non-negative number represented as an array of digits, plus one to the number.

The digits are stored such that the most significant digit is at the head of the list.

## 题目大意：

对用各数位的数组表示一个非负数做+1运算。数组的头部代表数字的高位。

（例如，数字123用数组[1,2,3]表示，加1运算后返回数组[1,2,4]）。

## 题目分析：

分两种情况考虑。

1. 这个数字全是9，这是一种最特殊的情况，因为新数组的长度跟原来数组不一样。
2. 其他情况，则仿照竖式加法，从最后一位开始，寻找第一个不是9的数位（一定存在，否则在情况1中已经解决），这一位加1，后面的数位全部置为0.

## 源码：（language：java）

public class Solution {

public int[] plusOne(int[] digits) {

int len=digits.length;

if(len==0)

return null;

boolean all9=true;

for(int i=0;i<len;i++) {

if(digits[i]!=9) {

all9=false;

break;

}

}

if(all9) { //this num has the form of 999......... , which will be 1000.... after added 1.

int[] result=new int[len+1];

result[0]=1;

return result;

}

else {

if(digits[len-1]<9)

digits[len-1]++;

else {

digits[len-1]=0;

int i=len-2;

while(digits[i]==9)

digits[i--]=0;

digits[i]++;

}

return digits;

}

}

}

## 成绩：

1ms,beats 4.41%，众数：0ms,58.86%

## cmershen的碎碎念：

本题巧用了Java的变量初始化，对整形及整形数组的元素，未赋值的均初始化为0.（不像c中还有什么UVF……）

# Easy-题目31：118. Pascal's Triangle

## 题目原文；

Given numRows, generate the first numRows of Pascal's triangle.

## 题目大意：

输入行数n，输出Pascal三角形（杨辉三角）的前n行。

## 题目分析：

如果逐一用组合数公式求二项式系数，肯定会超时。因此利用组合数的性质公式从上一行递推出本行的系数。（这个公式你不会？？回去复习高中数学10000遍……）

## 源码：（language：java）

public class Solution {

public List<List<Integer>> generate(int numRows) {

List<List<Integer>> triangle=new ArrayList<List<Integer>>();

for(int i=0;i<numRows;i++) {

List<Integer> line=new ArrayList<Integer>();

for(int j=0;j<=i;j++)

line.add((j==0||j==i)?1:triangle.get(i-1).get(j-1)+triangle.get(i-1).get(j));

triangle.add(line);

}

return triangle;

}

}

## 成绩：

1ms,35.14%,众数1ms,64.86%.

## cmershen的碎碎念：

使用公式递推的时候，仍要注意数组越界的问题。

# Easy-题目32：172. Factorial Trailing Zeroes

## 题目原文：

Given an integer *n*, return the number of trailing zeroes in *n*!.

## 题目大意：

给出正整数n，求n!末尾有几个0.

## 题目分析：

trivial的做法是把n！求出来，然后除10直到余数不为0，但开销太大（使用BigInteger）

那么分析一下：

（1）0的来源是2\*5=10，那么将n！因式分解，有几个2\*5就有几个0；

（2）只有末尾是5和0的数里面才有因子5，所以无论如何，n！中因子5都比因子2多，因此数n!里面有几个因子5即可。

（3）接下来比较难以理解，使用分治算法逐步降低问题规模，其递推公式为：

令f(x)表示正整数x中因子5的个数

当0 < n < 5时，f(n!) = 0;

当n >= 5时，f(n!) = k + f(k!), 其中 k = n / 5（取整）。

## 源码：（language：c）

int trailingZeroes(int n) {

int ret = 0;

while(n) {

ret += n/5;

n /= 5;

}

return ret;

}

## 成绩：

0ms,beats 62.92%,众数4ms,59.55%.

## cmershen的碎碎念::

代码实现仅有6行，但其中的数学背景却不是很好理解。该递推关系的数学推导见<http://blog.csdn.net/niushuai666/article/details/6695790>

# Easy-题目33：102. Binary Tree Level Order Traversal

## 题目原文：

Given a binary tree, return the *level order* traversal of its nodes' values. (ie, from left to right, level by level).

## 题目大意：

按层次遍历二叉树。

## 题目分析：

与前面的[Easy第27题](#_Easy-题目27：107.Binary_Tree_Level)类似，只是不用翻转最后的结果数组。

## 源码：（language：java）

public class Solution {

public List<List<Integer>> levelOrder(TreeNode root) {

Queue<TreeNode> queue=new LinkedList<TreeNode>();

Queue<Integer> levelqueue=new LinkedList<Integer>();

queue.add(root);

levelqueue.add(1);

List<List<Integer>> result=new ArrayList();

List<Integer> temp=new ArrayList<Integer>();

if(root==null)

return result;

while(!queue.isEmpty()) {

TreeNode current=queue.remove();

int curLevel=levelqueue.remove();

if(curLevel==result.size())

temp.add(current.val);

else {

result.add(temp);

temp=new ArrayList<Integer>();

temp.add(current.val);

}

if(current.left!=null) {

queue.add(current.left);

levelqueue.add(curLevel+1);

}

if(current.right!=null) {

queue.add(current.right);

levelqueue.add(curLevel+1);

}

}

result.add(temp);

result.remove(0);

return result;

}

}

## 成绩：

3ms,beats 14.37%,众数3ms,46.37%

# Easy-题目34：119. Pascal's Triangle II

## 题目原文：

Given an index *k*, return the *k*th row of the Pascal's triangle.

## 题目大意：

给出整数k，输出杨辉三角的第k行。

## 题目分析：

在[Easy第31题](#_Easy-题目31：118._Pascal's_Triangle)上修改，求出前n行，但只返回最后一行。

## 源码：（language：java）

public class Solution {

public List<Integer> getRow(int rowIndex) {

List<List<Integer>> triangle=new ArrayList();

for(int i=0;i<=rowIndex;i++)

{

List<Integer> line=new ArrayList<Integer>();

for(int j=0;j<=i;j++)

line.add((j==0||j==i)?1:triangle.get(i-1).get(j-1)+triangle.get(i-1).get(j));

triangle.add(line);

}

return triangle.get(rowIndex);

}

}

## 成绩：

4ms,beats 3.88%,众数3ms,51.41%

## cmershen的碎碎念：

本题可能有直接生成不依赖第k-1行的算法，如果依赖前一行的推导，那么后一行可以覆盖前一行，这样只需(k-1)个额外空间。满足Follow up中 o(n)空间复杂度的要求。

# Easy-题目35：9. Palindrome Number

## 题目原文：

Determine whether an integer is a palindrome. Do this without extra space.

## 题目大意：

判断一个数是不是回文整数，要求不使用额外空间。

## 题目分析：

没想到不使用额外空间的办法，两种程序都是判断原数和翻转数是否相等来判断。一个是在字符串上的判断，一个是在数上的判断。

## 源码：（language：c/python）

方法一：

int isPalindrome(int x) {

int n=0,x2=x;

if(x<0)

return false;

while(x) {

n=n\*10+x%10;

x/=10;

}

return n==x2;

}

方法二：

class Solution(object):

def isPalindrome(self, x):

return str(x)==str(x)[::-1]

## 成绩：

c程序：56ms,beats 94.01%,众数60ms,18.43%

python程序：268ms,beats 70.58%,众数288ms,5.55%

# Easy-题目36：112. Path Sum

## 题目原文：

Given a binary tree and a sum, determine if the tree has a root-to-leaf path such that adding up all the values along the path equals the given sum.

For example:

Given the below binary tree and sum = 22,

5

/ \

4 8

/ / \

11 13 4

/ \ \

7 2 1

return true, as there exist a root-to-leaf path 5->4->11->2 which sum is 22.

## 题目大意：

给出一个二叉树和一个和值，判断是否存在一条从根节点到叶节点路径，使得路径上所有值之和等于给定的和值。

## 题目分析：

1. 若该节点为空，则不存在；
2. 若该节点为叶子节点，则判断节点值是否等于当前和值；
3. 若不是叶子节点，则向左右子树分别递归搜索下去。

## 源码：（language：c）

bool hasPathSum(struct TreeNode\* root, int sum) {

if(!root)

return 0;

else if (!root->left && !root->right)

return root->val==sum;

else

return hasPathSum(root->left,sum-root->val) || hasPathSum(root->right,sum-root->val);

}

## 成绩：

4ms,beats 73%,众数4ms,27%

# Easy-题目37：111. Minimum Depth of Binary Tree

## 题目原文：

Given a binary tree, find its minimum depth.

The minimum depth is the number of nodes along the shortest path from the root node down to the nearest leaf node.

## 题目大意：

给一个二叉树，求最小深度。

最小深度指的是沿着最短的路径从根节点走到最近的叶子节点经过的节点数。

## 题目分析：

1. 空树最小深度是0；
2. 一边子树为空的情况下，最小深度为1+非空子树最小深度；
3. 两边均有子树的情况下，最小深度为1+左右子树最小深度的最小值。

据此很容易写出递归算法。

## 源码：（language：c）

int minDepth(struct TreeNode\* root) {

if(!root)

return 0;

else if(!root->right)

return 1+minDepth(root->left);

else if(!root->left)

return 1+minDepth(root->right);

else

return 1+min(minDepth(root->left),minDepth(root->right));

}

int min(int a,int b) {

return a<b?a:b;

}

## 成绩：

4ms,beats 37.3%,众数4ms,62.7%.

## cmershen的碎碎念：

第二和第三个if不能省略，否则对一边子树为空的情况则返回1.（根节点到空树）。

# Easy-题目38：160. Intersection of Two Linked Lists

## 题目原文：

Write a program to find the node at which the intersection of two singly linked lists begins.

For example, the following two linked lists:

A: a1 → a2

↘

c1 → c2 → c3

↗

B: b1 → b2 → b3

begin to intersect at node c1.

## 题目大意：

求两个单链表的交点。

## 题目分析：

考研数据结构复习的时候见过此题，应该是链表处理的题目中比较经典的一道。解法是求出两个链表的长度，然后两个指针分别指向两个链表的头结点，先让较长的链表的指针走过差值的步数，这样两个指针距离尾节点的距离就相同了，让两个节点并行走直到遇到交点。

## 源码：（language：c）

/\*\*

\* Definition for singly-linked list.

\* struct ListNode {

\* int val;

\* struct ListNode \*next;

\* };

\*/

struct ListNode \*getIntersectionNode(struct ListNode \*headA, struct ListNode \*headB) {

if(!headA||!headB)

return NULL;

struct ListNode \*p;

int lengtha,lengthb;

for(p=headA,lengtha=0;p;p=p->next,lengtha++);

for(p=headB,lengthb=0;p;p=p->next,lengthb++);

if(lengtha>lengthb) {

for(int i=0;i<lengtha-lengthb;i++)

headA=headA->next;

}

else if (lengthb>lengtha) {

for(int i=0;i<lengthb-lengtha;i++)

headB=headB->next;

}

while(headA!=headB) {

headA=headA->next;

headB=headB->next;

}

return headA;

}

## 成绩：

32ms，beats 18.75%，众数32ms,78.91%

## cmershen的碎碎念：

这道题比较经典，但如果不给出这个算法，自己是很难想到的。

# Easy-题目39：88. Merge Sorted Array

## 题目原文：

Given two sorted integer arrays *nums1* and *nums2*, merge *nums2* into *nums1* as one sorted array.

## 题目大意：

给出两个排序好的数组nums1和nums2，把nums2合并到nums1里面成为一个有序的数组。

## 题目分析：

从后往前思考，同时从最后面往前遍历两个数组，每次把nums1和nums2数组中比较大的值依次放入nums1数组的最后面（用一个从n+m-1开始的下标记录），直到nums1或nums2数组有一个扫完，这时把另一个数组的所有数字都从后往前装到nums1里面。

## 源码：（language：java）

public class Solution {

public void merge(int[] nums1, int m, int[] nums2, int n) {

int len = m + n;//排序后总长度

while(m > 0 && n > 0){

if(nums1[m-1] > nums2[n-1]){

nums1[--len] = nums1[--m];

}else{

nums1[--len] = nums2[--n];

}

}

//余下的数字

while(m > 0){

nums1[--len] = nums1[--m];

}

while(n > 0){

nums1[--len] = nums2[--n];

}

}

}

## 成绩：

0ms,beats 46.18%,众数0ms,53.82%

## Cmershen的碎碎念：

有时候一个问题从前往后考虑比较难的时候，可以考虑从后向前思考。

# Easy-题目40：36. Valid Sudoku

## 题目原文：

Determine if a Sudoku is valid, according to: [Sudoku Puzzles - The Rules](http://sudoku.com.au/TheRules.aspx).

The Sudoku board could be partially filled, where empty cells are filled with the character '.'.

**Note:**  
A valid Sudoku board (partially filled) is not necessarily solvable. Only the filled cells need to be validated.

## 题目大意：

判断一个数独是不是合理的。

注意：一个部分填好的合理数独不一定可解，但只需要验证是否合理即可。（@15-信安-L 之前我们争论此题要不要求解数独，那么读完题意你明白了么？）

## 题目分析：

利用HashSet的性质，分别判断每个行、列、九宫格中有没有重复元素。很trivial的解法。

## 源码：（language：java）

public class Solution {

public boolean isValidSudoku(char[][] board) {

HashSet<Character> set=new HashSet<Character>();

for(int i=0;i<9;i++) {

for(int j=0;j<9;j++) {

if(board[i][j]>='0' && board[i][j]<='9') {

if(!set.add(board[i][j]))

return false;

}

}

set.clear();

}

for(int j=0;j<9;j++) {

for(int i=0;i<9;i++) {

if(board[i][j]>='0' && board[i][j]<='9') {

if(!set.add(board[i][j]))

return false;

}

}

set.clear();

}

for(int i=0;i<3;i++) {

for(int j=0;j<3;j++) {

for(int s=0;s<3;s++) {

for(int t=0;t<3;t++) {

if(board[i\*3+s][j\*3+t]>='0' && board[i\*3+s][j\*3+t]<='9') {

if(!set.add(board[i\*3+s][j\*3+t]))

return false;

}

}

}

set.clear();

}

}

return true;

}

}

## 成绩：

7ms,beats 35.54%,众数4ms,23.99%

## Cmershen的碎碎念：

本题只根据定义判断，应该是用了最为trivial的解法，因此成绩不好。

# Easy-题目41：219. Contains Duplicate II

## 题目原文：

Given an array of integers and an integer *k*, find out whether there are two distinct indices *i* and *j* in the array such that **nums[i] = nums[j]** and the difference between *i* and *j*is at most *k*.

## 题目大意：

给一个数组nums和整数K，问是否存在两个下标i和j，使得nums[i]=nums[j]，并且|i-j|≤k。

## 题目分析：

使用HashMap记录一组key-value对，其中key为数组中元素的值，value为所在下标。

当key不重复时加入HashMap即可，如果发现了重复的key，则判断当前数组下标和value值（分别对应题干中的i和j）绝对值是否≤k。

## 源码：（language：java）

public class Solution {

public boolean containsNearbyDuplicate(int[] nums, int k) {

HashMap<Integer,Integer> map=new HashMap<Integer,Integer>();

for(int i=0;i<nums.length;i++) {

if(map.containsKey(nums[i]) && Math.abs(i-map.get(nums[i]))<=k)

return true;

else

map.put(nums[i],i);

}

return false;

}

}

## 成绩：

16ms，beats 5.31%，众数14ms，30.23%

## cmershen的碎碎念：

使用了trivial的解法因此成绩低于平均值（但不算太差），可能是HashMap浪费了开销，discuss中似乎有基于快排的解法，有待日后研读。

# Easy-题目42：223. Rectangle Area

## 题目原文：

Find the total area covered by two rectilinear rectangles in a 2D plane.

Each rectangle is defined by its bottom left corner and top right corner as shown in the figure.

![https://leetcode.com/static/images/problemset/rectangle_area.png](data:image/png;base64,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)

Assume that the total area is never beyond the maximum possible value of int.

## 题目大意：

给出(A,B),(C,D),(E,F),(G,H)四个点，如图所示求围成图形的面积。

## 题目分析：

在纸上多画几种情况可以发现，A>=G、B>=H、C<=E、D<=F这四种情况下，两个矩形是不重叠的，因此直接计算面积之和，否则要减去重叠部分。

## 源码：（language：cpp）

class Solution {

public:

int computeArea(int A, int B, int C, int D, int E, int F, int G, int H) {

int area = (C-A)\*(D-B) + (G-E)\*(H-F);

if (A >= G || B >= H || C <= E || D <= F)

return area;

int top = min(D, H);

int bottom = max(B, F);

int left = max(A, E);

int right = min(C, G);

return area - (top-bottom)\*(right-left);

}

};

## 成绩：

36ms,beats 20.05%，众数36ms,37.38%.

# Easy-题目43：190. Reverse Bits

## 题目原文：

Reverse bits of a given 32 bits unsigned integer.

For example, given input 43261596 (represented in binary as 00000010100101000001111010011100), return 964176192 (represented in binary as 00111001011110000010100101000000).

## 题目大意：

对一个32位的无符号整数，翻转它的比特位。

## 题目分析：

用一个新数t从0开始记录n的最后一位，然后令n右移，t左移。

## 源码：（language：c）

uint32\_t reverseBits(uint32\_t n) {

int t=0;

for(int i=0;i<32;i++) {

t=t\*2+n%2;

n/=2;

}

return t;

}

## 成绩：

4ms,beats 10.63%,众数4ms,89.37%

# Easy-题目44：19. Remove Nth Node From End of List

## 题目原文：

Given a linked list, remove the nth node from the end of list and return its head.

For example,

Given linked list: 1->2->3->4->5, and n = 2.

After removing the second node from the end, the linked list becomes 1->2->3->5.

## 题目大意：

给出一个单链表，删除倒数第n个节点。

## 题目分析：

用两个指针，第一个指针p1指向头结点，然后第二个节点p2指向p1之后第n个节点（向右滑动n次）。然后并行向右滑动两个指针，直到p2为最后一个节点（p2->next==NULL），此时p1指向待删除节点的前一个节点，令p1=p1->next即可。

## 源码：（language：c）

struct ListNode\* removeNthFromEnd(struct ListNode\* head, int n) {

if (!head)

return NULL;

struct ListNode \*p1 = head;

struct ListNode \*p2 = head;

for(int i = 0; i < n; i++)

p2 = p2->next;

if(!p2)

return head->next;

while(p2->next) {

p1 = p1->next;

p2 = p2->next;

}

p1->next=p1->next->next;

return head;

}

## 成绩：

0ms,beats 19.70%,众数0ms,80.30%

## Cmershen的碎碎念：

本题有一个需要讨论的地方，就是在p2向右滑动n步的时候，有可能滑到最后一个节点的后面（即null），此时说明要删除的是头节点，直接返回head->next即可。

# Easy-题目45：58. Length of Last Word

## 题目原文：

Given a string *s* consists of upper/lower-case alphabets and empty space characters ' ', return the length of last word in the string.

If the last word does not exist, return 0.

## 题目大意：

给出一个字符串s，求空格分隔的最后一个单词的长度

## 题目分析：

使用Java的split这个api，按空格分割成字符串数组，返回最后一个字符串的长度。

## 源码：（language：java）

public class Solution {

public int lengthOfLastWord(String s) {

String[] words= s.split(" ");

if(words.length==0)

return 0;

return words[words.length-1].length();

}

}

## 成绩：

3ms，beats 12.92%，众数0ms，47.42%

## cmershen的碎碎念：

这道题还可以用trim修剪字符串两端的空格，再从后向前搜索，这样的时间应该会短一些，因为split的底层是依据正则表达式实现的，开销很大。

# Easy-题目46：205. Isomorphic Strings

## 题目原文：

Given two strings s and t, determine if they are isomorphic.

Two strings are isomorphic if the characters in s can be replaced to get t.

All occurrences of a character must be replaced with another character while preserving the order of characters. No two characters may map to the same character but a character may map to itself.

For example,

Given "egg", "add", return true.

Given "foo", "bar", return false.

Given "paper", "title", return true.

Note:

You may assume both s and t have the same length..

## 题目大意：

给出字符串s和t，判断他们是不是同构(isomorphic)的。

同构的定义是s和t具有相同的结构，即可用t串一个字符代替s串的一个字符，而其他字符不变。

例如，”egg”和 ”add”是同构的；”foo”和”bar”不是同构的;”paper”和”title ”是同构的。

保证s串和t串的长度相等。

## 题目分析：

使用一个HashMap记录一组key-value对，key为s串中每个字符,value为t串中每个字符。如果出现相同的key则不是同构的。

例如s=”foo”，t=”bar”,则存在o-b和o-r两个同key的映射。

但这样还不够，还要再按相同方法建立t串到s串的map，因为若s="bar",t=”foo”则不存在s串到t串中的相同key，但存在t串到s串的相同key。

## 源码：（language：java）

public class Solution {

public boolean isIsomorphic(String s, String t) {

int slen=s.length();

int tlen=t.length();

if(slen!=tlen)

return false;

else

{

HashMap<Character,Character> map=new HashMap();

for(int i=0;i<slen;i++)

{

if(!map.containsKey(s.charAt(i)))

map.put(s.charAt(i),t.charAt(i));

else

{

if(map.get(s.charAt(i)) != t.charAt(i))

return false;

}

}

map.clear();

for(int i=0;i<slen;i++)

{

if(!map.containsKey(t.charAt(i)))

map.put(t.charAt(i),s.charAt(i));

else

{

if(map.get(t.charAt(i)) != s.charAt(i))

return false;

}

}

return true;

}

}

}

## 成绩：

34ms,beats 30.09%,众数26ms，8.93%

# Easy-题目47：20. Valid Parentheses

## 题目原文：

Given a string containing just the characters '(', ')', '{', '}', '[' and ']', determine if the input string is valid.

The brackets must close in the correct order, "()" and "()[]{}" are all valid but "(]" and "([)]" are not.

## 题目大意：

给出一个括号字符串，判断括号是否正确匹配。

## 题目分析：

本题考查堆栈的使用，遇到左边的括号全部入栈，遇到右边的括号则看栈顶的括号是不是对应的左括号，如是则弹出，如不是则返回错误。如果整个括号字符串扫完之后栈恰好为空，则是合法匹配。

## 源码：（language：python）

class Solution(object):

def isValid(self, s):

"""

:type s: str

:rtype: bool

"""

stack=[]

for c in s:

if c in ['(','[','{']:

stack.append(c)

else:

if(len(stack)==0):

return False

top=stack[len(stack)-1]

if ((c == ')' and top=='(') or (c == ']' and top=='[') or (c == '}' and top == '{')):

stack.pop()

else:

return False

return len(stack)==0

## 成绩：

43ms,beats 55.57%,众数40ms,27.91%

# Easy-题目48：299. Bulls and Cows

## 题目原文：

You are playing the following Bulls and Cows game with your friend: You write down a number and ask your friend to guess what the number is. Each time your friend makes a guess, you provide a hint that indicates how many digits in said guess match your secret number exactly in both digit and position (called "bulls") and how many digits match the secret number but locate in the wrong position (called "cows"). Your friend will use successive guesses and hints to eventually derive the secret number.

For example:

Secret number: "1807"

Friend's guess: "7810"

Hint: 1 bull and 3 cows. (The bull is 8, the cows are 0, 1 and 7.)

Write a function to return a hint according to the secret number and friend's guess, use A to indicate the bulls and B to indicate the cows. In the above example, your function should return "1A3B".

Please note that both secret number and friend's guess may contain duplicate digits, for example:

Secret number: "1123"

Friend's guess: "0111"

In this case, the 1st 1 in friend's guess is a bull, the 2nd or 3rd 1 is a cow, and your function should return "1A1B".

You may assume that the secret number and your friend's guess only contain digits, and their lengths are always equal.

## 题目大意：

你在和朋友玩Bulls and Cows游戏：你写出一串数字，然后你的朋友猜这个数字，如果数位和数字完全对应，则称为bulls（用A表示），如果数字正确而数位错误，则称为cows（用B表示）。

输入你的答案和朋友的猜测，判断有几个bulls和几个cows（用xAyB）表示。

例如答案=1807，猜测=7810，则数位8正确，1，0,7数字正确但位置错误，所以输出1A3B。

## 题目分析：

使用scount和gcount两个二位数组统计各数字所在的下标，s和g两个数组记录每个数字出现了多少次，然后从0到9全部遍历，先看s[i]和g[i]，即数字i在两个串中分别出现了多少次，取较小值，先全部加到B上，再扫scount[i]和gcount[i]数组去比较i出现的数位，如果找到了相同数位，则b递减a递增，直到扫完10个数字。时间复杂度和空间复杂度都是O（n）。

## 源码：（language：java）

public class Solution {

public String getHint(String secret, String guess) {

int slen=secret.length();

boolean[][] scount=new boolean[10][slen];

boolean[][] gcount=new boolean[10][slen];

int[] s=new int[10];

int[] g=new int[10];

int a = 0,b = 0;

for(int i=0;i<slen;i++) {

scount[secret.charAt(i)-'0'][i]=true;

s[secret.charAt(i)-'0']++;

gcount[guess.charAt(i)-'0'][i]=true;

g[guess.charAt(i)-'0']++;

}

for(int i=0;i<10;i++) {

int binc=Math.min(s[i], g[i]);

if(binc==0)

continue;

b+=binc;

for(int j=0;j<slen;j++) {

if(scount[i][j] && gcount[i][j]) {

b--;

a++;

}

}

}

return new String(a+"A"+b+"B");

}

}

## 成绩：

8ms,beats 39.5%,众数4ms,21.65%

## cmershen的碎碎念：

这个游戏小时候在电子词典上都玩过，当时做的限定比较多，要求只能是4位数，数字不重复，且当年最大的吐槽是为何只能猜八次。希望以后可以设计一个ai算法解决任意4位猜数字问题。

# Easy-题目49：290. Word Pattern

## 题目原文：

Given a pattern and a string str, find if str follows the same pattern.

Here follow means a full match, such that there is a bijection between a letter in pattern and a non-empty word in str.

Examples:

pattern = "abba", str = "dog cat cat dog" should return true.

pattern = "abba", str = "dog cat cat fish" should return false.

pattern = "aaaa", str = "dog cat cat dog" should return false.

pattern = "abba", str = "dog dog dog dog" should return false.

## 题目大意：

给出一个模式和字符串。判断字符串时候满足模式。这里模式和对应字符串要求是一一映射(bijection)的。（如果不知道啥叫一一映射，继续滚回去复习高中数学！）

## 题目分析：

这题和[Easy第46题](#_Easy-题目46：125._Valid_Palindrome)类似，使用两个HashMap维护双向的key-value对，一旦发现有重复的key返回false。

## 源码：（language：java）

public class Solution {

public boolean wordPattern(String pattern, String str) {

HashMap<Character,String> map=new HashMap();

HashMap<String,Character> map2=new HashMap();

String[] words=str.split(" ");

if(pattern.length()!=words.length)

return false;

for(int i=0;i<pattern.length();i++) {

Character key=pattern.charAt(i);

String word=words[i];

if(!map.containsKey(key)) {

if(!map2.containsKey(word))

{

map.put(key, word);

map2.put(word, key);

}

else

return false;

}

else if (!(map.get(key).equals(word) && map2.get(word).equals(key)))

return false;

}

return true;

}

}

## 成绩：

3ms，beats 18.29%，众数3ms，51.82%

# Easy-题目50：38. Count and Say

## 题目原文：

The count-and-say sequence is the sequence of integers beginning as follows:

1, 11, 21, 1211, 111221, ...

1 is read off as "one 1" or 11.

11 is read off as "two 1s" or 21.

21 is read off as "one 2, then one 1" or 1211.

Given an integer n, generate the nth sequence.

## 题目大意：

按规律填空：1,11,21,1211,111221…….

规律是这样的：

1读作“1个1”并写为11；

11读作“2个1”并写为21；

21读作“1个2,1个1”并写为1211

……

求出这个数列的第n项

## 题目分析：

首先求出第n-1项，然后从头扫第n-1项的字符串，依次统计连续相同字符的个数。

## 源码：(language：java)

public class Solution {

public String countAndSay(int n) {

if(n==1)

return "1";

else

{

String str=countAndSay(n-1);

int i=0;

String answer="";

while(i<str.length())

{

int j=i;

while(j<str.length() && str.charAt(i)==str.charAt(j))

j++;

if(j>i)

{

answer+=Integer.toString(j-i);

answer+=str.charAt(i);

i=j;

}

else

i++;

}

return answer;

}

}

}

## 成绩：

36ms,beats 3.03%,众数5ms,16.44%.

## cmershen的碎碎念：

本题成绩较差，是因为使用了递归？不过如果不用递归难道不从n-1项推出n项吗？

本题的数列可在OEIS的[A005150](http://oeis.org/A005150)查到。

# Easy-题目51：203. Remove Linked List Elements

## 题目原文：

Remove all elements from a linked list of integers that have value val.

Example

Given: 1 --> 2 --> 6 --> 3 --> 4 --> 5 --> 6, val = 6

Return: 1 --> 2 --> 3 --> 4 --> 5

## 题目大意：

删除单链表中指定节点。

## 题目分析：

用两个指针p和q（p始终是q前驱节点）并行向后推，若找到q是待删除节点(q->val==val)则删除q，但还没有处理头结点，故看一下head->val与val是否相等。

## 源码：（language：cpp）

class Solution {

public:

ListNode\* removeElements(ListNode\* head, int val) {

ListNode \*p=head;

if(!p || (!p->next && p->val==val))//p is null or (length of linklist=1 and this unique node is going to be deleted)

return NULL;

else {

ListNode \*q=head->next;

while(q) {

if(q->val==val) {// the first node is going to be deleted

p->next=p->next->next;

q=q->next;

continue;

}

else {

p=p->next;

q=q->next;

}

}

if(head->val!=val)

return head;

else

return head->next;

}

}

};

## 成绩：

32ms,beats 54.36%,众数36ms,45.72%.

# Easy-题目52：14. Longest Common Prefix

## 题目原文：

Write a function to find the longest common prefix string amongst an array of strings.

## 题目大意：

写一个函数，求出一个字符串数组中所有字符的最长公共前缀。

## 题目分析:

没什么难的，贪心的一个一个比，直到其中一个字符串比完，或者遇到了不同字符为止。

## 源码：（language：java）

public class Solution {

public String longestCommonPrefix(String[] strs) {

if(strs.length==0)

return "";

else if(strs.length==1)

return strs[0];

else

{

int sublen=0;

while(true)

{

if(strs[0].length()==0)

return "";

if(sublen==strs[0].length())

return strs[0];

char prefix=strs[0].charAt(sublen);

for(String str:strs)

{

if(str.length()==sublen || str.charAt(sublen)!=prefix)

return str.substring(0,sublen);

}

sublen++;

}

}

}

}

## 成绩：

3ms,beats 40.93%,众数3ms,23.44%

# Easy-题目53：257. Binary Tree Paths

## 题目原文：

Given a binary tree, return all root-to-leaf paths.

For example, given the following binary tree:

1

/ \

2 3

\

5

All root-to-leaf paths are:

["1->2->5", "1->3"]

## 题目大意：

给出一个二叉树，输出所有从根节点到叶子节点的路径。

## 题目分析：

遍历即可，注意每次向左右子树搜索的时候，把当前路径一直带在函数参数里面。

## 源码：（language：java）

public class Solution {

List<String> res = new ArrayList<String>();

public List<String> binaryTreePaths(TreeNode root) {

if(root != null) findPaths(root,String.valueOf(root.val));

return res;

}

private void findPaths(TreeNode n, String path){

if(n.left == null && n.right == null) res.add(path);

if(n.left != null) findPaths(n.left, path+"->"+n.left.val);

if(n.right != null) findPaths(n.right, path+"->"+n.right.val);

}

}

## 成绩：

3ms,beats 27.22%,众数3ms,47.28%.

# Easy-题目54：234. Palindrome Linked List

## 题目原文：

Given a singly linked list, determine if it is a palindrome.

**Follow up:**  
Could you do it in O(n) time and O(1) space?

## 题目大意：

给一个单链表，判断它是不是回文的。

你能实现O(n)时间复杂度和O(1)空间复杂度吗？

## 题目分析：

如果用O(1)空间复杂度的话，可以求出链表的中点，然后翻转前半个链表再比较两个“半链表”是否相同。但是，我觉得代码太麻烦，就改用O(n)的空间复杂度了，这样的算法很简单：把链表转换成线性表，因为是随机存储的很容易判断是否是回文。

## 源码：（language：cpp）

class Solution {

public:

bool isPalindrome(ListNode\* head) {

int length=0;

for(ListNode\* p=head;p;p=p->next,length++);//length is the length of linklist

int\* array=new int[length];

int i=0;

for(ListNode\* p=head;p;p=p->next)

array[i++]=p->val;

return isPalindromeArray(array,length);

}

bool isPalindromeArray(int\* array,int length)

{

if(length==0||length==1)

return true;

else if(\*array!=\*(array+length-1))

return false;

else

return isPalindromeArray(array+1,length-2);

}

};

## 成绩：

28ms,beats 9.66%,众数28ms，58.57%

# Easy-题目55：67. Add Binary

## 题目原文：

Given two binary strings, return their sum (also a binary string).

## 题目大意：

给出两个二进制数的字符串，求出它们的和，仍用字符串表示。

## 题目分析：

调用python中的api :int(str,n),按n进制解析字符串str。最后会输出字符串0b….，因此再截取一下从第2位开始的子串即可。

## 源码：（language：python）

class Solution(object):

def addBinary(self, a, b):

"""

:type a: str

:type b: str

:rtype: str

"""

return str(bin(int(a,2)+int(b,2)))[2:]

## 成绩：

64ms,beats 44.73%,众数60ms,14.36%

# Easy-题目56：303. Range Sum Query – Immutable

## 题目原文：

Given an integer array *nums*, find the sum of the elements between indices *i* and *j* (*i* ≤ *j*), inclusive.

Note:

You may assume that the array does not change.

There are many calls to sumRange function.

## 题目大意：

给出一个数组，计算从下标i到下标j的所有元素之和。

注意：

数组是不会改变的，且sumRange函数会多次调用。

## 题目分析：

构造一个类，里面有一个辅助数组Nums[0…n],其中nums[i]记录0-n的总和，这样只需在构造函数里累加一次各元素之和，以后每次调用sumRange方法的时候只需求一次减法即可。

## 源码：（language：java）

public class NumArray {

private int[] nums;

public NumArray(int[] nums) {

this.nums=new int[nums.length+1];

this.nums[0]=0;

for(int i=0;i<nums.length;i++)

{

this.nums[i+1]=this.nums[i]+nums[i];

}

}

public int sumRange(int i, int j) {

if(nums.length==1)

return 0;

else

return nums[j+1]-nums[i];

}

}

## 成绩：

3ms，beats 26.34%，众数3ms，73.62%

## cmershen的碎碎念：

本题似乎在实际开发中很有价值，这样的问题应予以重视。

# Easy-题目57：28. Implement strStr()

## 题目原文：

Implement strStr().

Returns the index of the first occurrence of needle in haystack, or -1 if needle is not part of haystack.

## 题目大意：

实现strStr()函数。返回needle字符串在haystack字符串中首次出现的下标，如果needle不是haystack的子串则返回-1.

## 题目分析：

c99中strstr函数的接口不对，因此使用Java中的indexOf()方法水过。

## 源码：（language：java）

public class Solution {

public int strStr(String haystack, String needle) {

return haystack.indexOf(needle);

}

}

## 成绩：

1ms,beats 69.31%,众数1ms,29.29%.

## cmershen的碎碎念：

附C99中strstr()函数源码：

char \*strstr(constchar\*s1,constchar\*s2)

{

int n;

if(\*s2)

{

while(\*s1)

{

for(n=0;\*(s1+n)==\*(s2+n);n++)

{

if(!\*(s2+n+1))

return(char\*)s1;

}

s1++;

}

return NULL;

}

else

return (char\*)s1;

}

但是稍加改动（简单改动了一下return的部分）之后放入OJ居然会提示TLE！也许C99的源码存在问题有待思考。

再附jdk中indexOf的底层实现供研究：

static int indexOf(char[] source, int sourceOffset, int sourceCount,

char[] target, int targetOffset, int targetCount,

int fromIndex) {

if (fromIndex >= sourceCount) {

return (targetCount == 0 ? sourceCount : -1);

}

if (fromIndex < 0) {

fromIndex = 0;

}

if (targetCount == 0) {

return fromIndex;

}

char first = target[targetOffset];

int max = sourceOffset + (sourceCount - targetCount);

for (int i = sourceOffset + fromIndex; i <= max; i++) {

/\* Look for first character. \*/

if (source[i] != first) {

while (++i <= max && source[i] != first);

}

/\* Found first character, now look at the rest of v2 \*/

if (i <= max) {

int j = i + 1;

int end = j + targetCount - 1;

for (int k = targetOffset + 1; j < end && source[j]

== target[k]; j++, k++);

if (j == end) {

/\* Found whole string. \*/

return i - sourceOffset;

}

}

}

return -1;

}

# Easy-题目58：7. Reverse Integer

## 题目原文：

Reverse digits of an integer.

Example1: x = 123, return 321

Example2: x = -123, return -321

## 题目大意：

翻转一个整数。（若溢出返回0）

## 题目分析：

用类似于[Easy第35题](#_Easy-题目35：9._Palindrome_Number)的思路，但此处可能出现溢出，所以用long存储翻转后的数字，如果超过了上限则返回0.

## 源码：（language：c）

int reverse(int x) {

long n=0;

while(x) {

n=n\*10+x%10;

x/=10;

}

return n==(int)n?(int)n:0;

}

## 成绩：

4ms,beats 61.68%，众数5ms,51.40%.

## cmershen的碎碎念：

本题似乎在js和python下会出现bug。（跟溢出有关）

# Easy-题目59：204. Count Primes

## 题目原文：

Count the number of prime numbers less than a non-negative number, ***n***.

## 题目大意：

问＜n的素数有多少个？

## 题目分析：

使用埃拉托色尼筛法。

该算法描述如下：(Translate from wikipaedia.)

1. 列出从2到n的序列；
2. 初始化p为序列第一个数（目前为2，这是废话，2当然是素数了）；
3. 划掉所有p的倍数；
4. 如果序列第一个数的平方>=n，则剩下的数都是素数，否则goto 2.

## 源码：（language：java）

public class Solution {

public int countPrimes(int n) {

if( n <=2)

return 0;

int count = 1;

boolean isNotPrime[] = new boolean[n+1];

for(int i=3;i\*i<=n;i=i+2) {

if(!isNotPrime[i]) {

for(int j= i\*i ;j<=n;j=j+2\*i)

isNotPrime[j] = true;

}

}

for(int i = 3;i<n;i=i+2) {

if(!isNotPrime[i])

count++;

}

return count;

}

}

## 成绩：

11ms,beats 99.20%,众数28ms,6.70%

## cmershen的碎碎念：

可能大多数提交的代码都用的是朴素解法，所以埃拉托色尼筛法可以击败这么大比例的提交代码……（暴力从2-n尝试，时间复杂度为）

附朴素解法(现在提交这个好像会超时)：

public int countPrimes(int n) {

int count = 0;

for (int i = 1; i < n; i++) {

if (isPrime(i)) count++;

}

return count;

}

private boolean isPrime(int num) {

if (num <= 1) return false;

// Loop's ending condition is i \* i <= num instead of i <= sqrt(num)

// to avoid repeatedly calling an expensive function sqrt().

for (int i = 2; i \* i <= num; i++) {

if (num % i == 0) return false;

}

return true;

}

# Easy-题目60：125. Valid Palindrome

## 题目原文：

Given a string, determine if it is a palindrome, considering only alphanumeric characters and ignoring cases.

## 题目大意：

给一个字符串，只考虑字母数字且忽略大小写的情况下，判断是不是回文的。

## 题目分析：

在普通判断回文的算法基础上简单加以改进即可，遇到大写字母转换为小写字母，遇到非字母和数字跳过，遇到两边指针指向的字符不相等直接返回false跳出去。

## 源码：（language：java）

public class Solution {

public boolean isPalindrome(String s) {

int len=s.length();

if(len==0||len==1)

return true;

int i=0,j=len-1;

while(i<j) {

char ch1=s.charAt(i);

char ch2=s.charAt(j);

if(ch1>='A'&&ch1<='Z')

ch1+=32;

if(ch2>='A'&&ch2<='Z')

ch2+=32;

if (!((ch1>='a'&&ch1<='z') || (ch1>='0' && ch1<='9'))) {

i++;

continue;

}

if (!((ch2>='a'&&ch2<='z') || (ch2>='0' && ch2<='9'))) {

j--;

continue;

}

if(ch1!=ch2)

return false;

else {

i++;

j--;

}

}

return true;

}

}

## 成绩：

5ms,beats 97.26%,众数9ms,15.18%

## cmershen的碎碎念

其实本题的思路不难想，但我也想不到为什么会击败这么多提交代码……，可能是计算机中加32比较好操作吧（只需改动1bit）

# Easy-题目61：6. ZigZag Conversion

## 题目原文：

The string "PAYPALISHIRING" is written in a zigzag pattern on a given number of rows like this: (you may want to display this pattern in a fixed font for better legibility)

P A H N

A P L S I I G

Y I R

And then read line by line: "PAHNAPLSIIGYIR"

Write the code that will take a string and make this conversion given a number of rows:

string convert(string text, int nRows);

convert("PAYPALISHIRING", 3) should return "PAHNAPLSIIGYIR".

## 题目大意：

把一个字符串排成n行的锯齿，再按正常顺序（从左到右，从上到下）输出。

## 题目分析：

首先看一下规律：（例如输入字母a-z，nRows=3）,则生成的锯齿如下：

![](data:image/png;base64,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)

(只能截图了，word 的排版总是乱乱的我也不知道怎么让他整齐起来)

观察每行中字母的下标：（A对应下标0，以此类推）

第一行：0,4,8,12…

第二行：1,3,5,7…

第三行：2,6,10,14…

发现都是等差数列！那么再看一下nRows=4的情况吧！（毕竟这样的规律不是做数学题，不需要用严格的数学归纳法证明，只需大概看出规律即可推广到任意nRows）

![](data:image/png;base64,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)

观察下标：

第一行：0,6,12,18…

第二行：1,5,7,11,13…

第三行：2,4,8,10…

第四行：3,9,15,21

观察到第二行和第三行不再是等差数列，而是差值分别为2,4交替出现。

由此得出规律：每一行都是两个差值Step1和Step2交替出现，每读完一行Step1递减2，Step2递增2。但有两种特殊情况：一是首末两行差值有一个为0，二是nRows为奇数时最中间一行的Step1=Step2.

结合具体实例来看：

nRows=3时：

第一行Step1=0，Step2=4；

第二行Step1=2，Step2=2；

第三行Step1=4，Step2=0。

nRows=4时：

第一行Step1=0，Step2=6；

第二行Step1=2，Step2=4；

第三行Step1=4，Step2=2；

第四行Step1=6，Step2=0。

据此设计算法，用一个类似于开关的布尔变量记录应该加step1还是加step2，然后逐行读取。

## 源码：（language：java）

public class Solution {

public String convert(String s, int numRows)

{

if(numRows==1)

return s;

else {

String answer="";

int step1=(numRows-1)\*2;

int step2=0;

for(int i=0;i<numRows;i++) {

String line="";

int j=i;

boolean isStep1=true;

while(j<s.length()) {

if(step2==0) {

line+=s.charAt(j);

j+=step1;

}

else if(step1==0) {

line+=s.charAt(j);

j+=step2;

}

else {

line+=s.charAt(j);

if(isStep1)

j+=step1;

else

j+=step2;

isStep1=!isStep1;

}

}

answer=answer+line;

step1-=2;

step2+=2;

}

return answer;

}

}

}

## 成绩：

33ms,beats 25.35%,众数8ms,15.13%

## cmershen的碎碎念：

本题成绩较差，可能是存在更简洁的规律，或者从stl的函数调用上试图优化。毕竟数量级为O（n）已经没法再缩小了。

# Easy-题目62：228. Summary Ranges

## 题目原文：

. Given a sorted integer array without duplicates, return the summary of its ranges.

For example, given [0,1,2,4,5,7], return ["0->2","4->5","7"].

## 题目大意：

给出一个排序的数组，没有重复元素，用区间的字符串表示。

例如给出[0,1,2,4,5,7], 返回["0->2","4->5","7"].

## 题目分析：

使用两个指针p1和p2，类似于滑动窗口，固定指针p1，一直滑动p2，直到p2的后继元素不等于p2所指元素+1（即出现间断），那么列表中增加一个字符串，并令p1指向p2的下一个节点，再滑动。如果p1就是一个间断的数字，那么直接把p1对应的字符串输入到列表中。

## 源码：（language：java）

public class Solution {

public List<String> summaryRanges(int[] nums) {

int len=nums.length;

List<String> answer=new ArrayList<String>();

if(len==0)

return answer;

int start=0,end=0;

while(start<len) {

String range;

while(end+1<len && nums[end+1]==nums[end]+1)

end++;

if(end!=start)

range=new Integer(nums[start]).toString()+"->"+new Integer(nums[end]).toString();

else

range=new Integer(nums[start]).toString();

answer.add(range);

end++;

start=end;

}

return answer;

}

}

## 成绩：

1ms,beats 3.19%,众数1ms,94.54%

# Easy-题目63：278. First Bad Version

## 题目原文：

You are a product manager and currently leading a team to develop a new product. Unfortunately, the latest version of your product fails the quality check. Since each version is developed based on the previous version, all the versions after a bad version are also bad.

Suppose you have n versions [1, 2, ..., n] and you want to find out the first bad one, which causes all the following ones to be bad.

You are given an API bool isBadVersion(version) which will return whether version is bad. Implement a function to find the first bad version. You should minimize the number of calls to the API.

## 题目大意：

你是一个PM，现在率领一个团队开发一个新的产品。不幸的是，其中一个版本没有通过质量检测。而后面的版本由于是基于前面的版本的，所以都是坏的产品。

假设你有n个版本[1,2,…n],你希望找出第一个坏的版本。

现在有一个API bool isBadVersion(version)会返回这个版本是不是坏的。实现一个函数来找出第一个坏的版本。要求这个api尽可能少调用。

## 题目分析：

最直观不能再直观的二分查找了。如果还不会写二分查找，只能说你这大学白念了……

## 源码：（language：cpp）

// Forward declaration of isBadVersion API.

bool isBadVersion(int version);

class Solution {

public:

int firstBadVersion(int n) {

int low = 1;

int high = n;

int ver = 0;

while (low < high) {

ver = low + (high - low) / 2;

if (isBadVersion(ver)) {

high = ver;

} else {

low = ver + 1;

}

}

return low;

}

};

## 成绩：

0ms,beats 3.21%,众数0ms，96.79%。

## cmershen的碎碎念：

像二分查找，包括后面的二叉树遍历，图的dfs，拓扑排序等最最最基础的问题，反而应当予以高度重视，做到倒背如流，切不可因为简单就不去强化练习。

# Easy-题目64：168. Excel Sheet Column Title

## 题目原文：

Given a positive integer, return its corresponding column title as appear in an Excel sheet.

For example:

1 -> A

2 -> B

3 -> C

...

26 -> Z

27 -> AA

28 -> AB

## 题目大意：

给一个正整数，求出Excel中对应的列号。

## 题目分析：

与[Easy第9题](#_Easy-题目9：171._Excel_Sheet)类似，一直模26求余数对应字母即可。需注意余0是一种特殊情况。此时末位为Z。

## 源码：（language：java）

public class Solution {

public String convertToTitle(int n) {

if(n<27)

return new Character((char) (n+64)).toString();

else {

if(n%26!=0)

return convertToTitle(n/26)+new Character((char) ((n%26)+64)).toString();

else

return convertToTitle(n/26-1)+new Character('Z').toString();

}

}

}

## 成绩：

0ms,beats 6.39%，众数0ms,93.61%.

# Easy-题目65：189. Rotate Array

## 题目原文：

Rotate an array of n elements to the right by k steps.

For example, with n = 7 and k = 3, the array [1,2,3,4,5,6,7] is rotated to [5,6,7,1,2,3,4].

## 题目大意：

给一个数组，循环右移k位。

## 题目分析：

这题好像也是考研408复习资料里面出现过的一道题，（还是笔试原题？我忘了）。如果不给出答案我也是想不到的。用三步翻转实现：

1. 先翻转前n-k位；
2. 再翻转后k位；
3. 再从头到尾翻转。

但本题中k有可能大于数组长度n，这种情况下相当于循环移动了n%k次（剩下的因为是整除的，相当于循环移动了n的整数倍，等于没移）

## 源码：（language：c）

void rotate(int\* nums, int numsSize, int k) {

if(k>=numsSize)

k=k%numsSize;

reverse(nums,numsSize-k);

reverse(nums+numsSize-k,k);

reverse(nums,numsSize);

}

void reverse(int\* a,int n)

{

int i,t;

for(i=0;i<n/2;i++) {

t=\*(a+i);

\*(a+i)=\*(a+n-i-1);

\*(a+n-i-1)=t;

}

}

## 成绩：

8ms,beats 9.23%，众数8ms，90.77%

# Easy-题目66：165. Compare Version Numbers

## 题目原文：

Compare two version numbers version1 and version2.

If version1 > version2 return 1, if version1 < version2 return -1, otherwise return 0.

You may assume that the version strings are non-empty and contain only digits and the . character.

The . character does not represent a decimal point and is used to separate number sequences.

For instance, 2.5 is not "two and a half" or "half way to version three", it is the fifth second-level revision of the second first-level revision.

## 题目大意：

比较两个软件的版本号version1和version2.如果version1＞version2则返回1，version1<version2返回-1，相等则返回0.

版本号中的点与数学上的小数点不同，它用来分割软件的子版本。例如2.5不是数学中的2.5，而是第2个一级版本中的第5个二级版本。

## 题目分析：

分离各级版本，并逐级比较。

## 源码：（language：java）

public class Solution {

public int compareVersion(String version1, String version2) {

String[] v1=version1.split("\\.");

String[] v2=version2.split("\\.");

int len1=v1.length;

int len2=v2.length;

int i;

for(i=0;i<Math.min(len1,len2);i++) {

int temp1=Integer.parseInt(v1[i]);

int temp2=Integer.parseInt(v2[i]);

if(temp1!=temp2)

return temp1<temp2?-1:(temp1>temp2?1:0);

}

if(len1>len2) {

for(int j=i;j<len1;j++)

if(Integer.parseInt(v1[j])!=0)

return 1;

return 0;

}

else if(len1<len2) {

for(int j=i;j<len2;j++)

if(Integer.parseInt(v2[j])!=0)

return -1;

return 0;

}

else

return 0;

}

}

## 成绩：

3ms,beats 42.39%，众数3ms,40.18%

## cmershen的碎碎念：

本题个人感觉测试用例存在bug，它认为版本号1.0.0和1.0是相等的，即末尾的0可以约掉，但个人认为1.0.0这个版本号是不规范的。在testcase中比较1.0.0和1.0是没意义的。可能这就是本题ac率过低的原因。

# Easy-题目67：8. String to Integer (atoi)

## 题目原文：

Implement atoi to convert a string to an integer.

## 题目大意：

实现atoi函数。其中如果出现溢出了，则返回int的最大值和最小值。

## 题目分析：

使用atol中转一下，如果出现了int范围的溢出，判断一下即可。

## 源码：（language：c）

int myAtoi(char\* str) {

long l = atol(str);

if(l>2147483647)

return 2147483647;

else if(l<-2147483648)

return -2147483648;

else

return (int)l;

}

## 成绩：

16ms,beats 5.20%,众数8ms,48.70%

## cmershen的碎碎念：

直接用库函数水过居然会被近95%的提交代码击败，且不加判断还返回wa，可见atol函数的底层实现过程似乎可以优化。此外还有一个用BigInteger中转的算法，但if-else太多了不方便贴出。而atol的底层不是开源的，因此也没能查到实现过程。

# Easy-题目68：1. Two Sum（增补1）

## 题目原文：

Given an array of integers, return indices of the two numbers such that they add up to a specific target.

You may assume that each input would have exactly one solution.

Example:

Given nums = [2, 7, 11, 15], target = 9,

Because nums[0] + nums[1] = 2 + 7 = 9,

return [0, 1].

## 题目大意：

给出一个数组和一个目标值target，寻找两个**下标i和j，**使得nums[i]+nums[j]=target。

## 题目分析：

这道题先无脑水过去。复杂度O(n2)

## 源码：（language：java）

public class Solution {

public int[] twoSum(int[] nums, int target) {

for(int i = 0;i<nums.length;i++) {

for(int j=i+1;j<nums.length;j++) {

if(nums[i]+nums[j]==target)

return new int[]{i,j};

}

}

return new int[]{-1,-1};

}

}

## 成绩：

42ms,beats 19.97%,众数6ms,35.54%

## Cmershen的碎碎念：

这道题不知道何时被改成Easy了，其实可以用HashMap做，应该能在线性时间解决。

# Easy-题目69：342. Power of Four（增补2）

## 题目原文：

Given an integer, write a function to determine if it is a power of four.

## 题目大意：

给出一个整数，判断是不是4的幂。

## 题目分析：

懒得写了，穷举。

## 源码：（language：cpp）

class Solution {

public:

bool isPowerOfFour(int n) {

return (n==1||n==4||n==16||n==64||n==256||n==1024||n==4096||n==16384||n==65536||n==262144||n==1048576||n==4194304||n==16777216||n==67108864||n==268435456||n==1073741824);

}

};

## 成绩：

20ms

# Easy-题目70：344. Reverse String（增补3）

## 题目原文：

Write a function that takes a string as input and returns the string reversed.

## 题目大意：

翻转字符串。

## 分析：

用python的切片最为简单。[::-1]就代表逆序

## 源码：（language：python）

class Solution(object):

def reverseString(self, s):

return s[::-1]

## 成绩：

80ms

# Easy-题目71：345. Reverse Vowels of a String（增补4）

## 题目原文：

Write a function that takes a string as input and reverse only the vowels of a string.

## 题目大意：

把一个字符串中所有元音字母翻转。

## 题目分析：

跟刚学C语言的时候做的翻转字符串题类似，只不过I,j两指针当且仅当指向元音字母时交换。有个坑就是注意大小写。

## 源码：（language：java）

public String reverseVowels(String s) {

Set<Character> vowels = new HashSet<>(Arrays.asList('a', 'e', 'i', 'o', 'u'));

char[] chars = s.toCharArray();

int l = 0, r = chars.length-1;

while (l < r) {

while (l < r && !vowels.contains(Character.toLowerCase(chars[l]))) {

l++;

}

while (l < r && !vowels.contains(Character.toLowerCase(chars[r]))) {

r--;

}

char tmp = chars[l];

chars[l++] = chars[r];

chars[r--] = tmp;

}

return new String(chars);

}

## 成绩：

17ms

# Easy-题目72：349. Intersection of Two Arrays（增补5）

## 题目原文：

Given two arrays, write a function to compute their intersection.

Example:

Given nums1 = [1, 2, 2, 1], nums2 = [2, 2], return [2].

Note:

Each element in the result must be unique.

The result can be in any order.

## 题目大意：

给出两个数组，求他们的交集，相同元素只出现一次。

## 题目分析：

用python的set最好做。

## 源码：（language：python）

class Solution(object):

def intersection(self, nums1, nums2):

return list(set(nums1) & set(nums2))

## 成绩：

60ms

# Easy-题目73：350. Intersection of Two Arrays II（增补6）

## 题目原文：

Given two arrays, write a function to compute their intersection.

Example:

Given nums1 = [1, 2, 2, 1], nums2 = [2, 2], return [2, 2].

Note:

Each element in the result should appear as many times as it shows in both arrays.

The result can be in any order.

## 题目大意：

跟上题一样，区别是多次重复的要返回多个。

## 题目分析：

上回用的是set，这次用的是collection。

## 源码：（language：python）

class Solution(object):

def intersect(self, nums1, nums2):

return list((collections.Counter(nums1) & collections.Counter(nums2)).elements())

## 成绩：

56ms

## cmershen的碎碎念：

1. python对数组、列表、集合等基本数据结构的处理真的是既简洁又强大。
2. leetcode上的新题越来越水。
3. 终于写完了。

# Middle-题目1：136. Single Number

## 题目原文：

Given an array of integers, every element appears *twice* except for one. Find that single one.

## 题目大意：

给出一个数组，除了一个元素出现一遍以外，所有元素都出现了两遍。找到这个单个的元素。

## 题目分析：

把所有元素都按位异或起来，最终的异或值就是那个单独的元素。

原因：因为1⊕1=0⊕0=0,1⊕0=0⊕1=1，所以两个相同的数异或起来必为0，而0异或任何数都是它本身。

## 源码：（language：c）

public class Solution {

public int singleNumber(int[] nums) {

int single=0;

for(int i=0;i<nums.length;i++)

single=single^nums[i];

return single;

}

}

## 成绩：

1ms,38.79%,众数1ms,61.21%

## Cmershen的碎碎念：

如果第一次接触到这种类型题，想到按位异或是不太容易的，我一开始的想法是用HashSet记，如果集合中有就remove掉，没有就add。其实和异或算法是异曲同工的，但计算机中比特运算比哈希表快多了。

# Middle-题目2：260. Single Number III

## 题目原文：

Given an array of numbers nums, in which exactly two elements appear only once and all the other elements appear exactly twice. Find the two elements that appear only once.

## 题目大意：

给一个数组，里面有两个元素只出现了一次，而其他数都出现了两次，找出这两个元素。

## 题目分析：

这道题是[Middle-题目1](#_Middle-题目1：136._Single_Number)的变形。

朴素解法：

用HashSet存储每一个元素，如果元素存在于集合内就remove掉，否则add进集合内，这样遍历完一个数组就set里面只剩下两个元素。

使用位运算的解法：

设两个单独的数是a和b，先把所有数都异或起来，得到a⊕b，记这个数是r，而因为a≠b，所以r≠0，r对应的二进制数一定有1。再令mask=r∧￢(r-1)，得到一个比特串，mask串一定只有一位是1，其他位都是0，这个1即是r中最低位的1.既然这一位为1，说明a和b中对应位必然一个是0一个是1。再遍历一遍这个数组，把每个数和mask求一次与，再分别异或起来，这就得到了a和b。（因为相当于分成mask所在位为0和1的两个子数组，把这两个子数组都异或起来自然得到了a和b。）

## 源码：（language：java）

朴素解法：

public class Solution {

public int[] singleNumber(int[] nums) {

HashSet<Integer> set=new HashSet<Integer>();

for(int num:nums) {

if(set.contains(num))

set.remove(num);

else

set.add(num);

}

int[] array=new int[2];

int i=0;

for(int num:set)

array[i++]=num;

return array;

}

}

位运算解法：

public class Solution {

public int[] singleNumber(int[] nums) {

int[] res = new int[2];

int r = 0;

for(int i=0;i<nums.length;i++) {

r = r^nums[i];

}

res[0] = 0;

res[1] = 0;

int mask = r & (~(r-1));

for(int i=0;i<nums.length;i++){

if((mask & nums[i])!=0){

res[0] = res[0] ^ nums[i];

}else {

res[1] = res[1] ^ nums[i];

}

}

return res;

}

}

## 成绩：

朴素解法：12ms,beats 14.33%,众数2ms,62.30%

位运算解法：2ms,beats 37.32%

# Middle-题目3：238. Product of Array Except Self

## 题目原文：

Given an array of n integers where n > 1, nums, return an array output such that output[i] is equal to the product of all the elements of nums except nums[i].

Solve it without division and in O(n).

For example, given [1,2,3,4], return [24,12,8,6].

## 题目大意：

给一个数组nums，输出一个数组output，其中output[i]等于nums数组中除了nums[i]外所有数的乘积。

要求不使用除法，且复杂度O（n），

## 题目分析：

1. 朴素解法

既然是oj题，AC就好，你说不用除就不用除了？那么问题来了，如果nums[i]是0怎么办？

这时要分两种情况：

1. nums数组里面有两个以上的0，那么output数组必然全是0.
2. nums数组里面只有一个0，那么0这一位对应是其他所有非0数的乘积，其他位都是0.

按这个思路，先统计数组里有几个0，作为两种特殊情况。其他的就都乘起来分别算即可。

1. 真的不用除的算法：

考虑output[i]=(nums[0]\*nums[1]\*…\*nums[i-1])\*(nums[i+1]\*…\*nums[n-1])，那么遍历两次数组，第一轮正向遍历，计算出nums[0]\*nums[1]\*…\*nums[i-1]的积放到output[i]里面，第二轮反向遍历，计算出nums[i+1]\*…\*nums[n-1]的积再乘进去即可。

## 源码：（language：java）

1. 朴素解法：

public class Solution {

public int[] productExceptSelf(int[] nums) {

int product=1,product2=1;

int zerocount=0;

for(int num:nums)

{

if(num==0)

zerocount++;

if(zerocount==2)

break;

product\*=num;

product2\*=(num==0)?1:num;

}

if(zerocount==0){

for(int i=0;i<nums.length;i++)

nums[i]=product/nums[i];

return nums;

}

else if(zerocount==1)

{

int[] array=new int[nums.length];

for(int j=0;j<nums.length;j++)

array[j]=(nums[j]==0)?product2:0;

return array;

}

else

return new int[nums.length];

}

}

1. 不用除的巧妙算法：

public class Solution {

public int[] productExceptSelf(int[] nums) {

int[] res = new int[nums.length];

res[res.length-1] = 1;

for(int i=nums.length-2; i>=0; i--) {

res[i] = res[i+1] \* nums[i+1];

}

int left = 1;

for(int i=0; i<nums.length; i++) {

res[i] \*= left;

left \*= nums[i];

}

return res;

}

}

## 成绩：

朴素解法：3ms,beats 11.83%,

巧妙解法：2ms,beats 46.07%,众数2ms,53.93%

## Cmershen的碎碎念：

Middle前期的很多道题看似简单，但却有很巧妙的算法，应予以注意。

# Middle-题目4：122. Best Time to Buy and Sell Stock II

## 题目原文：

Say you have an array for which the *i*th element is the price of a given stock on day *i*.

Design an algorithm to find the maximum profit. You may complete as many transactions as you like (ie, buy one and sell one share of the stock multiple times). However, you may not engage in multiple transactions at the same time (ie, you must sell the stock before you buy again).

## 题目大意：

已知一个数组，第i个元素代表一支股票第i天的价格。设计一个算法，求出买卖这只股票的最大利润。你可以任意的买卖，但每天只能进行一个操作。

## 题目分析：

贪心算法，因为最优的操作是在最低值点买，最高值点卖，所以只要后一天比前一天价格高，就加到利润里面。

## 源码：（language：java）

public class Solution {

public int maxProfit(int[] prices) {

int profit=0;

int l=prices.length-1;

for(int i=0;i<l;i++) {

if(prices[i+1]>=prices[i])

profit+=prices[i+1]-prices[i];

}

return profit;

}

}

## 成绩：

2ms,beats 15.31%，众数2ms,76.17%

## Cmershen的碎碎念：

一开始想到的是模拟买卖过程，用一个布尔形变量表示有没有股票，如果有股票，且“明天”价格比“今天”低，则卖掉，maxProfit加上今天股价，反之买入，maxProfit减今天股价。但其实本质是一样的，上述算法更为简洁。

# Middle-题目5：319. Bulb Switcher

## 题目原文：

There are n bulbs that are initially off. You first turn on all the bulbs. Then, you turn off every second bulb. On the third round, you toggle every third bulb (turning on if it's off or turning off if it's on). For the ith round, you toggle every i bulb. For the nth round, you only toggle the last bulb. Find how many bulbs are on after n rounds.

Example:

Given n = 3.

At first, the three bulbs are [off, off, off].

After first round, the three bulbs are [on, on, on].

After second round, the three bulbs are [on, off, on].

After third round, the three bulbs are [on, off, off].

So you should return 1, because there is only one bulb is on.

## 题目大意：

起初有n个灯泡，都是关闭的，你进行n轮操作：

第1轮，你把每个灯泡的状态都改变（打开的关闭，关闭的打开）；

第2轮，你把每个灯泡序号是2的倍数的灯泡都改变状态（灯泡序号从1开始）；

……

第i轮，你把每个灯泡序号是i的倍数的灯泡都改变状态（灯泡序号从1开始）；

……

第n轮，你把最后一个灯泡改变状态（因为1~n里面n的倍数只有n）

求n轮过后，还有几个灯泡亮着？

## 题目分析：

若一个灯泡在n轮过后还是亮的，说明这个灯泡被改变了奇数次，因为只有被轮数整除的时候才能变状态，所以[1,k]能整除这个灯泡序号k的正整数是奇数个。

以下证明k是个完全平方数。

首先，若灯泡的序号i是平方数，则i的因数一定是奇数个，证明：

因为i是平方数，所以i=k\*k,其中k∈Z，而1能整除i，所以i的因数个数为k的非1因子个数\*2+1，一定是一个奇数。

那么若i不是平方数，i的因数必然是偶数个，证明：

设所有＜ 的因子构成的集合为A，>的因子构成的集合为B，显然A∪B即为i的所有因子构成的集合，而对任意a∈A，必存在唯一的i/a∈B，反之亦然，所以A和B两个集合的元素个数相等。

综上证明，只有≤n的完全平方数最后是亮的。那么求的取整即可。一行代码解决。

## 源码：(language : c)

int bulbSwitch(int n) {

return sqrt(n);

}

## 成绩：

0ms,beats 6.36%,众数0ms,93.14%

## Cmershen的碎碎念：

这道题起初只想到进行模拟，但看到discuss中给出的答案是求sqrt(n)，遂想到了上述证明过程。

# Middle-题目6：268. Missing Number

## 题目原文：

Given an array containing n distinct numbers taken from 0, 1, 2, ..., n, find the one that is missing from the array.

For example,

Given nums = [0, 1, 3] return 2.

## 题目大意：

给出从自然数列0,1,2….n中去掉一个数之后的数组，求出去掉的数。

## 题目分析：

求这个数组的和，然后用等差数列前n项和Sn=n(n+1)/2减它，得到的就是缺的数。

## 源码：（language：java）

public class Solution {

public int missingNumber(int[] nums) {

int sum=0,n=nums.length;

for(int num:nums)

sum+=num;

return n\*(n+1)/2-sum;

}

}

## 成绩：

1ms,beats 37.49%,众数1ms,62.51%

## Cmershen的碎碎念：

有10个箱子，每箱里有很多个产品，每个产品质量是10g，其中有一箱是次品，次品每个质量是9g，那么使用一个秤，只称一次，如何找出哪箱装的是次品？

这道大家耳熟能详的小学脑筋急转弯题与本题似有异曲同工之妙。

# Middle-题目7：144. Binary Tree Preorder Traversal

## 题目原文：

Given a binary tree, return the *preorder* traversal of its nodes' values.

## 题目大意：

给出一个二叉树，求前序遍历。

## 题目分析：

前序遍历是先访问根节点，然后前序遍历左子树和右子树。

## 源码：（language：java）

public class Solution {

public List<Integer> preorderTraversal(TreeNode root) {

List<Integer> result = new ArrayList<Integer>();

traverse(root,result);

return result;

}

public void traverse(TreeNode node,List<Integer> list) {

if(node!=null) {

list.add(node.val);

traverse(node.left,list);

traverse(node.right,list);

}

return;

}

}

## 成绩：

1ms,beats 56.04%,众数2ms,52.79%

## Cmershen的碎碎念：

本题放在Middle里面应该是要求写出非递归。

# Middle-题目8：144. Binary Tree Preorder Traversal

## 题目原文：

Given a binary tree, return the *inorder* traversal of its nodes' values.

## 题目大意：

给出一个二叉树，求中序遍历。

## 题目分析：

先中序遍历左子树，再访问根节点，再中序遍历右子树。

## 源码：（language：java）

public class Solution {

public List<Integer> inorderTraversal(TreeNode root) {

List<Integer> result = new ArrayList<Integer>();

traverse(root,result);

return result;

}

public void traverse(TreeNode node,List<Integer> list) {

if(node!=null) {

traverse(node.left,list);

list.add(node.val);

traverse(node.right,list);

}

return;

}

}

## 成绩：

1ms,beats 62.04%,众数2ms,58.69%

# Middle-题目9：318. Maximum Product of Word Lengths

## 题目原文：

Given a string array words, find the maximum value of length(word[i]) \* length(word[j]) where the two words do not share common letters. You may assume that each word will contain only lower case letters. If no such two words exist, return 0.

Example 1:

Given ["abcw", "baz", "foo", "bar", "xtfn", "abcdef"]

Return 16

The two words can be "abcw", "xtfn".

Example 2:

Given ["a", "ab", "abc", "d", "cd", "bcd", "abcd"]

Return 4

The two words can be "ab", "cd".

Example 3:

Given ["a", "aa", "aaa", "aaaa"]

Return 0

No such pair of words.

## 题目大意：

给一个字符串数组，字符串都是由小写字母组成的。求出两字符没有交集的字符串的长度的最大积。若不存在没有交集的字符串，则返回0.

## 题目分析：

对每一个字符串进行编码，编码成一个26位的比特串，其中比特串的第i位代表字符串中有第i个字母。这样得到一个编码数组，再O(n2)暴力扫描编码数组，如果存在两个编码按位或的值为0，说明这两个编码对应的字符串没有交集，这样更新一次长度乘积的最大值。

## 源码：（language：java）

public class Solution {

public int maxProduct(String[] words) {

int maxPdc=0;

int[] letters=new int[words.length];

for(int i=0;i<words.length;i++)

for(int j=0;j<words[i].length();j++)

letters[i]=letters[i]|1<<(words[i].charAt(j)-'a');

for(int i=0;i<words.length;i++) {

for(int j=i+1;j<words.length;j++) {

if((letters[i]&letters[j]) == 0) {

int tempPdc=words[i].length()\*words[j].length();

if(tempPdc>maxPdc)

maxPdc=tempPdc;

}

}

}

return maxPdc;

}

}

## 成绩：

37ms,beats 63.38%,众数39ms,6.29%.

## Cmershen的碎碎念：

letters[i]=letters[i]|1<<(words[i].charAt(j)-'a');这行代码起初写成了Math.pow(2,…)结果提交后成绩为100ms，可见移位比幂运算的速度快很多。

# Middle-题目10：12. Integer to Roman

## 题目原文：

Given an integer, convert it to a roman numeral.

Input is guaranteed to be within the range from 1 to 3999.

## 题目大意：

把1-3999的整数转换成对应的罗马数字。

## 题目分析：

使用switch-case加递归，考虑所有特殊情况（遇到5,10,9等数字的时候）。

## 源码：（language：java）

public class Solution {

public String intToRoman(int num) {

if(num >= 1 && num <= 9) {

switch (num) {

case 1:{return "I";}

case 2:case 3:{return "I"+intToRoman(num-1);}

case 4:case 9:{return "I"+intToRoman(num+1);}

case 5:{return "V";}

default:{return "V"+intToRoman(num-5);}//6,7,8

}

}

else if (num >= 10 && num <= 99) {

switch (num) {

case 10:{return "X";}

case 50:{return "L";}

case 40:case 90:{return "X"+intToRoman(num+10);}

default: {

if(num > 90)

return "X"+intToRoman(num+10);

else if(num > 50)

return "L"+intToRoman(num-50);

else if(num > 40 && num < 50) //XL

return "X"+intToRoman(num+10);

else

return "X"+intToRoman(num-10);

}

}

}

else if (num >= 100 && num <= 999) {

switch (num) {

case 100:{return "C";}

case 500:{return "D";}

case 400:case 900:{return "C"+intToRoman(num+100);}

default:{

if(num > 900)

return "C"+intToRoman(num+100);

else if(num > 500)

return "D"+intToRoman(num-500);

else if(num > 400 && num < 500)

return "C"+intToRoman(num+100);

else

return "C"+intToRoman(num-100);

}

}

}

else { //1000~3999

switch (num) {

case 1000:{return "M";}

default:{return "M"+intToRoman(num-1000);}

}

}

}

}

## 成绩：

11ms，beats24.85%，众数8ms，23.08%

## Cmershen的碎碎念：

代码很长也很繁琐，但感觉有一些情况是可以合并的，这样应该可以节约几ms。

此外注意，因为switch-case的每个分支都是return，故省略了break，但在其他情况下写switch一定不要忘记break。

# Middle-题目11：137. Single Number II

## 题目原文：

Given an array of integers, every element appears *three* times except for one. Find that single one.

## 题目大意：

给出一个数组，除了一个元素出现了一次外都出现了三次，找出这个单独的元素。

## 题目分析：

1. 朴素解法：这回使用HashMap统计每个元素出现次数，然后返回那个次数为1的。
2. 位运算解法：（参考[higerzhang大神的博客](http://www.cnblogs.com/higerzhang/p/4159330.html)）遍历32次每次记录某位的出现的次数，如果不能被三整除，说明那个出现一次的就在该位有值，那么ans 或该位一下就可以了。

## 源码：（language：java/c）

1. 朴素解法：

public class Solution {

public int singleNumber(int[] nums) {

HashMap<Integer,Integer> count=new HashMap<Integer,Integer>();

for(int num:nums) {

if(count.containsKey(num))

count.put(num, count.get(num)+1);

else

count.put(num, 1);

}

for(Integer key:count.keySet())

if(count.get(key)==1)

return key;

return 0;

}

}

1. 位运算解法：

int singleNumber(int nums[], int numsSize) {

int single = 0;

for (int i = 0; i < 32; i++) {

int cnt = 0, bit = 1 << i;

for (int j = 0; j < numsSize; j++)

if (nums[j] & bit) cnt++;

if (cnt % 3 != 0)

single |= bit;

}

return single;

}

## 成绩：

朴素解法：15ms,beats 10.87%，众数1ms,23.02%

位运算解法：12ms,beats 8.33%,众数8ms，48.61%

## Cmershen的碎碎念：

HigherZhang的博客中还提到了第三种算法，我理解能力有限,一时间未能完全看明白，以后可以点击上面的链接再研究一番。

# Middle-题目12：96. Unique Binary Search Trees

## 题目原文：

Given n, how many structurally unique BST's (binary search trees) that store values 1...n?

For example,

Given n = 3, there are a total of 5 unique BST's.

1 3 3 2 1

\ / / / \ \

3 2 1 1 3 2

/ / \ \

2 1 2 3

## 题目大意：

n个节点的二叉排序树有几种？

## 题目分析：

等价于求Catalan数。（证明我也不知道。求大神给出证明。）

## 源码：（language：java）

public class Solution {

public int numTrees(int n) {

int[] catalan=new int[]{1, 1, 2, 5, 14, 42, 132, 429, 1430, 4862, 16796, 58786, 208012, 742900, 2674440, 9694845, 35357670, 129644790, 477638700, 1767263190};

return catalan[n];

}

}

## 成绩：

0ms,beats 2.75%,众数0ms,92.25%.

## Cmershen的碎碎念：

关于Catalan数的性质见<https://zh.wikipedia.org/wiki/%E5%8D%A1%E5%A1%94%E5%85%B0%E6%95%B0>。

# Middle-题目13：35. Search Insert Position

## 题目原文：

Given a sorted array and a target value, return the index if the target is found. If not, return the index where it would be if it were inserted in order.

You may assume no duplicates in the array.

Here are few examples.

[1,3,5,6], 5 → 2

[1,3,5,6], 2 → 1

[1,3,5,6], 7 → 4

[1,3,5,6], 0 → 0

## 题目大意：

给出一个排序好的数组，和一个目标值，求出把目标值插到原数组保持升序的情况下，目标值所在的数组下标。

## 题目分析：

在二分查找的基础上简单变形即可，需要注意目标值在两端的特殊情况。

## 源码：（language：java）

public class Solution {

public int searchInsert(int[] nums, int target) {

int start = 0,end = nums.length - 1;

int mid = 0;

while(start <= end) {

mid = (start + end) / 2;

if(nums[mid] == target)

return mid;

else if(nums[mid] > target) { //target lies between start and mid

if(mid == 0 || nums[mid - 1] < target)

return mid;

else

end=mid-1;

}

else { //target lies between mid and end

if(mid == nums.length-1 || nums[mid + 1] > target)

return mid+1;

else

start=mid+1;

}

}

return mid;

}

}

## 成绩：

0ms，beats 19.33%，众数0ms,90.67%

# Middle-题目14：141. Linked List Cycle

## 题目原文：

Given a linked list, determine if it has a cycle in it.

## 题目大意：

判断单链表里面有没有环。

## 题目分析：

1. 朴素解法：用一个HashSet存储所有节点，如果遇到重复的则有环。
2. Two Pointer解法：用两个指针p1和p2，p1每次前进一步，p2每次前进两步，如果有环则p2一定能追上p1.

## 源码：（language：java/cpp）

朴素解法：

public class Solution {

public boolean hasCycle(ListNode head) {

HashSet<ListNode> nodes=new HashSet<ListNode>();

for(ListNode node=head;node!=null;node=node.next){

if(!nodes.add(node))

return true;

}

return false;

}

}

Two Pointer解法：

class Solution {

public:

bool hasCycle(ListNode \*head) {

ListNode\* p1=head;

ListNode\* p2=head;

while(p1 && p2 && p2->next) {

p1 = p1->next;

p2 = p2->next->next;

if(p1 == p2)

return true;

}

return false;

}

};

## 成绩：

朴素解法：9ms，beats 3.91%，众数1ms，90.82%

Two Pointer解法：12ms,beats 13.53%,众数12ms，86.39%

## Cmershen的碎碎念：

找一个链表的N等分点用的也是这种思路。

# Middle-题目15：108. Convert Sorted Array to Binary Search Tree

## 题目原文：

Given an array where elements are sorted in ascending order, convert it to a height balanced BST.

## 题目大意：

把一个升序排列的数组构建成BST（二叉排序树）。

## 题目分析：

数组的中点是二叉排序树的根节点，然后递归把左半边和右半边递归构建成左子树和右子树。

## 源码：（language：java）

public class Solution {

public TreeNode sortedArrayToBST(int[] nums) {

if(nums.length==0)

return null;

TreeNode bst=createBST(nums,0,nums.length-1);

return bst;

}

public TreeNode createBST(int[] nums,int start,int end) {

int mid = (start + end) / 2;

TreeNode root = new TreeNode(nums[mid]);

if(start < mid )

root.left = createBST(nums,start,mid-1);

if(mid < end)

root.right = createBST(nums,mid+1,end);

return root;

}

}

## 成绩：

1ms,beats 7.24%,众数1ms,92.62%

# Middle-题目16：230. Kth Smallest Element in a BST

## 题目原文：

Given a binary search tree, write a function kthSmallest to find the kth smallest element in it.

## 题目大意：

求一个BST的第k小的节点。

## 题目分析：

根据二叉排序树的性质，中序遍历序列第k个元素即为所求。

## 源码：（language：java）

public class Solution {

public int kthSmallest(TreeNode root, int k) {

List<Integer> list=new ArrayList<Integer>();

traverse(root,list);

return list.get(k-1);

}

public void traverse(TreeNode node,List<Integer> list) {

if(node!=null) {

traverse(node.left,list);

list.add(node.val);

traverse(node.right,list);

}

return;

}

}

## 成绩：

2ms，beats 16.50%，众数1ms，49.50%

# Middle-题目17：116. Populating Next Right Pointers in Each Node

## 题目原文：

Given a binary tree

struct TreeLinkNode {

TreeLinkNode \*left;

TreeLinkNode \*right;

TreeLinkNode \*next;

}

Populate each next pointer to point to its next right node. If there is no next right node, the next pointer should be set to NULL.

For example,  
Given the following perfect binary tree,

1

/ \

2 3

/ \ / \

4 5 6 7

After calling your function, the tree should look like:

1 -> NULL

/ \

2 -> 3 -> NULL

/ \ / \

4->5->6->7 -> NULL

## 题目大意：

给一个二叉树加一个Next指针，指向右邻节点。

## 题目分析：

对每个根节点，其左孩子的next是右孩子，右孩子的next是next的左孩子。再递归对左子树和右子树调用这个函数，注意一些边界情况（叶子节点，空节点等）即可。

## 源码：（language：java）

public class Solution {

public void connect(TreeLinkNode root) {

if(root==null)

return;

else if(root.left == null && root.right == null && root.next == null) { // root is a leaf node

root.next=null;

return;

}

else {

if(root.left != null)

root.left.next = root.right;

if(root.right != null && root.next != null)

root.right.next = root.next.left;

if(root.right != null && root.next == null)

root.right.next = null;

connect(root.left);

connect(root.right);

}

}

}

## 成绩：

0ms，beats 81.60%，众数1ms，52.14%

# Middle-题目18：53. Maximum Subarray

## 题目原文：

Find the contiguous subarray within an array (containing at least one number) which has the largest sum.

For example, given the array [−2,1,−3,4,−1,2,1,−5,4],

the contiguous subarray [4,−1,2,1] has the largest sum = 6.

## 题目大意：

给一个数组，求和最大的连续的子数组。

## 题目分析：

用dp[n]代表结尾为n的连续子数组的和最大值，则有如下转移方程：

dp[n] = dp[n-1]+a[n] dp[n-1]>0

a[n] others

即如果以n-1为结尾的子数组和是>0的，则前n-1项对n为结尾是“有贡献”的，那么以n为结尾的子列和就带上前面那个数组。否则从第n项开始。最后返回dp[n]里面最大值即可。因为dp[n]只跟dp[n-1]有关，故维护dp[n-1]一个变量就可以了。

## 源码：（language：java）

public class Solution {

public int maxSubArray(int[] nums) {

int maxsum = -9999999;

int sumk = 0;

for(int num : nums) {

sumk = (sumk + num > num) ? sumk + num : num;

maxsum = (maxsum > sumk) ? maxsum : sumk;

}

return maxsum;

}

}

## 成绩：

1ms,beats 69.81%,众数2ms,55.83%

## Cmershen的碎碎念：

这是DP问题里面最经典的题之一，此算法叫做Kadane算法。这个优美的算法由Carnegie Mellon University的统计学家Jay Kadane于1984年给出。

# Middle-题目19：309. Best Time to Buy and Sell Stock with Cooldown

## 题目原文：

Say you have an array for which the ith element is the price of a given stock on day i.

Design an algorithm to find the maximum profit. You may complete as many transactions as you like (ie, buy one and sell one share of the stock multiple times) with the following restrictions:

You may not engage in multiple transactions at the same time (ie, you must sell the stock before you buy again).

After you sell your stock, you cannot buy stock on next day. (ie, cooldown 1 day)

## 题目大意：

与[Middle-题目4](#_Middle-题目4：122._Best_Time)相同，区别是卖出股票之后会有一天的CD（冷却期），而在CD的时候是不能买入的。求最大利益。

## 题目分析：

维护两个dp数组buy和sell，其中buy代表第n天时手里有股票的收益，sell代表第n天时手里无股票的收益。

接下来的转移方程不是很好想到：

buy[i] = max(sell[i-2]-price[i],buy[i-1])

第i天时手里有股票，这时候看第i-1天在做什么：

1. 如果是买入，则第i天要想手里有股票，什么也不能做，此时buy[i]=buy[i-1].
2. 如果是卖出，则第i天是CD，啥也干不了，手里一定是没有股票的，这种情况无解。
3. 如果什么也没做，则第i-2天把股票卖了，手里没股票，并在第i天买入。此时buy[i]=sell[i-2]+price[i]

Sell[i] = max(buy[i-1]+price[i],sell[i-1])

故buy[i]是两者的最大值。

第i天时手里没有股票，这时候还是看第i-1天在做什么：

1. 如果是买入，则第i-1天是买入，第i天卖掉，此时sell[i]=buy[i-1]+price[i]
2. 如果是卖出，则第i天是cd，此时sell[i]=sell[i-1]
3. 如果啥也没做，而手里有股票，还是sell[i]=sell[i-1]

同理sell[i]也是两者最大值。

最后的最大利益是sell[i]的值。因为到最后必须把股票卖了。

因为只跟前两项有关系，所以也是维护两项即可。

## 源码：（language：java）

public class Solution {

public int maxProfit(int[] prices) {

int buy=-999999,preBuy=0,sell=0,preSell=0;

for(int price : prices) {

preBuy = buy;

buy = Math.max(preSell - price, preBuy);

preSell = sell;

sell = Math.max(preBuy + price, preSell);

}

return sell;

}

}

## 成绩：

1ms,beats 87.89%,众数2ms，40.16%

## Cmershen的碎碎念：

DP问题的关键是找出转移数组和转移方程。而这道题的转移方程对我来说比较难想，应多注意。

# Middle-题目20：153. Find Minimum in Rotated Sorted Array

## 题目原文：

Suppose a sorted array is rotated at some pivot unknown to you beforehand.

(i.e., 0 1 2 4 5 6 7 might become 4 5 6 7 0 1 2).

Find the minimum element.

You may assume no duplicate exists in the array.

## 题目大意：

对一个移位后的数组，求最小值。

## 题目分析：

遍历一遍数组无脑找。

## 源码（略）

## 成绩：

1ms,beats 2.14%，众数1ms,92.29%

# Middle-题目21：62. Unique Paths

## 题目原文：

A robot is located at the top-left corner of a m x n grid (marked 'Start' in the diagram below).

The robot can only move either down or right at any point in time. The robot is trying to reach the bottom-right corner of the grid (marked 'Finish' in the diagram below).
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How many possible unique paths are there?

## 题目大意：

一个机器人从一个m\*n的网格的左上角开始走，每次只能向下或向右走一步，问有几种走到右下角的不同走法？

## 题目分析：

使用dp，设dp[i][j]是从(0,0)点走到(i,j)点的不同走法数，则dp[i][j]=dp[i-1][j]+dp[i][j-1],初始化第一行和第一列为1,（因为只有一行或一列的时候，是唯一走法）

## 源码：（language：java）

public class Solution {

public int uniquePaths(int m, int n) {

int[][] dp=new int[m][n];

for(int i=0;i<m;i++)

dp[i][0]=1;

for(int i=0;i<n;i++)

dp[0][i]=1;

for(int i=1;i<m;i++)

for(int j=1;j<n;j++)

dp[i][j]=dp[i-1][j]+dp[i][j-1];

return dp[m-1][n-1];

}

}

## 成绩：

1ms,beats 5.98%,众数1ms,77.94%

## cmershen的碎碎念：

小学学过奥数的人会对“数最短路线”的算法很熟悉，其实本质是一样的。可是那时候不懂编程，更不懂dp，就知道在网格上累加。

# Middle-题目22：89. Gray Code

## 题目原文：

The gray code is a binary numeral system where two successive values differ in only one bit.

Given a non-negative integer n representing the total number of bits in the code, print the sequence of gray code. A gray code sequence must begin with 0.

For example, given n = 2, return [0,1,3,2]. Its gray code sequence is:

00 - 0

01 - 1

11 - 3

10 – 2

## 题目大意：

在一组数的编码中，若任意两个相邻的代码只有一位二进制数不同，则称这种编码为格雷码。

求n位的格雷码。

## 题目分析：

使用门电路中生成格雷码的公式计算：

![http://b.hiphotos.baidu.com/baike/s%3D197/sign=dc278534ae51f3dec7b2bd6da3eff0ec/241f95cad1c8a786882607f06609c93d70cf503b.jpg](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAMUAAAASBAMAAAAZLQdUAAAAMFBMVEX///9QUFAEBARiYmJAQECenp4WFhbm5uaKiorMzMy2trYMDAwiIiIwMDB0dHQAAAByK32CAAAAAXRSTlMAQObYZgAAAtxJREFUOBGtVE1oE0EU/uJms9k0TYMIigqGehEPEhQVQWj04EWKq3jzkGhl0VJpUOlBxCx6EimNHupF6CoFQSm2WMGfSgMqgoIttf5gG8mhJ2shB6v1r/hmZmd3mout+A5vvu973+zbebMs8A9RXMIecwlexarlFfI3mOAvNPNyyFWdieHxwyrH9O89SVW4rhLCfSoPZwJmjB8DSsSvOeioBDqhNSgsEEL9xrxqeKES4PKIykNWwCJWoYhngPEQ0BWdHGXUifc2pz6xDfWjGAg2wkgphMEsSxGHZRESH0A8gyl6QIb65GWVr3dREE3XXuqkKurSxqxiSJQUwiDvYU5UfFniZmgp3AB6in5JglnjFYehdASdhBqssxVZo5VNfCc2B/t4D5i7tzPTNEsePopoFYU8mpgm4khjY2OJDF/G0lzoQwRhOlFP83rPwZd4Etrkqa7aHjCWrwS0vdzDMU04+g0NLoSmiafyul412sCErdQjlmGz6ChhC6/BoslTaVeSRiBDnIOu9RcpK4TK8QD0Kk0BY0CvXTHzcgO9Sg5Zlwlv7XbbzgHboP/AVW443Q/EqYeNz0C3bdutJHs99DaLCH2tFALzWdE51pFygusy0VeQZW6spnOYo8A4dH7nF4FYv7iPObyWdtkj+thl0neWPDwJLYeGIrJpYBMOsYp3HzSLJi7spx5aBWiBVtXp4TtED62EWBUb2Q4R/ByJwSJjeoqSh3Ee9UncoZPPIzZr3GZ1LwqOuYELcTeCbvqy53DFORP0MFPQSsa8Jf3oyhMMsUSDbin6GMuck3nMkLrv6/BzHOQGnsyRwbLFBeNJx7nj9CP42fwGeiZWHirzWeEBwpXYPX+H1v7Rxwi/CzDMpx+A90y45QKrlAqHXEhM+FMPOf6scKHWzHj8EYU4ywKMnHS3elXJUStEbgY9wr5rESBqSdN9CeRaK9Q5vEcv+zkarnQtYtUX4fkPlj8KdbXI8YRpZgAAAABJRU5ErkJggg==)，其中Gi表示格雷码的第i位，Bi表示二进制数的第i位。（因此生成格雷码的电路是异或门。）

## 源码：（language：java）

public class Solution {

public List<Integer> grayCode(int n) {

List<Integer> gray = new ArrayList<Integer>();

for(int i = 0 ; i < 1<<n ; i++) {

int temp = i>>1;

gray.add(i^temp);

}

return gray;

}

}

## 成绩：

1ms,beats 58.59%,众数2ms,40.77%

## cmershen的碎碎念：

本题的tags是BackTrack，可能是根据n-1位格雷码推n位格雷码，这也是可以的，但本题最简洁的算法应该是Bit manipulation.（by the way，简单的门能搭出计算格雷码的电路，我觉得我也能搭出来，但能实现回溯吗？）

# Middle-题目23：121. Best Time to Buy and Sell Stock

## 题目原文：

Say you have an array for which the ith element is the price of a given stock on day i.

If you were only permitted to complete at most one transaction (ie, buy one and sell one share of the stock), design an algorithm to find the maximum profit.

## 题目大意：

还是买卖股票，这回限定只能买卖一次，求最大利益。

## 题目分析：

本题最为简单，最低点买入最高点卖出即可，维护两个变量，一个记录最小值，一个记录当前价格减去最小值的最大值（即以今天价格卖出的profit）。

## 源码：（language：java）

public class Solution {

public int maxProfit(int[] prices) {

if(prices.length == 0)

return 0;

int min = prices[0];

int profit = 0;

for(int price:prices) {

if(price < min)

min = price;

if(price - min > profit)

profit = price - min;

}

return profit;

}

}

## 成绩：

2ms,beats 60.20%,众数3ms,44.72%

## cmershen的碎碎念：

一开始我误以为直接找数组的最大值和最小值相减，但是如果最小值出现在最大值后面就错了。所以维护的不是整个数组的最大值，而且当前值减去min的最大值。

# Middle-题目24：46. Permutations

## 题目原文：

Given a collection of distinct numbers, return all possible permutations.

For example,

[1,2,3] have the following permutations:

[1,2,3], [1,3,2], [2,1,3], [2,3,1], [3,1,2], and [3,2,1].

## 题目大意：

给一个没有重复数字的数组，求所有可能的排列情况。

## 题目分析：

使用backtrack(List<List<Integer>> list,List<Integer> sublist,int[] nums,boolean[] visited,int visitCount)函数递归分析，其中第一个参数是要返回的数组，第二个参数sublist记录当前搜索情况（即搜索树的路径），nums是输入的数组，visited记录了原数组中哪个数已经加入了搜索树，visitCount记录了visited数组中false的个数。如果为0说明所有数都访问过了，就把sublist加入list。其实也可以省略这个变量，而用sublist的长度和nums的长度去比，但每次都调用STL库函数会变慢。

此处需要注意的是，visitCount=0时把当前子列加入list不能写list.add(sublist);因为加入的是sublist这个对象的引用，而再次搜索的时候改变sublist的值会导致已经加入的结果修改。所以必须写list.add(new ArrayList<Integer>(sublist));构造一个和sublist内容相等但不同引用的数组。

## 源码：（language：java）

public class Solution {

public List<List<Integer>> permute(int[] nums) {

List<List<Integer>> list=new ArrayList<List<Integer>>();

boolean[] visited = new boolean[nums.length];

backtrack(list,new ArrayList<Integer>(),nums,visited,nums.length);

return list;

}

private void backtrack(List<List<Integer>> list,List<Integer> sublist,int[] nums,boolean[] visited,int visitCount)

{

if(visitCount == 0)

list.add(new ArrayList<Integer>(sublist));

else

{

for(int i=0;i<nums.length;i++) {

if(visited[i] == false) {

visited[i] = true;

sublist.add(nums[i]);

backtrack(list,sublist,nums,visited,visitCount-1);

sublist.remove(sublist.size()-1);

visited[i] = false;

}

}

}

}

}

## 成绩：

3ms，beats 67.81%，众数4ms，33.12%

## Cmershen的碎碎念：

在大一学习计导课的时候，回溯法讲了三道例题，分别是排列数（即本题），马踏棋盘，八皇后。当时觉得八皇后很难，甚至当时的同学们之间把能不能独立写出八皇后代码看做衡量编程水平的分水岭，当然这道题现在对我来说也很难（毕竟N皇后问题在leetcode里面是hard）。排列数作为回溯法里面最基本的一道题，但也体现了回溯法最基本的要领：（1）循环+递归；（2）记录下当前搜索信息之后再递归向下搜索，搜完之后把信息删除掉，否则每次调用backtrack的时候不能维持【当前】搜索信息。

# Middle-题目25：24. Swap Nodes in Pairs

## 题目原文：

Given a linked list, swap every two adjacent nodes and return its head.

For example,

Given 1->2->3->4, you should return the list as 2->1->4->3.

## 题目大意：

给一个单链表，两两交换相邻节点。

## 题目分析：

用Two Pointers，分别指向头结点和第二个节点，每次移动两步，注意处理结点个数为奇数（最后一次的时候p2->next为空，再取next会报错）的特殊情况。

## 源码：（language：java）

public class Solution {

public ListNode swapPairs(ListNode head) {

if(head == null || head.next == null) // This list has only 0 or 1 node.

return head;

ListNode l1=head,l2=head.next;

while(l1!=null && l2!=null) {

int temp=l1.val;

l1.val=l2.val;

l2.val=temp;

l1=l1.next.next;

l2=l2.next;

if(l2==null)

break;

else

l2=l2.next;

}

return head;

}

}

## 成绩：

0ms,beats 13.35%,众数0ms，86.65%

## Cmershen的碎碎念：

这题很水，不知道为什么出现在Middle里面。

# Middle-题目26：216. Combination Sum III

## 题目原文：

Find all possible combinations of k numbers that add up to a number n, given that only numbers from 1 to 9 can be used and each combination should be a unique set of numbers.

Ensure that numbers within the set are sorted in ascending order.

Example 1:

Input: k = 3, n = 7

Output:

[[1,2,4]]

Example 2:

Input: k = 3, n = 9

Output:

[[1,2,6], [1,3,5], [2,3,4]]

## 题目大意：

给出k和n，求把n拆成k个在1~9之间不重复整数之和的所有方式。

例如k=3，n=9，可以拆成9=1+2+6,9=1+2+4,9=2+3+4.

## 题目分析：

因为拆掉一个之后的子问题和原来是相似的（逻辑相同只是参数不同），故还是使用回溯法求解，函数写成如下形式：

backtrack(List<List<Integer>> list,List<Integer> sublist,int k,int n,int start)

其中list表示返回的数组，sublist表示当前搜索路径，k和n均为当前子问题的两个参数，start为新增的参数，代表从几开始找，问题开始时显然从1开始找。

那么递归关系是：每次找到一个i，则k=k-1,n=n-i,start=i+1

## 源码：（language：java）

public class Solution {

public List<List<Integer>> combinationSum3(int k, int n) {

List<List<Integer>> list=new ArrayList<List<Integer>>();

backtrack(list,new ArrayList<Integer>(),k,n,1);

return list;

}

private void backtrack(List<List<Integer>> list,List<Integer> sublist,int k,int n,int start) {

if(k == 1 ) {

if(n < 10) {

List<Integer> sublist2=new ArrayList<Integer>(sublist);

sublist2.add(n);

list.add(sublist2);

return;

}

}

else {

for(int i=start;i<(double)n/(double)k;i++) {

sublist.add(i);

backtrack(list,sublist,k-1,n-i,i+1);

sublist.remove(sublist.size()-1);

}

}

}

}

## 成绩：

1ms，beats 52.84%，众数1ms，47.16%

## Cmershen的碎碎念：

本题的代码第17行for(int i=start;i<(double)n/(double)k;i++)需要注意，如果不转换为double，会导致解空间变小。例如n=7,k=2时如果不转换相当于i<3,如果加double转换相当于i<3.5,前者会遗漏掉i=3的情况。同理如果改为i<=n/k会导致解空间变大。

# Middle-题目27：64. Minimum Path Sum

## 题目原文：

Given a *m* x *n* grid filled with non-negative numbers, find a path from top left to bottom right which *minimizes* the sum of all numbers along its path.

**Note:** You can only move either down or right at any point in time.

## 题目大意：

有一个m \* n的网格，每个格内填写一个非负整数，求出从左上角走到右下角的所有路径中的最小和。

注意：你每次只能向下或者向右走。

## 题目分析：

设dp[i][j]为从(0,0)点开始走到(i,j)点的最小和，则有：

dp[i][j] = min(dp[i-1][j],dp[i][j-1])+grid[i][j] (i>0,j>0)

很好解释，因为(i,j)这一点要么是从上面来的，要么是从左面来的，哪面来的和值小就取哪面来的。

初始化第一行和第一列为从原点到第一行（列）的点一直走的和。因为路径是唯一的。

dp数组计算后，显然dp[m-1][n-1]即为所求。

## 源码：（language：c）

int minPathSum(int\*\* grid, int gridRowSize, int gridColSize) {

int dp[gridRowSize][gridColSize];

dp[0][0] = grid[0][0];

for(int i = 1;i<gridColSize;i++)

dp[0][i] = dp[0][i-1]+grid[0][i];

for(int i = 1;i<gridRowSize;i++)

dp[i][0] = dp[i-1][0]+grid[i][0];

for(int i = 1;i<gridRowSize;i++)

for(int j = 1;j<gridColSize;j++)

dp[i][j] = min(dp[i-1][j],dp[i][j-1])+grid[i][j];

return dp[gridRowSize-1][gridColSize-1];

}

int min(int a,int b) {

return a<b?a:b;

}

## 成绩：

20ms,beats 31.11%,众数20ms,68.89%

# Middle-题目28：75. Sort Colors

## 题目原文：

Given an array with *n* objects colored red, white or blue, sort them so that objects of the same color are adjacent, with the colors in the order red, white and blue.

Here, we will use the integers 0, 1, and 2 to represent the color red, white, and blue respectively.

## 题目大意：

有三个对象，分别是红色，白色，蓝色，对他们排序使得所有的颜色按照红色-白色-蓝色的顺序，这里使用0,1,2分别代表红色，白色，蓝色。

抽象成算法模型即：

给出一个数组，数组里面只有0,1,2三个数字，对其排序。

## 题目分析：

1. 朴素解法：既然是排序，调用Java的API即可。
2. 计数排序：先扫描一遍数组，统计有多少0，多少1，多少2，然后再扫描一遍数组，按0,1,2的个数分别填充数组。
3. 交换排序：从0开始记录红色和白色的插入位置，扫描数组，如果扫到当前位置是1，则与1应插入的位置交换，如果扫到当前位置是0，则先与1插入的位置交换，再与0插入的位置交换。（因为换到0的位置以后，1的位置也向后移动了）

## 源码：（language：c）

方法1略。

方法2：

void sortColors(int\* nums, int numsSize) {

int red=0,white=0,blue=0;

for(int i = 0;i<numsSize;i++) {

if(nums[i] == 0)

red++;

else if(nums[i] == 1)

white++;

else

blue++;

}

for(int i=0;i < numsSize;i++) {

if(red > 0) {

red--;

nums[i]=0;

}

else if(white > 0) {

white--;

nums[i]=1;

}

else

nums[i]=2;

}

}

方法3：

void sortColors(int\* nums, int numsSize) {

int Insert\_Red=0,Insert\_White=0;

for(int i=0;i<numsSize;i++) {

if(nums[i]==1) {

nums[i]=nums[Insert\_White];

nums[Insert\_White++]=1;

}

else if(nums[i]==0) {

nums[i]=nums[Insert\_White];

nums[Insert\_White++]=nums[Insert\_Red];

nums[Insert\_Red++]=0;

}

}

}

## 成绩：

方法1:1ms，beats 3.63%，众数1ms，75.47%

方法2:0ms，beats 2.63%，众数0ms，97.37%

方法3:2ms，beats 2.63%

## Cmershen的碎碎念：

方法2和方法3的时间复杂度都是O(n)，但方法2扫了两遍数组，方法3扫了一遍，但多次提交都是方法2时间短。

# Middle-题目29：59. Spiral Matrix II

## 题目原文：

Given an integer *n*, generate a square matrix filled with elements from 1 to *n*2 in spiral order.

## 题目大意：

给一个整数n，输出n\*n的方阵，其中1~n2以顺时针的螺旋方式填充。

## 题目分析：

就是简单的模拟，从1开始往里填，注意拐弯的临界条件（走到数组的边缘或者按原方向的下一位已经填好数）。

## 源码：（language：java）

public class Solution {

private final int RIGHT = 1;

private final int DOWN = 2;

private final int LEFT = 3;

private final int UP = 4;

public int[][] generateMatrix(int n) {

int direction = 1;//1,2,3,4 stand for RIGHT,DOWN,LEFT,UP respectively.

int row=0,col=0;//current position

int[][] matrix = new int[n][n];

for(int i=1;i<=n\*n;i++) {

matrix[row][col] = i;

switch (direction) {

case RIGHT: {

if(col+1 == n || matrix[row][col+1] != 0) {

direction=DOWN;

row++;

}

else

col++;

break;

}

case DOWN: {

if(row+1 == n || matrix[row+1][col] != 0) {

direction=LEFT;

col--;

}

else

row++;

break;

}

case LEFT: {

if(col == 0 || matrix[row][col-1] != 0) {

direction=UP;

row--;

}

else

col--;

break;

}

case UP: {

if(matrix[row-1][col] != 0) {

direction=RIGHT;

col++;

}

else

row--;

}

}

}

return matrix;

}

}

## 成绩：

0ms,beats 14.13%,众数0ms，85.87%

# Middle-题目30：48. Rotate Image

## 题目原文：

You are given an *n* x *n* 2D matrix representing an image.

Rotate the image by 90 degrees (clockwise).

## 题目大意：

把一个n\*n的方阵顺时针旋转90度。

## 题目分析：

开一个新的矩阵，原来的第一行变成第n列，第2行变成第n-1列…..然后再复制回去。

## 源码：（language：java）

public class Solution {

public void rotate(int[][] matrix) {

int n=matrix.length;

int[][] newMatrix=new int[n][n];

for(int i=0;i<n;i++)

for(int j=0;j<n;j++)

newMatrix[j][n-1-i]=matrix[i][j];

for(int i=0;i<n;i++)

for(int j=0;j<n;j++)

matrix[i][j]=newMatrix[i][j];

}

}

## 成绩：

0ms，beats 25.09%，众数0ms，74.91%

## Cmershen的碎碎念：

这题的要求本来是不开辟新的数组，那么我想到的办法是一圈一圈的转，但代码还没写好。第一轮刷题时间比较仓促，只考虑AC。

# Middle-题目31：11. Container With Most Water

## 题目原文：

Given *n* non-negative integers *a1*, *a2*, ..., *an*, where each represents a point at coordinate (*i*, *ai*). *n* vertical lines are drawn such that the two endpoints of line *i* is at (*i*, *ai*) and (*i*, 0). Find two lines, which together with x-axis forms a container, such that the container contains the most water.

## 题目大意：

给出一个数组{a1,a2,…an},其中第i个数代表平面坐标系上点(i,ai),那么求两个点，使得这两个点向x轴作出的两条垂线和x轴围成的“杯子”能容纳最多的水。

## 题目分析：

还是一个two pointers的问题。

首先，对两个点（i,ai）和(j,aj)构成的“杯子”能装的水量用代数式表示为:min(ai,aj)\*(j-i).于是问题归结为求此表达式的最大值。那么如何搜索呢？

令两个指针i和j分别指向数组的头和尾，观察两个“杯壁”，若j端较高，则如果存在更优的解，那么更优解的i值一定不是当前值（因为如果j向左找，不管j端有多高，受i端影响，杯子的容量不可能更高），所以j端较高时令i++，同理i端较高时令j--，并不断更新最大水量，当搜索到i=j时整个数组遍历完毕，返回最大值。

## 源码：（language：java）

public class Solution {

public int maxArea(int[] height) {

int i=0;

int j=height.length-1;

int max=0;

while(i<j) {

int area=Math.min(height[i],height[j])\*(j-i);

if(area>max)

max=area;

if(height[i]<height[j])

i++;

else

j--;

}

return max;

}

}

## 成绩：

6ms,beats 57.22%,众数7ms,33.57%

## Cmershen的碎碎念：

此题的朴素解法就是O(n2)的暴力搜索，提交会超时。但似乎此题还有更快的方法。

# Middle-题目32：240. Search a 2D Matrix II

## 题目原文：

Write an efficient algorithm that searches for a value in an m x n matrix. This matrix has the following properties:

Integers in each row are sorted in ascending from left to right.

Integers in each column are sorted in ascending from top to bottom.

For example,

[

[1, 4, 7, 11, 15],

[2, 5, 8, 12, 19],

[3, 6, 9, 16, 22],

[10, 13, 14, 17, 24],

[18, 21, 23, 26, 30]

]

## 题目大意：

在一个满足下列性质的矩阵中寻找一个数：

每一行从左到右，每一列从上到下的数组是递增顺序的。

## 题目分析：

初始化i=0,j=n-1,即从矩阵的右上角开始找。若当前数比target小，则i++（因为只有下面才有更大的数，这样直接排除掉第i行）,若当前数比target大，则j--（因为只有左面才有更小的数，这样直接排除掉第j列）,如果找到边缘还没找到，则返回false。

## 源码：（language：java）

public class Solution {

public boolean searchMatrix(int[][] matrix, int target) {

if(matrix.length==0)

return false;

int rows=matrix.length,cols=matrix[0].length;

int i=0,j=cols-1;

while(j>=0 && i<=rows-1) {

if(matrix[i][j] == target)

return true;

else if(matrix[i][j] < target)

i++;

else

j--;

}

return false;

}

}

## 成绩：

13ms,beats 56.57%,众数13ms,37.38%

## Cmershen的碎碎念：

这道题很经典，传说是MSRA的面试题，因为每次都排除一行（列），而(i,j)点始终位于新矩阵的右上角，故可以看做是一个分治算法，算法很巧妙值得借鉴。

# Middle-题目33：300. Longest Increasing Subsequence

## 题目原文：

Given an unsorted array of integers, find the length of longest increasing subsequence.

For example,

Given [10, 9, 2, 5, 3, 7, 101, 18],

The longest increasing subsequence is [2, 3, 7, 101], therefore the length is 4. Note that there may be more than one LIS combination, it is only necessary for you to return the length.

Your algorithm should run in O(n2) complexity.

Follow up: Could you improve it to O(n log n) time complexity?

## 题目大意：

给出一个数组，求最长递增子序列的长度。

你的算法必须达到O(n2)的复杂度。进一步，你能提高到O(nlogn)吗？

## 题目分析：

1. 朴素解法：暴力分析每一个子列，看看是不是递增的。复杂度是O(2^n),忽略。
2. O（n2）解法（DP）：

记dp[i]为以i为结尾的最长递增子列长度，则有如下转移方程：

dp[i] = max(dp[j])+1,其中j<i,且nums[j]<nums[i]

因为计算dp[i]要遍历所有i前面的数，故复杂度O(n2)

1. O（nlogn）解法：再增加一个辅助数组B，记B[dp[j]]=a[j].即存储长度为dp[j]的子序列的最后一个元素。这样在从前面的dp[0]~dp[n-1]推dp[n]的时候，可以使用二分查找找到满足j<i且B[dp[j]]=a[j]<a[i]的最大j值，并置B[dp[j]+1]=a[i].（算法思路和源码摘自<http://www.cnblogs.com/lonelycatcher/archive/2011/07/28/2119123.html>）

## 源码：（language：java）

O(n2)解法：

public class Solution {

public int lengthOfLIS(int[] nums) {

if(nums.length<=1)

return nums.length;

int[] dp=new int[nums.length];

dp[0]=1;

int maxLIS=1;

for(int i=1;i<nums.length;i++) {

int maxj=0;

for(int j=0;j<i;j++) {

if(dp[j]>maxj && nums[j]<nums[i])

maxj=dp[j];

}

dp[i]=maxj+1;

if(dp[i]>maxLIS)

maxLIS=dp[i];

}

return maxLIS;

}

}

O(nlogn)解法：

public class Solution {

public int lengthOfLIS(int[] nums) {

int n = nums.length;

if(n==0)

return 0;

int[] B = new int[n+1];//数组B；

B[0]=-10000;//把B[0]设为最小，假设任何输入都大于-10000；

B[1]=nums[0];//初始时，最大递增子序列长度为1的最末元素为a1

int Len = 1;//Len为当前最大递增子序列长度，初始化为1；

int p,r,m;//p,r,m分别为二分查找的上界，下界和中点；

for(int i = 1;i<n;i++) {

p=0;r=Len;

while(p<=r)//二分查找最末元素小于ai+1的长度最大的最大递增子序列；

{

m = (p+r)/2;

if(B[m]<nums[i]) p = m+1;

else r = m-1;

}

B[p] = nums[i];//将长度为p的最大递增子序列的当前最末元素置为ai+1;

if(p>Len) Len++;//更新当前最大递增子序列长度；

}

return Len;

}

}

## 成绩：

O(n2)解法：42ms，beats 15.71%，众数1ms，13.76%

O(nlogn)解法：2ms，beats 78.15%

## Cmershen的碎碎念：

最长递增子序列问题是一个十分十分十分经典的DP问题，也是各公司经常用来面试的热门题，关于这个问题的详细讨论可见[joylnwang大神的博客](http://blog.csdn.net/joylnwang/article/details/6766317)，这篇文章中这个问题进行了比较深入的研究。

# Middle-题目34：289. Game of Life

## 题目原文：

According to the [Wikipedia's article](https://en.wikipedia.org/wiki/Conway%27s_Game_of_Life): "The Game of Life, also known simply as Life, is a cellular automaton devised by the British mathematician John Horton Conway in 1970."

Given a board with m by n cells, each cell has an initial state live (1) or dead (0). Each cell interacts with its [eight neighbors](https://en.wikipedia.org/wiki/Moore_neighborhood) (horizontal, vertical, diagonal) using the following four rules (taken from the above Wikipedia article):

1. Any live cell with fewer than two live neighbors dies, as if caused by under-population.
2. Any live cell with two or three live neighbors lives on to the next generation.
3. Any live cell with more than three live neighbors dies, as if by over-population..
4. Any dead cell with exactly three live neighbors becomes a live cell, as if by reproduction.

Write a function to compute the next state (after one update) of the board given its current state.

## 题目大意：

给一个m\*n的网格，每个网格中有一个细胞，它只有生（1）或死（0）两种状态。每个细胞有8个邻居（水平，垂直，对角线），每经过一个时间周期，按如下规则演化：

1. 若一个活着的细胞周围有少于2个活着的邻居，则它会死于孤独。
2. 若一个活着的细胞周围有2,3个活着的邻居，则它会继续活下去。
3. 若一个活着的细胞周围有3个以上活着的邻居，则它会死于人口过多。
4. 若一个死亡的细胞周围恰有3个活着的细胞，则它会复活，就好像繁殖。

给出一个网格当前的状态，求出下一个时间周期的状态。

## 题目分析：

直接模拟即可，在数邻居个数的时候要考虑一些边界情况（因为不一定都有8个邻居），数出来邻居之后按规则变化即可。

## 源码：（language：java）

public class Solution {

private final int DEAD = 0;

private final int ALIVE = 1;

public void gameOfLife(int[][] board) {

int m=board.length;

int n=board[0].length;

int[][] nextState = new int[m][n];

for(int i=0;i<m;i++) {

for(int j=0;j<n;j++) {

//Rule 1:Any live cell with fewer than two live neighbors dies, as if caused by under-population.

if(board[i][j] == ALIVE && getNeighbours(board,i,j) <= 1)

nextState[i][j] = DEAD;

//Rule 3:Any live cell with more than three live neighbors dies, as if by over-population.

else if(board[i][j] == ALIVE && getNeighbours(board,i,j) > 3)

nextState[i][j] = DEAD;

//Rule 4:Any dead cell with exactly three live neighbors becomes a live cell, as if by reproduction.

else if(board[i][j] == DEAD && getNeighbours(board,i,j) == 3)

nextState[i][j] = ALIVE;

else

nextState[i][j]=board[i][j];

//System.out.println("i="+i+",j="+j+",neighbours="+getNeighbours(board,i,j,m,n)+",this state="+board[i][j]+",nextState="+nextState[i][j]);

}

}

for(int i=0;i<m;i++) {

for(int j=0;j<n;j++) {

board[i][j]=nextState[i][j];

}

}

}

private int getNeighbours(int[][] board,int i,int j) {

return getState(board,i-1,j-1) + getState(board,i-1,j) + getState(board,i-1,j+1) + getState(board,i,j-1) + getState(board,i,j+1) + getState(board,i+1,j-1) + getState(board,i+1,j) + getState(board,i+1,j+1);

}

private int getState(int[][] board, int i, int j) {

int m = board.length;

int n = board[0].length;

if(i<0 || j<0 || i==m || j==n)

return 0;

else

return board[i][j];

}

}

## 成绩：

1ms,beats 13.28%,众数1ms,86.47%

## Cmershen的碎碎念：

Discuss中还有一个神算法，有待研读。

# Middle-题目35：77. Combinations

## 题目原文：

Given two integers n and k, return all possible combinations of k numbers out of 1 ... n.

For example,

If n = 4 and k = 2, a solution is:

[

[2,4],

[3,4],

[2,3],

[1,2],

[1,3],

[1,4],

]

## 题目大意：

给出两个正整数n和k，求从1~n中取k个数的所有组合方式。

## 题目分析：

还是一个回溯法，用backtrack(List<List<Integer>> list, List<Integer> sublist, int n, int k, int start,int totaln)函数维护搜索过程，list代表最终返回结果，sublist记录当前搜索路径，n记录当前还有几个数要搜索，k记录当前还要取几个数，start记录当前要搜索的第一个数，totaln一直维持问题最开始的n。

这样递归关系是，每找到一个数字i, n=totaln-i(因为继续搜索的时候只需从i+1开始找)，k=k-1,start=i+1.

一直找到k=0的时候搜索结束。

## 源码：（language：java）

public class Solution {

public static List<List<Integer>> combine(int n, int k) {

List<List<Integer>> list = new ArrayList<List<Integer>>();

backtrack(list,new ArrayList<Integer>(),n,k,1,n);

return list;

}

private static void backtrack(List<List<Integer>> list, List<Integer> sublist, int n, int k, int start,int totaln) {

if(k == 0)

list.add(new ArrayList<Integer>(sublist));

else {

for(int i = start;i < start + n;i++) {

sublist.add(i);

backtrack(list,sublist,totaln-i,k-1,i+1,totaln);

sublist.remove(sublist.size()-1);

}

}

}

}

## 成绩：

3ms,beats 50.28%,众数3ms,37.00%

## cmershen的碎碎念：

本题似乎还可以简化一个变量。

# Middle-题目36：74. Search a 2D Matrix

## 题目原文：

Write an efficient algorithm that searches for a value in an m x n matrix. This matrix has the following properties:

Integers in each row are sorted from left to right.

The first integer of each row is greater than the last integer of the previous row.

For example,

Consider the following matrix:

[

[1, 3, 5, 7],

[10, 11, 16, 20],

[23, 30, 34, 50]

]

## 题目大意：

在一个满足下列性质的矩阵中寻找一个数：

每一行从左到右，每一列从上到下的数组是递增顺序的。且下一行最小的数比上一行最大的数大。

## 题目分析：

方法一：既然做过了[Middle-题目32](#_Middle-题目32：240._Search_a)，就可以用同样的算法。

方法二：因为在第32题的基础上又加一个限定，所以对每行第一个数二分查找，确定该数可能存在的行，再在行内二分查找。

## 源码：（language：java）

方法一略。

方法二：

public class Solution {

public boolean searchMatrix(int[][] matrix, int target) {

int start = 0,end = matrix.length - 1,mid;

if(start == end) // the matrix has only 1 line

return binarySeach(matrix[0],target);

while(start <= end) {

mid = (start + end) / 2;

if(matrix[mid][0] == target)

return true;

else if(matrix[mid][0] < target && (mid == matrix.length-1 || matrix[mid+1][0] > target)) // target may be at line of mid

return binarySeach(matrix[mid],target);

else if(matrix[mid+1][0] <= target) //target lies after line of mid

start = mid + 1;

else

end = mid-1;

}

return false;

}

private boolean binarySeach(int[] nums, int target) {

int start = 0, end = nums.length-1, mid;

while(start <= end) {

mid = (start + end) / 2;

if(nums[mid] == target)

return true;

else if(nums[mid] < target)

start = mid + 1;

else

end = mid - 1;

}

return false;

}

}

## 成绩：

方法一：2ms，beats 3.01%，众数1ms,89.18%

方法二：1ms，beats 6.15%

# Middle-题目37：199. Binary Tree Right Side View

## 题目原文：

Given a binary tree, imagine yourself standing on the right side of it, return the values of the nodes you can see ordered from top to bottom.

For example:

Given the following binary tree,

1 <---

/ \

2 3 <---

\ \

5 4 <---

You should return [1, 3, 4].

## 题目大意：

给出一个二叉树，假设你的视线从右边看过去，返回从上到下你看到的节点（不在最右侧的都被挡上了）。

## 题目分析：

按层次遍历，求每层最后一个节点即可（即队列中改变层号的节点），在[Easy-题目27](#_Easy-题目27：107.Binary_Tree_Level)基础上修改代码即可。

## 源码：（language：java）

/\*\*

\* Definition for a binary tree node.

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

public class Solution {

public List<Integer> rightSideView(TreeNode root) {

Queue<TreeNode> queue=new LinkedList<TreeNode>();

Queue<Integer> levelqueue=new LinkedList<Integer>();

List<Integer> list=new ArrayList<Integer>();

if(root == null)

return list;

queue.add(root);

levelqueue.add(1);

//list.add(root.val);

while(!queue.isEmpty()) {

TreeNode current = queue.remove();

int curLevel=levelqueue.remove();

if(current.left!=null) {

queue.add(current.left);

levelqueue.add(curLevel+1);

}

if(current.right!=null) {

queue.add(current.right);

levelqueue.add(curLevel+1);

}

if(levelqueue.isEmpty() == true || levelqueue.peek() == curLevel + 1)

list.add(current.val);

}

return list;

}

}

## 成绩：

3ms,beats 10.90%,众数3ms,40.54%

# Middle-题目38：241. Different Ways to Add Parentheses

## 题目原文：

Given a string of numbers and operators, return all possible results from computing all the different possible ways to group numbers and operators. The valid operators are +, - and \*.

Example 1

Input: "2-1-1".

((2-1)-1) = 0

(2-(1-1)) = 2

Output: [0, 2]

Example 2

Input: "2\*3-4\*5"

(2\*(3-(4\*5))) = -34

((2\*3)-(4\*5)) = -14

((2\*(3-4))\*5) = -10

(2\*((3-4)\*5)) = -10

(((2\*3)-4)\*5) = 10

Output: [-34, -14, -10, -10, 10]

## 题目大意：

给出一个算数表达式字符串（有数字和+-\*三种运算符），求出用不同种类的加括号方式能算得的数分别是什么。（允许重复）

## 题目分析：

典型的分治算法。如果字符串只是一个数，则只有1种情况，否则找到其中的运算符，分割成左右两个表达式串，递归求算得的数的序列(分别记为leftList和rightList)，再分别遍历leftList和rightList的每个数，加入在当前运算符下算得的结果即可。

## 源码：（language：java）

public class Solution {

public List<Integer> diffWaysToCompute(String input) {

List<Integer> list=new ArrayList<Integer>();

if(isNumeric(input)) // if input is an integer

list.add(Integer.parseInt(input));

else {

for(int i=0;i<input.length();i++) {

char op=input.charAt(i);

if(op == '+' || op == '-' || op == '\*') {

List<Integer> leftList = diffWaysToCompute(input.substring(0,i));

List<Integer> rightList = diffWaysToCompute(input.substring(i+1));

for(Integer j : leftList)

for(Integer k : rightList)

list.add(operate(j,op,k));

}

}

}

return list;

}

private Integer operate(int a, char op, int b) {

if(op=='+')

return a+b;

else if(op=='-')

return a-b;

else

return a\*b;

}

public boolean isNumeric(String str){

for(int i=str.length();--i>=0;){

int chr=str.charAt(i);

if(chr<48 || chr>57)

return false;

}

return true;

}

}

## 成绩：

9ms,beats 27.25%,众数8ms,21.40%

## cmershen的碎碎念：

根据discuss，本题似乎用HashMap可以提高一点效率。但基本思路不变。

# Middle-题目39：73. Set Matrix Zeroes

## 题目原文：

Given a m x n matrix, if an element is 0, set its entire row and column to 0. Do it in place.

## 题目大意：

给出一个m\*n的矩阵，若一个元素是0，置它所在的整行和整列都为0.

## 题目分析：

时间复杂度是O(mn)无疑，本题考查的是空间复杂度。

方法一：O(m+n)的空间：使用两个数组isRowsZero和isColsZero分别记录每一行和每一列是否需要置0.

方法二：O(1)的空间：使用第一行和第一列记录该行和该列是否应该置零，并使用两个变量rol0和col0记录首行和首列是否需要置0（因为有可能把不是0的信息变成0）

## 源码：（language：java/c）

方法一：

public class Solution {

public void setZeroes(int[][] matrix) {

int rows=matrix.length;

int cols=matrix[0].length;

boolean[] isZeroRow = new boolean[rows];

boolean[] isZeroCol = new boolean[cols];

for(int i = 0;i <rows;i++) {

for(int j = 0;j < cols;j++) {

if(matrix[i][j]==0) {

isZeroRow[i]=true;

isZeroCol[j]=true;

}

}

}

for(int i = 0;i<rows;i++) {

if(isZeroRow[i]) {

for(int j=0;j<cols;j++) {

matrix[i][j]=0;

}

}

}

for(int j=0;j<cols;j++) {

if(isZeroCol[j]) {

for(int i=0;i<rows;i++) {

matrix[i][j]=0;

}

}

}

}

}

方法二：

void setZeroes(int\*\* matrix, int matrixRowSize, int matrixColSize) {

int col0 = 0;

int row0 = 0;

for(int i = 0; i < matrixRowSize; i++) {

if(matrix[i][0] == 0) {

col0 = 1;

break;

}

}

for(int j = 0; j < matrixColSize; j++) {

if(matrix[0][j] == 0) {

row0 = 1;

break;

}

}

for(int i = 1;i < matrixRowSize; i++) {

for(int j = 1;j < matrixColSize; j++) {

if(matrix[i][j] == 0) {

matrix[i][0] = 0;

matrix[0][j] = 0;

}

}

}

for(int i = 1;i < matrixRowSize;i++) {

if(!matrix[i][0]) {

for(int j = 1;j < matrixColSize;j++) {

matrix[i][j]=0;

}

}

}

for(int j = 1;j < matrixColSize;j++) {

if(!matrix[0][j]) {

for(int i = 1;i < matrixRowSize;i++) {

matrix[i][j]=0;

}

}

}

if(col0) {

for(int i = 0; i < matrixRowSize; i++)

matrix[i][0] = 0;

}

if(row0) {

for(int j = 0; j < matrixColSize; j++)

matrix[0][j] = 0;

}

}

## 成绩：

方法一：2ms,beats 19.41%，众数2ms,19.41%

方法二：44ms,beats 21.43%, 众数44ms,69.05%

## cmershen的碎碎念：

空间复杂度是leetcode上很多题的要求，应该也是面试时需要重点注意的一项。

# Middle-题目40：162. Find Peak Element

## 题目原文：

A peak element is an element that is greater than its neighbors.

Given an input array where num[i] ≠ num[i+1], find a peak element and return its index.

The array may contain multiple peaks, in that case return the index to any one of the peaks is fine.

You may imagine that num[-1] = num[n] = -∞.

For example, in array [1, 2, 3, 1], 3 is a peak element and your function should return the index number 2.

## 题目大意：

寻找一个数组的峰值元素（类似于函数中的极大值）

假设num[-1]=num[n]=- ∞。

若数组中有多个峰值元素，返回任意一个都可以。

## 题目分析：

本题依然是一个二分查找的变形。先考虑边界情况，若数组只有1个元素，则他就是峰值；若数组只有两个元素则较大的就是峰值元素。

接下来进行二分查找，设中点为mid，考虑以下情况：

1. mid是端点，那么只看它是否大于第二个点（倒数第二个点）即可；
2. mid点的值大于左边又大于右边，则它就是峰值，返回即可；
3. mid点的“邻域”是递增的，则右半边一定有峰值；
4. mid点的“邻域”是递减的，则左半边一定有峰值；

## 源码：（language：c）

int findPeakElement(int\* nums, int numsSize) {

if(numsSize == 1)

return 0;

else if(numsSize == 2)

return nums[0]<nums[1];

else {

int mid=(numsSize-1)/2;

if(mid == 0 && nums[0]>nums[1])

return 0;

else if(mid == numsSize-1 && nums[numsSize-1] > nums[numsSize-2])

return numsSize-1;

else if(nums[mid] > nums[mid-1] && nums[mid] > nums[mid+1])

return mid;

else if(nums[mid] >= nums[mid-1] && nums[mid] <= nums[mid+1])

return findPeakElement(&nums[mid+1],numsSize-mid-1)+mid+1;

else

return findPeakElement(nums,numsSize-mid-1);

}

}

## 成绩：

0ms,beats 9.38%,众数0ms,90.62%

## cmershen的碎碎念：

二分查找不一定只适用于有序的数组。像本题的数组是不知道顺序的，但适用二分查找。

# Middle-题目41：313. Super Ugly Number

## 题目原文：

Write a program to find the nth super ugly number.

Super ugly numbers are positive numbers whose all prime factors are in the given prime list primes of size k. For example, [1, 2, 4, 7, 8, 13, 14, 16, 19, 26, 28, 32] is the sequence of the first 12 super ugly numbers given primes = [2, 7, 13, 19] of size 4.

Note:

(1) 1 is a super ugly number for any given primes.

(2) The given numbers in primes are in ascending order.

(3) 0 < k ≤ 100, 0 < n ≤ 106, 0 < primes[i] < 1000.

## 题目大意：

写一个程序计算第n个超级丑数。

超级丑数如下定义：超级丑数是一种正数，它的所有质因子都在给出的序列中。

例如：给定质数序列2,7,13,19，则1, 2, 4, 7, 8, 13, 14, 16, 19, 26, 28, 32都是在这个质数序列下的丑数。

注意：

（1）1是任意质数序列下的丑数；

（2）质数序列是递增顺序的；

给出质数序列，求该序列下的第k个超级丑数。

## 题目分析：

观察例子中的丑数序列：

1

2

4=2\*2

7

8=4\*2

13

14=7\*2

16=8\*2

19

26=13\*2

28=14\*2

32=16\*2

可以发现每个丑数都可以看做是素数序列中的一个数与较小的丑数的乘积。

那么可以使用两个辅助数组index和vals，其中index记录当前每个素数应该与已有解中的哪个数相乘，vals记录候选解，每次从vals中筛选出最小解，并令对应下标的index加1.最后用数组q存储每轮迭代的最优解。这样直接描述可能有些难以理解，以下给出迭代过程。

算法迭代过程如下：（设质数序列primes = {2,7,13,19}）

初始化：

q={1} // 因为1永远是超级丑数

vals={0,0,0,0}

index={0,0,0,0} // 所有素数都和q中第0个元素相乘

第一轮筛选：

vals = {2,7,13,19}

选择2为最优解，加入数组q中，并更新index

index = {1,0,0,0} //素数2与q中第1个元素相乘，其他都与第0个元素相乘

q={1,2}

第二轮筛选：

vals = {4,7,13,19}

选择4为最优解，加入数组q中，并更新index：

index = {2,0,0,0} //素数2与q中第2个元素相乘，其他都与第0个元素相乘

q={1,2,4}

第三轮筛选：

vals = {8,7,13,19}

选择7为最优解，加入数组q中，并更新index：

index = {2,1,0,0} //素数2与q中第2个元素相乘，7与第1个元素相乘，其他都与第0个元素相乘

q={1,2,4,7}

第四轮筛选：

vals = {8,14,13,19}

选择8为最优解，加入数组q中，并更新index：

index = {3,1,0,0} //素数2与q中第2个元素相乘，7与第1个元素相乘，其他都与第0个元素相乘

q={1,2,4,7}

……

一直到第k轮，返回q中最后一个元素即可。

## 源码：（language：java）

public class Solution {

public int nthSuperUglyNumber(int n, int[] primes) {

int size = primes.length;

int q[] = new int[n];

int idxes[] = new int[size];

int vals[] = new int[size];

q[0] = 1;

for (int i = 1; i < n; i++) {

for (int j = 0; j < size; j++) {

vals[j] = q[idxes[j]] \* primes[j];

}

q[i] = findMin(vals);

for (int j = 0; j < size; j++) {

if (vals[j] == q[i]) {

idxes[j] += 1;

}

}

}

return q[n - 1];

}

public int findMin(int[] nums) {

int min = nums[0];

for (int i = 1; i < nums.length; i++) {

min = Math.min(min, nums[i]);

}

return min;

}

}

## 成绩：

39ms,beats 38.05%,众数32ms,6.33%

# Middle-题目42/43：274. H-Index && 275. H-Index II

## 题目原文：

274. H-Index

Given an array of citations (each citation is a non-negative integer) of a researcher, write a function to compute the researcher's h-index.

According to the definition of h-index on Wikipedia: "A scientist has index h if h of his/her N papers have at least h citations each, and the other N − h papers have no more than h citations each."

For example, given citations = [3, 0, 6, 1, 5], which means the researcher has 5 papers in total and each of them had received 3, 0, 6, 1, 5 citations respectively. Since the researcher has 3 papers with at least 3 citations each and the remaining two with no more than 3 citations each, his h-index is 3.

275. H-Index II

Follow up for H-Index: What if the citations array is sorted in ascending order? Could you optimize your algorithm?

## 题目大意：

274. H-Index

给出一个研究者的引用量数组，写一个算法计算这个研究者的h指数。

H指数的定义：一个人的h指数是指在一定期间内他发表的论文至少有h篇的被引频次不低于h次。

例如，给出citations数组=[3,0,6,1,5],代表这个研究者写了5篇论文，引用次数分别是3,0,6,1,5.那么他的h值是3,因为有3篇论文的引用次数>=3次。

275. H-Index II

若citations数组是升序排列的，能否优化算法？

## 题目分析：

根据wiki中给出的算法：

![https://upload.wikimedia.org/wikipedia/commons/thumb/d/da/H-index-en.svg/300px-H-index-en.svg.png](data:image/png;base64,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)

把引用数降序排列画在坐标系中，位于直线y=x上面的点个数就是h值。由于本题中引用数是降序排列的，所以改为统计位于直线x+y=n(n为论文数目)上方点的数目即可。因为数组是有序的，所以可以使用二分查找。

## 源码：（language：java）

public class Solution {

public int hIndex(int[] citations) {

int count=0,length = citations.length;

int start=0,end=length-1,mid=0;

while(start<=end) {

mid = (start+end) / 2;

if(citations[mid] >= length-mid) {

if(mid==0 || citations[mid-1]<length-mid+1)

return length-mid;

else if(citations[mid-1]>=length-mid)

end=mid-1;

}

else

start=mid+1;

}

return 0;

}

}

## 成绩：

H-Index:4ms,beats 9.28%,众数1ms,38.82%

H-Index II:13ms,beats 31.68%,众数12ms,24.72%

## Cmershen的碎碎念：

在第一题中，使用二分查找比无脑查找慢，但第二题中无脑插的耗时是213ms，远差于二分查找。

# Middle-题目44：334. Increasing Triplet Subsequence

## 题目原文：

Given an unsorted array return whether an increasing subsequence of length 3 exists or not in the array.

Formally the function should:

Return true if there exists i, j, k

such that arr[i] < arr[j] < arr[k] given 0 ≤ i < j < k ≤ n-1 else return false.

Your algorithm should run in O(n) time complexity and O(1) space complexity.

## 题目大意：

给出一个数组，判断是否存在一个递增的长度为3的子序列。

## 题目分析：

1. 朴素解法：O(n3)暴力搜索；
2. 最长递增子列：引用[Middle-题目33](#_Middle-题目33：300._Longest_Increasing)的方法判断最长递增子列的长度是否>=3，最好的时间复杂度是O(nlogn)。
3. O(n)算法：扫描一遍数组，令a1是当前最小值，a2是a1以后次小值，则如果当前的数比a2还大，就存在。

## 源码：（language：java）

public class Solution {

public boolean increasingTriplet(int[] nums) {

int a1 = Integer.MAX\_VALUE,a2 = Integer.MAX\_VALUE;

for(int num : nums) {

if(num<=a1)

a1=num;

else if(num<=a2)

a2=num;

else

return true;

}

return false;

}

}

## 成绩：

1ms,beats 34.32%,众数1ms,65.68%

# Middle-题目45：215. Kth Largest Element in an Array

## 题目原文：

Find the **k**th largest element in an unsorted array. Note that it is the kth largest element in the sorted order, not the kth distinct element.

## 题目大意：

寻找一个数组中第k大的数。

## 题目分析：

1. 朴素解法O(nlogn):排序，然后返回倒数第k个元素。
2. Quick Select算法O（n）:

S1.选择一个中轴（可以使用快排中的三者取中法），比中轴大的数放到左边，比中轴小的数放到右边；

S2.然后求出左边的长度l,若l==k,则中轴即为所求；若l>k,则从左边数组里面找第k大的数，若l<k，则从右边数组里面找第k-l个数。

最坏的情况每个数遍历一遍，复杂度O(n).

## 源码：（language：java）

方法一：

public class Solution {

public int findKthLargest(int[] nums, int k) {

Arrays.sort(nums);

return nums[nums.length - k];

}

}

方法二：（代码来自discuss）

public class Solution {

public int findKthLargest(int[] nums, int k) {

return select(nums, k-1);

}

private int select(int[] nums, int k) {

int left = 0, right = nums.length-1;

while(true) {

if(left == right)

return nums[left];

int pivotIndex = medianOf3(nums, left, right);

pivotIndex = partition(nums, left, right, pivotIndex);

if(pivotIndex == k)

return nums[k];

else if(pivotIndex > k)

right = pivotIndex-1;

else

left = pivotIndex+1;

}

}

//Use median-of-three strategy to choose pivot

private int medianOf3(int[] nums, int left, int right) {

int mid = left + (right - left) / 2;

if(nums[right] > nums[left])

swap(nums, left, right);

if(nums[right] > nums[mid])

swap(nums, right, mid);

if(nums[mid] > nums[left])

swap(nums,left, mid);

return mid;

}

private int partition(int[] nums, int left, int right, int pivotIndex) {

int pivotValue = nums[pivotIndex];

swap(nums, pivotIndex, right);

int index = left;

for(int i = left; i < right; ++i) {

if(nums[i] > pivotValue) {

swap(nums, index, i);

++index;

}

}

swap(nums, right, index);

return index;

}

private void swap(int[] nums, int a, int b) {

int temp = nums[a];

nums[a] = nums[b];

nums[b] = temp;

}

}

## 成绩：

方法一：7ms,beats 74.67%,众数4ms,13.67%

方法二：2ms,beats 97.12%

## Cmershen的碎碎念：

这道题好像是一道很经典的题，似乎在《算法导论》中有对这道题大篇幅的详细描述。

# Middle-题目46：129. Sum Root to Leaf Numbers

## 题目原文：

Given a binary tree containing digits from 0-9 only, each root-to-leaf path could represent a number.

An example is the root-to-leaf path 1->2->3 which represents the number 123.

Find the total sum of all root-to-leaf numbers.

For example,

1

/ \

2 3

The root-to-leaf path 1->2 represents the number 12.

The root-to-leaf path 1->3 represents the number 13.

Return the sum = 12 + 13 = 25.

## 题目大意：

有一个二叉树，节点是0-9构成的数字，这样从根节点到叶子节点的每一条路径构成一个数，计算所有路径上的数的和。

## 题目分析：

本题就是一个记忆化的前序遍历，一直记录着前面的数，每次向孩子搜索的时候把当前数×10加上当前节点的数，搜到叶子节点的时候加到当前的和里面。

## 源码：（language：java）

public class Solution {

private int currentTotal = 0;

public int sumNumbers(TreeNode root) {

dfs(root,0);

return currentTotal;

}

private void dfs(TreeNode node, int currentSum) {

if(node == null)

return;

else if(isLeaf(node)) {

currentSum+=node.val;

currentTotal+=currentSum;

}

else {

currentSum+=node.val;

dfs(node.left,currentSum\*10);

dfs(node.right,currentSum\*10);

}

}

private boolean isLeaf(TreeNode node) {

return node.left==null && node.right==null;

}

}

## 成绩：

1ms,beats 28.93%,众数1ms,60.87%

# Middle-题目47：80. Remove Duplicates from Sorted Array II

## 题目原文：

Follow up for "Remove Duplicates":

What if duplicates are allowed at most twice?

## 题目大意：

接[Easy-题目29](#_Easy-题目29：26._Remove_Duplicates)，这次允许一个元素最多出现两次。

## 题目分析：

和上题差不多，只是这次比较的两个指针是i和i-2，如果不相等则计数加一。因为这种情况下i-2所指元素最多只能加入两次.(若数组为….1,1,1,2,….则第一个1会跳过去，第二个和第三个1会加入)

## 源码：（language：c）

int removeDuplicates(int\* nums, int numsSize) {

int start = 0;

for(int i = 0;i < numsSize;i++) {

if(i == 0 || i == 1)

nums[start++] = nums[i];

else {

if(nums[i] != nums[start-2])

nums[start++] = nums[i];

}

}

return start;

}

## 成绩：

8ms，beats 11.11%,众数8ms,87.30%

## Cmershen的碎碎念：

本题还可以推广，若允许一个元素最多出现n次？是不是直接改为i和i-n两个指针即可？有待探索。

# Middle-题目48：81. Search in Rotated Sorted Array II

## 题目原文：

Follow up for "Search in Rotated Sorted Array":

What if duplicates are allowed?

Would this affect the run-time complexity? How and why?

Write a function to determine if a given target is in the array.

## 题目大意：

对一个移位过后的升序数组(数组元素可能重复)，判断一个数是否存在。

## 题目分析：

无脑找。O(n).

## 源码：（language：java）

public class Solution {

public boolean search(int[] nums, int target) {

for(int num:nums)

if(num==target)

return true;

return false;

}

}

## 成绩：

1ms,beats 21.80%,众数1ms,78.20%

## Cmershen的碎碎念：

本题本应该考察的是二分搜索，可测试用例没有体现比无脑找的优势，而更是有21.8%的提交代码（可能是试图使用二分搜索）反而慢了。可能此题的test case是有问题的。

# Middle-题目49：279. Perfect Squares

## 题目原文：

Given a positive integer n, find the least number of perfect square numbers (for example, 1, 4, 9, 16, ...) which sum to n.

## 题目大意：

给出正整数n，求出把n拆成最少的完全平方数之和的个数。

例如,12=4+4+4，拆出3个完全平方数，返回3.

13=4+9，最少拆出2个完全平方数，返回2.

## 题目分析：

方法一：（动态规划）记dp[i]为组成i的平方数的最小个数，则可以从dp[i]推到dp[i+j^2]:

dp[i+j^2]=min(dp[i+j^2],dp[i]+1),即i+j^2这个数可能有更优的拆分方式是拆出j^2,否则维持原来的拆分方式。

初始化：dp[1]=1(1只能拆出1),dp[i]=i(最坏的拆分方法是把每个数i都拆成i个1，然后进一步优化

迭代过程：

i=1时，更新2,5,10,17….dp(n^2+1)=2;此时dp[2]=2

i=2时，更新3,6,11,18….dp(n^2+2)=3;

……

外层循环从1到n，内层循环从i到根号n，故总复杂度O(nlogn).

方法二：（拉格朗日四平方和定理）根据Lagrange四平方定理，任何一个正整数都可以表示成不超过四个整数的平方之和。这样只需考虑什么时候返回1,2,3,4即可。

关于lagrange四平方定理的证明见[这篇论文](http://www.changhai.org/articles/science/mathematics/four_square_theorem.php)。

1. 若一个数n是4的倍数，则一直除以4化简，道理很简单，因为若k可以拆成k1+k2+k3+k4(其中ki是完全平方数或0)，则4k=4k1+4k2+4k3+4k4，其中4ki显然也是完全平方数。
2. 如果一个数除以8余7，则一定是由4个完全平方数组成。证明见碎碎念部分。
3. 接下来就剩下1,2,3三种情况了，暴力搜索一下1和2的情况，所以搜索{i∈Z|i∈[0,sqrt(n)]}，如果找到能开出j-i的数，则返回1或2（如果i=0或根号n，则是1，否则是2.
4. 若找不到，则一定是3.

因为这里的暴力搜索是从0到根号n的，所以算法复杂度是O(logn)!!!!!!

## 源码：（language：java）

方法一：

public class Solution {

public int numSquares(int n) {

int[] dp = new int[n+1];

for(int i = 0;i<=n;i++)

dp[i]=i;

for(int i = 1;i\*i <= n;i++)

dp[i\*i]=1;

for(int i=1;i<=n;i++) {

for(int j=1;i+j\*j<=n;j++) {

dp[i+j\*j]=Math.min(dp[i+j\*j], dp[i]+1);

}

}

return dp[n];

}

}

方法二：

public class Solution {

public int numSquares(int n) {

while(n%4 == 0)

n/=4;

if(n%8 == 7)

return 4;

for (int a=0; a\*a<=n; ++a) {

int b = (int)Math.sqrt(n - a\*a);

if (a\*a + b\*b == n)

return func(a) + func(b);

}

return 3;

}

private int func(int a) {

return a==0?0:1;

}

}

## 成绩：

方法一：66ms,beats 72.43%,众数68ms,6.46%

方法二：4ms,beats 97.67%

## Cmershen的碎碎念：

由此可见数学是科学之母，然而我不是学数学的，那些定理的证明对我来说如同天书……还有人说，@jianchao.li.fighter这个作者出的题都跟数学有关系。

2016.3.11补充步骤2的证明部分：

首先根据四平方数定理，任何正整数都可以拆成不超过4个完全平方数的和。

显然，任何完全平方数n2要么是4的倍数，要么被4除余1.（这个证明略）

假设存在正整数a1,a2使得,那么a1和a2必然一个是偶数一个是奇数，则可表示为4s+4t+1(s,t),是模4余1的，与模8余7矛盾。

假设存在正整数a1,a2,a3使得,若有一个数是奇数，另外两个数是偶数，同上易得平方和是模4余1的， 若三个数都是奇数

# Middle-题目50：142. Linked List Cycle II

## 题目原文：

Given a linked list, return the node where the cycle begins. If there is no cycle, return null.

## 题目大意：

判断一个单链表有没有环。如果有环，返回环的起点，没有环返回null

## 题目分析：

还是用HashSet存，第一个重复的节点就是环的起点。

## 源码：（language：java）

/\*\*

\* Definition for singly-linked list.

\* class ListNode {

\* int val;

\* ListNode next;

\* ListNode(int x) {

\* val = x;

\* next = null;

\* }

\* }

\*/

public class Solution {

public ListNode detectCycle(ListNode head) {

HashSet<ListNode> set = new HashSet<ListNode>();

for(ListNode node=head;node!=null;node=node.next) {

if(!set.add(node))

return node;

}

return null;

}

}

## 成绩：

12ms,beats 5.82%，众数1ms,81.12%

# Middle-题目51：331. Verify Preorder Serialization of a Binary Tree

## 题目原文：

One way to serialize a binary tree is to use pre-order traversal. When we encounter a non-null node, we record the node's value. If it is a null node, we record using a sentinel value such as #.

\_9\_

/ \

3 2

/ \ / \

4 1 # 6

/ \ / \ / \

# # # # # #

For example, the above binary tree can be serialized to the string "9,3,4,#,#,1,#,#,2,#,6,#,#", where # represents a null node.

Given a string of comma separated values, verify whether it is a correct preorder traversal serialization of a binary tree. Find an algorithm without reconstructing the tree.

Each comma separated value in the string must be either an integer or a character '#' representing null pointer.

## 题目大意：

给出一个用逗号分隔的字符串，其中数字代表节点的值，#号代表空节点，判断是否是一个合法的二叉树的前序遍历序列。

## 题目分析：

方法一（朴素解法）：用堆栈，每次遇到一个数字或者#号都入栈，如果栈顶的前三个元素依次是#,#,数字，则把它们三个都弹出来，再把#号压入栈（代表去掉了一个叶子节点），如此往复若最后栈里只有一个#（所有节点遍历完毕），则是合法的。

方法二：从discuss中看到的一个神算法，好像机理是一样的，只是没有用到堆栈，大致意思是，初始化一个变量count从后向前搜索，遇到#号就+1，遇到数字就-1，看最后是不是1，如果中途不够减则返回false。此算法具体思路及验证正确性，还有待进一步研究。

## 源码：（language：java）

方法一：

public class Solution {

public boolean isValidSerialization(String preorder) {

String[] nodes = preorder.split(",");

Stack<String> stack = new Stack<String>();

for(String str : nodes) {

stack.push(str);

int size = stack.size();

while(size > 2 && stack.get(size-1).equals("#") && stack.get(size-2).equals("#") && !stack.get(size-3).equals("#")) {

stack.pop();

stack.pop();

stack.pop();

stack.push("#");

size = stack.size();

}

}

return stack.size() == 1 && stack.peek().equals("#");

}

}

方法二：

public class Solution {

public boolean isValidSerialization(String preorder) {

int len = preorder.length();

int count = 0;

for(int i=len-1; i>=0; i--){

char tmp = preorder.charAt(i);

if(tmp == ','){

continue;

}else if(tmp == '#'){

count++;

}else if(tmp != ',' && tmp != '#' && i!=0 && preorder.charAt(i-1)!=','){

continue;

}else{

if(count<2){

return false;

}else{

count--;

}

}

}

return count==1;

}

}

## 成绩：

方法一：25ms,beats 10.82%,众数11ms,22.68%

方法二：4ms,beats 98.75%

## Cmershen的碎碎念：

其实方法一浪费时间主要是在基于正则表达式的split函数和STL中堆栈函数，而方法二直接对数组操作，但似乎本质是一样的（因为方法二中的count也是统计的#号个数）。

# Middle-题目52：78. Subsets

## 题目原文：

Given a set of distinct integers, nums, return all possible subsets.

Note:

Elements in a subset must be in non-descending order.

The solution set must not contain duplicate subsets.

## 题目大意：

给出一个无重复元素的数组，求出他的所有子集。

要求：

子集中的元素不能是递减的，且结果中不能有重复的子集。

## 题目分析：

既然是不重复的那就好办了，求数组的长度n，并遍历一个n位长的比特串，其中哪一位为1，原数组的哪个元素就加入子集。

## 源码：（language：java）

public class Solution {

public List<List<Integer>> subsets(int[] nums) {

Arrays.sort(nums);

List<List<Integer>> subsets = new ArrayList<List<Integer>>();

int count = 1<<nums.length;

for(int j=0;j<count;j++) {

List<Integer> subset = new ArrayList<Integer>();

int index=0;

int i=j;

while(i!=0) {

if(i%2==1)

subset.add(nums[index]);

index++;

i=i>>1;

}

subsets.add(subset);

}

return subsets;

}

}

## 成绩：

2ms，beats 59.76%,众数3ms,44.63%

## Cmershen的碎碎念：

计算机是基于二进制运算的，所以能用bit manipulate方法解决的问题往往都比较方便。但此题复杂度达到O(2^n),使用位运算比单纯的回溯也仅仅是易于理解。

# Middle-题目53：114. Flatten Binary Tree to Linked List

## 题目原文：

Given a binary tree, flatten it to a linked list in-place.

For example,

Given

1

/ \

2 5

/ \ \

3 4 6

The flattened tree should look like:

1

\

2

\

3

\

4

\

5

\

6

## 题目大意：

把一个二叉树平铺到右子树上。

## 题目分析：

先递归平铺左右子树，再把左子树接到根节点右孩子上即可。

## 源码：（language：java）

/\*\*

\* Definition for a binary tree node.

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

public class Solution {

public void flatten(TreeNode root) {

if(root==null){

return;

}

flatten(root.left);

flatten(root.right);

TreeNode ptr = root.left;

if(ptr!=null){

while(ptr.right!=null){

ptr = ptr.right;

}

ptr.right = root.right;

root.right = root.left;

root.left = null;

}

}

}

## 成绩：

1ms,beats 34.42%,众数1ms,65.58%

# Middle-题目54：39. Combination Sum

## 题目原文：

Given a set of candidate numbers (C) and a target number (T), find all unique combinations in C where the candidate numbers sums to T.

The same repeated number may be chosen from C unlimited number of times.

Note:

All numbers (including target) will be positive integers.

Elements in a combination (a1, a2, … , ak) must be in non-descending order. (ie, a1 ≤ a2 ≤ … ≤ ak).

The solution set must not contain duplicate combinations.

For example, given candidate set 2,3,6,7 and target 7,

A solution set is:

[7]

[2, 2, 3]

## 题目大意：

给出一系列候选数，及一个目标数，计算目标数拆分成候选数之和（允许重复）的所有拆分方式。

## 题目分析：

贪心+回溯。使用backtrack(List<List<Integer>> list, List<Integer> sublist, int[] candidates, int target, int startPos)维护搜索过程，参数意义不必过多介绍，每次加入一个候选数，就从当前候选数开始往下搜。

## 源码：（language：java）

public class Solution {

public List<List<Integer>> combinationSum(int[] candidates, int target) {

Arrays.sort(candidates);

List<List<Integer>> list = new ArrayList<List<Integer>>();

backtrack(list, new ArrayList<Integer>(), candidates, target, 0);

return list;

}

private void backtrack(List<List<Integer>> list, List<Integer> sublist, int[] candidates, int target, int startPos) {

if(target == 0) {

list.add(new ArrayList<Integer>(sublist));

}

else {

for(int i = startPos; i < candidates.length; i++) {

int temp = candidates[i];

if(temp <= target) {

sublist.add(temp);

backtrack(list,sublist,candidates,target-temp,i);

sublist.remove(sublist.size()-1);

}

}

}

}

}

## 成绩：

6ms,beats 64.44%,众数5ms,24.50%

# Middle-题目55：329. Longest Increasing Path in a Matrix

## 题目原文：

Given an integer matrix, find the length of the longest increasing path.

From each cell, you can either move to four directions: left, right, up or down. You may NOT move diagonally or move outside of the boundary (i.e. wrap-around is not allowed).

Example 1:

nums = [

[9,9,4],

[6,6,8],

[2,1,1]

]

Return 4

The longest increasing path is [1, 2, 6, 9].

## 题目大意：

给出一个矩阵，寻找最长的升序路径。只能沿上下左右四个方向运动。

## 题目分析：

从每个节点开始深搜矩阵，保持着搜索路径即可。每个dfs函数都返回从当前点出发的最大长度。

## 源码：（language：java）

public class Solution {

int max = 1;

public int longestIncreasingPath(int[][] matrix) {

if (matrix==null || matrix.length==0 || matrix[0].length==0)

return 0;

int[][] lenBoard = new int[matrix.length][matrix[0].length];

int[][] dir = new int[][] { {0,0,1,-1}, {-1,1,0,0} };

for (int i=0; i<matrix.length; ++i) {

for (int j=0; j<matrix[0].length; ++j) {

if (lenBoard[i][j] == 0) {

dfs(matrix, lenBoard, dir, i, j, Integer.MIN\_VALUE);

}

}

}

return max;

}

private int dfs(int[][] mat, int[][] lenBoard, int[][] dir, int row, int col, int prev) {

if (row<0 || row>=mat.length || col<0 || col>=mat[0].length || prev>=mat[row][col]) {

return 0; // out of board or path stops incresing

}

if (lenBoard[row][col] > 0) { return lenBoard[row][col]; } // current position already computed

int neighborMax = 0;

for (int i=0; i<4; ++i) { // retrieve the length of lip from its 4 neighbors

neighborMax = Math.max(neighborMax, dfs(mat, lenBoard, dir, row+dir[0][i], col+dir[1][i], mat[row][col]));

}

int localMax = 1 + neighborMax;

lenBoard[row][col] = localMax;

max = Math.max(max, localMax);

return localMax;

}

}

## 成绩：

16ms,beats 64.61%，众数16ms，19.26%

## Cmershen的碎碎念：

本题于2016.3.11难度调整为Hard。

# Middle-题目56：109. Convert Sorted List to Binary Search Tree

## 题目原文：

iven a singly linked list where elements are sorted in ascending order, convert it to a height balanced BST.

## 题目大意：

把单链表转换成二叉平衡树。

## 题目分析：

把单链表转换成数组，再调用[Middle-题目15](#_Middle-题目15：108._Convert_Sorted)的函数就可以了。如果要直接做的话，使用快慢指针法找到中点，再递归即可。

## 源码：（language：java）

public class Solution {

public TreeNode sortedListToBST(ListNode head) {

List<Integer> list = new ArrayList<Integer>();

for(ListNode temp = head;temp!=null;temp=temp.next)

list.add(temp.val);

Integer[] nums = new Integer[list.size()];

return sortedArrayToBST(list.toArray(nums));

}

public TreeNode sortedArrayToBST(Integer[] nums) {

if(nums.length==0)

return null;

TreeNode bst=createBST(nums,0,nums.length-1);

return bst;

}

public TreeNode createBST(Integer[] nums,int start,int end) {

int mid = (start + end) / 2;

TreeNode root = new TreeNode(nums[mid]);

if(start < mid )

root.left = createBST(nums,start,mid-1);

if(mid < end)

root.right = createBST(nums,mid+1,end);

return root;

}

}

## 成绩：

4ms,beats 1.06%,众数1ms, 59.87%

# Middle-题目57：90. Subsets II

## 题目原文：

Given a collection of integers that might contain duplicates, nums, return all possible subsets.

Note:

Elements in a subset must be in non-descending order.

The solution set must not contain duplicate subsets.

For example,

If nums = [1,2,2], a solution is:

[

[2],

[1],

[1,2,2],

[2,2],

[1,2],

[]

]

## 题目大意：

接[Middle-题目52](#_Middle-题目52：78._Subsets)，但这里面的数组会有重复元素，但子集中仍不允许有重复元素。

## 题目分析：

这次适合回溯法，但要注意，如果遇到当前数字和前一个数字相同，则跳过去。

使用backtrack(int[] nums, int index, List<List<Integer>> result, List<Integer> sublist)函数记录搜索过程，其中index记录当前搜索到的数字的索引(相同时索引取最后一个)，那么如果循环时nums[i]==nums[i-1]时则跳过。

## 源码：（language：java）

public class Solution {

public List<List<Integer>> subsetsWithDup(int[] nums) {

List<List<Integer>> result = new ArrayList<> ();

if(nums == null) {

return result;

}

Arrays.sort(nums);

backtrack(nums, 0, result, new ArrayList<Integer> ());

return result;

}

private void backtrack(int[] nums, int index, List<List<Integer>> result, List<Integer> sublist) {

if(index <= nums.length) {

result.add(new ArrayList<> (sublist));

}

for(int i = index; i < nums.length; i++) {

if(i != index && nums[i] == nums[i - 1]) {

continue;

}

sublist.add(nums[i]);

backtrack(nums, i + 1, result, sublist);

sublist.remove(sublist.size() - 1);

}

}

}

## 成绩：

3ms,beats 41.85%,众数3ms,41.53%

## Cmershen的碎碎念：

一个较笨的办法就是在上一题的基础上判断是否存在这个集合序列，但时间长达37ms,因为这样会搜出很多无效解。

# Middle-题目58：213. House Robber II

## 题目原文：

Note: This is an extension of House Robber.

After robbing those houses on that street, the thief has found himself a new place for his thievery so that he will not get too much attention. This time, all houses at this place are arranged in a circle. That means the first house is the neighbor of the last one. Meanwhile, the security system for these houses remain the same as for those in the previous street.

## 题目大意：

接[Easy-题目26](#_Easy-题目26：198._House_Robber)，但是现在房子围成了环形，仍然求最大利益。

## 题目分析：

分第一家是否偷讨论，如果偷第一家，那么最后一家不能偷，则退化成第一家到倒数第二家的线性问题，如果不偷第一家，那么相当于从第二家到最后一家的线性问题。

## 源码：（language：c）

int rob(int\* nums, int numsSize) {

if(numsSize==0)

return 0;

else if(numsSize==1)

return nums[0];

else if(numsSize==2)

return nums[0]>nums[1]?nums[0]:nums[1];

else

return max(rob1(nums,numsSize-1),rob1(nums+1,numsSize-1));

}

int max(int a,int b) {

return a>b?a:b;

}

int rob1(int\* nums, int numsSize) {

if(numsSize==0)

return 0;

if(numsSize==1)

return nums[0];

else if(numsSize==2)

return nums[0]>nums[1]?nums[0]:nums[1];

else

{

int i;

int dp1,dp2,dp;

dp1=nums[0];

dp2=nums[0]>nums[1]?nums[0]:nums[1];

for(i=2;i<numsSize;i++)

{

dp=dp2>dp1+nums[i]?dp2:dp1+nums[i];

dp1=dp2;

dp2=dp;

}

return dp;

}

}

## 成绩：

1ms，众数100%

## Cmershen的碎碎念：

一开始想到对环上每个节点遍历一次，后来发现只讨论第一个节点即可。

# Middle-题目59：201. [Bitwise AND of Numbers Range](http://blog.csdn.net/xudli/article/details/45912649)

## 题目原文：

Given a range [m, n] where 0 <= m <= n <= 2147483647, return the bitwise AND of all numbers in this range, inclusive.

For example, given the range [5, 7], you should return 4.

## 题目大意：

求[m.n]内所有整数按位与起来的值。

## 题目分析：

方法一：（分治法）若存在k∈[0,31],使得m≤2k<n<2k+1,则返回0，因为[m,n]的二进制数的第k位必定是有0也有1，且第k+1位都是0.而如果2k≤m<n<2k+1,则[m,n]的第k位全是1，那么结果就是2k+[m-2k,n-2k]区间相与值，这样不断降低问题规模，最终会只剩1-2个数，（因为终究会跟2比一次），直接返回m&n即可。

方法二：（基于位运算，来自<http://blog.csdn.net/xudli/article/details/45912649>博客）归根结底本题要求的是m和n二进制数的公共前缀，所以先按位右移，记录下移动位数，再按位左移回去即为所求。

## 源码：（language：java）

方法一：

public class Solution {

private static int[] pows = new int[]{1,2,4,8,16,32,64,128,256,512,1024,2048,4096,8192,16384,32768,65536,131072,262144,524288,1048576,2097152,4194304,8388608,16777216,33554432,67108864,134217728,268435456,536870912,1073741824};

public static int rangeBitwiseAnd(int m, int n) {

if(m>pows[30])

return pows[30] + rangeBitwiseAnd(m-pows[30],n-pows[30]);

for(int i = 1;i < 31; i++) {

if(m<pows[i] && n>pows[i])

return 0;

else if(m>=pows[i] && n<pows[i+1])

return pows[i] + rangeBitwiseAnd(m-pows[i],n-pows[i]);

}

return m&n;

}

}

方法二：

public class Solution {

public int rangeBitwiseAnd(int m, int n) {

int bit = 0;

while(m!=n) {

m>>=1;

n>>=1;

bit++;

}

return m<<bit;

}

}

## 成绩：

都是9ms，beats 19.89%，众数9ms,42.27%

## Cmershen的碎碎念：

第二种想法十分巧妙也容易理解，但第一种想法更为朴素。

# Middle-题目60：120. Triangle

## 题目原文：

Given a triangle, find the minimum path sum from top to bottom. Each step you may move to adjacent numbers on the row below.

For example, given the following triangle

[

[2],

[3,4],

[6,5,7],

[4,1,8,3]

]

The minimum path sum from top to bottom is 11 (i.e., 2 + 3 + 5 + 1 = 11).

## 题目大意:

给出一个三角形，求出从顶点到底边路径的最小值，每次只能向下移动到相邻的元素上。

## 分析：

令dp[i][j]代表从顶点走到[I,j]点的最小和，那么要么是从正上方来的，要么是从左上方来的，故有：

dp[i][j] = min(dp[i-1][j], dp[i-1][j-1])+triangle[i][j]，对两边的特殊讨论一下。

最后再对最后一行的dp值取最小值。

## 源码：（language：java）

public class Solution {

public int minimumTotal(List<List<Integer>> triangle) {

int size = triangle.size();

if(size == 1)

return triangle.get(0).get(0);

int[][] dp = new int[size][size];

dp[0][0] = triangle.get(0).get(0);

int min = Integer.MAX\_VALUE;

for(int i = 1; i < size; i++) {

for(int j = 0 ; j <= i ; j++) {

if(j == 0)

dp[i][j] = triangle.get(i).get(j) + dp[i-1][j];

else if(j == i)

dp[i][j] = triangle.get(i).get(j) + dp[i-1][j-1];

else

dp[i][j] = triangle.get(i).get(j) + Math.min(dp[i-1][j], dp[i-1][j-1]);

if(i == size-1)

min = Math.min(min, dp[i][j]);

}

}

return min;

}

}

## 成绩：

5ms,beats 57.96%,众数4ms,23.76%

## Cmershen的碎碎念：

这道题在本科的《算法设计与分析》课上学过原题，可见是一个很经典也很有代表性的DP问题。

# Middle-题目61：63. Unique Paths II

## 题目原文：

Follow up for "Unique Paths":

Now consider if some obstacles are added to the grids. How many unique paths would there be?

An obstacle and empty space is marked as 1 and 0 respectively in the grid.

For example,

There is one obstacle in the middle of a 3x3 grid as illustrated below.

[

[0,0,0],

[0,1,0],

[0,0,0]

]

The total number of unique paths is 2.

## 题目大意：

在[Middle-题目21](#_Middle-题目21：62._Unique_Paths)中，再增加一个障碍矩阵，有障碍的点是不能走的，仍然求不同的路径个数。

## 题目分析：

改动不大，有路障的点路径个数置0即可。需要注意一些特殊情况：如果起点有路障，则整个矩阵都是0；如果第一行（列）有路障，则路障点的右边（下边）都是0.。

## 源码：（language：java）

public class Solution {

public int uniquePathsWithObstacles(int[][] obstacleGrid) {

int m = obstacleGrid.length;

int n = obstacleGrid[0].length;

int[][] dp = new int[m][n];

dp[0][0] = obstacleGrid[0][0]==0?1:0;

for(int i=1;i<m;i++)

if(obstacleGrid[i][0] == 0)

dp[i][0]=dp[i-1][0];

for(int i=1;i<n;i++)

if(obstacleGrid[0][i] == 0)

dp[0][i]=dp[0][i-1];

for(int i=1;i<m;i++)

for(int j=1;j<n;j++)

if(obstacleGrid[i][j] == 0)

dp[i][j] = dp[i-1][j] + dp[i][j-1];

return dp[m-1][n-1];

}

}

## 成绩：

1ms,beats 17.74%,众数1ms,82.26%

# Middle-题目62：86. Partition List

## 题目原文：

Given a linked list and a value x, partition it such that all nodes less than x come before nodes greater than or equal to x.

You should preserve the original relative order of the nodes in each of the two partitions.

## 题目大意:

给出一个链表和一个值x,把＜x的节点都搬到x前面，大于x的节点都搬到x后面，并保持原有的顺序。

## 题目分析：

类似快排，注意一些边界情况和特殊情况即可。多看看错误的test case，多在纸上画画就好了。

## 源码：（language：java）

public class Solution {

public static ListNode partition(ListNode head, int x) {

if(head == null || head.next == null) return head;

ListNode beforex = null,afterx = null;

for(ListNode node = head; node!=null; node=node.next) {

if(node.val<x) {

if(beforex == null)

beforex = new ListNode(node.val);

else {

ListNode temp = beforex;

while(temp.next!=null)

temp=temp.next;

temp.next=new ListNode(node.val);

}

}

else {

if(afterx == null)

afterx = new ListNode(node.val);

else {

ListNode temp = afterx;

while(temp.next!=null)

temp=temp.next;

temp.next=new ListNode(node.val);

}

}

}

ListNode temp = beforex;

if (temp!=null) {

while(temp.next!=null)

temp=temp.next;

temp.next=afterx;

return beforex;

}

else

return afterx;

}

}

## 成绩：

1ms,beats 4.36%,众数1ms,95.64%

## cmershen的碎碎念：

本题的代码写的很复杂，以后应考虑有没有可以合并的边界情况。

# Middle-题目63：147. Insertion Sort List

## 题目原文：

Sort a linked list using insertion sort.

## 题目大意：

使用插入排序对单链表排序。

## 题目分析：

使用直接插入排序，即从第二个元素开始，每次寻找它应该在前面的有序区间内所在的位置。

## 源码：（language：c）

struct ListNode\* insertionSortList(struct ListNode\* head) {

if(!head || !head->next)

return head;

else {

struct ListNode\* sortedHead = (struct ListNode\*)malloc(sizeof(struct ListNode));

sortedHead->val = head->val;

sortedHead->next = NULL;

for (struct ListNode\* node = head->next; node; node = node->next) {

if(node->val <= sortedHead->val) { // this node is smaller than the smallest node of sortedHead

struct ListNode\* newNode = (struct ListNode\*)malloc(sizeof(struct ListNode));

newNode->val = node->val;

newNode->next = sortedHead;

sortedHead = newNode;

}

else {

struct ListNode\* temp;

for(temp = sortedHead; temp; temp = temp->next) {

if(temp->val <= node->val && (!temp->next || temp->next->val >node->val)) { //insert this node after temp

struct ListNode\* newNode = (struct ListNode\*)malloc(sizeof(struct ListNode));

newNode->val = node->val;

newNode->next = temp->next;

temp->next = newNode;

break;

}

}

}

}

return sortedHead;

}

}

## 成绩：

76ms,beats 25%,众数72ms,25%

## cmershen的碎碎念：

本题代码还是过于复杂，而且可以在有序区使用二分查找优化之。

# Middle-题目64：95. Unique Binary Search Trees II

## 题目原文：

Given n, generate all structurally unique BST's (binary search trees) that store values 1...n.

For example,

Given n = 3, your program should return all 5 unique BST's shown below.

1 3 3 2 1

\ / / / \ \

3 2 1 1 3 2

/ / \ \

2 1 2 3

## 题目大意：

给出n，输出节点值为1到n的所有二叉排序树。

## 题目分析：

使用分治法，分别令根节点为k，再递归生成1~k,k+1~n对应的二叉排序树列表，逐一加入到以k为根节点的列表中。

## 源码：（language：java）

public class Solution {

public List<TreeNode> generateTrees(int n) {

if(n==0) return new ArrayList<TreeNode>();

return generateTrees(1, n);

}

private List<TreeNode> generateTrees(int start, int end){

if(start>end) {

List<TreeNode> list = new ArrayList<TreeNode>();

list.add(null);

return list;

}

if(start==end) {

List<TreeNode> list = new ArrayList<TreeNode>();

list.add(new TreeNode(start)); return list;

}

List<TreeNode> roots = new ArrayList<TreeNode>();

for(int i=start;i<=end;i++){

List<TreeNode> leftTrees = generateTrees(start, i-1);

List<TreeNode> rightTrees = generateTrees(i+1, end);

for(int j=0;j<leftTrees.size();j++){

for(int k=0;k<rightTrees.size();k++){

TreeNode root = new TreeNode(i);

root.left = leftTrees.get(j);

root.right = rightTrees.get(k);

roots.add(root);

}

}

}

return roots;

}

}

## 成绩：

2ms,beats 88.62%,众数3ms,53.26%

## cmershen的碎碎念：

大概从这段时间的题目开始，独立完成已经有难度，代码和分析有很多会来源于百度到的各路大神的博客和discuss中，但都加以我自己的理解。

# Middle-题目65：34. Search for a Range

## 题目原文：

Given a sorted array of integers, find the starting and ending position of a given target value.

## 题目大意：

给出排序好的数组，寻找目标值所在的下标区间。如果目标值不存在，返回[-1,-1].

## 题目分析：

朴素解法是逐一比较，找到开始节点后再向后找，优化解法是使用两次二分查找。**而二分查找可以使用C++的lower\_bound和upper\_bound两个内置的接口实现。（这个学习了。）**

## 源码：（language：cpp）

class Solution {

public:

vector<int> searchRange(vector<int>& nums, int target) {

auto p1 = lower\_bound(nums.begin(), nums.end(), target);

auto p2 = upper\_bound(nums.begin(), nums.end(), target);

vector<int> res; res.clear();

if(\*p1 != target) {

res.push\_back(-1);

res.push\_back(-1);

return res;

}

res.push\_back(p1 - nums.begin());

res.push\_back(p2 - nums.begin() - 1);

return res;

}

};

## 成绩：

12ms,beats 7.83%,众数12ms, 90.36%

# Middle-题目66：236. Lowest Common Ancestor of a Binary Tree

## 题目原文：

Given a binary tree, find the lowest common ancestor (LCA) of two given nodes in the tree.

## 题目大意：

寻找**普通二叉树**中两个节点的公共祖先。

## 题目分析：

看到了discuss中的一个极为巧妙的算法，先在左子树中找p或q，记为left，再到右子树中找，记为right，如果找到了（p或q都行），就把root往上传，没找到记为null，再判断返回的left和right哪个不是null，公共祖先就在哪里。

如果没有理解的话，看以下两种情况：

1. p是q的祖先或者q是p的祖先，那么一定会搜索到root==p或root==q的情况，这样返回root，然后root的父节点上递归的两个函数一个为空一个为root，根据第5行则返回root，以此类推把root传到整个树的根节点。
2. p和q分别位于某节点的左子树和右子树中，那么该节点上递归返回的left和right都不为空，第四行会返回这个root（即公共祖先），再依次往上传。

## 源码：（language：java）

public class Solution {

public TreeNode lowestCommonAncestor(TreeNode root, TreeNode p, TreeNode q) {

if (root == p || root == q || root == null) return root;

TreeNode left = lowestCommonAncestor(root.left, p, q);

TreeNode right = lowestCommonAncestor(root.right, p, q);

if (left != null && right != null) return root;

return left != null ? left : right;

}

}

## 成绩：

13ms,beats 28.45%,众数13ms，45.40%

## cmershen的碎碎念：

朴素解法是记录下p和q的路径，再求公共部分的最后一个节点，此解法的设计是基于p和q的第一次出现，既简洁又易于理解，堪称妙绝！

# Middle-题目67：16. 3Sum Closest

## 题目原文：

Given an array S of n integers, find three integers in S such that the sum is closest to a given number, target. Return the sum of the three integers. You may assume that each input would have exactly one solution.

For example, given array S = {-1 2 1 -4}, and target = 1.

The sum that is closest to the target is 2. (-1 + 2 + 1 = 2).

## 题目大意：

给出一个数组和一个和值S，求三个数使得它们的和与和值S最为接近。

## 题目分析：

不管是3sum，4sum还是更多的ksum，可以证明算法复杂度的下界是O(nk-1),(只是在某博客里看到的，具体证明我也不知道)

Ksum通用算法如下：

（1）排序，复杂度O(nlogn);

（2）外层循环遍历k-2个指针，暴力O(nk-2)，内层循环中使用two pointers的思想，一个指针i指向头，一个指针j指向尾，计算k个指针对应元素的和，如果大于sum则j--,如果小于sum则i++，这样i和j两个指针合起来扫一遍，故总复杂度O(nk-1)。

本题因为是找最为接近的，所以维护一个最小误差即可

## 源码：（language：java）

public class Solution {

public static int threeSumClosest(int[] nums, int target) {

Arrays.sort(nums);

int min = 9999999;

int length = nums.length-1;

for(int middle = 0;middle < length; middle++) {

int i = 0,j = length, error = 9999999;

while(i<middle && j>middle) {

error = nums[i] + nums[middle] + nums[j] - target;

if(error == 0)

return target;

else if (error > 0)

j--;

else

i++;

min=Math.abs(error)<Math.abs(min)?error:min;

}

}

return target+min;

}

}

## 成绩：

15ms ,beats 35.55%,众数14ms,12.16%

## Cmershen的碎碎念：

似乎用HashMap可以把2sum优化到线性，4sum优化到O(n2),具体有待继续研读。

# Middle-题目68：106. Construct Binary Tree from Inorder and Postorder Traversal

## 题目原文：

Given inorder and postorder traversal of a tree, construct the binary tree.

## 题目大意：

给出一棵二叉树中序和后序遍历的序列，构建这个二叉树。

## 题目分析：

中序遍历的顺序是左-中-右，而后序遍历是左-右-中，所以取后序遍历的最后一个元素到中序遍历串中匹配，匹配到之后递归根据子树的中序和后序序列构建左右子树。

## 源码：（language：c）

struct TreeNode\* buildTree(int\* inorder, int inorderSize, int\* postorder, int postorderSize) {

if(inorderSize == 0 && postorderSize == 0)

return NULL;

else {

int middle = postorder[postorderSize-1];

int i;

for (i = 0;inorder[i] != middle; i++);

struct TreeNode\* root = (struct TreeNode\*)malloc(sizeof(struct TreeNode)); //generate root

root->val = middle;

root->left = buildTree(inorder, i, postorder, i);

root->right = buildTree(&inorder[i+1], inorderSize-i-1, &postorder[i], inorderSize-i-1);

return root;

}

}

## 成绩：

20ms,35.14%,众数20ms,43.24%

## Cmershen的碎碎念：

本题的Java入口参数是(int[],int[]),而C中使用的是指针，这样可以有效的截取子数组。所以指针虽然很容易引发各种缺陷，是危险的，但有时也提供了很大的方便。

# Middle-题目69：330. Patching Array

## 题目原文：

Given a sorted positive integer array nums and an integer n, add/patch elements to the array such that any number in range [1, n] inclusive can be formed by the sum of some elements in the array. Return the minimum number of patches required.

Example 1:

nums = [1, 3], n = 6

Return 1.

Combinations of nums are [1], [3], [1,3], which form possible sums of: 1, 3, 4.

Now if we add/patch 2 to nums, the combinations are: [1], [2], [3], [1,3], [2,3], [1,2,3].

Possible sums are 1, 2, 3, 4, 5, 6, which now covers the range [1, 6].

So we only need 1 patch.

Example 2:

nums = [1, 5, 10], n = 20

Return 2.

The two patches can be [2, 4].

Example 3:

nums = [1, 2, 2], n = 5

Return 0.

## 题目大意：

给出一个列表nums和一个目标值n，计算至少还需要补充几个数，才能使得列表nums中的数可以组合成[1,n]的所有整数（不允许重复）。

## 题目分析：

算法思路来自<http://www.bubuko.com/infodetail-1345277.html>这篇文章，大致是这样的：

算法先定义miss代表目前[1,n]之间不能表示的最小数（或者表述为[1,miss-1]都能表示出来），因为数组还没遍历，所以目前连1都表示不了。接下来遍历数组，如果当前的数num<=miss，则更新miss为miss+num(道理很简单，1~miss-1都可表示，那必然包含了1~num，那么必然1~miss-1+num都可表示了)，如果num>miss,则我们就需要补充一个数，为了补充的数最少，我们补充miss这个数，这样就能表示到miss\*2这么多了，故更新miss=miss\*2(因为我们补充了miss，所以现在不能表示的最小数就是miss\*2)以此类推直到miss>n。

## 源码：（language：java）

public class Solution {

public int minPatches(int[] nums, int n) {

long miss = 1;

int add = 0;

int i = 0;

while (miss <= n) {

if (i < nums.length && nums[i] <= miss){

miss += nums[i++];

} else {

miss += miss;

add += 1;

}

}

return add;

}

}

## 成绩：

1ms,beats 15%,众数1ms，85%

## Cmershen的碎碎念：

这是一个很巧妙的贪心算法，不参考博客我是想不到。有一个需要注意的就是miss声明为long，这是因为n很大时，计算miss\*2可能会溢出。

# Middle-题目70：103. Binary Tree Zigzag Level Order Traversal

## 题目原文：

Given a binary tree, return the zigzag level order traversal of its nodes' values. (ie, from left to right, then right to left for the next level and alternate between).

For example:

Given binary tree {3,9,20,#,#,15,7},

3

/ \

9 20

/ \

15 7

return its zigzag level order traversal as:

[

[3],

[20,9],

[15,7]

]

## 题目大意：

给出一个二叉树，求锯齿形遍历结果。

## 题目分析：

其实还是基于层次遍历的，在[Easy-题目27](#_Easy-题目27：107.Binary_Tree_Level)基础上加入一个flag，记录该行是应该正向还是应该反向就好了。

## 源码：（language：java）

/\*\*

\* Definition for a binary tree node.

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

public class Solution {

public List<List<Integer>> zigzagLevelOrder(TreeNode root) {

Queue<TreeNode> queue=new LinkedList<TreeNode>();

Queue<Integer> levelqueue=new LinkedList<Integer>();

queue.add(root);

levelqueue.add(1);

boolean isReverse = true;

List<List<Integer>> result=new ArrayList();

List<Integer> temp=new ArrayList<Integer>();

// temp.add(root.val);

// result.add(temp);

if(root==null)

return result;

while(!queue.isEmpty())

{

TreeNode current=queue.remove();

int curLevel=levelqueue.remove();

//System.out.println(current.val+" level="+curLevel);

if(curLevel==result.size())

{

temp.add(current.val);

}

else

{

if(isReverse)

Collections.reverse(temp);

result.add(temp);

isReverse = !isReverse;

temp=new ArrayList<Integer>();

temp.add(current.val);

}

if(current.left!=null)

{

queue.add(current.left);

levelqueue.add(curLevel+1);

}

if(current.right!=null)

{

queue.add(current.right);

levelqueue.add(curLevel+1);

}

}

if(isReverse)

Collections.reverse(temp);

result.add(temp);

result.remove(0);

// Collections.reverse(result);

return result;

}

}

## 成绩：

4ms,beats 4.14%,众数3ms,45.49%

# Middle-题目71：105. Construct Binary Tree from Preorder and Inorder Traversal

## 题目原文：

Given preorder and inorder traversal of a tree, construct the binary tree.

## 题目大意：

给出一棵二叉树中序和前序遍历的序列，构建这个二叉树。

## 题目分析：

中序遍历的顺序是左-中-右，而后序遍历是中-左-右，所以取前序遍历的第一个元素到中序遍历串中匹配，匹配到之后递归根据子树的中序和前序序列构建左右子树。

## 源码：（language：c）

struct TreeNode\* buildTree(int\* preorder, int preorderSize, int\* inorder, int inorderSize) {

if(preorderSize == 0 && inorderSize == 0)

return NULL;

else {

int middle = preorder[0];

int i;

for (i = 0;inorder[i] != middle; i++);

struct TreeNode\* root = (struct TreeNode\*)malloc(sizeof(struct TreeNode)); //generate root

root->val = middle;

root->left = buildTree(preorder+1, i, inorder, i);

root->right = buildTree(preorder+i+1, preorderSize-i-1, inorder+i+1, inorderSize-i-1);

return root;

}

}

## 成绩：

20ms,beats 23.68%,众数20ms,36.84%

## Cmershen的碎碎念：

要注意，前序和后序遍历是不能唯一确定二叉树的。但是前序（中序，后序）+层次遍历能否确定二叉树，如何还原二叉树，还有待考虑。

# Middle-题目72：17. Letter Combinations of a Phone Number

## 题目原文：

Given a digit string, return all possible letter combinations that the number could represent.

A mapping of digit to letters (just like on the telephone buttons) is given below.
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Input:Digit string "23"

Output: ["ad", "ae", "af", "bd", "be", "bf", "cd", "ce", "cf"].

## 题目大意：

给出一个九键键盘，和数字序列，求出所有可能的对应字母组合。

## 题目分析：

还是一个暴力的回溯法，使用backtrack(List<String> list, String digits, String currentLetter, int index)维护搜索过程，其中list是字母组合的列表，digits是数字序列，currentLetter是当前的搜索结果，index记录digits串中该搜索的位置。

## 源码：（language：java）

public class Solution {

private String[][] letters = new String[][] {

{" "},

{},

{"a","b","c"},

{"d","e","f"},

{"g","h","i"},

{"j","k","l"},

{"m","n","o"},

{"p","q","r","s"},

{"t","u","v"},

{"w","x","y","z"}

};

public List<String> letterCombinations(String digits) {

List<String> list = new ArrayList<String>();

if(digits.length() > 0)

backtrack(list, digits, new String(), 0);

return list;

}

private void backtrack(List<String> list, String digits, String currentLetter, int index) {

if(index == digits.length()) {

list.add(currentLetter);

return;

}

else {

int num = digits.charAt(index) -'0';

for(int i = 0; i < letters[num].length; i++) {

currentLetter+=letters[num][i];

backtrack(list, digits, currentLetter, index+1);

currentLetter = currentLetter.substring(0,currentLetter.length()-1);

}

}

}

}

## 成绩：

1ms，beats 46.02%，众数1ms,53.98%

# Middle-题目73：55. Jump Game

## 题目原文：

Given an array of non-negative integers, you are initially positioned at the first index of the array.

Each element in the array represents your maximum jump length at that position.

Determine if you are able to reach the last index.

For example:

A = [2,3,1,1,4], return true.

A = [3,2,1,0,4], return false.

## 题目大意：

给出一个非负数的数组，你一开始站在数组的开头，每个元素代表你在这个位置能跳几步，问能否跳到最后一步。

## 题目分析：

从后向前思考，数组的最后一位是几都无所谓，所以从数组的倒数第二位开始考虑。要想跳到最后一位，则倒数第二位至少为1，如不满足，倒数第三位至少为2，倒数第四位至少为3，……这样找到了要想跳到最后一位必须经过的一个位置，再从这个位置开始考虑，前一位至少为1，前两位至少为2，……这样再找到一个必经的位置，如果最后能找到起点，则返回true。

## 源码：（language：c）

bool canJump(int\* nums, int numsSize) {

int i,j,pos=numsSize-1;

for(j=numsSize-2;j>-1;j--){

if(nums[j]>=pos-j){

pos = j;

}

}

return !pos;

}

## 成绩：

4ms,beats 33.33%,众数4ms, 66.67%

## Cmershen的碎碎念：

好多题解的方法都是从前往后DFS回溯，但数组较大时会搜索到大量无用解，而本算法只遍历一遍数组。

# Middle-题目74：50. Pow(x, n)

实现Math.pow(double,int)函数。直接水过。略。

# Middle-题目75：113. Path Sum II

## 题目原文：

Given a binary tree and a sum, find all root-to-leaf paths where each path's sum equals the given sum.

For example:

Given the below binary tree and sum = 22,

5

/ \

4 8

/ / \

11 13 4

/ \ / \

7 2 5 1

return

[

[5,4,11,2],

[5,8,4,5]

]

## 题目大意：

给出一个二叉树和目标和值，输出从根节点到叶子节点的路径为目标和值的所有路径。

## 题目分析：

还是一个回溯法，backtrack(List<List<Integer>> list, List<Integer> sublist, TreeNode root, int sum)维护搜索过程，其中sum记录还剩下的和值，如果sum恰好为当前节点值且当前节点是叶子节点（想想为什么不能是root==null的时候停止？这样每个路径会添加两遍），则停止搜索，否则递归向子树搜索。

## 源码：（language：java）

public class Solution {

public List<List<Integer>> pathSum(TreeNode root, int sum) {

List<List<Integer>> list = new ArrayList<List<Integer>>();

if(root!=null)

backtrack(list, new ArrayList<Integer>(), root, sum);

return list;

}

private void backtrack(List<List<Integer>> list, List<Integer> sublist, TreeNode root, int sum) {

sublist.add(root.val);

if(sum-root.val == 0 && root.left == null && root.right == null)

list.add(new ArrayList<Integer>(sublist));

if(root.left!=null)

backtrack(list, sublist, root.left, sum-root.val);

if(root.right!=null)

backtrack(list, sublist, root.right, sum-root.val);

sublist.remove(sublist.size()-1);

}

}

## 成绩：

3ms,beats 14.57%,众数3ms,51.99%

# Middle-题目76：47. Permutations II

## 题目原文：

Given a collection of numbers that might contain duplicates, return all possible unique permutations.

## 题目大意：

接[Middle-题目24](#_Middle-题目24：46._Permutations)，这回数组元素允许重复，还是求所有可能的排列情况。

## 题目分析：

方法一：（很慢的朴素解法）首先构造一个hashMap，统计每个元素出现的次数，然后开始回溯，先统计这个元素在hashMap中还剩多少个，记为times,然后分别加入1个，2个……再向下搜索，直到hashmap为空则找到一个解。

方法二：discuss中的一个一行解决的办法，暂时不是很能理解。

## 源码：（language：java/python）

方法一：

public class Solution {

public static List<List<Integer>> permuteUnique(int[] nums) {

HashMap<Integer,Integer> set = new HashMap<Integer,Integer>();

for(int num:nums) {

if(set.containsKey(num))

set.put(num, set.get(num)+1);

else

set.put(num, 1);

}

List<List<Integer>> list = new ArrayList<List<Integer>>();

backtrack(list, new ArrayList<Integer>(), set, 0);

return list;

}

private static void backtrack(List<List<Integer>> list, List<Integer> sublist, HashMap<Integer,Integer> set,int last) {

boolean allZero = true;

for(int value:set.values()) {

if(value!=0) {

allZero = false;

break;

}

}

if(allZero)

list.add(new ArrayList<Integer>(sublist));

for(int key:set.keySet()) {

if(key != last || sublist.size() == 0) {

int times = set.get(key);

for(int j = 1; j <= times; j++) { // count how many keys there are in set,each times add j of them after sublist

set.put(key, times-j);

for(int k = 0; k<j; k++)

sublist.add(key);

backtrack(list, sublist, set, key);

for(int k = 0; k<j; k++)

sublist.remove(sublist.size()-1);

set.put(key, times);

}

}

}

}

}

方法二：

class Solution(object):

def permuteUnique(self, nums):

"""

:type nums: List[int]

:rtype: List[List[int]]

"""

return [[n] + p for n in set(nums) for p in self.permuteUnique(nums[:nums.index(n)] + nums[nums.index(n) + 1:])] or [[]]

## 成绩：

方法一：19ms,beats 22.52%,众数5ms,19.29%

方法二：136ms,beats 27.77%,众数128ms,15.55%

## Cmershen的碎碎念：

解法一原则上回溯过程也是不重不漏的，也没有浪费时间在无效解上，但成绩很差，感觉问题出在了hashmap上，可以考虑其他数据结构（例如数组）。解法二有待深入了解python的语法后慢慢理解。但其实不是一个很快的算法。（而且原则上不推荐这组简短但晦涩的代码）

# Middle-题目77：92. Reverse Linked List II

## 题目原文：

Reverse a linked list from position m to n. Do it in-place and in one-pass.

For example:

Given 1->2->3->4->5->NULL, m = 2 and n = 4,

return 1->4->3->2->5->NULL.

## 题目大意：

给出一个单链表和两个数m,n，翻转链表的m~n位。

## 题目分析：

还是用two pointers的思想，记住m的前驱，令其后继指向n，而n的后继指向m的next，以此类推。（在纸上画画，并多考虑一些特殊情况，如m是开头，n是结尾等）

## 源码：（language：c）

struct ListNode\* reverseBetween(struct ListNode\* head, int m, int n) {

if (m == n || !head || !head->next)

return head;

int i = 1;

struct ListNode\* mPtr = head, \*nPtr = head;

for (struct ListNode\* node = head; node; node = node->next, i++) {

if (i == m)

mPtr = node;

if (i == n)

nPtr = node;

}

if (mPtr == head) {

while (mPtr != nPtr) {

struct ListNode\* temp = mPtr;

mPtr = mPtr->next;

temp->next = nPtr->next;

nPtr->next = temp;

}

return nPtr;

}

else {

struct ListNode\* mPtrPrev = head;

while (mPtrPrev->next != mPtr)

mPtrPrev = mPtrPrev->next;

mPtrPrev->next = nPtr;

while (mPtr != nPtr) {

struct ListNode\* temp = mPtr;

mPtr = mPtr->next;

temp->next = nPtr->next;

nPtr->next = temp;

}

return head;

}

}

## 成绩：

0ms，100%

## Cmershen的碎碎念：

这道题在纯链表节点处理的题里面算是较难的了，须结合源码并在纸上演示一下才能理解指针间的关系。

# Middle-题目78：131. Palindrome Partitioning

## 题目原文：

Given a string s, partition s such that every substring of the partition is a palindrome.

Return all possible palindrome partitioning of s.

For example, given s = "aab",

Return

[

["aa","b"],

["a","a","b"]

]

## 题目大意：

返回字符串s的所有回文子串的分割。

## 题目分析：

使用backtrack(List<List<String>> list, List<String> sublist, String s)维护搜索过程，每次从s的开头开始截取字符串，每次判断一下是否为回文串，如果是就放入sublist，然后去掉加入sublist的部分继续向下搜索，直到s为空。

## 源码：（language：java）

public class Solution {

public List<List<String>> partition(String s) {

List<List<String>> list = new ArrayList<List<String>>();

backtrack(list,new ArrayList<>(),s);

return list;

}

private void backtrack(List<List<String>> list, List<String> sublist, String s) {

if(s.length() == 0) {

list.add(new ArrayList<String>(sublist));

}

else {

for(int i = 1; i<=s.length();i++) {

if(isPalindrome(s.substring(0, i))) {

sublist.add(s.substring(0, i));

backtrack(list, sublist, s.substring(i));

sublist.remove(sublist.size()-1);

}

}

}

}

public boolean isPalindrome(String s) {

if(s==null||s.length()==0)

return true;

for(int i = 0,j = s.length()-1;i<j;i++,j--) {

if(s.charAt(i)!=s.charAt(j))

return false;

}

return true;

}

}

## 成绩：

8ms,beats 31.90%,众数8ms,29.29%

# Middle-题目79：40. Combination Sum II

## 题目原文：

Given a collection of candidate numbers (C) and a target number (T), find all unique combinations in C where the candidate numbers sums to T.

Each number in C may only be used once in the combination.

Note:

All numbers (including target) will be positive integers.

Elements in a combination (a1, a2, … , ak) must be in non-descending order. (ie, a1 ≤ a2 ≤ … ≤ ak).

The solution set must not contain duplicate combinations.

For example, given candidate set 10,1,2,7,6,1,5 and target 8,

A solution set is:

[1, 7]

[1, 2, 5]

[2, 6]

[1, 1, 6]

## 题目大意：

在[Middle-题目54](#_Middle-题目54：39._Combination_Sum)的基础上，现在允许重复数字出现，但每个重复数字只能用一次，还是求所有的排列情况。

## 题目分析：

在[Middle-题目54](#_Middle-题目54：39._Combination_Sum)的基础上修改，还是先排序，相同的元素分别统计，然后去重的思路与[Middle-题目76](#_Middle-题目76：47._Permutations_II)相同。

## 源码：（language：java）

public class Solution {

public List<List<Integer>> combinationSum2(int[] candidates, int target) {

Arrays.sort(candidates);

List<List<Integer>> list = new ArrayList<List<Integer>>();

backtrack(list, new ArrayList<Integer>(), candidates, target, 0);

return list;

}

private void backtrack(List<List<Integer>> list, List<Integer> sublist, int[] candidates, int target, int startPos) {

if(target == 0) {

list.add(new ArrayList<Integer>(sublist));

return;

}

else {

for(int i = startPos; i < candidates.length; i++) {

int temp = candidates[i];

if(temp <= target) {

int iCount = 1;

while(i+1!=candidates.length&&candidates[i]==candidates[i+1]) {

iCount++;

i++;

}

for(int j = 1;j<=iCount;j++) {

for(int k = 0;k<j;k++)

sublist.add(temp);

backtrack(list,sublist,candidates,target-temp\*j,i+1);

for(int k = 0;k<j;k++)

sublist.remove(sublist.size()-1);

}

}

}

}

}

}

## 成绩：

9ms,beats 62.50%,众数5ms,18.18%

# Middle-题目80：200. Number of Islands

## 题目原文：

Given a 2d grid map of '1's (land) and '0's (water), count the number of islands. An island is surrounded by water and is formed by connecting adjacent lands horizontally or vertically. You may assume all four edges of the grid are all surrounded by water.

Example 1:

11110

11010

11000

00000

Answer: 1

Example 2:

11000

11000

00100

00011

Answer: 3

## 题目大意：

给出一个矩阵，其中1代表岛，0代表海水，求出有几个岛。

## 题目分析：

本题是一个标准的不能再标准的dfs问题，从一个未访问的“岛”点开始从四个方向搜索，遇到“海水”或者矩阵边界就退出。

## 源码：（language：java）

public class Solution {

public int numIslands(char[][] grid) {

if (grid.length==0 || grid[0].length==0)

return 0;

int count = 0;

boolean[][] visited = new boolean[grid.length][grid[0].length];

for (int i=0; i<grid.length; i++) {

for (int j=0; j<grid[0].length; j++) {

if (grid[i][j]=='1' && !visited[i][j]) {

count++;

dfs(grid, visited, i, j);

}

}

}

return count;

}

private void dfs(char[][] grid, boolean[][] visited, int row, int col) {

if (row<0 || row>=grid.length || col<0 || col>=grid[0].length || visited[row][col] || grid[row][col]=='0') // grid[i][j] is out of range

return;

visited[row][col] = true;

dfs(grid, visited, row-1, col);

dfs(grid, visited, row+1, col);

dfs(grid, visited, row, col-1);

dfs(grid, visited, row, col+1);

}

}

## 成绩：

5ms,beats 25.10%，众数3ms,40.17%

## Cmershen的碎碎念：

其实本题的算法也适用于计算机图形学中的“颜色填充算法”，其原理一模一样。

# Middle-题目81：264. Ugly Number II

## 题目原文：

Write a program to find the n-th ugly number.

Ugly numbers are positive numbers whose prime factors only include 2, 3, 5. For example, 1, 2, 3, 4, 5, 6, 8, 9, 10, 12 is the sequence of the first 10 ugly numbers.

Note that 1 is typically treated as an ugly number.

## 题目大意：

求第n个丑陋数。

丑陋数指的是质因数只有2，3，5的正整数。注意1是丑数。

## 题目分析：

其实本题是前面的[Middle-题目41](#_Middle-题目41：313._Super_Ugly)的退化情况，相当于求列表[2,3,5]下的超级丑数。因此算法本质与那道题完全一样，只是这次只维护2，3，5三个素数的索引值即可。

## 源码：（language：java）

public class Solution {

public int nthUglyNumber(int n) {

int l1=1,l2=1,l3=1;

int a,b,c;

int[] uglyNumber = new int[n+1];

uglyNumber[1] = 1;

for(int i = 2;i<=n;i++) {

a=uglyNumber[l1]\*2;

b=uglyNumber[l2]\*3;

c=uglyNumber[l3]\*5;

int min = min(a,b,c);

if(min==a)

l1++;

if(min==b)

l2++;

if(min==c)

l3++;

uglyNumber[i]=min;

}

return uglyNumber[n];

}

private int min(int a, int b, int c) {

if(a<=b && a<=c)

return a;

else if(b<=a && b<=c)

return b;

else

return c;

}

}

## 成绩：

7ms,beats 96.36%,众数9ms,12.39%

# Middle-题目82：134. Gas Station

## 题目原文：

There are N gas stations along a circular route, where the amount of gas at station i is gas[i].

You have a car with an unlimited gas tank and it costs cost[i] of gas to travel from station i to its next station (i+1). You begin the journey with an empty tank at one of the gas stations.

Return the starting gas station's index if you can travel around the circuit once, otherwise return -1.

## 题目大意：

有n个加油站围成一个圈，其中第i个加油站的油量是gas[i].

你有一个汽车，每从第i个加油站开到第i+1个，要消耗cost[i]的汽油。初始油箱为空，问这个汽车能否开完一圈，如果能则返回一个起点位置，否则返回-1.

## 题目分析：

首先朴素算法就是从每个节点开始开一圈，看看能不能走到头。这样提交会超时。

那么从discuss看到的一个贪心算法，从节点0开始向前开，如果开完一个站点还有油就向前开，如果油量不足，就把出发站点往回移动一站，并从出发点重新开始开，直到遍历完一圈，如果最后油箱里的油≥0，则返回最后的出发点，否则返回-1.

## 源码：（language：java）

public class Solution {

public int canCompleteCircuit(int[] gas, int[] cost) {

if (gas == null) {

return -1;

}

// Note: The Solution object is instantiated only once and is reused by each test case.

int count = gas.length;

int n = 0;

int gasInCar = 0;

int begin = 0;

int end = 0;

int i = 0;

while (n < count - 1) {

gasInCar += gas[i] - cost[i];

if (gasInCar >=0) {//forward

end++;

i=end;

} else {

begin--;

if (begin < 0) {

begin = count - 1;

}

i = begin;

}

n++;

}

gasInCar += gas[i] - cost[i];

if (gasInCar >= 0) {

return begin;

} else {

return -1;

}

}

}

## 成绩：

1ms,beats 5.79%,众数1ms,82.52%

## Cmershen的碎碎念：

这个算法的理解和实现都不算难，但暂时没想到如何严格证明其正确性。

# Middle-题目83：49. Group Anagrams

## 题目原文：

Given an array of strings, group anagrams together.

For example, given: ["eat", "tea", "tan", "ate", "nat", "bat"],

Return:

[

["ate", "eat","tea"],

["nat","tan"],

["bat"]

]

## 题目大意：

给出一个字符串数组，将所有的同构词分组。

## 题目分析：

使用一个HashMap，其中key是每个同构词的最小字典序序列，例如ate,eat,tea的key都是aet，value是一个list，记录该key的同构词（排序后与key相同的都加入value对应的list中），然后根据key对字符串分组。

## 源码：（language：java）

public class Solution {

public List<List<String>> groupAnagrams(String[] strs) {

Map<String, List<String>> map = new HashMap<String, List<String>>();

for(String str : strs) {

char[] carr = str.toCharArray(); // 将单词按字母排序

Arrays.sort(carr);

String key = new String(carr);

List<String> list = map.get(key);

if(list == null) {

list = new ArrayList<String>();

}

list.add(str);

map.put(key, list);

}

List<List<String>> res = new ArrayList<List<String>>();

for(String key : map.keySet()) {

List<String> curr = map.get(key);

Collections.sort(curr); // 将列表按单词排序

res.add(curr);

}

return res;

}

}

## 成绩：

26ms,beats 73.2%,众数33ms,8.78%

## Cmershen的碎碎念：

原来我的思路是每加入一个字符串的时候，就比较和哪个字符串是同构关系，但因为每次都比较，在数据量大的时候会tle，参考leetcode中构造HashMap的方法解决超时问题。因为每次只需要和一个key比较就可以了。

# Middle-题目84：82. Remove Duplicates from Sorted List II

## 题目原文：

Given a sorted linked list, delete all nodes that have duplicate numbers, leaving only distinct numbers from the original list.

For example,

Given 1->2->3->3->4->4->5, return 1->2->5.

Given 1->1->1->2->3, return 2->3.

## 题目大意：

给出一个排序好的链表，删除所有重复元素，只保留一个，且保持原来的顺序。

## 题目分析：

维护两个指针p1和p2，其中p2指向p1下一个节点，每次判断p1和p2的值是否相等，如果相等则删掉p2，且p2向后推，直到p2不等于p1，再令p1等于p2继续判断，总共扫描一遍链表即可。

## 源码：（language：c）

struct ListNode\* deleteDuplicates(struct ListNode\* head) {

if (!head || !head->next)

return head;

else {

struct ListNode\* ptr1 = head, \*ptr2 = head;

while (ptr2) {

ptr1 = ptr2;

while (ptr2 && ptr2->val == ptr1->val)

ptr2 = ptr2->next;

if (ptr1->next == ptr2) // no duplicate

ptr1 = ptr2;

else if (ptr1 == head)

head = ptr2;

else {

struct ListNode\* prev = head;

while (prev->next != ptr1)

prev = prev->next;

prev->next = ptr2;

ptr1 = ptr2;

}

}

return head;

}

}

## 成绩：

4ms,beats 8.00%,众数4ms,92%

# Middle-题目85：310. Minimum Height Trees

## 题目原文：

For a undirected graph with tree characteristics, we can choose any node as the root. The result graph is then a rooted tree. Among all possible rooted trees, those with minimum height are called minimum height trees (MHTs). Given such a graph, write a function to find all the MHTs and return a list of their root labels.

Format

The graph contains n nodes which are labeled from 0 to n - 1. You will be given the number n and a list of undirected edges (each edge is a pair of labels).

You can assume that no duplicate edges will appear in edges. Since all edges are undirected, [0, 1] is the same as [1, 0] and thus will not appear together in edges.

Example 1:

Given n = 4, edges = [[1, 0], [1, 2], [1, 3]]

0

|

1

/ \

2 3

return [1]

Example 2:

Given n = 6, edges = [[0, 3], [1, 3], [2, 3], [4, 3], [5, 4]]

0 1 2

\ | /

3

|

4

|

5

return [3, 4]

## 题目大意：

给出一个树，它的任何一个顶点都可以看做树的根节点，写一个函数，输出使得树高度最小的顶点的列表。

输入参数是顶点个数和边的列表（用二维数组表示）。

例如，输入n = 4, 边列表= [[1, 0], [1, 2], [1, 3]]

则以1为根节点的树的高度最小。

## 题目分析：

不管树有多复杂，使得高度最小的顶点至多有2个。（我也想不出证明过程……）

暴力解法是对每个节点求高度。这里有一个比较好的算法，即每轮去掉度为1的节点，直到顶点剩下1个或2个（显然不可能是3个或更多，因为没有环），那么这1个或2个节点即为所求。

## 源码：（language：java）

public class Solution {

public List<Integer> findMinHeightTrees(int n, int[][] edges) {

Map<Integer, Set<Integer>> adjList = new HashMap<Integer,Set<Integer>>();

boolean[] isLeaf = new boolean[n];

int[] degrees = new int[n];

int nextVertical = 0, currentVerticals = n;

for(int i = 0; i<n;i++)

adjList.put(i, new HashSet<Integer>());

for(int[] edge : edges) {

adjList.get(edge[0]).add(edge[1]);

degrees[edge[0]]++;

adjList.get(edge[1]).add(edge[0]);

degrees[edge[1]]++;

}

while(currentVerticals > 2) {

for(int i = 0;i<n;i++) {

if(degrees[i]==1) {

isLeaf[i] = true;

}

}

for(int i = 0;i<n;i++) {

if(isLeaf[i]) {

nextVertical = adjList.get(i).iterator().next();

degrees[i]--;

degrees[nextVertical]--;

adjList.get(i).remove(nextVertical);

if(degrees[i]==0)

currentVerticals--;

adjList.get(nextVertical).remove(i);

if(degrees[nextVertical]==0)

currentVerticals--;

isLeaf[i] = false;

}

}

}

List<Integer> list = new ArrayList<Integer>();

for(Integer key : adjList.keySet()) {

if(adjList.get(key).size()!=0)

list.add(key);

}

if(n==1)

list.add(0);

if(currentVerticals==0)

list.add(nextVertical);

return list;

}

}

这里给出discuss中一位大神给出的算法，思路是一样的，但省略了很多循环：

public class Solution {

public List<Integer> findMinHeightTrees(int n, int[][] edges) {

if (n == 1)

return Collections.singletonList(0);

List<Set<Integer>> adj = new ArrayList<>(n);

for (int i = 0; i < n; i++)

adj.add(new HashSet<>());

for (int[] edge : edges) {

adj.get(edge[0]).add(edge[1]);

adj.get(edge[1]).add(edge[0]);

}

List<Integer> leaves = new ArrayList<>();

for (int i = 0; i < n; i++)

if (adj.get(i).size() == 1) leaves.add(i);

while (n > 2) {

n -= leaves.size();

List<Integer> newLeaves = new ArrayList<>();

for (int i : leaves) {

int j = adj.get(i).iterator().next();

adj.get(j).remove(i);

if (adj.get(j).size() == 1) newLeaves.add(j);

}

leaves = newLeaves;

}

return leaves;

}

}

## 成绩：

算法一（我写的）：170ms,beats 14.07%,众数56ms,5.12%

算法二（from discuss）：58ms,beats 68.02%

## Cmershen的碎碎念：

这是leetcode里面第一个涉及图的题，图应该是数据结构里面的难点，因此这题的成绩很分散。同时说明，即使算法思路相同，内部实现细节不同也会导致成绩有很大差异。比如记录邻接表的时候人家用的是list的下标而不是使用Map的key值，而一直用leaves数组维护当前叶子节点而不是一直在数度，也是比较巧妙的。

# Middle-题目86：207. Course Schedule

## 题目原文：

There are a total of n courses you have to take, labeled from 0 to n - 1.

Some courses may have prerequisites, for example to take course 0 you have to first take course 1, which is expressed as a pair: [0,1]

Given the total number of courses and a list of prerequisite pairs, is it possible for you to finish all courses?

For example:

2, [[1,0]]

There are a total of 2 courses to take. To take course 1 you should have finished course 0. So it is possible.

2, [[1,0],[0,1]]

There are a total of 2 courses to take. To take course 1 you should have finished course 0, and to take course 0 you should also have finished course 1. So it is impossible.

## 题目大意：

你要上n门课，课的编号分别是0,…n-1.

有一些课程有先修课，例如要学习课程0需先学习课程1，这样用一个有序数对[0,1]表示。

给出课程的数目和先修课程的有序数对列表，判断是否能修完所有课程。

## 题目分析：

这也是一道关于图的问题。用有向图来表示课程的先修关系，例如数对[0.1]对应有向图中0->1的边。判断是否存在拓扑序列即可。

## 源码：（language：java）

public class Solution {

public boolean canFinish(int numCourses, int[][] prerequisites) {

Map<Integer, Set<Integer>> adjList = new HashMap<Integer,Set<Integer>>();

int[] indegree = new int[numCourses];

for(int i = 0; i<numCourses;i++)

adjList.put(i, new HashSet<Integer>());

for(int[] edge : prerequisites) {

if(!adjList.get(edge[0]).contains(edge[1])) {

adjList.get(edge[0]).add(edge[1]);

indegree[edge[1]]++;

}

}

int topoVertical = findZeroIndegree(indegree);

while(topoVertical!=-1) {

indegree[topoVertical] = -1; // -1 stands for visited

for(Integer vertical : adjList.get(topoVertical)) {

indegree[vertical]--;

}

adjList.remove(topoVertical);

topoVertical = findZeroIndegree(indegree);

}

return isAllVisited(indegree);

}

private int findZeroIndegree(int[] indegree) {

for(int i = 0;i<indegree.length;i++)

if(indegree[i]==0)

return i;

return -1;

}

private boolean isAllVisited(int[] indegree) {

for(int i : indegree)

if(i!=-1)

return false;

return true;

}

}

## 成绩：

24ms,beats 47.84%，众数12ms,6.33%

## Cmershen的碎碎念：

首先复习拓扑排序的定义和算法：对一个有向无环图(Directed Acyclic Graph简称DAG)G进行拓扑排序，是将G中所有顶点排成一个线性序列，使得图中任意一对顶点u和v，若边(u,v)∈E(G)，则u在线性序列中出现在v之前。通常，这样的线性序列称为满足拓扑次序(Topological Order)的序列，简称拓扑序列。

算法：

(1) 选择一个入度为0的顶点并输出之；

(2) 从网中删除此顶点及所有出边。

循环结束后，若输出的顶点数小于网中的顶点数，则输出“有回路”信息，否则输出的顶点序列就是一种拓扑序列。

而课程先修（或一个工程中各个子工程先后完成关系）是拓扑排序中最基本的问题。

# Middle-题目87：209. Minimum Size Subarray Sum

## 题目原文：

Given an array of n positive integers and a positive integer s, find the minimal length of a subarray of which the sum ≥ s. If there isn't one, return 0 instead.

For example, given the array [2,3,1,2,4,3] and s = 7,

the subarray [4,3] has the minimal length under the problem constraint.

## 题目大意：

给出一个正整数的数组，和一个整数s，求出使得和值≥s的最小长度。

## 题目分析：

使用两个指针start和end，end向后移到sum>s，然后start向右移，直到sum＜s，并更新minLength值。End指针移动到结尾时循环，返回minLength.（源自西施豆腐渣博客<http://blog.csdn.net/xudli/article/details/45715257>）

## 源码：（language：java）

public class Solution {

public int minSubArrayLen(int s, int[] nums) {

int start = 0;

int end = 0;

int sum = 0;

int min = Integer.MAX\_VALUE;

while(start<nums.length && end<nums.length) {

while(sum<s && end<nums.length) {

sum += nums[end++];

}

while(sum>=s && start<=end) {

min = Math.min(min, end-start);

sum -= nums[start++];

}

}

return min==Integer.MAX\_VALUE ? 0 : min;

}

}

## 成绩：

1ms,beats 18.63%,众数1ms,81.30%

## Cmershen的碎碎念：

这道题一开始想到的是排序后再从后向前查找（因为数字大才有可能序列短嘛。），这个解法显然是错误的，因为会打乱原顺序，但提交时竟然只有2个test case没通过，且暴力枚举之，竟超越了100%……

# Middle-题目88：31. Next Permutation

## 题目原文：

Implement next permutation, which rearranges numbers into the lexicographically next greater permutation of numbers.

If such arrangement is not possible, it must rearrange it as the lowest possible order (ie, sorted in ascending order).

The replacement must be in-place, do not allocate extra memory.

Here are some examples. Inputs are in the left-hand column and its corresponding outputs are in the right-hand column.

1,2,3 → 1,3,2

3,2,1 → 1,2,3

1,1,5 → 1,5,1

## 题目大意：

求出一个数组的下一个字典序的排序结果。

## 题目分析：

使用C++中的库函数next\_permutation实现（在头文件algorithm中）。

函数接口：bool next\_permutation( iterator start, iterator end);

即求start-end这个序列的下一个排序。

## 源码：（language：cpp）

class Solution {

public:

void nextPermutation(vector<int>& nums) {

next\_permutation(nums.begin(), nums.end());

}

};

## 成绩：

12ms,beats 10.04%,众数12ms,88.95%

## Cmershen的碎碎念：

C++11中，Next\_permutation的源码如下：

bool \_Next\_permutation(\_BidIt \_First, \_BidIt \_Last, \_Pr \_Pred)

{ // permute and test for pure ascending, using \_Pred

\_BidIt \_Next = \_Last;

if (\_First == \_Last || \_First == --\_Next)

return (false);

for (; ; )

{ // find rightmost element smaller than successor

\_BidIt \_Next1 = \_Next;

if (\_DEBUG\_LT\_PRED(\_Pred, \*--\_Next, \*\_Next1))

{ // swap with rightmost element that's smaller, flip suffix

\_BidIt \_Mid = \_Last;

for (; !\_DEBUG\_LT\_PRED(\_Pred, \*\_Next, \*--\_Mid); )

;

\_STD iter\_swap(\_Next, \_Mid);

\_STD reverse(\_Next1, \_Last);

return (true);

}

if (\_Next == \_First)

{ // pure descending, flip all

\_STD reverse(\_First, \_Last);

return (false);

}

}

}

大致思路：

在当前序列中，从尾端向前寻找两个相邻元素，前一个记为\*i，后一个记为\*t，并且满足\*i < \*t。然后再从尾端寻找另一个元素\*j，如果满足\*i < \*j，即将第i个元素与第j个元素对调，并将第t个元素之后（包括t）的所有元素颠倒排序，即求出下一个序列了。

# Middle-题目89：229. Majority Element II

## 题目原文：

Given an integer array of size n, find all elements that appear more than ⌊ n/3 ⌋ times. The algorithm should run in linear time and in O(1) space.

## 题目大意：

给出一个数组，寻找所有出现次数超过[n/3]的元素。要求O(n)时间及O(1)空间复杂度。

## 题目分析：

方法一（朴素解法，最坏O(n)空间复杂度）用HashMap统计每个元素出现次数，返回超过n/3的。

方法二：类似于前面的[寻找唯一主元素（Easy-题目11）](#_Easy-题目11：169._Majority_Element)，这次因为出现次数超过n/3，所以至多有2个。那么维护两个重复次数c1,c2就可以得到出现次数最多的前两个元素，再扫描一遍看看是否超过n/3即可。

## 源码：（language：java）

方法一：

public class Solution {

public List<Integer> majorityElement(int[] nums) {

List<Integer> list = new ArrayList<Integer>();

HashMap<Integer, Integer> map = new HashMap<Integer, Integer>();

for(int num:nums) {

if(map.containsKey(num)) {

int count = map.get(num);

count++;

map.put(num,count);

if(count > nums.length/3 && !list.contains(num))

list.add(num);

}

else {

map.put(num, 1);

if(nums.length < 3)

list.add(num);

}

}

return list;

}

}

方法二：

public class Solution {

public List<Integer> majorityElement(int[] nums) {

// 1, 2

List<Integer> res = new ArrayList<>();

if(nums==null || nums.length==0) return res;

if(nums.length==1) {

res.add(nums[0]);

return res;

}

int m1 = nums[0];

int m2 = 0;

int c1 = 1;

int c2 = 0;

for(int i=1; i<nums.length; i++) {

int x = nums[i];

if(x==m1) ++c1;

else if(x==m2) ++c2;

else if(c1==0) {

m1 = x;

c1 = 1;

} else if(c2==0) {

m2 = x;

c2 = 1;

} else {

--c1; --c2;

}

}

c1 = 0; c2 = 0;

for(int i=0; i<nums.length; i++) {

if(m1 == nums[i]) ++c1;

else if(m2 == nums[i]) ++c2;

}

if(c1>nums.length/3) res.add(m1);

if(c2>nums.length/3) res.add(m2);

return res;

}

}

## 成绩：

方法一：35ms,beats 5.75%,众数4ms,31.82%

方法二：5ms,beats 29.28%

## Cmershen的碎碎念：

是否能进一步优化，使得只扫描一遍数组？因为我观察到还有约25%的提交代码做到3ms。

# Middle-题目90：306. Additive Number

## 题目原文：

Additive number is a string whose digits can form additive sequence.

A valid additive sequence should contain at least three numbers. Except for the first two numbers, each subsequent number in the sequence must be the sum of the preceding two.

For example:

"112358" is an additive number because the digits can form an additive sequence: 1, 1, 2, 3, 5, 8.

1 + 1 = 2, 1 + 2 = 3, 2 + 3 = 5, 3 + 5 = 8

"199100199" is also an additive number, the additive sequence is: 1, 99, 100, 199.

1 + 99 = 100, 99 + 100 = 199

Note: Numbers in the additive sequence cannot have leading zeros, so sequence 1, 2, 03 or 1, 02, 3 is invalid.

Given a string containing only digits '0'-'9', write a function to determine if it's an additive number.

## 题目大意：

判断一个由’0’-‘9’组成的字符串是不是” Additive Number”.

Additive Number 的定义是，可以拆成至少3个子串，其中任意前两个子串对应数字的和都等于后一个子串。

例如“112358”、“199100199”都是Additive Number。

需要注意的是，Additive Number中拆出的子串不能是以0开头的，例如”1023”不是Additive Number**，**因为拆成”1”,”02”,”3”不是合法的。

## 题目分析：

用的是暴力的解法，因为考虑Additive Number拆出的子串有可能非常长，故使用BigInteger存储（但是看别人的ac代码好像用的是long，这严格意义上说是不严谨的），从第一个数字开始暴力枚举，拆出前两个数并求和，再转换成字符串，看看拆掉前两个数后的子串是不是以这个“和字符串”开头，如果是，则减掉第一个数继续判断。以此类推直到找不到这样三个子串，或者拆掉前两个数的子串恰好等于“和字符串”。

## 源码：（language：java）

import java.math.BigInteger;

public class Solution {

public boolean isAdditiveNumber(String num) {

int length = num.length();

boolean result = false;

for(int i = 0;i<length-1;i++){

//if(num.charAt(i+1)=='0')

// continue;

String temp1 = num.substring(0, i+1);

if(temp1.length() > 1 && temp1.startsWith("0"))

continue;

BigInteger num1 = new BigInteger(num.substring(0, i+1)); // start: 0 ,end: i

for(int j= i+1;j<length-1;j++) {

String temp2 = num.substring(i+1,j+1);

if(temp2.length()>1 && temp2.startsWith("0"))

break;

BigInteger num2 = new BigInteger(num.substring(i+1,j+1));

BigInteger sum = num1.add(num2);

if(num.length()-j-1<sum.toString().length())

break;

else if(num.substring(j+1, j+1+sum.toString().length()).equals(sum.toString())) {

if(1+j+sum.toString().length() == num.length()) {

result= true;

break;

}

else

result = result || isAdditiveNumber(num.substring(i+1));

}

}

}

return result;

}

}

## 成绩：

23ms,beats 1.60%,众数3ms,39.48%

## Cmershen的碎碎念：

本题成绩较差，感觉是由于BigInteger拖慢了时间，看了其他的ac代码，有的是用long（这是不严谨的），有的是直接底层实现了高精度加法。

# Middle-题目91：69. Sqrt(x)

题目要求实现Sqrt(x),用库函数水过故略。

# Middle-题目92：139. Word Break

## 题目原文：

Given a string s and a dictionary of words dict, determine if s can be segmented into a space-separated sequence of one or more dictionary words.

For example, given

s = "leetcode",

dict = ["leet", "code"].

Return true because "leetcode" can be segmented as "leet code".

## 题目大意：

给出一个字符串s和一个字典dict，判断s是否可以拆分成一个或多个字典内单词的连接。

例如s=”leetcode”,dict=[“leet”,”code”]则可以。

## 题目分析：

方法一：朴素解法，超时。从字典中寻找能否匹配s的前缀，如果能，则向下搜索，如果不能，则退回来再找下一个能匹配s前缀的单词。因为字符串过长的时候，可能浪费很多时间在错误解上，故超时。

方法二：（动态规划，解法来自“快乐de胖虎”大神的博客）记dp[i]表示字符串s的前i个字符能否在字典中匹配，则初始化dp[0]=true,其余为false（规定任意字典都能表示空串），则转移方程如下：

即前i个字符能否匹配取决于前j个字符能否匹配并且后i-j个字符在字典中，因此求以上表达式的析取。

## 源码：（language：java）

public class Solution {

public boolean wordBreak(String s, Set<String> dict){

int len = s.length();

boolean[] arrays = new boolean[len+1];

arrays[0] = true;

for (int i = 1; i <= len; ++i){

for (int j = 0; j < i; ++j){

if (arrays[j] && dict.contains(s.substring(j, i))){

// f(n) = f(0,i) + f(i,j) + f(j,n)

arrays[i] = true;

break;

}

}

}

return arrays[len];

}

}

## 成绩：

12ms,beats 31.03%,众数12ms,24.67%

## Cmershen的碎碎念：

初次看到此题想到的是贪心算法，即找到就向下搜，但若s=”abc”,dict=[“ab”,”a”,”bc”]时则会先搜到”ab”这个错误解，而朴素的回溯法在面对s=”aaaaaaaaaaaaaaaaaab”,dict=[“a”,”aa”,”aaa”,”aaaa”,”aaaaa”]时会陷入很慢的搜索，因为无论如何向下搜索都是错误解，且aaaaaaaaaaaaaaaaaa拆成若干a的组合有很多，算法都会遍历一遍，却不知字符b在字典里根本不存在。

不过此处提一个思考题，”aaaaaaaaaaaaaaaaaa”拆成1~5个a的连接的不同方法有多少种？

# Middle-题目93：60. Permutation Sequence

## 题目原文：

The set [1,2,3,…,n] contains a total of n! unique permutations.

By listing and labeling all of the permutations in order,

We get the following sequence (ie, for n = 3):

"123"

"132"

"213"

"231"

"312"

"321"

Given n and k, return the kth permutation sequence.

## 题目大意：

给出n和k，求出n的全排列中字典序第k位的排列。

## 题目分析：

观察3个数的全排列，可见最高位分别是1,1,2,2,3,3，那么可以分为3组，第1组最高位为1，第二组最高位为2，第三组最高位为3，每一组内又分别是剩下两个数的按字典序的全排列，因此可以递归的缩小问题规模。

构造一个动态数组list，初始化为[1,2,…,n],并把n!个数分为n组，算出k在第几组及组内序号,按组号对应从list中取出这一位，然后更新k为组内的序号，直到list为空则找到答案。文字描述可能还是有些抽象，接下来举例说明。

例：n=4,k=15.

Step1.首先初始化动态数组list=[1,2,3,4],4个数的全排列有4!=24种，分为4组，则15在第2组种，组内序号为3（组号和组内序号都从0开始）则取出list的2号元素’3’加入答案中，并更新n=3,k=3.

Step2.list=[1,2,4],3个数的全排列有6种，分为3组，则3在第1组，组内序号为1.取出list的1号元素’2’，并更新n=2,k=1

Step3.list=[1,4]，2个数的全排列有2种，分为2组，则1在第1组，组内序号为0，取出list的1号元素’4’，并更新n=1,k=0

Step4.list=[1],1个数的排列只有1种，加入第0号元素’1’即可。

最后得到答案”3241”.

## 源码：（language：java）

public class Solution {

private String current = "";

public String getPermutation(int n, int k) {

List<Integer> list = new ArrayList<Integer>();

for(int i = 1;i<=n;i++)

list.add(i);

backtrack(list, n, k);

return current;

}

private void backtrack(List<Integer> list, int n, int k) {

if(list.isEmpty())

return;

else {

int groups = factorial(n-1);

int groupid = (k-1)/groups;

current+=String.valueOf(list.get(groupid));

list.remove(groupid);

backtrack(list, n-1, k-groupid\*groups);

}

}

public int factorial(int num){

int sum=1;

for(int i=1;i<=num;i++){

sum \*= i;

}

return sum;

}

}

## 成绩：

4ms,beats 5.39%,众数3ms,41.65%

## Cmershen的碎碎念：

似乎本题可以用之前求排列数里面的next\_permutation实现。还有就是本题的n!是现场算的，如果离线算出，应该还可以快1ms.

# Middle-题目94：322. Coin Change

## 题目原文：

You are given coins of different denominations and a total amount of money amount. Write a function to compute the fewest number of coins that you need to make up that amount. If that amount of money cannot be made up by any combination of the coins, return -1.

Example 1:

coins = [1, 2, 5], amount = 11

return 3 (11 = 5 + 5 + 1)

Example 2:

coins = [2], amount = 3

return -1.

## 题目大意：

假设你有若干面额的钱币，面额由数组coins给出，再给出一个总的钱币数amount。计算至少需要几枚钱币才能凑成amount？如果能，返回最小钱数，如果不能，返回-1.

例如：coins = [1, 2, 5], amount = 11

return 3 (11 = 5 + 5 + 1)

## 题目分析：

使用一个O(n2)的DP解决。设dp[i]代表钱数为i所需要的硬币数，先初始化dp[0]=0,dp[i]=MAX\_VALUE-1(为什么这里有个-1稍后说明)，然后转移关系是：

即已知钱数i所需要的硬币数，可以推出再加一枚硬币可以表示的钱数.最终dp[amount]即为所求。（这时候看出来为什么写了个-1吗？）

## 源码：（language：java）

public class Solution {

public int coinChange(int[] coins, int amount) {

int dp[] = new int[amount + 1];

for (int i = 1; i <= amount; i++)

dp[i] = Integer.MAX\_VALUE-1;

for (int i = 0; i <= amount; i++) {

for (int j = 0; j < coins.length; j++) {

if (i + coins[j] <= amount)

dp[i + coins[j]] = Math.min(dp[i + coins[j]], dp[i] + 1);

}

}

return dp[amount] == Integer.MAX\_VALUE-1 ? -1 : dp[amount];

}

}

## 成绩：

23ms,beats 83.94%,众数25ms,9.55%

## Cmershen的碎碎念：

读完代码之后应该能解释这个-1了。如果还没理解那么揭晓答案：计算机中用补码储存数字，所以如果不写-1，那么在第9行判断dp[i]+1的时候会造成溢出，导致变成MIN\_VALUE，那么dp[i+coins[j]]不管是多少都会被冲掉。

此外这题好像可以用母函数在O(n)复杂度内做，我组合数学学得不好，也没查到具体的ac代码。（这题又是那个fighter.io出的，貌似他出的题总离不开数学）

# Middle-题目95：222. Count Complete Tree Nodes

## 题目原文：

Given a complete binary tree, count the number of nodes.

## 题目大意：

给出一个完全二叉树，求节点数。

## 题目分析：

如果直接递归数节点，会超时。所以要考虑完全二叉树的性质：左右子树都是完全二叉树。所以分别求左右子树高度，如果相等则为满二叉树，如果不等则递归统计左右子树即可。

## 源码：（language：java）

public class Solution {

public int countNodes(TreeNode root) {

if(root == null)

return 0;

else {

int leftHeight = 0,rightHeight = 0;

TreeNode left = root,right = root;

while(left!=null) {

left=left.left;

leftHeight++;

}

while (right!=null) {

right = right.right;

rightHeight++;

}

if(leftHeight == rightHeight) // full binary tree

//return (int) (Math.pow(2, leftHeight)-1);

return (2<<(leftHeight-1)) - 1;

else

return 1+countNodes(root.left)+countNodes(root.right);

}

}

}

## 成绩：

112ms,beats 59.26%,众数116ms，3.89%

## cmershen的碎碎念：

其实完全二叉树还有一个性质，就是左右子树至少有一个是满二叉树。这样的话只需要一个递归即可。

# Middle-题目96：187. Repeated DNA Sequences

## 题目原文：

All DNA is composed of a series of nucleotides abbreviated as A, C, G, and T, for example: "ACGAATTCCG". When studying DNA, it is sometimes useful to identify repeated sequences within the DNA.

Write a function to find all the 10-letter-long sequences (substrings) that occur more than once in a DNA molecule.

For example,

Given s = "AAAAACCCCCAAAAACCCCCCAAAAAGGGTTT",

Return:

["AAAAACCCCC", "CCCCCAAAAA"].

## 题目大意：

给出一个DNA序列（由’A’,’C’,’G’,’T’组成的字符串），求其中所有的在该DNA序列中出现至少两次的10位子序列。

## 题目分析：

方法一：（朴素解法，基于哈希表）构建一个HashMap，其中Key是原序列的所有的10位子序列（空间复杂度O(n)），value是这个序列的出现次数。如果发现某个key出现次数为2则加入列表（超过2则跳过，否则列表会出现重复串）

方法二：（基于Bit manipulation，来自discuss中大神的算法）分别把’A’,’C’,’G’,’T’编码为00,01,10,11.先计算前9个字符的编码，然后从第10个字符开始，去掉最高位的编码（与0xfffff求与），再加上最后一位的编码，放入集合中，如果集合重复了，则加入最终返回的列表。

## 源码：（language：java）

方法一：

public class Solution {

public List<String> findRepeatedDnaSequences(String s) {

List<String> list = new ArrayList<String>();

HashMap<String, Integer> dict = new HashMap<String, Integer>();

for(int i = 0;i<=s.length()-10;i++) {

String substr = s.substring(i,i+10);

if(!dict.containsKey(substr)) {

dict.put(substr, 1);

}

else {

int value = dict.get(substr) + 1;

if(value>2)

continue;

dict.put(substr, value);

if(value == 2)

list.add(substr);

}

}

return list;

}

}

方法二：

public class Solution {

public List<String> findRepeatedDnaSequences(String DNA) {

ArrayList<String> res = new ArrayList<String>();

if(DNA.length()<10) return res;

HashSet<Integer> once = new HashSet<Integer>();

HashSet<Integer> twice = new HashSet<Integer>();

int[] map = new int[26];

map['A'-'A'] = 0;

map['C'-'A'] = 1;

map['G'-'A'] = 2;

map['T'-'A'] = 3;

int enc = 0;

for(int i=0; i<9; ++i){

enc <<=2;

enc |= map[DNA.charAt(i)-'A'];

}

for(int j=9; j<DNA.length(); ++j){

enc <<=2;

enc &= 0xfffff;

enc |= map[DNA.charAt(j)-'A'];

if(!once.add(enc) && twice.add(enc))

res.add(DNA.substring(j-9,j+1));

}

return res;

}

}

## 成绩：

方法一：40ms,beats 67.09%，众数38ms,5.66%

方法二：32ms,beats 95.90%

## cmershen的碎碎念：

第二种方法有两个巧妙的处理方法是值得学习的：一是enc &= 0xfffff;表示去掉原字符串最高位编码，二是if(!once.add(enc) && twice.add(enc))代表这个编码第二次出现（虽然这个我还不太理解）

# Middle-题目97：148. Sort List

## 题目原文：

Sort a linked list in O(n log n) time using constant space complexity.

## 题目大意：

对一个单链表排序，要求时间复杂度O(nlogn),空间复杂度O(1)

## 题目分析：

参考discuss中的算法，使用快排，取pivot为第一个节点值。

## 源码：（language：java）

public class Solution {

public ListNode sortList(ListNode h){

if(h == null || h.next == null)

return h;

/\*split into three list\*/

ListNode fakesmall = new ListNode(0), small = fakesmall;

ListNode fakelarge = new ListNode(0), large = fakelarge;

ListNode fakeequal = new ListNode(0), equal = fakeequal;

ListNode cur = h; // pivot is h.

while(cur != null){

if(cur.val < h.val){

small.next = cur;

small = small.next;

}

else if(cur.val == h.val){

equal.next = cur;

equal = equal.next;

}

else{

large.next = cur;

large = large.next;

}

cur = cur.next;

}

// put an end.

small.next = equal.next = large.next = null;

// merge them and return . merge reusing below one. merge for quicksort should be simplified.

return merge(merge(sortList(fakesmall.next), sortList(fakelarge.next)),fakeequal.next) ;

}

private ListNode merge(ListNode h, ListNode m){

ListNode fake = new ListNode(0), cur = fake;

while(h != null && m != null){

if(h.val < m.val){

cur.next = h;

h = h.next;

}

else{

cur.next = m;

m = m.next;

}

cur = cur.next;

}

cur.next = (h == null ? m : h);

return fake.next;

}

}

## 成绩：

8ms,beats 42.09%,众数8ms,31.36%

## cmershen的碎碎念：

数组的快排中pivot是使用三者取中法，而链表不是随机存取的，使用三者取中法要遍历一次链表，反而不能加速。

# Middle-题目98：316. Remove Duplicate Letters

## 题目原文：

Given a string which contains only lowercase letters, remove duplicate letters so that every letter appear once and only once. You must make sure your result is the smallest in lexicographical order among all possible results.

Example:

Given "bcabc"

Return "abc"

Given "cbacdcbc"

Return "acdb"

## 题目大意：

给出一个字符串，去掉其中重复的字母，并使得剩下的字符串是字典序最小的。

例如aba,可以去掉两个a中之一，得到的子串是”ab”或”ba”,要取字典序最小的”ab”.

## 题目分析：

参考discuss中的一个神解法，大致思路是使用两个指针模拟栈，具体细节有待研究。

## 源码：（language：java）

public class Solution {

public String removeDuplicateLetters(String s) {

/\*\*

\* First loop: use an array cnt[] to count the number of times

\* appeared for each letter in s.

\*

\* Second loop (Greedy): use a stack, pop() while (!stack.isEmpty()

\* && (sc = stack.peek()) >= c && cnt[sc] > 0)

\*/

int i, n = s.length();

int[] cnt = new int[128];

boolean[] inRes = new boolean[128]; // whether a char is in res[]

char[] res = s.toCharArray(); // simulate a stack

for (i = 0; i < n; i++)

cnt[res[i]]++;

char c, sc;

int end = -1;

// now cnt[c] means the remaining count of the char c

for (i = 0; i < n; i++) {

c = res[i];

if (inRes[c]) {

cnt[c]--;

continue;

}

while (end >= 0 && (sc = res[end]) >= c && cnt[sc] > 0) {

end--;

inRes[sc] = false;

}

res[++end] = c;

cnt[c]--;

inRes[c] = true;

}

return String.valueOf(res).substring(0, end + 1);

}

}

## 成绩：

3ms,beats 95.32%，众数7ms,9.99%

## cmershen的碎碎念：

度娘上各大博客中比较流行的是这个代码：

public class Solution {

public String removeDuplicateLetters(String s) {

int[] cnt = new int[26];

int pos = 0; // the position for the smallest s[i]

for (int i = 0; i < s.length(); i++) cnt[s.charAt(i) - 'a']++;

for (int i = 0; i < s.length(); i++) {

if (s.charAt(i) < s.charAt(pos)) pos = i;

if (--cnt[s.charAt(i) - 'a'] == 0) break;

}

return s.length() == 0 ? "" : s.charAt(pos) + removeDuplicateLetters(s.substring(pos + 1).replaceAll("" + s.charAt(pos), ""));

}

}

大致思路是每次去掉一个字符，取字典序较小的子串继续进行比较，但这个算法虽然是O(n)复杂度，但并不快(40ms+).因此还是想有时间认真研读一下那个3ms的解法。

# Middle-题目99：227. Basic Calculator II

## 题目原文：

Implement a basic calculator to evaluate a simple expression string.

The expression string contains only non-negative integers, +, -, \*, / operators and empty spaces . The integer division should truncate toward zero.

You may assume that the given expression is always valid.

Some examples:

"3+2\*2" = 7

" 3/2 " = 1

" 3+5 / 2 " = 5

## 题目大意：

计算一个表达式字符串的值，其中含有+,-,\*,/，空格和数字

## 题目分析：

既然用JavaScript的eval水过去会错，那就认真算一下。

首先没有括号，不用考虑括号的问题。那么从左到右先乘除后加减即可。遍历字符串两遍。

## 源码：（language：java）

public class Solution {

public int calculate(String s) {

s=s.replace(" ","");

String[] nums = s.split("[\\+\\-\\\*\\/]");

List<Integer> numberList = new ArrayList<>();

for(String num : nums)

numberList.add(Integer.parseInt(num));

int index = 0;

for (int i = 0; i<s.length(); i++) {

char ch = s.charAt(i);

if (ch == '+' || ch == '-')

index++;

else if (ch == '\*' || ch == '/') {

int op1 = numberList.get(index);

int op2 = numberList.get(index+1);

numberList.remove(index);

numberList.remove(index);

numberList.add(index, operate(op1,ch,op2));

}

}

int result = numberList.get(0); index = 1;

for(int i = 0;i<s.length();i++) {

char ch = s.charAt(i);

if(ch == '+' || ch == '-')

result = operate(result, ch, numberList.get(index++));

}

return result;

}

private Integer operate(int a, char op, int b) {

if(op=='+')

return a+b;

else if(op=='-')

return a-b;

else if(op=='\*')

return a\*b;

else

return a/b;

}

}

## 成绩：

90ms,beats 13.83%,众数26ms,3.63%

## Cmershen的碎碎念：

主要浪费时间还是在split上。

# Middle-题目100：18. 4Sum

## 题目原文：

Given an array S of n integers, are there elements a, b, c, and d in S such that a + b + c + d = target? Find all unique quadruplets in the array which gives the sum of target.

Note:

Elements in a quadruplet (a,b,c,d) must be in non-descending order. (ie, a ≤ b ≤ c ≤ d)

The solution set must not contain duplicate quadruplets.

## 题目大意：

给出一个数组和目标值target，找出4个数使得和值为target，求出所有解。

## 题目分析：

既然不要求保持顺序，那么用ksum的通法，先排序再固定k-2个指针即可

## 源码：（language：java）

public class Solution {

public List<List<Integer>> fourSum(int[] nums, int target) {

List<List<Integer>> list = new ArrayList<List<Integer>>();

Arrays.sort(nums);

for(int i = 0;i<nums.length-3;i++) {

for(int j = nums.length-1;j-i>=3;j--) {

int sum1 = nums[i]+nums[j];

int m1 = i+1,m2 = j-1;

while(m1<m2) {

int sum = sum1+nums[m1]+nums[m2];

if(sum == target) {

List<Integer> sublist = new ArrayList<Integer>();

sublist.add(nums[i]);

sublist.add(nums[m1]);

sublist.add(nums[m2]);

sublist.add(nums[j]);

if(!list.contains(sublist))

list.add(sublist);

m1++;

}

else if(sum > target)

m2--;

else // sum < target

m1++;

}

}

}

return list;

}

}

## 成绩：

56ms,beats 59.49%,众数57ms,4.51%

## Cmershen的碎碎念：

本题的去重处理没有做，而是直接遍历list来排除重复解的，否则还能更快一些。

# Middle-题目101：332. Reconstruct Itinerary

## 题目原文：

Given a list of airline tickets represented by pairs of departure and arrival airports [from, to], reconstruct the itinerary in order. All of the tickets belong to a man who departs from JFK. Thus, the itinerary must begin with JFK.

Note:

If there are multiple valid itineraries, you should return the itinerary that has the smallest lexical order when read as a single string. For example, the itinerary ["JFK", "LGA"] has a smaller lexical order than ["JFK", "LGB"].

All airports are represented by three capital letters (IATA code).

You may assume all tickets form at least one valid itinerary.

Example 1:

tickets = [["MUC", "LHR"], ["JFK", "MUC"], ["SFO", "SJC"], ["LHR", "SFO"]]

Return ["JFK", "MUC", "LHR", "SFO", "SJC"].

Example 2:

tickets = [["JFK","SFO"],["JFK","ATL"],["SFO","ATL"],["ATL","JFK"],["ATL","SFO"]]

Return ["JFK","ATL","JFK","SFO","ATL","SFO"].

Another possible reconstruction is ["JFK","SFO","ATL","JFK","ATL","SFO"]. But it is larger in lexical order.

## 题目大意：

给出一系列机票的列表，用一个二元组[from,to]表示。重新构造出一个从”JFK”出发的旅行线路。如果有多个解，求字典序最小的。

## 题目分析：

先将机票列表构造成邻接表，其中邻接列表部分使用优先队列维护字典序，然后从”JFK”点开始搜索，每次取出优先队列的队首节点（字典序最小）并再次搜索，直到某个节点的优先队列为空时将当前节点加入线路列表的头部（因为最后一个节点也是最后一个旅行到的节点，应是在表尾的）

## 源码：（language：java）

public class Solution {

LinkedList<String> res;

Map<String, PriorityQueue<String>> mp;

public List<String> findItinerary(String[][] tickets) {

res = new LinkedList<String>();

mp = new HashMap<String, PriorityQueue<String>>();

for (String[] ticket : tickets) {

if (!mp.containsKey(ticket[0])) {

mp.put(ticket[0], new PriorityQueue<String>());

}

mp.get(ticket[0]).offer(ticket[1]);

}

dfs("JFK");

return res;

}

public void dfs(String cur) {

while (mp.containsKey(cur) && !mp.get(cur).isEmpty()) {

dfs(mp.get(cur).poll());

}

res.addFirst(cur);

}

}

## 成绩：

12ms,beats 81.78%,众数14ms,12.37%

## Cmershen的碎碎念：

一开始使用的朴素的dfs解法，每次搜到解则比较字典序，并更新列表，但会超时。而这个算法的本质是贪心法，因为每次拿出字典序最小的点时，如果有解则一定是最优解。（假设邻接表中某个节点对应优先队列是(…p1,…p2…),p1<p2,那么取出p1后找到一组解，如果p2也存在解，因为此时加入最终列表的是p1，这个解一定比p2对应的解小。

那么还剩下最后一个疑问，算法在优先队列为空时跳出循环，把当前节点加入解序列中。为什么一个点对应的出边能全部遍历一遍，则这个点一定有解？因为这道题是新题，网上对此题的讨论还不太多。

此外有一个巧妙之处在于结果使用了LinkedList，因为是从尾向头加入结果的，所以需要LinkedList的addFirst函数。

# Middle-题目102：150. Evaluate Reverse Polish Notation

## 题目原文：

Evaluate the value of an arithmetic expression in Reverse Polish Notation.

Valid operators are +, -, \*, /. Each operand may be an integer or another expression.

## 题目大意：

计算逆波兰式的值。

## 题目分析：

在《数据结构》课的堆栈部分，我们学习过如果求逆波兰式的值，在此复习一下：

初始化一个堆栈，然后遍历逆波兰式数组，如果是操作数则入栈，如果是操作符则把两个操作数弹出来进行运算，运算结果压入堆栈，最终栈中只有一个元素，即表达式的值。

## 源码：（language：java）

public class Solution {

public int evalRPN(String[] tokens) {

Stack<Integer> stack = new Stack<Integer>();

for(String token : tokens) {

if(token.equals("+") || token.equals("-") || token.equals("\*") || token.equals("/")) {

int num1 = stack.pop();

int num2 = stack.pop();

stack.push(operate(num2,token,num1));

}

else

stack.push(Integer.parseInt(token));

}

return stack.peek();

}

private int operate(int a, String op, int b) {

if(op.equals("+"))

return a+b;

else if(op.equals("-"))

return a-b;

else if(op.equals("\*"))

return a\*b;

else {

return a/b;

}

}

}

## 成绩：

17ms,beats 39.27%,众数16ms,17.94%

## cmershen的碎碎念：

逆波兰式是一种没有括号的，但运算结果唯一的表达式，对计算机来说要比中缀表达式容易理解很多。关于中缀表达式转逆波兰式的算法见百度百科，之前我们的课程设计也做过这个。

# Middle-题目103：221. Maximal Square

## 题目原文：

Given a 2D binary matrix filled with 0's and 1's, find the largest square containing all 1's and return its area.

For example, given the following matrix:

1 0 1 0 0

1 0 1 1 1

1 1 1 1 1

1 0 0 1 0

Return 4.

## 题目大意：

给出一个0-1矩阵，求其中最大的由1组成的正方形，返回其面积。

## 题目分析：

还是Dp问题，设dp[i][j]为右下角为(i,j)的正方形的**边长**，则有如下转移方程：

dp[i][j] = min(dp[i-1][j],dp[i-1][j-1],dp[i][j-1])+1

初始化第一行（列）的dp[0][i]和dp[j][0]为矩阵的原值。

这个转移方程用文字比较难以描述，在纸上画一下三种情况就很好理解了。

## 源码：（language：java）

public class Solution {

public int maximalSquare(char[][] matrix) {

int row = matrix.length;

if(row == 0)

return 0;

int col = matrix[0].length;

int maxSquare = 0;

int[][] dp = new int[row][col];

for(int i = 0 ;i<col;i++) {

dp[0][i]=matrix[0][i]-'0';

if(matrix[0][i] == '1')

maxSquare = 1;

}

for(int i = 0;i<row;i++) {

dp[i][0]=matrix[i][0]-'0';

if(matrix[i][0] == '1')

maxSquare = 1;

}

for(int i = 1;i<row;i++) {

for(int j=1;j<col;j++) {

if(matrix[i][j] == '1')

dp[i][j] = Math.min(dp[i-1][j], Math.min(dp[i-1][j-1], dp[i][j-1]))+1;

if(dp[i][j] > maxSquare)

maxSquare = dp[i][j];

}

}

return maxSquare\*maxSquare;

}

}

## 成绩：

14ms,beats 58.15%,众数17ms,11.81%

# Middle-题目104：43. Multiply Strings

## 题目原文：

Given two numbers represented as strings, return multiplication of the numbers as a string.

Note: The numbers can be arbitrarily large and are non-negative.

## 题目大意：

给出两个用字符串表示的数字，求他们的乘积（用字符串表示）。

数字可以任意大，且是非负数。

## 题目分析：

python的int是无限精度的，所以直接水过去就行了。

## 源码：（language：python）

class Solution(object):

def multiply(self, num1, num2):

"""

:type num1: str

:type num2: str

:rtype: str

"""

return str(int(num1)\*int(num2))

## 成绩：

56ms,beats 77.45%,众数52ms,9.18%

## cmershen的碎碎念：

java中也可以用biginteger类实现，但好像不是很快。

**需记住，python是强类型语言，实现本题的时候必须类型转换！（我以前一直以为脚本语言都是弱类型的）**

# Middle-题目105：93. Restore IP Addresses

## 题目原文：

Given a string containing only digits, restore it by returning all possible valid IP address combinations.

For example:

Given "25525511135",

return ["255.255.11.135", "255.255.111.35"]. (Order does not matter)

## 题目大意：

给出一个数字组成的字符串，求出能组成的合法IP地址的所有组合。

## 题目分析：

就是深搜，使用回溯法实现。使用参数dots记录加入了几个点，如果加入了3个点且剩下的字符串是合理的IP数字（无前导0且小于256）就加入最终的列表。这里面有一个剪枝处理是，剩下的数字的长度不大于剩下的点数\*3（即形如.255.1000的IP一定不合法）。

比较麻烦的是对0的处理，如果两个点之间的字符串以0开始，则必须是0，”02”,“00”……都不合法。

## 源码：（language：java）

public class Solution {

public List<String> restoreIpAddresses(String s) {

List<String> ipList = new ArrayList<String>();

backtrack(ipList,"", 0, s);

return ipList;

}

private void backtrack(List<String> ipList, String currentIP, int dots, String rest) {

if(dots==3 && isAvailableIP(rest)) {

currentIP+=rest;

ipList.add(currentIP);

return;

}

else if(rest.length() <= (4-dots)\*3) {

for(int i =1;i<=Math.min(rest.length()-1, 3);i++) {

String temp = rest.substring(0,i);

if(isAvailableIP(temp)) {

backtrack(ipList,currentIP+temp+".", dots+1, rest.substring(i));

}

}

}

}

private boolean isAvailableIP(String num) {

if(num.startsWith("0")) {

return num.equals("0"); // 02,00... aren't available.

}

else {

return Integer.parseInt(num)<256;

}

}

}

## 成绩：

3ms,beats 89.21%,众数4ms，33.87%

## cmershen的碎碎念：

此题真的是我原创的，而且是提交到discuss的第一道题。还有一个vote呢~~我想是因为那个对字符串长度的剪枝处理加速了吧。

# Middle-题目106：5. Longest Palindromic Substring

## 题目原文：

Given a string S, find the longest palindromic substring in S. You may assume that the maximum length of S is 1000, and there exists one unique longest palindromic substring.

## 题目大意：

求出字符串S的最长回文子串。

## 题目分析：

使用了discuss的神算法，我根本看不懂……求大神解答……（好像还是个O(n2)的算法）大概是每向右增加一个字符，就判断能不能向左延伸之类的。

本题有一个线性算法，叫manacher算法，参见<https://en.wikipedia.org/wiki/Longest_palindromic_substring#CITEREFManacher1975>

## 源码：（language：java）

方法一：

public class Solution {

public String longestPalindrome(String s) {

char[] ca = s.toCharArray();

int rs = 0, re = 0;

int max = 0;

for(int i = 0; i < ca.length; i++) {

if(isPalindrome(ca, i - max - 1, i)) {

rs = i - max - 1; re = i;

max += 2;

} else if(isPalindrome(ca, i - max, i)) {

rs = i - max; re = i;

max += 1;

}

}

return s.substring(rs, re + 1);

}

private boolean isPalindrome(char[] ca, int s, int e) {

if(s < 0) return false;

while(s < e) {

if(ca[s++] != ca[e--]) return false;

}

return true;

}

}

方法二：（manacher算法，改编自wikipaedia上的代码）

public class Solution {

public String longestPalindrome(String s) {

if (s==null || s.length()==0)

return "";

char[] s2 = addBoundaries(s.toCharArray());

int[] p = new int[s2.length];

int c = 0, r = 0; // Here the first element in s2 has been processed.

int m = 0, n = 0; // The walking indices to compare if two elements are the same

for (int i = 1; i<s2.length; i++) {

if (i>r) {

p[i] = 0; m = i-1; n = i+1;

} else {

int i2 = c\*2-i;

if (p[i2]<(r-i)) {

p[i] = p[i2];

m = -1; // This signals bypassing the while loop below.

} else {

p[i] = r-i;

n = r+1; m = i\*2-n;

}

}

while (m>=0 && n<s2.length && s2[m]==s2[n]) {

p[i]++; m--; n++;

}

if ((i+p[i])>r) {

c = i; r = i+p[i];

}

}

int len = 0; c = 0;

for (int i = 1; i<s2.length; i++) {

if (len<p[i]) {

len = p[i]; c = i;

}

}

char[] ss = Arrays.copyOfRange(s2, c-len, c+len+1);

return String.valueOf(removeBoundaries(ss));

}

private char[] addBoundaries(char[] cs) {

if (cs==null || cs.length==0)

return "||".toCharArray();

char[] cs2 = new char[cs.length\*2+1];

for (int i = 0; i<(cs2.length-1); i = i+2) {

cs2[i] = '|';

cs2[i+1] = cs[i/2];

}

cs2[cs2.length-1] = '|';

return cs2;

}

private char[] removeBoundaries(char[] cs) {

if (cs==null || cs.length<3)

return "".toCharArray();

char[] cs2 = new char[(cs.length-1)/2];

for (int i = 0; i<cs2.length; i++) {

cs2[i] = cs[i\*2+1];

}

return cs2;

}

}

## 成绩：

方法一：9ms,beats 96.88%,众数13ms,4.50%

方法二：11ms,beats 92.14%

## cmershen的碎碎念：

Manacher, Glenn (1975), "A new linear-time "on-line" algorithm for finding the smallest initial palindrome of a string", Journal of the ACM 22 (3): 346–351, doi:10.1145/321892.321896.

这篇论文详细论证了Manacher算法，如果无聊可以研究一下。

方法二不如方法一快是因为数据量不够大（S.length<10^3）,且此题个人认为应归为hard。

# Middle-题目107：61. Rotate List

## 题目原文：

Given a list, rotate the list to the right by k places, where k is non-negative.

For example:

Given 1->2->3->4->5->NULL and k = 2,

return 4->5->1->2->3->NULL.

## 题目大意：

把一个链表循环右移K位。

## 题目分析：

先把链表连成环（尾节点连到head上），并统计节点个数count，然后从head开始把第count-k%count个节点拆下来就行了。

## 源码：（language：c）

/\*\*

\* Definition for singly-linked list.

\* struct ListNode {

\* int val;

\* struct ListNode \*next;

\* };

\*/

struct ListNode\* rotateRight(struct ListNode\* head, int k) {

if(!head || !head->next)

return head;

struct ListNode\* end;

int count=1;

for(end = head; end->next; end = end->next)

count++;

end->next = head;

struct ListNode \*p1=head,\*p2=head->next;

for(int i=1;i<count-k%count;i++) {

p1=p1->next;

p2=p2->next;

}

p1->next = NULL;

return p2;

}

## 成绩：

4ms,beats 6.02%，众数4ms,93.98%

## cmershen的碎碎念：

本题有一个陷阱在于，如果直接从环上找第k个点是错误的，因为这里的k可能远大于链表长度，而对环来说移动一圈相当于没动，所以取余即可。

# Middle-题目108：79. Word Search

## 题目原文：

Given a 2D board and a word, find if the word exists in the grid.

The word can be constructed from letters of sequentially adjacent cell, where "adjacent" cells are those horizontally or vertically neighboring. The same letter cell may not be used more than once.

For example,

Given board =

[

['A','B','C','E'],

['S','F','C','S'],

['A','D','E','E']

]

word = "ABCCED", -> returns true,

word = "SEE", -> returns true,

word = "ABCB", -> returns false.

## 题目大意：

给出一个矩阵，和一个单词，判断单词是否能由矩阵中一条路径连接出来。

## 题目分析：

一个简单的dfs，教科书式的dfs写法即可，搜到字母错误或者搜到数组边缘则退出，否则每次向四个方向搜索，注意这里的dfs是有返回值的，返回该条件下是否有解。

## 源码：（language：java）

public class Solution {

public boolean exist(char[][] board, String word) {

int row = board.length;

if(row==0)

return false;

int col = board[0].length;

boolean[][] visited = new boolean[row][col];

for(int i = 0;i<row;i++) {

for(int j=0;j<col;j++) {

if(word.charAt(0) == board[i][j]) {

if(dfs(board, i, j, visited, word, 0))

return true;

}

}

}

return false;

}

private boolean dfs(char[][] board, int i, int j, boolean[][] visited, String word, int index) {

if(index == word.length())

return true;

else if(i<0 || i>board.length-1 || j<0 || j>board[0].length-1 || word.charAt(index)!=board[i][j] || visited[i][j])

return false;

else {

visited[i][j]=true;

boolean result = dfs(board, i-1, j, visited, word, index+1) || dfs(board, i+1, j, visited, word, index+1) || dfs(board, i, j-1, visited, word, index+1) || dfs(board, i, j+1, visited, word, index+1);

visited[i][j] = false;

return result;

}

}

}

## 成绩：

13ms,beats 58.16%,众数14ms,14.58%

## cmershen的碎碎念：

本题基本上是一个教科书式的dfs，区别是dfs带有返回值判断是否有解。

# Middle-题目109：143. Reorder List

## 题目原文：

Given a singly linked list L: L0→L1→…→Ln-1→Ln,

reorder it to: L0→Ln→L1→Ln-1→L2→Ln-2→…

## 题目大意：

给出一个链表，要求按“头尾相接”的方式重排。

## 题目分析：

没有按照题目要求去做，先用一个数组保存下所有节点的值，再依次填上。

## 源码：（language：java）

public class Solution {

public void reorderList(ListNode head) {

List<Integer> list = new ArrayList<Integer>();

for(ListNode node = head;node!=null;node=node.next)

list.add(node.val);

int i = 0,j = list.size()-1;

ListNode node = head;

boolean addi = true;

while (i <= j) {

node.val = addi?list.get(i++):list.get(j--);

addi=!addi;

node=node.next;

}

}

}

## 成绩：

8ms,beats 3.74%,众数3ms,51.93%

## cmershen的碎碎念：

如果此题改用LinkedList，会超时。

# Middle-题目110：2. Add Two Numbers

## 题目原文：

You are given two linked lists representing two non-negative numbers. The digits are stored in reverse order and each of their nodes contain a single digit. Add the two numbers and return it as a linked list.

Input: (2 -> 4 -> 3) + (5 -> 6 -> 4)

Output: 7 -> 0 -> 8

## 题目大意：

给出两个数，用链表逆序的存储每个数位，求他们的和，并也用链表逆序存储数位。

## 题目分析：

方法一：用BigInteger储存两个数字，再加起来，再生成对应链表。

方法二：模拟整数竖式算法（好在是逆序的， 正序就麻烦了）

## 源码：（language：java/c）

方法一：

import java.math.BigInteger;

public class Solution {

public ListNode addTwoNumbers(ListNode l1, ListNode l2) {

BigInteger num1 = BigInteger.ZERO;

BigInteger num2 = BigInteger.ZERO;

BigInteger temp = BigInteger.ONE;

while(l1!=null) {

//num1+=temp\*l1.val;

num1=num1.add(temp.multiply(BigInteger.valueOf(l1.val)));

temp=temp.multiply(BigInteger.TEN);

l1=l1.next;

}

temp=BigInteger.ONE;

while(l2!=null) {

num2=num2.add(temp.multiply(BigInteger.valueOf(l2.val)));

temp=temp.multiply(BigInteger.TEN);

l2=l2.next;

}

BigInteger sum = num1.add(num2);

if(sum.compareTo(BigInteger.ZERO)==0)

return new ListNode(0);

else {

ListNode l = new ListNode(sum.mod(BigInteger.TEN).intValue());

ListNode p=l;

while(sum.compareTo(BigInteger.ZERO)!=0) {

sum=sum.divide(BigInteger.TEN);

if(sum.compareTo(BigInteger.ZERO)!=0) {

p.next = new ListNode(sum.mod(BigInteger.TEN).intValue());

p=p.next;

}

}

return l;

}

}

}

方法二：(from discuss)

struct ListNode\* addTwoNumbers(struct ListNode\* l1, struct ListNode\* l2) {

struct ListNode\* result = l1 ? l1 : l2;

struct ListNode\* carry = l1 ? l2 : l1;

struct ListNode\* node = result;

struct ListNode\* tmp;

int c = 0;

int s;

while (l1 || l2) {

s = c;

if (l1) { s += l1->val; l1=l1->next; }

if (l2) { s += l2->val; l2=l2->next; }

c = s > 9 ? 1 : 0;

node->val = c ? s - 10 : s;

if (l1) {

node = node->next = l1;

} else if (l2) {

node = node->next = l2;

} else {

node->next = NULL;

}

}

if (c) {

carry->val = c;

node->next = carry;

node = node->next;

}

node->next = NULL;

return result;

}

## 成绩：

方法一：28ms,beats 1.57%,众数4ms,63.50%

方法二：20ms,beats 18.86%,众数20ms,68.68%

# Middle-题目111：54. Spiral Matrix

## 题目原文：

Given a matrix of m x n elements (m rows, n columns), return all elements of the matrix in spiral order.

For example,

Given the following matrix:

[

[ 1, 2, 3 ],

[ 4, 5, 6 ],

[ 7, 8, 9 ]

]

You should return [1,2,3,6,9,8,7,4,5].

## 题目大意：

按顺时针螺旋顺序遍历二维数组。

## 题目分析：

跟[Middle-题目29](#_Middle-题目29：59._Spiral_Matrix)很像，在前面题基础上简单改一下代码即可。一个是读数组一个是写数组，所以读数组要使用一个visited[][]数组维护是否读过，而写数组只要判断是否为0即可。

## 源码：（language：java）

public class Solution {

private final int RIGHT = 1;

private final int DOWN = 2;

private final int LEFT = 3;

private final int UP = 4;

public List<Integer> spiralOrder(int[][] matrix) {

List<Integer> list = new ArrayList<Integer>();

int row = matrix.length;

if(row==0)

return list;

int col = matrix[0].length;

boolean[][] visited = new boolean[row][col];

int count = 0,direction = RIGHT,i=0,j=0;

while (count < row \* col) {

list.add(matrix[i][j]);

visited[i][j] = true;

switch (direction) {

case RIGHT:

if (j==col-1 || visited[i][j+1]) {

direction=DOWN;

i++;

}

else

j++;

break;

case DOWN:

if (i==row-1 || visited[i+1][j]) {

direction = LEFT;

j--;

}

else

i++;

break;

case LEFT:

if (j==0 || visited[i][j-1]) {

direction = UP;

i--;

}

else

j--;

break;

case UP:

if (visited[i-1][j]) {

direction = RIGHT;

j++;

}

else

i--;

break;

default:

break;

}

count++;

}

return list;

}

}

## 成绩：

1ms,beats 3.18%,众数1ms,71.07%

# Middle-题目112：152. Maximum Product Subarray

## 题目原文：

Find the contiguous subarray within an array (containing at least one number) which has the largest product.

For example, given the array [2,3,-2,4],

the contiguous subarray [2,3] has the largest product = 6.

## 题目大意：

寻找最大乘积的连续子数组。

## 题目分析：

使用两个dp数组dpmax和dpmin，其中dpmax[i]和dpmin[i]分别表示以i为结尾的子数组的最大、最小乘积。那么初始化dpmax[0]和dpmin[0]均为nums[0]，转移方程如下：

dpmax[i]=max(nums[i],dpmax[i-1]\*nums[i],dpmin[i-1]\*nums[i])

dpmin[i]=min(nums[i],dpmax[i-1]\*nums[i],dpmin[i-1]\*nums[i])

这是因为nums[i]可能是正数也可能是负数，如果是负数且前一项的最小积是负数，则会变成最大乘积，而如果最大乘积和最小乘积都是负数或0，且nums[i]是正数，则它本身是最大乘积。所以最大值和最小值可能有三种情况。

## 源码：（language：java）

public class Solution {

public int maxProduct(int[] nums) {

int length = nums.length;

if(length==0)

return 0;

int[] dpmax = new int[length];

int[] dpmin = new int[length];

dpmax[0] = nums[0];

dpmin[0] = nums[0];

int max = dpmax[0];

for(int i = 1;i<length;i++) {

dpmax[i] = max(nums[i],dpmax[i-1]\*nums[i],dpmin[i-1]\*nums[i]);

dpmin[i] = min(nums[i],dpmax[i-1]\*nums[i],dpmin[i-1]\*nums[i]);

if(dpmax[i]>max)

max=dpmax[i];

}

return max;

}

private int max(int a,int b,int c) {

return a>b?(a>c?a:c):(b>c?b:c);

}

private int min(int a,int b,int c) {

return a<b?(a<c?a:c):(b<c?b:c);

}

}

## 成绩：

5ms,beats 10.47%,众数5ms,36.73%

## cmershen 的碎碎念：

1. 本题如果用一个dp数组，即dp[i][j]维护从i~j的最大乘积，也能实现但会超时。
2. 对nums很长的情况下，可能会涉及到BigInteger高精度计算，题中没有超过int范围，故test case不够严密。
3. 这是第一次遇到同时维护多个dp数组的题，也是拓宽了思路。

# Middle-题目113：324. Wiggle Sort II

## 题目原文：

Given an unsorted array nums, reorder it such that nums[0] < nums[1] > nums[2] < nums[3]....

Example:

(1) Given nums = [1, 5, 1, 1, 6, 4], one possible answer is [1, 4, 1, 5, 1, 6].

(2) Given nums = [1, 3, 2, 2, 3, 1], one possible answer is [2, 3, 1, 3, 1, 2].

## 题目大意：

对一个数组按摇摆顺序排序，即nums[0] < nums[1] > nums[2] < nums[3]…

## 题目分析：

方法一：O(nlogn)时间复杂度，O(n)空间复杂度：先对原数组排序，然后取两个指针s和t分别指向中点和尾节点，开一个与原数组等长的新数组，从头开始填，如果下标为偶数从s开始向左填，如果为奇数从t开始向左填，再覆盖回去。

方法二：O(n)时间复杂度，O(1)空间复杂度：来自discuss中的神算法，有待以后研究。

## 源码：（language：java/cpp）

方法一：

public class Solution {

public void wiggleSort(int[] nums) {

Arrays.sort(nums);

int[] temp = new int[nums.length];

int s = (nums.length + 1)/2, t = nums.length;

for (int i = 0; i < nums.length; i++) {

temp[i] = (i%2== 0) ? nums[--s] : nums[--t] ;

}

for (int i = 0; i < nums.length; i++)

nums[i] = temp[i];

}

}

方法二：

class Solution {

public:

void wiggleSort(vector<int>& nums) {

int n = nums.size();

// Find a median.

auto midptr = nums.begin() + n / 2;

nth\_element(nums.begin(), midptr, nums.end());

int mid = \*midptr;

// Index-rewiring.

#define A(i) nums[(1+2\*(i)) % (n|1)]

// 3-way-partition-to-wiggly in O(n) time with O(1) space.

int i = 0, j = 0, k = n - 1;

while (j <= k) {

if (A(j) > mid)

swap(A(i++), A(j++));

else if (A(j) < mid)

swap(A(j), A(k--));

else

j++;

}

}

};

## 成绩：

方法一：7ms,beats 52.74%,众数7ms,35.82%

方法二：56ms,beats 71.59%,众数56ms,27.79%

## cmershen的碎碎念：

一开始想到的是O(n2)的方法，即来回的冒泡排序，但发现是不对的。看到提示中说使用中位数，就想到了方法一，这样可以保证左半边永远小于右半边，故能确保小于大于交替出现。而这道题中似乎还涉及了一个O(n)求数组中位数的算法，这个好像跟之前做过的求数组第K大的数是一样的。

# Middle-题目114：3. Longest Substring Without Repeating Characters

## 题目原文：

Given a string, find the length of the longest substring without repeating characters. For example, the longest substring without repeating letters for "abcabcbb" is "abc", which the length is 3. For "bbbbb" the longest substring is "b", with the length of 1.

## 题目大意：

求一个字符串的没有重复字符的最长子串的长度。（不一定连续）

## 题目分析：

（算法思路来自度娘）定义一个布尔型数组sign[256]，记录每个字符是否出现过。然后两个指针i和j都从头开始，先让j向右移动，直到第一次出现重复元素时，移动i至排除掉这个重复元素，再移动j，这样一直维护着以j为结尾的最长子串，所以能得到最优解。

## 源码：（language：java）

public class Solution {

public int lengthOfLongestSubstring(String s) {

int i,j,max=0;

boolean[] sign = new boolean[256];

for(i=0,j=0;j<s.length();j++) {

while(sign[s.charAt(j)])

sign[s.charAt(i++)] = false;

sign[s.charAt(j)] = true;

max=Math.max(max,j-i+1);

}

return max;

}

}

## 成绩：

5ms,beats 91.60%，众数18ms，8.16%

## Cmershen的碎碎念：

该算法只需线性复杂度，既优雅又易于理解，值得学习！

# Middle-题目115：71. Simplify Path

## 题目原文：

Given an absolute path for a file (Unix-style), simplify it.

For example,

path = "/home/", => "/home"

path = "/a/./b/../../c/", => "/c"

## 题目大意：

化简一个Unix格式的路径。

## 题目分析：

显然用堆栈。根据hint里面提到的边界情况做以下处理：

1. 对多个/和.不作处理
2. 对..则弹出栈顶元素，如果栈空（已经是根路径）则不处理
3. 将两个/之间的子串压入堆栈

最后遍历栈，组成最后的目录。如果栈空则输出’/’。

## 源码：（language：java）

public class Solution {

public String simplifyPath(String path) {

String[] paths = path.split("/");

List<String> list = new LinkedList<String>();

Stack<String> stack = new Stack<String>();

for (String str : paths) {

if (str.equals(""))

continue;

else if (str.equals("..")) {

if(!stack.isEmpty())

stack.pop();

continue;

}

else if (str.equals("."))

continue;

else

stack.add(str);

}

String result = "";

for(int i = 0;i<stack.size();i++) {

result=result+"/"+stack.get(i);

}

if(result=="")

result+="/";

return result;

}

}

## 成绩：

12ms,beats 44.53%,众数12ms,18.84%

# Middle-题目116：224. Basic Calculator

## 题目原文：

Implement a basic calculator to evaluate a simple expression string.

The expression string may contain open ( and closing parentheses ), the plus + or minus sign -, non-negative integers and empty spaces .

You may assume that the given expression is always valid.

## 题目大意：

计算一个表达式的值，包括+,-,和括号还有空格。

## 题目分析：

这回用eval水过去。

## 源码：（language：JavaScript）

var calculate = function(s) {

return eval(s)

};

## 成绩：

140ms,beats 78.13%,众数176ms,184ms,9.38%

# Middle-题目117：98. Validate Binary Search Tree

## 题目原文：

Given a binary tree, determine if it is a valid binary search tree (BST).

## 题目大意：

给出一个二叉树，判断是不是合法的二叉搜索树。

## 题目分析：

看中序遍历是否递增。

## 源码：（language：java）

public class Solution {

public boolean isValidBST(TreeNode root) {

List<Integer> list = new ArrayList<Integer>();

inOrderVisit(list,root);

return isSortedList(list);

}

private void inOrderVisit(List<Integer> list, TreeNode node) {

if(node!=null) {

inOrderVisit(list, node.left);

list.add(node.val);

inOrderVisit(list, node.right);

}

}

private boolean isSortedList(List<Integer> list) {

if(list.size()<2)

return true;

else {

for(int i = 0;i<list.size()-1;i++) {

if(list.get(i)>=list.get(i+1))

return false;

}

return true;

}

}

}

## 成绩：

4ms,beats 12.79%,众数1ms,72.10%

# Middle-题目118：210. Course Schedule II

## 题目原文：

There are a total of n courses you have to take, labeled from 0 to n - 1.

Some courses may have prerequisites, for example to take course 0 you have to first take course 1, which is expressed as a pair: [0,1]

Given the total number of courses and a list of prerequisite pairs, return the ordering of courses you should take to finish all courses.

There may be multiple correct orders, you just need to return one of them. If it is impossible to finish all courses, return an empty array.

## 题目大意：

在[Middle-题目86](#_Middle-题目86：207._Course_Schedule)的基础上，求修课的序列。如果不可能修完所有课程，返回一个空序列。

## 题目分析：

跟上一题差不多，这次是求拓扑序列，但返回值有点奇怪，不知道empty array为什么有时候指的是new int[1]有时候又是new int[0]

## 源码：（language：java）

public class Solution {

public int[] findOrder(int numCourses, int[][] prerequisites) {

if(numCourses==1)

return new int[1];

Map<Integer, Set<Integer>> adjList = new HashMap<Integer,Set<Integer>>();

int[] indegree = new int[numCourses];

for(int i = 0; i<numCourses;i++)

adjList.put(i, new HashSet<Integer>());

for(int[] edge : prerequisites) {

if(!adjList.get(edge[1]).contains(edge[0])) {

adjList.get(edge[1]).add(edge[0]);

indegree[edge[0]]++;

}

}

int[] order = new int[numCourses];

int i=0;

int topoVertical = findZeroIndegree(indegree);

while(topoVertical!=-1) {

indegree[topoVertical] = -1;

for(Integer vertical : adjList.get(topoVertical)) {

if(indegree[vertical]!=-1)

indegree[vertical]--;

}

adjList.remove(topoVertical);

order[i++]=topoVertical;

topoVertical = findZeroIndegree(indegree);

}

if(i==numCourses)

return order;

else

return new int[0];

}

private int findZeroIndegree(int[] indegree) {

for(int i = 0;i<indegree.length;i++)

if(indegree[i]==0) {

return i;

}

return -1;

}

}

## 成绩：

37ms,beats 21.31%,众数10ms,8.81%

## Cmershen的碎碎念：

这道题我觉得oj的判题怪怪的，因为一直提示Special judge: No expected output available. 不知道为什么要返回new int[1]而不是new int[0]或null。所以此题的ac率超低，但难度应该跟前一题是一样的。

# Middle-题目119：127. Word Ladder

## 题目原文：

Given two words (beginWord and endWord), and a dictionary's word list, find the length of shortest transformation sequence from beginWord to endWord, such that:

Only one letter can be changed at a time

Each intermediate word must exist in the word list

For example,

Given:

beginWord = "hit"

endWord = "cog"

wordList = ["hot","dot","dog","lot","log"]

As one shortest transformation is "hit" -> "hot" -> "dot" -> "dog" -> "cog",

return its length 5.

## 题目大意：

给出两个单词beginWord和endWord，和一个字典，求出从beginWord到endWord的最短转换序列，要求中间单词必须是字典中的，且每次只能转换一个字母。

## 题目分析：

表面上看是一个单源最短路径问题，博客中说这道题的test case和题目要求都有问题，所以我也就没做，以下只贴出ac代码。

## 源码：（language：java）

public class Solution {

public int ladderLength(String beginWord, String endWord, Set<String> wordList) {

Set<String> beginSet = new HashSet<String>(), endSet = new HashSet<String>();

int len = 1;

int strLen = beginWord.length();

HashSet<String> visited = new HashSet<String>();

beginSet.add(beginWord);

endSet.add(endWord);

while (!beginSet.isEmpty() && !endSet.isEmpty()) {

if (beginSet.size() > endSet.size()) {

Set<String> set = beginSet;

beginSet = endSet;

endSet = set;

}

Set<String> temp = new HashSet<String>();

for (String word : beginSet) {

char[] chs = word.toCharArray();

for (int i = 0; i < chs.length; i++) {

for (char c = 'a'; c <= 'z'; c++) {

char old = chs[i];

chs[i] = c;

String target = String.valueOf(chs);

if (endSet.contains(target)) {

return len + 1;

}

if (!visited.contains(target) && wordList.contains(target)) {

temp.add(target);

visited.add(target);

}

chs[i] = old;

}

}

}

beginSet = temp;

len++;

}

return 0;

}

}

## 成绩：

47ms,beats 89.34%,众数97ms,2.42%

## Cmershen的碎碎念：

据说后面的word ladder 2这道题也是有问题的。

# Middle-题目120：179. Largest Number

## 题目原文：

Given a list of non negative integers, arrange them such that they form the largest number.

For example, given [3, 30, 34, 5, 9], the largest formed number is 9534330.

Note: The result may be very large, so you need to return a string instead of an integer.

## 题目大意：

给出一串由非负数组成的数组，求出连缀而成的最大整数。

注意：这个结果可能非常大，所以返回一个字符串。

## 题目分析：

观察例子,最大的数的排列顺序分别为9,5,34,3,30，观察到任意两个元素a和b，若a在b的前面则ab连缀的数一定比ba连缀的数大。据此自定义一个排序算法对数组排序并按序连缀即可。

## 源码：（language：java）

public class Solution {

private class MyComparator implements Comparator<Integer> {

public int compare(Integer o1, Integer o2) {

// TODO Auto-generated method stub

String s1=o1.toString()+o2.toString();

String s2=o2.toString()+o1.toString();

return s2.compareTo(s1);

}

}

public String largestNumber(int[] nums) {

List<Integer> list = new ArrayList<Integer>();

for(int num:nums)

list.add(num);

Collections.sort(list, new MyComparator());

String result = "";

for(Integer i:list)

result+=String.valueOf(i);

if(result.startsWith("00"))

result = "0";

return result;

}

}

## 成绩：

123ms,beats 64.21%,众数123ms,6.42%

## Cmershen的碎碎念：

本题的关键在于找到合适的排序规则，一开始想到的是按字典序排列，但不能处理34>3>30的问题，后又想到补全字符串，但太慢。最后发现只要比较连缀结果的大小即可。by the way，lambda表达式咋写？我看到的ac代码大多用的是匿名类。

# Middle-题目121：15. 3Sum

## 题目原文：

Given an array S of n integers, are there elements a, b, c in S such that a + b + c = 0? Find all unique triplets in the array which gives the sum of zero.

## 题目大意：

给出一个数组s，求三元组(a,b,c)，其中a,b,c∈s且a+b+c=0。

## 题目分析：

典型的ksum问题，不求原数组下标，所以排序后固定一个指针即可。

## 源码：（language：java）

public class Solution {

public List<List<Integer>> threeSum(int[] nums) {

Arrays.sort(nums);

List<List<Integer>> list = new LinkedList<List<Integer>>();

for(int i = 0;i<nums.length-2;i++) {

if(i>0 && nums[i]==nums[i-1])

continue;

int j=i+1,k=nums.length-1;

while(j<k) {

if(j>i+1 && nums[j]==nums[j-1]) {

j++;

continue;

}

if(k<nums.length-1&&nums[k]==nums[k+1]) {

k--;

continue;

}

int sum = nums[i]+nums[j]+nums[k];

if(sum==0) {

List<Integer> sublist = new LinkedList<Integer>();

sublist.add(nums[i]);

sublist.add(nums[j]);

sublist.add(nums[k]);

list.add(sublist);

j++;

}

else if(sum>0) {

k--;

}

else {

j++;

}

}

}

return list;

}

}

## 成绩：

9ms,beats 34.07%,众数8ms,31.75%

## Cmershen的碎碎念：

本题解决了重复数字的问题，确保解集中没有重复元素。但同样的去重逻辑放到4sum题里不知道为什么就不行。。。。。。

# Middle-题目122：220. Contains Duplicate III

## 题目原文：

Given an array of integers, find out whether there are two distinct indices i and j in the array such that the difference between nums[i] and nums[j] is at most t and the difference between i and j is at most k.

## 题目大意：

给出一个数组nums，判断是否存在这样两个下标i和j使得|nums[i]-nums[j]≤t，且|j-i|≤k.

## 题目分析：

巧用TreeSet这个类，它是一个集合，元素不可重复，不可维护加入集合的顺序，但集合是有序的，有floor(n)和ceiling(n)两个方法取得元素n相邻的两个元素。

那么构造一个TreeSet，并维持TreeSet的长度为K（如果i超过k就把nums[i-k]弹出去）。然后设n=nums[i].每次判断n-floor(n)是否≤t或者ceiling(n)是否≤t（因为TreeSet的长度不超过k，所以如果存在floor(n)或者ceiling(n)，其在数组的下标与n的差值必然不超过k），若存在则找到解，返回true，若不存在则加入n，弹出nums[i-k]，总的时间复杂度是O(nlogk) (因为TreeSet的add和remove都是logk复杂度的)

## 源码：（language：java）

public class Solution {

public boolean containsNearbyAlmostDuplicate(int[] nums, int k, int t) {

if(k < 1 || t < 0)

return false;

TreeSet<Integer> set = new TreeSet<>();

for(int i = 0; i < nums.length; i++){

int n = nums[i];

if(set.floor(n) != null && n <= t + set.floor(n) ||

set.ceiling(n) != null && set.ceiling(n) <= t + n)

return true;

set.add(n);

if (i >= k)

set.remove(nums[i - k]);

}

return false;

}

}

## 成绩：

68ms,beats 10.72%,众数23ms,5.88%

## Cmershen的碎碎念：

本题类似于滑动窗口，是第一道需要用到TreeSet的题，但是效率不高，可能有O(n)的线性算法。TreeSet基于红黑树实现，它遗失插入顺序但保证集合内有序，而红黑树是一种应用广泛的用于查找的二叉树，关于红黑树的详细了解可自行百度。类似的数据结构还有TreeMap（保证key有序）。

# Middle-题目123：335. Self Crossing

## 题目原文：

You are given an array x of n positive numbers. You start at point (0,0) and moves x[0] metres to the north, then x[1] metres to the west, x[2] metres to the south, x[3] metres to the east and so on. In other words, after each move your direction changes counter-clockwise.

Write a one-pass algorithm with O(1) extra space to determine, if your path crosses itself, or not.

Example 1:

Given x = [2, 1, 1, 2],

Return true (self crossing)

Example 2:

Given x = [1, 2, 3, 4],

Return false (not self crossing)

Example 3:

Given x = [1, 1, 1, 1],

Return true (self crossing)

## 题目大意：

给出一个正数组成的数组x，你从坐标系原点开始走，向上走x[0]米，再向左走x[1]米,再向下走x[2]米，再向下走x[3]米，以此类推的**逆时针**走，判断运动轨迹是否相交。

## 题目分析：

参考了discuss中一位大神的算法，解释如下：

首先，只走3步是不可能产生交点的，所以考虑走4步，走5步，走6步产生交点的情况，而走7步与走5步是等价的，所以只需讨论三种情况即可。（画图太渣，还是传手写照片吧）
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## 源码：（language：java）

public class Solution {

public boolean isSelfCrossing(int[] x) {

for(int i=3;i<x.length;i++){

if(i>=3&&x[i]>=x[i-2]&&x[i-1]<=x[i-3])

return true;

if(i>=4&&x[i-1]==x[i-3]&&x[i-2]<=x[i]+x[i-4])

return true;

if(i>=5&&x[i-2]>x[i-4]&&x[i-1]<=x[i-3]&&x[i-1]+x[i-5]>=x[i-3]&&x[i]+x[i-4]>=x[i-2])

return true;

}

return false;

}

}

## 成绩：

0ms，beats 43.49%，众数0ms,56.51%

## Cmershen的碎碎念：

本算法简洁优美，堪称绝妙！还有，高中的平面向量还记得么~~

# Middle-题目124：91. Decode Ways

## 题目原文：

A message containing letters from A-Z is being encoded to numbers using the following mapping:

'A' -> 1

'B' -> 2

...

'Z' -> 26

Given an encoded message containing digits, determine the total number of ways to decode it.

For example,

Given encoded message "12", it could be decoded as "AB" (1 2) or "L" (12).

The number of ways decoding "12" is 2.

## 题目大意：

给出一个字符串，判断有多少种按字母解码的方式。例如”12”可以解码为"AB" (1 2) "L" (12).

## 题目分析：

看题很明显想到是DP，但对’0’的处理是个很麻烦的问题。

基本的dp方程很简单：设dp[i]表示前i个字符的解码方式数。则有：

dp[i] = dp[i-1] (s[i]<’9’ && s[i]>’0’)

dp[i-1]+dp[i-2] (“00”<s[i-1]+s[i]<”27”)

但这都是不考虑0的情况。所以公式有误，还要进行修正

首先考虑s[i]=’0’，若s[i-1]=’1’或’2’，则dp[i]=dp[i-2],否则dp[i]=0 （也可直接return 0，因为”30”,”40”….这样的子串不论如何都不可按大写字母解码）

接下来考虑s[i-1]=’0’,因为已经排除掉s[i]=’0’的情况，故最后一位必可解码（因为一定是’1’~’9’了），最后两位必不可解码（因为”01”,”02”…必不可解码），直接取dp[i]=dp[i-1]即可。

## 源码：（language：java）

public class Solution {

public int numDecodings(String s) {

if(s.length() == 0) return 0;

if(s.charAt(0) == '0') return 0;

if(s.length() == 1) return s.charAt(0) > '0' ? 1:0;

int dp[] = new int[s.length()+1];

dp[0] = dp[1] = 1;

for(int i=2; i<=s.length(); i++){

dp[i] = dp[i-1];

if(s.charAt(i-1) == '0')

if (s.charAt(i-2) == '1' || s.charAt(i-2) == '2')

dp[i] = dp[i-2];

else return 0;

else if(s.charAt(i-2) == '0'){

dp[i] = dp[i-1];

}

else if(s.charAt(i-2) == '1' || (s.charAt(i-2) == '2' && s.charAt(i-1) < '7') )

dp[i] += dp[i-2];

}

return dp[s.length()];

}

}

## 成绩：

2ms,beats 70.90%，众数5ms,26.83%

## Cmershen的碎碎念：

一开始的解法是设dp[i] = dp[i-1]\*c1+dp[i-2]\*c2并讨论c1和c2的情况，发现很难做到不重不漏，尤其是在对0 的处理上.但这个思路也可以解决。

# Middle-题目125：130. Surrounded Regions

## 题目原文：

Given a 2D board containing 'X' and 'O', capture all regions surrounded by 'X'.

A region is captured by flipping all 'O's into 'X's in that surrounded region.

For example,

X X X X

X O O X

X X O X

X O X X

After running your function, the board should be:

X X X X

X X X X

X X X X

X O X X

## 题目大意：

给出一个由’X’和’O’组成的数组，把所有被’X’围住的’O’都改成’X’。（在边缘的不用改）

## 题目分析：

DFS和BFS都行，只要对边缘的’O’搜索即可，搜索到的’O’都改成’B’，最后再遍历整个矩阵，把’O’改成’X’,把’B’改成’O’即可。（ac代码用的是BFS）

## 源码：（language：java）

public class Solution {

private class Point {

int x;

int y;

Point(int x, int y) {

this.x = x;

this.y = y;

}

}

public void solve(char[][] board) {

if (board == null || board.length == 0)

return;

int rows = board.length, columns = board[0].length;

int[][] direction = { { -1, 0 }, { 1, 0 }, { 0, 1 }, { 0, -1 } };

for (int i = 0; i < rows; i++) {

for (int j = 0; j < columns; j++) {

if ((i == 0 || i == rows - 1 || j == 0 || j == columns - 1) && board[i][j] == 'O') {

Queue<Point> queue = new LinkedList<>();

board[i][j] = 'B';

queue.offer(new Point(i, j));

while (!queue.isEmpty()) {

Point point = queue.poll();

for (int k = 0; k < 4; k++) {

int x = direction[k][0] + point.x;

int y = direction[k][1] + point.y;

if (x >= 0 && x < rows && y >= 0 && y < columns && board[x][y] == 'O') {

board[x][y] = 'B';

queue.offer(new Point(x, y));

}

}

}

}

}

}

for (int i = 0; i < rows; i++) {

for (int j = 0; j < columns; j++) {

if (board[i][j] == 'B')

board[i][j] = 'O';

else if (board[i][j] == 'O')

board[i][j] = 'X';

}

}

}

}

## 成绩：

12ms,beats 38.36%,众数7ms,9.03%

## Cmershen的碎碎念：

好像也可以用并查集解决，但我搜到一份ac代码提交上去发现并不快，而且我也不是很熟悉并查集。就用了这份代码顺便复习下BFS的写法。

# Middle-题目126：151. Reverse Words in a String

## 题目原文：

Given an input string, reverse the string word by word.

For example,

Given s = "the sky is blue",

return "blue is sky the".

## 题目大意：

输入一个字符串，把空格分隔的字符串翻转。

## 题目分析：

先修剪(trim)掉两边的空格，然后按空格分隔，逆序输出即可。

## 源码：（language：java）

public class Solution {

public String reverseWords(String s) {

s=s.trim();

String[] words = s.split(" ");

String result = "";

for(int i = words.length-1;i>0;i--) {

if(!words[i].equals(""))

result=result+words[i]+" ";

}

if(words.length!=0)

result+=words[0];

return result;

}

}

## 成绩：

58ms,beats 8.93%,众数3ms,13.42%

## Cmershen的碎碎念：

本题成绩较差，因为用到了两个String的库函数。其实这道题非常非常的水，问题出现在很多奇怪的边界情况，如首尾的空格，还有只有一个单词的情况……

# Middle-题目127：29. Divide Two Integers

## 题目原文：

Divide two integers without using multiplication, division and mod operator.

If it is overflow, return MAX\_INT.

## 题目大意：

不用乘法、除法、取模实现两个数的除法，如果溢出则返回MAX\_INT（232-1）

## 题目分析：

直接用a/b水过去的，正确的解法好像是模拟二进制的竖式除法，用位运算和加减解决。

## 源码：（language：java）

public class Solution {

public int divide(int dividend, int divisor) {

return (dividend==-2147483648 && divisor == -1)?Integer.MAX\_VALUE:dividend/divisor;

}

}

## 成绩：

2ms,beats 75.64%,众数3ms,66.70%

## Cmershen的碎碎念：

原则上除法是CPU的底层上用硬件实现的，但可以用高级语言代码去模拟。据论坛中所说，实现除法、乘法、乘方等数值运算的问题在面试中还是比较常见的，有时间整理一下。

# Middle-题目128：166. Fraction to Recurring Decimal

## 题目原文：

Given two integers representing the numerator and denominator of a fraction, return the fraction in string format.

If the fractional part is repeating, enclose the repeating part in parentheses.

For example,

Given numerator = 1, denominator = 2, return "0.5".

Given numerator = 2, denominator = 1, return "2".

Given numerator = 2, denominator = 3, return "0.(6)".

## 题目大意：

把一个分数转换成小数，如果是循环小数，则用括号把循环节扩起来，输出对应的字符串。

## 题目分析：

就是模拟竖式除法，每一步迭代都记录下商和余数，用string记录下每一步的商，用一个HashMap记录下<余数,对应商的下标>。如果出现余数为0，则是有限小数，直接输出string即可，如果找到一个在HashMap中存在的余数，则说明发现了循环节，到HashMap中get一下就知道了循环节的开始点，这样也就结束了循环。

## 源码：（language：java）

public class Solution {

public String fractionToDecimal(int numerator, int denominator) {

if (numerator == 0) return "0";

if (denominator == 0) return "";

String ans = "";

//如果结果为负数

if ((numerator < 0) ^ (denominator < 0)) {

ans += "-";

}

//下面要把两个数都转为正数，为避免溢出，int转为long

long num = numerator, den = denominator;

num = Math.abs(num);

den = Math.abs(den);

//结果的整数部分

long res = num / den;

ans += String.valueOf(res);

//如果能够整除，返回结果

long rem = (num % den) \* 10;

if (rem == 0) return ans;

//结果的小数部分

HashMap<Long, Integer> map = new HashMap<Long, Integer>();

ans += ".";

while (rem != 0) {

//如果前面已经出现过该余数，那么将会开始循环

if (map.containsKey(rem)) {

int beg = map.get(rem); //循环体开始的位置

String part1 = ans.substring(0, beg);

String part2 = ans.substring(beg, ans.length());

ans = part1 + "(" + part2 + ")";

return ans;

}

//继续往下除

map.put(rem, ans.length());

res = rem / den;

ans += String.valueOf(res);

rem = (rem % den) \* 10;

}

return ans;

}

}

## 成绩：

5ms,beats 19.25%,众数4ms,59.22%

## Cmershen的碎碎念：

本题乃Middle难度中ac率最低一题，但原理也不是很复杂，而是难在各种奇奇怪怪的边界情况，Leetcode的test case很多都侧重于一些特殊情况（这适合面试题，锻炼严谨的思维）而传统的oj题及赛题则更多侧重于大数据量下会不会tle。

# Middle-题目129：337. House Robber III（增补1）

## 题目原文：

The thief has found himself a new place for his thievery again. There is only one entrance to this area, called the "root." Besides the root, each house has one and only one parent house. After a tour, the smart thief realized that "all houses in this place forms a binary tree". It will automatically contact the police if two directly-linked houses were broken into on the same night.

Determine the maximum amount of money the thief can rob tonight without alerting the police.

Example 1:

3

/ \

2 3

\ \

3 1

Maximum amount of money the thief can rob = 3 + 3 + 1 = 7.

Example 2:

3

/ \

4 5

/ \ \

1 3 1

Maximum amount of money the thief can rob = 4 + 5 = 9.

## 题目大意：

此题是[Easy-题目26](#_Easy-题目26：198._House_Robber)和Middle-题目58的变形，这次这个贼偷的是二叉树，每偷一个节点，它的父节点和子节点都不能偷了，求最大收益。

## 题目分析：

我们很熟悉的前两题都是使用动态规划，而这道题用的是深搜，深搜的返回结果是一个两个元素的数组profit，其中profit[0]代表偷当前节点的时候得到的最大收益，profit[1]代表不偷当前节点时获得的最大收益。那么每次搜索左右子树的最大收益记为leftprofit和rightprofit，并取：

profit[0] = leftProfit[1] + rightProfit[1] + root.val;

profit[1] = Math.max(leftProfit[0],leftProfit[1]) + Math.max(rightProfit[0], rightProfit[1]);

直到遇到空节点返回new int[2].

## 源码：（language：java）

public class Solution {

public int rob(TreeNode root) {

int[] profit = dfs(root);

return Math.max(profit[0], profit[1]);

}

private int[] dfs(TreeNode root) {

int[] profit = new int[2];

// profit[0] stands for the maximum profit with robbing root, while profit[1] stands for the maximum profit without robbing root.

if(root!=null) {

int[] leftProfit = dfs(root.left);

int[] rightProfit = dfs(root.right);

profit[0] = leftProfit[1] + rightProfit[1] + root.val;

profit[1] = Math.max(leftProfit[0],leftProfit[1]) + Math.max(rightProfit[0], rightProfit[1]);

return profit;

}

return new int[2];

}

}

## 成绩：

1ms（统计信息还未显示）

## Cmershen的碎碎念：

本题的递归之前的题较少接触，递归的关系不太容易看出来，其实递归的设计应该是考虑函数的入口参数和返回值以及函数的功能，而不是强调递推关系式（类似斐波那契数列的递归方法或者欧几里得算法求gcd），那样构思很多时候是想不出来的（比如本题）。

# Middle-题目130：338. Counting Bits（增补2）

## 题目原文：

Given a non negative integer number num. For every numbers i in the range 0 ≤ i ≤ num calculate the number of 1's in their binary representation and return them as an array.

Example:

For num = 5 you should return [0,1,1,2,1,2].

## 题目大意：

输入一个正整数num，返回一个num+1长的数组，代表从0~num每个数二进制码中1的个数。

## 题目分析：

用Java中的Integer.bitCount这个函数水过去。

## 源码：（language：java）

public class Solution {

public int[] countBits(int num) {

int[] bits = new int[num+1];

for(int i = 0;i<=num;i++)

bits[i] = Integer.bitCount(i);

return bits;

}

}

## 成绩：

5ms（统计信息还未显示）

## Cmershen的碎碎念：

附JDK中bitCount的算法（大概是一个很巧妙的”分治算法”的位运算，复杂度O(1)）

public static int bitCount(int i) {

// HD, Figure 5-2

i = i - ((i >>> 1) & 0x55555555);

i = (i & 0x33333333) + ((i >>> 2) & 0x33333333);

i = (i + (i >>> 4)) & 0x0f0f0f0f;

i = i + (i >>> 8);

i = i + (i >>> 16);

return i & 0x3f;

}

有时间把那些二进制位写开认真分析一下。

# Middle-题目131：343. Integer Break（增补3）

## 题目原文：

Given a positive integer n, break it into the sum of at least two positive integers and maximize the product of those integers. Return the maximum product you can get.

For example, given n = 2, return 1 (2 = 1 + 1); given n = 10, return 36 (10 = 3 + 3 + 4).

## 题目大意：

给出一个正整数n，把他拆成至少两个数的和的形式，求出所有拆分方法的乘积的最大值。

## 题目分析：

拆成尽可能多的3.

证明如下（这题是一个伪装了算法外表的大一数学题）：

根据均值定理，不管拆分成几个数，当他们相等时乘积最大。（这个要是理解不了就回去补高中数学吧~）那么接下来的问题就是，要拆分成几个数？

设原数为n，每一个数为x， 则一共有n/x个数。

乘积为y=xn/x

转换为隐函数：

两边同时对x求导， 可见(0,e)上y单调递增，(e,+∞)上y单调递减。

取y’=0得x=e，所以x=e时y有极大值。

因为x只能是整数，计算可知x=3时y值更大一些。

所以尽可能多的拆出3即可。

## 源码：（language：c）

int integerBreak(int n) {

if(n<4) return n-1;

else if(n==4) return 4;

else {

if(n%3==1) return pow(3,n/3-1)\*4;

else if(n%3==0) return pow(3,n/3);

else return pow(3,n/3)\*(n%3);

}

}

## 成绩：0ms

## cmershen的碎碎念：

[传说这个作者@jianchao.li.fighter](mailto:传说这个作者@jianchao.li.fighter)出的题都可用很巧妙的数学知识解决。果不其然。

# Middle-题目132：347. Top K Frequent Elements（增补4）

## 题目原文：

Given a non-empty array of integers, return the k most frequent elements.

For example,

Given [1,1,1,2,2,3] and k = 2, return [1,2].

## 题目大意：

输入一个数组和数字k，求频次最高的k个数字。

## 分析：

用hashmap记录频次<key=数字，value=频次>，再把value和key交换过来放到优先队列里面，弹出前k个。

## 源码：（language：cpp）

class Solution {

public:

vector<int> topKFrequent(vector<int>& nums, int k) {

//一，统计处频次

unordered\_map<int,int> mapping;

for(int number : nums)

mapping[number]++;

//二，根据频次压入最大堆中

// pair<first, second>: first is frequency, second is number

priority\_queue<pair<int,int>> pri\_que; //最大堆

for(auto it = mapping.begin(); it != mapping.end(); it++)

pri\_que.push(make\_pair(it->second, it->first));

//三，获取结果

while(result.size() < k){

result.push\_back(pri\_que.top().second);

pri\_que.pop();

}

return result;

}

private:

vector<int> result;

};

## 成绩：

36ms

# Hard-题目1：52. N-Queens II

## 题目原文：

Follow up for N-Queens problem.

Now, instead outputting board configurations, return the total number of distinct solutions.

## 题目大意：

N皇后问题都很熟悉了，输入棋盘规模n，判断有多少不同的解。

## 题目分析：

离线算法，百度去查一下n皇后的解就可以了。

## 源码：（language：java）

public class Solution {

public int totalNQueens(int n) {

int[] ans = new int[]{0, 1, 0, 0, 2, 10, 4, 40, 92, 352};

return ans[n];

}

}

## 成绩：

0ms，beats 98.57%，众数3ms，23.66%

## Cmershen的碎碎念：

如果真的是面试中遇到，请参考正常的八皇后问题解法（用4个数组记录横向、竖向、主对角线、副对角线是否可放皇后），然后一行一行放皇后求解。

# Hard-题目2：287. Find the Duplicate Number

## 题目原文：

Given an array nums containing n + 1 integers where each integer is between 1 and n (inclusive), prove that at least one duplicate number must exist. Assume that there is only one duplicate number, find the duplicate one.

## 题目大意：

给出一个长度为n+1的数组，其中数组元素都在[1,n]范围，已知输入的数组只有一个数字是重复的，找出那个重复的数字。

## 题目分析：

使用HashSet可以水过去。

## 源码：（language：java）

public class Solution {

public int findDuplicate(int[] nums) {

HashSet<Integer> set = new HashSet<Integer>();

for(int num : nums)

if(!set.add(num))

return num;

return -1;

}

}

## 成绩：

6ms,beats 23.40%,众数1ms，28.98%

## Cmershen的碎碎念：

其实本题的follow up 要求O(n^2)以下时间复杂度，O(1)空间复杂度，且不能移动数组。因此本题的hashset法其实是不合要求的（O(n)空间复杂度），也不能排序。

<http://blog.sina.com.cn/s/blog_a131087e0102vtb1.html>中提到个很巧妙的two pointers解法，有待下次修正时认真研读。（大致是有重复元素时会迭代成环？）

# Hard-题目3：312. Burst Balloons

## 题目原文：

Given n balloons, indexed from 0 to n-1. Each balloon is painted with a number on it represented by array nums. You are asked to burst all the balloons. If the you burst balloon i you will get nums[left] \* nums[i] \* nums[right] coins. Here left and right are adjacent indices of i. After the burst, the left and right then becomes adjacent.

Find the maximum coins you can collect by bursting the balloons wisely.

Note:

(1) You may imagine nums[-1] = nums[n] = 1. They are not real therefore you can not burst them.

(2) 0 ≤ n ≤ 500, 0 ≤ nums[i] ≤ 100

Example:

Given [3, 1, 5, 8]

Return 167

nums = [3,1,5,8] --> [3,5,8] --> [3,8] --> [8] --> []

coins = 3\*1\*5 + 3\*5\*8 + 1\*3\*8 + 1\*8\*1 = 167

## 题目大意：

给出n个气球，每个气球上有一个数字，进行以下的游戏：玩家每次刺破一个气球，获得m元钱，其中m为刺破的气球及其相邻两个气球上面的数字的乘积（规定第-1个和第n个气球上的数字为1，相当于边缘的气球只考虑一边即可），计算玩家可能获得的最大收益。

## 题目分析：

设dp[i][j]表示从第i个气球到第j个气球的最大收益，则有如下转移方程：

很好理解，从第i个气球到第j的气球的最大收益要暴力枚举从其中的第k位刺破所带来的收益。最终问题即求dp[1][n].

## 源码：（language：cpp）

class Solution {

public:

int maxCoins(vector<int>& nums) {

for(int i=0;i<nums.size();++i){

if(nums[i]==0){

nums.erase(nums.begin()+i);

--i;

}

}

int n=nums.size();

if(n==0) return 0;

nums.insert(nums.begin(),1);

nums.insert(nums.end(),1);

int m=nums.size();

vector<vector<int>> dp(m,vector<int>(m,0));

for(int count=1;count<=n;++count){

for(int start=1;start+count-1<=n;++start){

int bestcoins=0;

for(int b=0;b<count;++b){

bestcoins=max(bestcoins,dp[start][start+b-1]+nums[start-1]\*nums[start+b]\*nums[start+count]+dp[start+b+1][start+count-1]);

}

dp[start][start+count-1]=bestcoins;

}

}

return dp[1][n];

}

};

## 成绩：

36ms,beats 61.75%,众数44ms,22.51%

## Cmershen的碎碎念：

本题的转移方程及其实现都不难，难在想到这个递推关系。而通常会想到回溯法，显然要暴力枚举每种扎气球的方法，其复杂度为O(n!)，在n=500的数据量下是不能接受的。考虑到每扎破一个气球，都退化成求两边的最佳扎破方法，故可以使用dp，本算法复杂度O(n3).

# Hard-题目4：145. Binary Tree Postorder Traversal

## 题目原文：

Given a binary tree, return the postorder traversal of its nodes' values.

For example:

Given binary tree {1,#,2,3},

1

\

2

/

3

return [3,2,1].

## 题目大意：

求二叉树的后序遍历。

## 题目分析：

只考虑ac，故水过去。

## 源码：（language：java）

/\*\*

\* Definition for a binary tree node.

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

public class Solution {

public List<Integer> postorderTraversal(TreeNode root) {

List<Integer> result = new ArrayList<Integer>();

traverse(root,result);

return result;

}

public void traverse(TreeNode node,List<Integer> list) {

if(node!=null) {

traverse(node.left,list);

traverse(node.right,list);

list.add(node.val);

}

return;

}

}

## 成绩：

1ms，beats 70.01%，众数2ms,62.51%

## Cmershen的碎碎念：

本题的递归算法很简洁易懂，哪怕是数据结构的初学者也能轻松写出。但是非递归解法比较复杂，好像要用两个栈（严蔚敏版数据结构应该讲了），且时间复杂度并未提高，所以我觉得这是一个挺无聊的问题。Btw，任何递归算法都存在等效的非递归算法吗？

# Hard-题目5：154. Find Minimum in Rotated Sorted Array II

## 题目原文：

Suppose a sorted array is rotated at some pivot unknown to you beforehand.

(i.e., 0 1 2 4 5 6 7 might become 4 5 6 7 0 1 2).

Find the minimum element.

The array may contain duplicates.

## 题目大意：

对一个移位后的排序数组（可能存在重复数字）求最小元素。

## 题目分析：

从头扫一遍即可。也可以通过找跳转点（从最大值突变到最小值，期望是暴力枚举法的1/2）

## 源码：（language：java）

public class Solution {

public int findMin(int[] nums) {

int min = Integer.MAX\_VALUE;

for(int num : nums)

min=Math.min(num,min);

return min;

}

}

## 成绩：

1ms,beats 5.33%,众数1ms,94.67%

# Hard-题目6：117. Populating Next Right Pointers in Each Node II

## 题目原文：

Follow up for problem "Populating Next Right Pointers in Each Node".

What if the given tree could be any binary tree? Would your previous solution still work?

Note:

You may only use constant extra space.

For example,

Given the following binary tree,

1

/ \

2 3

/ \ \

4 5 7

After calling your function, the tree should look like:

1 -> NULL

/ \

2 -> 3 -> NULL

/ \ \

4-> 5 -> 7 -> NULL

## 题目大意：

给一个普通二叉树添加next节点。

## 题目分析：

与[Middle-题目17](#_Middle-题目17：116._Populating_Next)类似，区别是这里面的二叉树是普通二叉树，上一题则是完全二叉树。所以左孩子的next不一定是右孩子，右孩子的next也不一定是父节点next的左孩子，而是从父节点开始，一直向右找到一个有孩子的同层节点，然后指向其孩子（如果有左孩子就是左孩子，没有就是右孩子）。

所以每排完一层之后向下深搜的时候，要先搜右子树，再搜左子树，故本题要用**逆前序遍历！！！，**如果是常规的前序遍历，向左子树深搜的时候由于右子树没处理，会有一些next没连上。

## 源码：（language：java）

public class Solution {

public void connect(TreeLinkNode root) {

if(root!=null)

dfs(root,root.left,root.right);

}

private void dfs(TreeLinkNode parent, TreeLinkNode leftchild, TreeLinkNode rightchild) { // asserted that parent isn't null

TreeLinkNode p = parent;

while (p.next!=null && (p==parent || (p.left==null&&p.right==null)))

p=p.next;

if(leftchild!=null) {

if(rightchild!=null)

leftchild.next = rightchild;

else {

if(p!=parent)

leftchild.next = p.left!=null?p.left:p.right;

}

}

if(rightchild!=null) {

if(p!=parent)

rightchild.next = p.left!=null?p.left:p.right;

}

if(rightchild!=null)

dfs(rightchild, rightchild.left, rightchild.right);

if(leftchild!=null)

dfs(leftchild, leftchild.left, leftchild.right);

}

}

## 成绩：

2ms,beats 32.02%,众数2ms,39.09%

## Cmershen的碎碎念：

Follow up有说到，要常数的空间复杂度，不知道递归是不是不合要求的？如果不合要求，那么可以通过改造前序遍历来实现，貌似会很麻烦……

# Hard-题目7：42. Trapping Rain Water

## 题目原文：

Given n non-negative integers representing an elevation map where the width of each bar is 1, compute how much water it is able to trap after raining.

![http://www.leetcode.com/wp-content/uploads/2012/08/rainwatertrap.png](data:image/png;base64,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)

For example,

Given [0,1,0,2,1,0,1,3,2,1,2,1], return 6.

## 题目大意：

给出n个非负整数数组，其中height[i]代表坐标轴上横坐标为[i,i+1]的矩形的高度，计算这些矩形和x轴围成的“容器”能装多少水。

## 题目分析：

本题是[Middle-题目31](#_Middle-题目31：11._Container_With)的变形，也是用两个指针i和j分别指向数组头和结尾，记两边矩形的高度分别为height[i]和height[j],分两种情况讨论：

1. height[i]<height[j],则i向右移动，如果后面矩形的高度小于height[i]，则其高度差值一定可以装水(因为j那边比i高，不管中间是什么情况，j那侧一定不是“短板”，如果后面矩形的高度大于Height[i]，则停止滑动i，因为已经找到一个“杯子”并计算出它的水量了。
2. height[i]>height[j]，同理j向左移动，找到一个高度大于等于height[j]的矩形，并记录差值（可以装水）。

等于的情况放到任何一种里面都可以，因为等于的时候装水量为0，最终到I,j相遇时循环停止。整个数组只扫描了一遍。

## 源码：（language：java）

public class Solution {

public int trap(int[] height) {

int res=0;

int l=0;

int r=height.length-1;

while(l<r){

int temp=Math.min(height[l],height[r]);

if(temp==height[l]){

l++;

while(l<r&&height[l]<=temp){

res+=temp-height[l];

l++;

}

}

else{

r--;

while(l<r&&height[r]<=temp){

res+=temp-height[r];

r--;

}

}

}

return res;

}

}

## 成绩：

1ms,beats 87.85%,众数2ms,71.18%

## Cmershen的碎碎念：

也没什么要注意的，认真理解了上一题之后本题变化也不是很大。关键是注意“寻找杯子”的过程。

# Hard-题目8：128. Longest Consecutive Sequence

## 题目原文：

Given an unsorted array of integers, find the length of the longest consecutive elements sequence.

For example,

Given [100, 4, 200, 1, 3, 2],

The longest consecutive elements sequence is [1, 2, 3, 4]. Return its length: 4.

Your algorithm should run in O(n) complexity.

## 题目大意：

给出一个无序的数组，寻找最长的连续元素，返回其长度。

例如数组[100,4,200,1,3,2]的最长连续元素是[1,2,3,4]所以返回4.

要求在线性时间复杂度内解决。

## 题目分析：

要求没做到，用了朴素的办法水过去的。复杂度O(nlogn).,先排序，再扫描一遍数组寻找最大的连续元素。如果遇到重复元素则跳过。

## 源码：（language：java）

public class Solution {

public int longestConsecutive(int[] nums) {

Arrays.sort(nums);

int longest = 1;

int max = 1;

for(int i = 1;i<nums.length;i++) {

if(nums[i]==nums[i-1])

continue;

else if(nums[i]-nums[i-1]==1) {

longest++;

if(longest>max)

max = longest;

}

else

longest=1;

}

return max;

}

}

## 成绩：

5ms,beats 95.00%,众数16ms,11.95%

## Cmershen的碎碎念：

本题的tags给的是并查集，我想到的大致思路是，把所有相邻的都加入一个集合中，并维护每个集合的最大值和最小值，遍历数组的每个元素n，如果n-1或n+1都在集合中，则把这两个集合并起来，如果只有一个在，则加入相应集合，如果都不在则自成一个集合。但还没实现，而且也不确定是否是O(n)时间的。而O(nlogn)的复杂度下的完成时间确是很快的（似乎小于线性算法），可能是用例的数量不够大。

# Hard-题目9：301. Remove Invalid Parentheses

## 题目原文：

Remove the minimum number of invalid parentheses in order to make the input string valid. Return all possible results.

Note: The input string may contain letters other than the parentheses ( and ).

Examples:

"()())()" -> ["()()()", "(())()"]

"(a)())()" -> ["(a)()()", "(a())()"]

")(" -> [""]

## 题目大意：

给出一个括号和字母的字符串，其中有一些括号是失配的，求出所有去掉失配括号的解。

例如：

"()())()" -> ["()()()", "(())()"]

（这个例子中多了一个右括号，但有两种去掉右括号的方式，故最后答案有2个解）

## 题目分析：

参考别人博客的解法，使用DFS求解。

首先定义“失配度”，代表字符串或其子串中失配括号的个数，博客中给出的解法大多使用了堆栈，其实不用，只用一个整形（相当于堆栈长度）维护即可，遇到左括号+1，遇到右括号如果长度不为0则减1，否则失配度+1，扫完字符串后加上这个长度（失配左括号数）。

然后从源字符串开始搜索，遍历字符串，如果当前字符串不是括号则跳过，否则计算去掉这个括号的失配度，如果比当前失配度小1，则继续向下搜索这个子串（说明继续寻找可以找到解），如果比当前失配度大1，则说明去掉这个括号不能得到解（因为继续搜索下去即使找到解也去掉了原来已经匹配的括号！），如果失配度=0则找到解。

这里需要用一个HashSet记录所有搜索过的字符串，如果一个字符串已经搜索过则不再搜索。这是个很重要的剪枝，否则会超时。因为对”((((((((((((((((((((((((((())”这个串，如果不做这个处理，第一层就会对每个去掉左括号的子串搜索一遍，而它们是一样的，可想而知有多少重复操作！

## 源码：（language：java）

public class Solution {

HashSet<String> visited = new HashSet<String>();

private int getMisses(String s) { // calculate the missing num of parentheses

int parentheses = 0;

int miss = 0;

for(int i = 0;i<s.length();i++) {

if(s.charAt(i) == '(')

parentheses++;

else if(s.charAt(i) == ')'){

if(parentheses==0)

miss++;

else

parentheses--;

}

}

miss+=parentheses;

return miss;

}

private void dfs(List<String> list, String s, int miss) {

if(miss == 0)

list.add(s);

else {

for(int i = 0;i<s.length();i++) {

String nextStr = removeCharAt(s, i);

if(!visited.contains(nextStr)) {

visited.add(nextStr);

int nextMiss = getMisses(nextStr);

if(nextMiss<miss)

dfs(list, nextStr, nextMiss);

}

}

}

}

private String removeCharAt(String s, int pos) {

return s.substring(0, pos) + s.substring(pos + 1);

}

public List<String> removeInvalidParentheses(String s) {

List<String> list = new ArrayList<String>();

dfs(list,s,getMisses(s));

return list;

}

}

## 成绩：

23ms,beats 57.67%,众数3ms,13.37%

## Cmershen的碎碎念：

3ms的办法也用到了递归，但不知道有没有回溯，在discuss <https://leetcode.com/discuss/81478/easy-short-concise-and-fast-java-dfs-3-ms-solution>中有介绍，但满篇E文让我懒得看，而博客中的中文分析大多与上述解法类似（我也是基于中文博客做的），还有一种基于bfs的，更慢且不易理解。

# Hard-题目10：33. Search in Rotated Sorted Array

## 题目原文：

Suppose a sorted array is rotated at some pivot unknown to you beforehand.

(i.e., 0 1 2 4 5 6 7 might become 4 5 6 7 0 1 2).

You are given a target value to search. If found in the array return its index, otherwise return -1.

## 题目大意：

对一个移位过的，无重复数字的数组，寻找目标数字并返回其下标。如果没有则返回-1.

## 题目分析：

一开始想到的思路是找到跳变点（即移动点），然后两边都是有序的，再二分查找，但是想不到logn复杂度的，就决定直接无脑找了。

## 源码：（language：java）

public class Solution {

public int search(int[] nums, int target) {

for(int i = 0;i<nums.length;i++)

if(nums[i]==target)

return i;

return -1;

}

}

## 源码：

1ms，beats 5.34%，众数1ms，94.64%

# Hard-题目11：315. Count of Smaller Numbers After Self

## 题目原文：

You are given an integer array nums and you have to return a new counts array. The counts array has the property where counts[i] is the number of smaller elements to the right of nums[i].

Example:

Given nums = [5, 2, 6, 1]

To the right of 5 there are 2 smaller elements (2 and 1).

To the right of 2 there is only 1 smaller element (1).

To the right of 6 there is 1 smaller element (1).

To the right of 1 there is 0 smaller element.

Return the array [2, 1, 1, 0].

## 题目大意：

给出一个数组，计算每个元素右边有几个比它小的元素，组成一个新的数组返回。

## 题目分析：

这里需要用到一种高级数据结构叫做“树状数组”，又叫Binary Indexed Tree或Fenwick tree,其特点是查询和修改节点都是O(logn)的，用于快速求数组的前n项和。

构建方法：

设原数组是a[1…n],按如图方式构造数组c：（from 百度百科）

![http://b.hiphotos.baidu.com/baike/c0%3Dbaike80%2C5%2C5%2C80%2C26/sign=68039033b251f819e5280b18bbdd2188/caef76094b36acaf7fcc80e47ed98d1001e99cfd.jpg](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEAYABgAAD/2wBDAAYEBQYFBAYGBQYHBwYIChAKCgkJChQODwwQFxQYGBcUFhYaHSUfGhsjHBYWICwgIyYnKSopGR8tMC0oMCUoKSj/2wBDAQcHBwoIChMKChMoGhYaKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCj/wAARCAFBAfQDASIAAhEBAxEB/8QAHwAAAQUBAQEBAQEAAAAAAAAAAAECAwQFBgcICQoL/8QAtRAAAgEDAwIEAwUFBAQAAAF9AQIDAAQRBRIhMUEGE1FhByJxFDKBkaEII0KxwRVS0fAkM2JyggkKFhcYGRolJicoKSo0NTY3ODk6Q0RFRkdISUpTVFVWV1hZWmNkZWZnaGlqc3R1dnd4eXqDhIWGh4iJipKTlJWWl5iZmqKjpKWmp6ipqrKztLW2t7i5usLDxMXGx8jJytLT1NXW19jZ2uHi4+Tl5ufo6erx8vP09fb3+Pn6/8QAHwEAAwEBAQEBAQEBAQAAAAAAAAECAwQFBgcICQoL/8QAtREAAgECBAQDBAcFBAQAAQJ3AAECAxEEBSExBhJBUQdhcRMiMoEIFEKRobHBCSMzUvAVYnLRChYkNOEl8RcYGRomJygpKjU2Nzg5OkNERUZHSElKU1RVVldYWVpjZGVmZ2hpanN0dXZ3eHl6goOEhYaHiImKkpOUlZaXmJmaoqOkpaanqKmqsrO0tba3uLm6wsPExcbHyMnK0tPU1dbX2Nna4uPk5ebn6Onq8vP09fb3+Pn6/9oADAMBAAIRAxEAPwD6pooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooNANABRRRQAUUUUAFFFB+lABRQKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKAOc+Ix2/D3xQScY0u6Of8Atk1c7b+HfCP2eHPhfQCfLUknToTzgf7NdB8TP+SdeKf+wXdf+imrz2HWP9Hi+b+Bf5CsK1Tksenl2D+tOXkdL/wjvhD/AKFbw/8A+C2H/wCJo/4R3wj/ANCt4f8A/BbD/wDE1z39sf7dY83iG+l1C9+yz2sNtYOiSRzr/r9yK5Jkz+7ADADg5IOeKxVds9GWVKO6O5/4R3wh/wBCt4f/APBbD/8AE0f8I74Q/wChW8P/APgth/8Aia8wfxjqaXePNhMS3EgK/Z+NgumgVZGz+7G1c7/4mJGBit7QNfnutHgmvJEkuC0iO6JsDbZGUHbk44Ud6brNK5nTy6FR8qR2P/CO+EP+hW8P/wDgth/+JrPvdK0DT/EPhO40rRdLsLj+1xH5traRxOVNrccZUA4JxxWcdX96rNf/AGrxJ4Tjzn/icIf/ACBPRCvzSSFisr9lSlO2x7YKKBRXYeAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAc38SP+SeeJx/1DLn/ANFNXzxDq/7mLLfwL/Kvo/xxayX3g3XbODHm3FlNCm7oGZCoz7ZNfI0mk63ax4uTp0KoApZ7woBge6Vw42nUnb2aufU8M4zB4Z1Prc+W9raN/kmdb/a2f4qrzXNrPcR3EsavLHjaxJ7cjI6Ng8jOcdq4/fcltqXNjcP/AHbWaSbP4rER+tWba21mR9z6W0dsv35p7kRBR/uld36VwrD4lfZPqpZtkzXvVU/lL/I6CI2iOHlBmZZnmQvxt3PvKnGAwDEkBs4NWNPvVsrKK2SV3CbjvbGSWYsSccdSaw5I59QsJ5dNtYIJLe+ks2WS5bLbAMt9w9yKqDTtZ/uWf/gU3/xunKhiXpy/kZ0s0yVe8qln6P8AyOv/ALX/ANo1f8LX/wBp8c+FY85/4mQb8oJq4H+ztZ/uWf8A4FN/8brqvhbpGqSfEHQ57n7IsNrOZm2zM7H926gAbB3b1q6FCvGonKOnyObM80yurhKkKVW8mtFZ/wCR9WCikXpzS17B+chRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRkUAFFNZgqlmOFHUnjFYN74z8OWcjRS6zZvOpw0MEnnSD6omW/SgDoKK5j/AISw3DFdL0LXL44yrfZRbo30aYoKQ3fiy7Um30rStPB6Nd3bTOPqkagf+P0AdRRXMf2P4iuWJvfEvkIw5TT7JI8H2aTzP5UHwVpk641SfU9Uz94Xl9KyN9YwRH/47QBp6n4g0fS9w1HVbG1ZRkrNOqn8ic1mf8Jpps6btLg1TVPQ2djKyN9JGAj/APHq09N8P6RpbKdO0uxtWXgNFAqt+YGa0+aAOZ/tjxFdNix8M+QhHEmo3qR4PusYkNH2PxZdr/pGraXpynqtnZtM4+kkjY/8crp6KAOUuPBwvomTVtc1y+DrtdTciBG/4DCEFc7F8HPDcL747aLfnh3XzG/76bJr02obq4htLeW4uZUigiUs8jnCqB1JNAHAXfw90iytJZ7m9eC2iXc7EhVUD1rn77wbY2mi33iK/WaGzsIHuLO0l++7BTtkkH94nG1e2eeenoVpBNr11FqGoRNFp0Lb7O0kUhnbtNID3/uqenU84C1vHJ+23fh/RAeL+/SaYEdYbf8AfN+BZY1+jUAcH4G+Gtk1vrNlczOZrTUAjsD95ja27N/48zV0v/CrNL/57S1t+DP+Qt4w/wCwx/7a29dRQB55/wAKs0v/AJ7S1oaD4A0/RtRjvIZHZ06A12dFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRWVqniDR9KYLqWrWFo56JPcIjH6AnJrLHjXTpxnTbXVtR5xm1sJSv/AH0wC/jmgDqaK5kat4iumIsvDQt1/v6lfpHx6hYhIfwOKT7F4suh/pGs6ZYDPS0smkbHpukfH/jtAHTmqt9f2lhGJL66gtoycBppAgP4k1hjwmJyTqeua7fA9UN4bdfpiAJkfXNT2Xg7w7ZuXh0WxMhOTJJEJHJ9SzZOfxoAhPjfQGkaO0vW1CVeqafbyXZH18pWx+NNPiPVLhT/AGb4W1N8Hh7ySK2Uj15Yt+a10yqFUKoAUcAAcCloA5gHxfdMf+QHpkZ6EiW8cexGYxn8TSHw3qN2pGpeKNVkBOdlosVqo+hVd/5tXUYooA5pfA/h5nL3dh/aDnqdQle6z74kJH6Vu2lnbWUIisreG3iHRIkCAfgKsUUAIRnrS4oooAKKKKACiiigAoopk0scMTyzOscaKWd2OAoHUk9hQAlxPFbQST3EiRQxqWd3OAoHUk9q5+1hk8Q3MV9fRvHpUTB7S2kGDMw6TSL/AOgqen3jzgBLeJ/ElxHeXaOujRMHtrd1wbkjkSyA/wAPdVP+8e2OkA5NAC1ylh/xMfiNqdx8xi0mzjsUz082XEsn/jgg/M11LsqKWZgqqMkk4AFct8NVeXw2NUlBEusTy6kQTnCSNmMfhGIx+FAD/Bn/ACFvGH/YY/8AbW3rqK5vwp/yGfFn/YTX/wBJYK6SgAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAqOdxHG8jZwqljj2qSqmrsY9KvXX7ywOR/3yaAOR0vxb4h1PS7O/tfCkf2e7gS4j36pGG2uoYZG3g4Iq1/b/if/AKFSD/wbR/8AxNcx4L1XZ4M8PLu+7ptqP/IKVsf2v/tVg6yuelHLZySZf/t/xP8A9CpB/wCDaP8A+JqpqGueN2IGmeGNHUYyXutY5B9lWM5/76FVbjxFb20kKXN1BC87bIVkkCmRvRQTyeRwKB4hgLSgXUOYXEco8xf3bnGFbngncMA8nI9aPbB/Z0u5A8njq5BN2DBn+DTrm2iX6EyJI34giqn9kalKMaj4bvNSwcj7X4kLj/vkALj2xWpBr0VxHvt7iOZAzLujcMNwOCMjuCCD6VJ/a/8AtUvbof8AZs3sV7G+fw7LasPBGn6Xa3F3DavNZ3MJZWlkWNWKqoLcsM85r0WvKvE+pmWDSkznOsad/wClUdeqjpmtYS5lc48RQdCXKxaKKKswCiiigAooooAKKKKACiiigAooooAKKKKACiimyOsUbPIyqiglmY4AA6kmgBJZEijZ5XVEQFmZjgKB1JNc5FG3ieVLm4Rk0NGD28DDBuyORI4/55/3VPX7x7CiNH8USJPcKU0FCGhhYYN6R0dx/wA8u6r/ABdTxgHpcd6AADmloooA5b4kTyL4TurO3bbc6m6abEc4IMzCMkH1CszfhXSW0EdtbxQQIEhiUIijoqgYArmdYP8AaPj/AEOwBzFp0EupyrjjeR5MX/oUx+qiuroA5vwp/wAhnxZ/2E1/9JYK6Sub8Kf8hnxZ/wBhNf8A0lgrpKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKADvVPWv+QRff8AXCT/ANBNXKp6x/yCr0f9MH/9BNAj538Mars8M6Mu77tjbj8o1rT/ALY/2q8v0bVDHpFhHk/JbxL+SCrn9rn1r5+df3mfr9DKb0ou3RHV394/9oXkrWgvo7u2jt1UlQse0uSHychW3g5XJ+Xp0rD1M3moC9jsTbN5Ori5eKRmXcwEGxge4ADnnrx9Kof2sx6Ek+lTzXtzDEkkyOqHoTVRxbWxjVyCMnZvc6nQdWXyr9o2+R9QunU9AQZWORWn/bH+1Xnh1cnqxo/tc+pqHibu50U8l5IqNju7jUftGoaJFnO7V7H/ANKENfRI6CvkTRNRNx4p8ORE9dWs/wD0ctfXS9K9XAz56d/M+C4ow31fFxh/dX5sdRRRXYfOBRRRQAUUUUAFFFFABRRRQAUUUUAFFFNdgilnIVQMkngAUADuqIzOwVVGSScACubRX8UyLLMrJoCndHGwwb49mYdovQfxdT8vDJhvFT5YFPD6ngdDfH1P/TL/AND/AN373TAY47CgAGMdKXpRRQAUhpay/FGqLonh3UtUfBFpbyTBT/EwU4H4nAoAx/BoN9rXiXWiG23F59igJ7xW48s4/wC2pmrrKxvB2lNonhbS9OlOZ4IFEzZzulIy7Z92LH8a2aAOb8Kf8hnxZ/2E1/8ASWCukrm/Cn/IZ8Wf9hNf/SWCukoAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKraipaxuABkmNhj14rL1rxXo+j3Atbq8El+33LK2Rp7h/pGgLY9yMe9Zwv8AxVrIxp2m2+h2rf8ALxqZ86cgjqsEZwP+BP8AVaAPn658BWqSzmPQljt4yfmJdURR6ktgCseHQtJumZNK0SbVpFOCbMOYlPvKWCD8Ca+movA9hcSpP4juLrX7hSGH29gYUP8AswKBGPqVJ966dLeGOJI0ijWNBhVCgAD2FTyrsae2qLaT+9nyN/wgs0ivJfWMGmWqKZJFtN7uqgZJaVjgcDsv40aP4cN9Hq6T6ZPJG8ltPFHK0jNFG8W5FJz1IwT7k19HeO0TUpdN8MQqAdUkL3e0fds4yGlz/vkpH/20PpT/AA1FH/wmvi9di7Q9oAMdP3Ao5Y9h+3q/zP7z53/4Qe3/AOgJ/wCh/wCNH/CD2/8A0BP/AEP/AOKr6y8mL/nmn/fIo8mL/nmn/fIo5Y9g9vV/mf3nzV4H8G21t4q024/sUI8MyyI7BzsYchuT1Br6YHSmCKMHIRQfUCn00ktiJTlJ3k7i0UUUyQooooAKKKKACiiigAooooAKKKD04oARjgZPA7muZZm8UybVyvh9G+Zu98R2H/TL3/j/AN37yyO3imQxREjQEbEsoPN8R/Av/TLPU/xdB8uSejjVVQKihVUYAHAA9KAFVQAAAAAMADtTqKKACiiigArk/HRF5c+H9EGD9vv0llU94YP3zfgWSNf+BV1hrlLHOo/EbUrgkmHSLOOyQdvNmIlk/JFg/M0AdWKKB0ooA5vwp/yGfFn/AGE1/wDSWCukrm/Cn/IZ8Wf9hNf/AElgrpKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKDQAUU0sACTwB3rmbrxvpf2h7XR1uNcvUO1odMTzgh9HkyI0/4EwNAHUZqnquqWGkWjXWq3lvZ268GSeQIufTJ7+1c6IPFus4NxcWnh20bB8q2Auroj0MjDy0P0V/rVzSvB2j6fdretA99qYH/H9fyG4nH+6zZ2D2XA9qAKX/CV3mqceFdDur5D0vbzNna89wWG9x/uoQfWl/4RvVtV+bxLrsxiOCbHSs2kPuGcEyv/AN9KD6V1uPeloAzdE0TTNDtmg0iwtrOJjlhDGFLn1Y9WPucmtKiigAoNFcv8QLyddIh0rT5DHqWsTCxgdfvRqwJllH+5GHYe4HrQBB4K/wCJxqOreJ3+aO8f7JYk84tYiQGH++5kf3BT0qTw1/yPHjD/AH7T/wBECuj0+0gsLG3s7SMR21vGsMSDoqKAAB+AFc54a/5Hjxj/ANdLT/0QKAOrooooAKKKKACiiigAooooAKKKKACiiigAoooJxQAVzMrt4oleCBmXQUYrNMpwb1hwUQ/88x0Zv4ug4zknkfxPPJbWzsmhxsUuJ0ODdsOsaH+4OjMOv3R3NdFFEkUaJEqpGihVVRgKB0AHYUALFGsSKkaqiKAqqowAB0AFPoooAKKKKACiiigBrsqIzOQqqMkk8AVy3w1Qy+G/7UkVll1i4l1I5P8ABI37v8ohGPwp/wASLiRPCV1aWzBbrUmj06E5xhpmEZI+iszfhXR2sEdtbxQQKEiiQIijsoGAKAJaDRRQBzXhrjxP4sHb7XCf/JeOulrmvDf/ACNHi3/r6g/9Jo66WgAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACg0UGgAzSVxPit7q68ZafpqavqGn2v9nT3LCzZFLuJYVGSyt0Dt+dRf2LIf+Zq8Sf8AgRD/APGqlyS3LjTlJXSO8org/wCxZP8AoavEv/gRD/8AGqZNoJmt5YZPFPiYpIu0lLuONh9GWMEH3BzRzor2FTsdNrnibR9DdI9Tv4oriT/V265kmk/3Y1yzfgKyjrHiTVxjRNFTTbZul3rB2sR6rbodx+jsh9qw9K8HafpEciaXrOt2zSHdJKs8TSyH1eRoyzH6k1e/sWT/AKGvxJ/4EQ//ABqjnQewqdi8vguK/IfxTqN7rj5BMMzeVag+0CYUj/f3n3rqLS2gtLaO3tIY4LeMbUjiUKqj0AHAFcT/AGLJ/wBDV4l/8CIf/jVX/h/PcyJr1tdX11frZak1vDLclTJs8mJsEqqg8u3bvTUk9iZU5Q1kjrcCiiimQFFFFABRRRQAHpXIaGDrnjXU9XcZs9LDaXZehkyDcSD/AIEEj/7Zt61o+NNWl0bw/cT2SiTUZSttZRn/AJaXEh2xg+24gn2BNW/DOkRaDoVjpkDM620QRpG+9I/Vnb3ZiWPuTQBp1ynhr/kePGP/AF0tP/RArq65Tw1/yPHjH/rpaf8AogUAdXRRRQAUUUUAFFFFABRRRQACkpa4nW7rV7rxldabY60dMtrbT7e5AS1jlZ3kknU5L9ABGvA9TQxpNuyO2orh/sWv/wDQ5T/+C6D/AAo+xa//ANDlP/4LoP8ACp5kV7KXY7g9OK5q4lk8SXMtnayNHo0LGO5uEODcsOsSEdFHRmHuo7kY91pWtXdpLbzeMrwJINrGOxgVsdxnHGelOh03WYIkitvFkkECAKkUemW4VFHQAY4FHMu4/ZT7HbQQxwwJFCixxRgKiIMBQOgA9Klrh/sWv/8AQ4z/APgug/wo+xa//wBDlcf+C6D/AAo5kL2U+x3FFc74Evry+0KRtSuBdXMF7d2pmEYj3rFcSRqSo4B2qOldF3qiAooooAKKKKAOT1c/2j4/0LT85i06GXVJQRxvI8mL/wBDmP1QV1lcp4OBvda8S6y27bPefYYMnjyrcbDj/tqZv0rq6ACiiigDmvDf/I0eLf8Ar6g/9Jo66Wua8N/8jR4t/wCvqD/0mjrpaACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKDRQaAPMPHN39l+JNg2cbtGnH/kxDUP9rf7VZHxluvsvj3R2zjdpc6/+Roq5L+1/wDarzsTW5Klj7LJcu9vhVU82d7feIIrGynu7l2EECGRyoycD0FZ8niy6t0jF5pkkM8lzDAqCdWQiRsZ3gYyuDlfpgnOa427vory1mtrgb4ZVKOucZB96oTzTyLEz3rXU8d1DMWmwi7UYnACjGeTzjJ9hWMa8ep3VcoqJ+6jvE8ZzC/htLjT3heSdIiROrhFdJHQnA+9+6IK9sqcnNbn9rc/eryKPz4pbdje/aQt59rlkmjVHJEbpxtHP3lHOMBQBWx/a3X5qJ110Y6OUTd+dHov9rf7Va/wml89PFMmc7tZf/0ngryT+1/9qvSvgPL5+ia/L13avJ/6JhrowlXnk0eTn+B+rUIzt1/Rnp9FFFd58oFFFFABRRWb4i1aHQtEvtTugWhtYjJsX7zn+FF92OAPcigDCbOufEBV62Hh9Nx9GvJU4/74iJ/7/D0rr6wPBWkzaRoEMV8VbUrhmu7116NcSHc/PoCdo9lFb9ABXKeGv+R48Y/9dLT/ANECurrlPDX/ACPHjH/rpaf+iBQB1dFFFABRRRQAUUUUAFFFFABXl/iO8Nr8TNTyeuk2eP8Av9c/416hXhvxRu/svxLuDnG/Sbb9Jp6xry5YNnoZVR9vio0+50n9r/7VQXniCKztnnuJCI0x0GSSSAAB3JJAA9TXA/2v/tVXv7xL21eCSQqCUcMP4WRg6nHf5lHHevNVfXU+yllDs+Vanay+NYLeNGu7e9t5GlMckbopaICN5S7YYgrsjY/KWPbGeKdZeM4bqa0i+z3cLXLSohfyyqtGoYgsrkZIPbOCCDg15tqUt1epbpd3Am3SuJfKHlrFG8EsRKBiTn94Cck5qPT0ey1CylXyNiF2fyV8tEAgESBVJJycZJrX20bbnI8rq83w6Hsf9r+r0n9r/wC1XnY1b1al/tb/AGqy+sHb/Y/keu/CaQy+HdQcnOdX1Aj/AMCZK7WuA+CD+Z4Klk/v6lfN/wCTD135r1ou6TPgK8eWpKPZsKKKKoyCszxLqqaJ4e1LU5ACtnbyTYP8RVSQPxOBWnXJ+Oz9sn0HRBgjUNQSSZT3hg/fN+BZEU+zUAaPgzS20Twtpeny8zwwL5xzndKeXOfdix/GtujFFABRRRQBzXhv/kaPFv8A19Qf+k0ddLXNeG/+Ro8W/wDX1B/6TR10tABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFBoooA+fv2jUuovEuh3NvaXU8Qs5o2aGIuFJkjIBx0yAa8n+2Xv/QP1HP8A17P/AIV9R/ELwnceJGtzbyqnl9c1xv8AwqrUP+fmOuStg4VZczbPocu4kxOX0Fh6UYtK+9+vzPD/ALZe/wDQP1H/AMBX/wAKkW8liTzb6C+toiQqlrZ/mYnAA49T+tev6j8PbnThEJJlnup22W9rGfnmbv8ARR1LHgD8KoeJ/htf6b4Yv729uYZbyRrdCyZ2oDcRgInoBnr3rL+zqfdna+Msa18Efuf+Z5dcXF9DPJGbDUDsbGfsr/4Uz7bff9A/UP8AwGf/AAr3S5+Fl+9xK63UZDMSDUf/AAqrUP8An5jo/s6n3Y/9c8b/ACR+5/5nh32y9/6B+o/+Azf4V9A/s5xXKeDNQe7gmgafUpZUWVdrFNkYBx9VNZx+FOof8/Mdej+CNDl0DRxaTuHfdnI6VtQwsKMuaLPMzTP8RmdJUqsUknfT7joqKKK6jwwooooAK5DXz/bnjHS9FT5rTTwuq33oWBIt4z9XDSf9sh611F7dQ2VnPdXcgit4I2llkboqqMkn6AGud+H9rM2lz6zfRtHf61L9tkR/vRRkAQxn/djCgj+9u9aAOpooooAK5Tw1/wAjx4x/66Wn/ogV1dcp4a/5Hjxj/wBdLT/0QKAOrooooAKKKKACiiigAooooASvmr9oW++wfEeFmDhZNLhUEIxBIll4yB15r6Vrzr4j+FtT1zUIZbA/Iq4PzY5rKrSVWDgzsy/GywOIjiIpNroz5n/4SGP+83/ftv8ACj/hIE/vN/37b/CvZ/8AhXWv+v8A49Va+8E6vYCIT7pZ5m2QW0b/ADzN1wPQAcljwBXH/ZsP5mfT/wCumI/59R/H/M8qttXimAMlwIgzBI96MN7HoBkcmq768iSMpdsqSP8AVt2/CvUtY8Ba3ZW1hc6hIjXcuqWUe4N8sIMygKntyMnvWs3w618sTnqT/FR/ZsP5mL/XPEf8+o/ieLf8JBH/AHm/79v/AIUf8JAn95v+/b/4V7P/AMK51/1/8eNH/Cudf9f/AB40f2bD+Zj/ANdMR/z6j+P+Z1/7PzM/w1tZGVl8y7upBuUqSDO5BwfUV6RWF4M0640rQYLW7OZV685rdrviuVJHyFWo6tSVR9XcKKKKozDNcnZ/8TL4j6jcZYw6RZx2SccedMRLJ+SLB/30a6p2CgliAoGSScAVy3w2RpvDZ1SVSsusXEuokH+5I37r/wAhCOgDq6KKKACiig9KAOa8N/8AI0eLP+vqD/0mjrpa5jw8f+Kz8WDt5lqf/IIrp6ACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACszWdVXT/ACoYomur+4yLe1Q4ZyOpJ/hUd2PTPckAs1rVjZvFaWUX2rU5wTDADgADrI5/hQZ5PfoMnil0bSRYtJcXMputSnA8+5YY3Y6Ko/hQZ4Ufjk5NADdF0prWWW8v5Bc6rOMSzAYVF7Rxg/dQfmTycmsv4njHgu6/6+LX/wBKI66uuV+KH/Il3X/Xxa/+lEdAHVUUUUAFFFFABRRRQAUGikPSgDkfHB/ta90rwunzJqEhuL4elpEQXB9N7mOP6M3pXXjpXI+Bf+Jtdap4nk5GoyCCyz/DZxEhCP8AfYySfR19K66gAooooAK5Tw1/yPHjH/rpaf8AogV1dcp4a/5Hjxj/ANdLT/0QKAOrooooAKKKKACiiigAooooAKDwKKydZ1X7E0dtaxG61KcHyLZTjgdXc/woMjJ/AZOBQA/WNVXT0jjjie5vpyVt7WM4aUjrz/Co7seB9cAx6NpT20sl9qEq3GqzjbJKBhY1zny4weiD8yeT7O0XSfsTyXV3L9q1OcATXBGBjrsQfwoOw/E5PNatAHNePVB0vTyRkrqtgR7H7THXSVznjz/kFWH/AGFLH/0pjrpKACiiigAooooAKKKKAOX+JM8ieEru0t223WpMmmwnODumYR5H0DM34V0drBHa2sNvAoSGJBGijoFAwB+VczrJ/tHx9oVgDmLT4ZdUmXGfnI8mL/0OY/VBXVjpQAUUUUAFFFFAHMeHv+R08W/79r/6JFdPXMeHv+R08W/79r/6JFdPQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABWRrWqvbSx2OnRC51WYbo4icJGvTzJCPuoPzJ4Hs3WNVljuBp2lIs2qSLuw3KW6H/lpJ7cHC9WI44yRPo+lxadHJiR57qdt9xcyY3zN0yfQDoAOAOlACaPpSadHI7ytc305DXF1IMNKR04/hUdlHA+uSdOgDFFABXK/FD/kS7r/r4tf/AEojrqq5X4of8iXdf9fFr/6UR0AdVRRRQAUUUUAFFFFABXK/EC5mk0u30WwkMd9rU32JHX70cRBM0g/3Yw2D/eK11Vch4fzrfi/VdbbJtLHdpVjnoSrA3Eg+siqmf+mJoA6mztobO1htrWNYreFFjjjUYCKowAPYAVNRRQAUUUUAFcp4a/5Hjxj/ANdLT/0QK6uuU8Nf8jx4x/66Wn/ogUAdXRRRQAUUUUAFFFFABQTignArG1jVZIp00/TI0uNVlXcqN9yFOnmSY6L6Dqx4HcgAdrOqNbSx2dhELnVZ1zFCThUXoZJD/Cg/M9Bk1Jo2krp4lllla6v58G4unGGkI6AD+FRzhR09ySSujaVHp0crGR7i7nbfcXMn35W/oB0CjgCtKgAooooA5vx4caRZMeFXU7FmPoPtMfNdJ3rmviEP+Kb/AO32z/8ASmOulFABRRRQAUUUUAFIaWs3xJqiaL4f1LU5ACtnbyT7T/EVUkD8TxQBi+Dx9u1zxNrJyUluxYQE9PLtxsbH/bUzfkK6ysXwXpb6N4V0uwm/4+IoF885zulb5pDn3Ysa2qACiiigAooooA5jw9/yOni3/ftf/RIrp65jw9/yOni3/ftf/RIrp6ACiiigAooooAKKKKACiiigAooooAKKPSuV+I09xFo1jFa3lxZtdalaWzy27BZAjzKGAJBxkEjNAHVUVwI0JP8AoZPEv/gcP/iKX+wl/wChk8S/+Bw/+IqOdGvsKnY72sTVtUma8/svR9kmosA0juMx2qH+N8dSf4V6n2AJrnV0NAQf+Ej8SH2N8P8A4iooPDVrbRsltr3iKIO7SsRf5LMxySSVJP8AkdKfPHuHsKnY7LR9Nh0u2McReSWRvMmnkOXmc9WY+v6AAAYArQrgv7CX/oZPEv8A4HD/AOIpP7CT/oZPEv8A4HD/AOIo549w9hU7HfUdq4Lw+J7Dx3DYJq2p3trPpk1w0d7MJQHWaJVI+UEcMw/Gu9FNO5m04uzCuV+KH/Il3X/Xxa/+lEddVXK/FD/kS7r/AK+LX/0ojpiOqooooAKKDXnEUE2ra54jkutd1q3W31E20MNrciONEEELYA2+rsfxpN23HGLk7I9Horgv7CT/AKGTxL/4HD/4ij+wl/6GTxL/AOBw/wDiKXPHuaewqdje8b6tPpOgStYYbU7pls7FD/FPIdqE+y5LH/ZU1d8PaVBoeiWOmWuTFaxLGGbq5HVj7k5J9ya46bwzaTXFrPPrniGWa1Znhdr/AO4zKVJA24ztYjnpk1L/AGEn/QyeJf8AwOH/AMRS50HsKnY76iuB/sJP+hk8S/8AgcP/AIimT6IqQSuviTxLlUZh/pw7DP8Acp867h7Cp2PQaKxPBF3Pf+DNAu7uUzXNxp9vLLI2Mu7RqSTjjkk1t1RkFcp4a/5Hjxj/ANdLT/0QK6uuU8Nf8jx4x/66Wn/ogUAdXRRQaACiuW+Ic88GgQLbXc9o9xqNlbNNAwWQJJcxqwBIOMqSPxrK/sJP+hk8S/8AgcP/AIik5Jblxpyn8KO+orgv7CX/AKGTxL/4HD/4ihdDQHP/AAkfiQ/W+H/xNLnj3K9hU7HR6rqk32oaZpISXUnG52cZjtkP8cmP0Xqx9ACRa0bTIdMt3RGeaeVvMnuJOXmfuzH9ABwBgDiuOg8N21urrb694iiEkjSuRfZLMepJK5Pb6dOlSf2Ev/QyeJf/AAOH/wARRzx7h7Cp2O9+lFcD/YSf9DJ4l/8AA4f/ABFO0FZtP8c2dlHq+qXttcaZczSR3s4lAdJYFVh8oIOHfv39qFJPYUqU4q7R3lFAoqjM5r4hf8i2P+v2z/8ASmOulFcx8RW2eFZZOvl3Nq+PXFxGa6YdTQAtFFIeaAClrzPSbWXVxqN1d+INdikGpXsAjt7pUjRI7iRECrt4AVQKvf2Ev/QyeJf/AAOH/wARU8yRoqM2rpHfVyfjs/bZtB0MEH+0L+N5lPeGD98/4Eoin/frO/sJf+hk8S/+Bw/+IqJvDVq93FdPrviFrqKN4klN/wAqrFSwHy45KLzjtS54j9hU7HoIpa4H+wl/6GTxL/4HD/4ij+wl/wChk8S/+Bw/+Ip88e4ewqdjvaWvLvFOnSad4X1m9s/EviMXNrYzzxFr1WAdI2ZcjZzyBXpdq5kt4nY5LICT68U009iJQcNJImooFFMk5jw9/wAjp4t/37X/ANEiunrmPDv/ACOni3/ftf8A0SK6egAooooAKKKKACiiigAooooAKKKKACuG+LknlaJo0mcbdasT/wCRRXc1538c5PK8H2Un9zVbM/8AkUVM3aLZrh489WMe7Rm/2uMD5qBq2SAGrzsavx96j+18EHdXkfWD9D/sfyOtj8XSSCWdLKRtPUShLhZQWZo92dyYyqkqwDZPOMgZqo3jqQWVzMdOkEsGlrqexpgFfIJMatjnAGN2MZ4964vcqpLHFcyrbkSFLcEBEdwctkDJGWY7SSOfpUEu+TSniEkYvG0wadncfL4BG7pnqTWixETkeUVr7dz1xNYDIrBuGAP5jNL/AGuP71edLqu1FXd0UD9MUv8Aa3+1WbxB1Ryd21R6P4Su/tXxNtjnO3RrgfncQ16nXhvwku/tXxJY5zt0iUfnPF/hXuVenQlzU0z4jNaPscXOn2CuV+KH/Il3X/Xxa/8ApRHXVVyvxQ/5Eu6/6+LX/wBKI62PPOqooooADXjlrf8A2fX/ABZGW/5jMh/8gQV7FXzh4gv/ALN4z8Vx5x/xNGb84Ia58VPkhc9jI8P9YxXJ5M7r+1x/eqnqXiQ2ggjhj8+6uXMcMRk8tSQpYlmwdoCqT0J9q4f+1v8Aaqte3ouREwmaKaFy8UqgEoxBU8EEHIJGD6156xCvqfWzyeXL7q1O1bxdc/aUt005vP8Asr3DrLcLGEKyKmN2CCp3Ft/90dCeKNG8Yf2nctF5AiAt1nDiYSK/7ySMhTgZXMeVb+JWBwK8+8yVb1JoryQf6M8TSs2Zd5kV92CCpHBBXgY6Cnaa5sr2SRZQ0bQCME/fZzJJIzEAYAzJwB09qt142MFlNbnV1oer/wBrj+9Udzq4+yz/ADf8s2/9BNefjVv9r9ajuNX/ANHm+b/lm3f2NZrEanTPKLReh7z8Nf8AknfhfP8A0C7X/wBFLXS1znw34+HvhgemmW3/AKKWuj717KPzl7hXKeGv+R48Y/8AXS0/9ECurrlPDX/I8eMf+ulp/wCiBQI6ukNLSGgDiPi3J5fh3TnzjbrFgf8AyZSsH+1x/erV+OL+V4Iik/ualZN/5MJXkw1b/argxdXkaR9TkGB+s0pytsz0T+1xkDd1rKh8WSTSvJHZyNp4aSNbhZAWLxkht0ePlXKsA2TyBkAHNch/a5BBD4rPWRY2dY7qZbcl3S3GAiu+ctkDcRlidpOMmuaOIXU9uplE7rlR1MfxFaVJfKsoPNhsFvJInvCrbjD53lr+7w2FK85HU8cGuoh1pZIY5AcB0D4J5GRmvIZUnl0eG2lvNzw2vlRxZ/crL5Bh3g7d2NrHj3rah1TZDGm/OxFTP0GKqdePRmVDKKrfvo9H/tcf3qd4Xu/tXxM0/DZ26Td/rNbf4V5z/a3+1XS/Ci7+1/EuLnOzSbj9ZoP8KvD1uaokc2cZb7DCSqW2t+Z7qKKBRXpnxJzHxJ/5E27/AOutv/6PjrpxXMfEn/kTbv8A662//o+OunFABSY60tIe9AHi+g6j5C6rGW5Gr6h/6VSGtP8Atcf3v1rzmTUfs+r67HuxjVr7/wBKHNO/tf8A2q8mrXtNo+/wOVe0w9Odt0vyO21HxJJby29vaQrc3k4dkjeXyk2pjcWfBx95eMHJP1IoXvjOeBbto9PGLazS8kFzc+SV3NICnCtyPKJz0OR9a469vPtDxyxTvb3MQYRzIFYgNjcMMCCDgfiBVNwr3EwaUm1lggjbc5aRjHKzkNngq27B/EdKFXjbUdTKKvNaK0/4B6PpPiie8uLmC7s/sc8EcEjJ53mf6xCxU8DBUgqfpWn/AGuP71eX299Imp6hdO8e24ESqFJyAikHd+J7Vc/tb/a/WplXV9DSllEnH3kdb4w1UP4Q15N33tOuR+cTV7Bo/wDyCbLPXyE/9BFfMPiTVd/hzVl3fes5h+cbV9P6R/yCrP8A64p/6CK7cJU50z5viDCfVqkF3TLlFA6UV1nz5ynh/jx94sGeNlmce+x/8BXV1yugf8j/AOLP+udl/wCgPXVUAFFFFABRRRQAUUUUAFFFFABRRRQAlebftAQ3Evw9b7JBNcSx3ttLsiXc2FkBJA9q9KrjPisLhvC8cFnHDJc3V5BaRiZyiAySBMsQCcDOeBSkuZWZdKo6U1Ujunc+WBdahj/kGal/4DtR9r1H/oF6l/4DtXrf/CsPFv8A1L3/AIFT/wDxqj/hWHi318Pf+BU//wAarg/s6l3Z9V/rnjv5Ifc/8zyT7XqH/QL1H/wHaj7XqH/QL1H/AMB2r1v/AIVh4t9fD3/gVP8A/GqP+FYeLfXw9/4FT/8Axqj+zqXd/wBfIP8AXPHfyQ+5/wCZ5J9r1H/oF6j/AOA7Ufa9R/6Beo/+A7V63/wrDxb6+Hv/AAKn/wDjVH/CsPFv/Uvf+BU//wAao/s6l3f9fIP9c8d/JD7n/mUv2eEvZvHN9dXNlcwQLprQh5o9gLGVWwM9eAa+ix0rxbwfpfirwv4m/s5bPQJ7i5tHug5vZwqqjohH+q65cflXffa/Gf8A0DvDn/gwn/8AjFdlKmqUVBHzmOxk8bXlXqJJvtsdZXK/FD/kS7r/AK+LX/0ojpv2zxp/0DvDn/gwn/8AjFZviK08X65o8thLa+HoA7xOHW9nfGyRXxjyR1246960OU76iuUa88Zbjt07w5t7Z1Cf/wCMUn2zxp/0DvDn/gwn/wDjFAHV18l/E7+0LT4i+I/L0++kimuxKjxwllZfKjGQfqpr6J+1+M/+gd4c/wDBhP8A/GK8y1Lwz4o8V67q9xHb6DA9pdG1kBvJyCwjR8j910xIB+BrKtSjWjyyO/Lsxq5dW9vRSbtbXb9Dx77VqH/QM1H/AMB2o+16j/0C9S/8B2r1v/hWHi318Pf+Bc//AMao/wCFYeLfXw9/4FT/APxquT+zqXd/18j3v9c8d/JD7n/meSfatQ/6Beo/+A7UfatQ/wCgXqP/AIDtXrf/AArDxb6+Hv8AwKn/APjVH/CsPFvr4e/8Cp//AI1R/Z1Lu/6+Qf6547+SH3P/ADPJPteo/wDQL1H/AMB2pslzqTxuq6XqRLKQB9nbrivXf+FYeLfXw9/4FT//ABqkb4a+LIFMrDw+RGC5Au58nHP/ADyprLqS1u/6+QnxljmrOEPuf+Z7B4BhktvBHh+CZCksWnwRup6qwjUEfmK6CvP/AAvqXi678N6VdW2meHlguLWKZFfUJ9wV0DAH9z15rU+2eM/+gd4c/wDBhP8A/GK7j5Nu7udZXKeGv+R48Y/9dLT/ANECk+2eM/8AoHeG/wDwYT//ABis6wtPF1lrGr6jHa+H5H1BomMZvJwE2Jt6+Tznr0FMDvaQ1yn2zxp/0DvDn/gwn/8AjFH2vxn/ANA7w3/4MJ//AIxQBifHyKeb4cXItIJbiVLq2l8uJdzELMrEgewBNfNn2vUf+gXqP/gO1fRfjyfxZNoIgutP8PhLm5gtQUv5yQ0sqxqf9SOAWBPsK4//AIVh4t/6l7/wKn/+NVzV8LCu7yPayvPcRlkJQoqLT11Tf6o8k+16j/0C9S/8B2o+1aj/ANAvUv8AwHavW/8AhWHi318Pf+BU/wD8ao/4Vh4t9fD3/gVP/wDGqw/s6l3f9fI9P/XPHfyQ+5/5nkn2rUf+gXqP/gM1H2rUP+gXqP8A4DtXrf8AwrDxb/1L3/gVP/8AGqP+FYeLfXw9/wCBU/8A8ao/s6l3f9fIP9c8d/JD7n/meSfa9R/6Beo/+A7V6X+z4t9N4+ubm4srqCBNNki3zR7AXaWNgBnrwprQ/wCFYeLfXw9/4FT/APxqtXwjpHirwt4mjsRaaBPcXdpLcq5vZ1VVjeNSD+66kyj8jWlLBU6UuaLd/wCvI48dxNi8dQeHqRik+yd/zPaRS1yf2vxn/wBA7w5/4MJ//jFH2zxp/wBA7w5/4MJ//jFdh88HxRJXwLqTLwVMRB9CJUxXWDqa4HxJZ+L9e0O702a18PQLNt/eLezvjDBunkj09a02vPGW47dO8O7e2dQnz/6IoA6ukPeuU+2eNP8AoHeHP/BhP/8AGKT7X4z/AOgd4b/8GE//AMYoA+ZvFh1K08X+IY/7Mv2RtSuZUZICQytKzBgfQg1l/a9R/wCgXqP/AIDtXrl34R8U+Idc1qSOHQIXtLv7NIDdzkFjFHLlf3XTEoH1BpP+FYeLfXw9/wCBU/8A8arhngKc5OTb1Pp8PxZjMPSjRhGFopLVPp8zyT7VqP8A0C9R/wDAdqPtWof9AvUf/Adq9b/4Vh4t9fD3/gVP/wDGqP8AhWHi318Pf+BU/wD8aqf7Opd3/XyNv9c8d/JD7n/meSfa9Q/6Beo/+A7Ufa9R/wCgXqP/AIDtXrf/AArDxb6+Hv8AwKn/APjVH/CsPFvr4e/8Cp//AI1R/Z1Lu/6+Qf6547+SH3P/ADPH7xtUvLO4totK1EyTRtGo+zkcsCB/OvtPSwV021B7RKP0rxC3+Gni2GdJSPDx2Hdj7XOOn/bKu+8O6x4u1Lw/pd/baX4fSC7tYriNX1CfcqugYA/ueuDXTQw8aCaj1PGzTN62aSjKsknHsv8Ags70dKK5P7X4z/6B3hz/AMGE/wD8Yo+2eNP+gd4b/wDBhP8A/GK3PLHaB/yP/iz/AK52X/oD11VcFZWni601vVdTS28PO9+sKmM3swCeWGHXyec7vQVo/bPGn/QO8Of+DCf/AOMUAdZRXJ/bPGn/AEDvDn/gwn/+MVXvNc8UaYLWfUdN0M2kl5bWsht76VpF86ZIgwDQgHBcHBI6UAdpRQDRQAUUUUAFFFFABRRRQAVx3xKcrZeHwOja7Yg/9/gf6V2Iri/ig22w8Pn012w/9GigDZF0cdaPtR9axPtPvQLkEjLYHc1ryGPOXb3xFptl9u+139vEbGD7Vcqz8wxYzvYDnH+I9RmOfxRpMC3TTalbqLV4Y7jJJMLTY8oOAMqWyMZ6Z5xXlvinw/qpste1mOZri+vYryOewiRGxA6BYwjqu+RlEMJC9ySO3Oz4rtXFt4subO3LRas2n+RHbxEyMyy5kZkAyPvZJPvnFLlY+ZHphuSrEE4I4IpPtJxkngd6zfMa5u5ViIOWJznjGakhvobeKeG64dDynXeCOg9fp70OIKVzHkuWb4oW4J+VNEmx9Tcxf4V032n3rnIL63W7MEksbXhsG/dg/Ox8xQCB1xkjnoKstOyNtkyrgZIPFCiDkbQuCSAOSe1Zn/CUaR5MEv8AalqYp53to3D5VpUUsy5HAwqsxJ4wM5xWfqV1dDTbv+zdhvjEwg3vsAkIwpJwcYPP4Vw1hod34X1fRobV5dV00XHmB/JSIrMLGaEhlRcKj4i/eNwCQD60OIKR6Rp/irSdRmt4bLUIpZrgSGKPays3lhS/DAYwGU84yCCMitT7V715jpK6kviXSLvVrF4L+eW/urx45BPEC0MaIN6jCgBQiq3zEJmuz+0+9CiDlY2xc+9cz4JuWa58VyMeW1yYflBAKufaveub8F3GG8S89dbnP/kGCnyC5jvvtR9aivNThsrWa6vJkhtoV3ySOcKorJ+0+9Y/ii1n1mztbGGcQWz3Uct1KArMI4/nChGBDbnVAc9BzzjFHKHMb954r0iyZ1udRhV1iin2qGclJCRGV2g7t21sAZOAT0Gas2Gu2OovcLp95FctblPN8s5C70Dpz3BUggivNNCt9X0efU9PWGa7kisLS2guEm+zGaBJLpQyS7diSqskfydhWj4Ft7jS5dUtblNpghsLYOkTJE7R2+H8vI+ZQSBkcZpco+Y9F+1H1qpq140ek3zqfmEEhB/4Caofaveqes3OdHvxn/l3k/8AQTT5Bcxa8Cz7PA3htc9NLtP/AESlbn2n3rjfBtzjwZ4dGemmWn/olK2PtQ9aFAHM07nVra1ltorm5ihkupPJgR2wZXx91fU/4gdxVeLxFpsqRsl/AVlu20+Mkkb7hSwaJcj5mG1unHBriPFui32vagtzBf8A2P7DbhrHaiPvufMEhZiykx4MUS5X+8T2wcqz0jVNSuNAvxLHaDTNauJ5bK5tnOxWvJpHkifK7soyKp2nIzg8kFOLGpI9S03V7XU9Pt77T7hLi0uF3xSpnDDJHfnqD1qz9p964fwJLJB4O0mOeOWGQJIxjmQo67pXYblPIOCDg1u/avenyCcir48um+xaKgPD63p4P/gShrpftPvXA+NrjdDofPTW7A/+R1rpPtXvRyhzm19qPrVG78Q6dZm8W6v4Ims7c3dwrN80UIyS5HXGB/L1Gaf2kE8txXm/irQNWa08Qa1DM099eQ3sUthGiN/ozw+XGqOF3uw8qJwnqcdskcRqVz0m58Z6JbSzx3GppG1usbTFopNsYfZs3NtwCfMj4JyN3OK2muWVirHBBwRXkHijTbtLXXJ9Ms7mK0vhJI6R3Es7Xss00TI3kEZhKfPngAZPavSLm7DXMpDZBdsEfWkog5JGt9qPrXNT3TN8TbEE/KmiXRH43Ft/hVv7V71zj3H/ABcm1bP/ADBbgf8Akxb0+USkd79q96BckkAck8VifaveoL+7uVsLptPCPeiJ/IDvsUyYO3LYOOcc4o5A5jQPifSRFFL/AGnamKW5a0Rw+5TMqlmTI6YVWYk8YGc4plj4q0i/mtobPUIpJrjzPKj2urPsUM3DAYwrK3OMg5GRXltz4VvNLS00qC8kvdOvGaI3Btwv2edrC5ti7pGv3G3REuehAB9a09DtNSsde0Jb1LrylluJVR52uvIUWaxkvNjGXkyQue/AHQLlZXMj1T7SfWj7T71ifavegXPvT5Cecq+Dbtmv/FzseTrbD8rW2FdL9qPrXBeDrjF14p56605/8lreuj+1e9CiDkat1qUNpay3N1MkNvCpeSRzgKB3NZ1/4t0ew3fa9SiXbbpdHYjyYhckK+UU/KSrc+xrD8UW1xrFhBYQziCCW5je6lwrMsSHftCMCrbmVFwegJPOMHlrDTNWt01jQ/OlbzNNtbGG9wY1e1W5nDEMqhUlWGXAT2XsaTiNSR6XpPiPTtYWRtLvY7kRpE77Qw2rIm+M/MBwy8itD7UfWuL0uUr4r8SSJA8NuUsYoiYiiHZHJkJxggblHHA6Vs/avemoicjVvbxo7O4dWwyxsQfwNY/gC42+APC4z00m0/8ARKVHqFzmwuef+WTfyNZfgW4x4G8NDPTS7Uf+QVo5Q5tDtvtPvUF1q1taPbpd3MUD3MghhV3wZHP8I9/8R6isv7V71yni/Rb7xBeJJBf/AGJbK2LWbKkcha6Lhtx3Kdm3y4wGXk7j6cjiCkdgPFuim5W3/tODzmne2C4biRG2MpOMDD/Lk4BbgHNXdN1i11OxhvdPuEuLSYExypkBsEg8Hnggjn0rye30nVNSuVn+zi3zezpcJK5RUxqElxlgVHnxFX+Tb3ye/HV+CZ5E8LWXnRzwyM9xIUnRkcBriVl3KRkEhgefWkojckdt9p9657x3dH+wbcqfmGqaaR/4Gw1N9q96w/GU+/R7Vc9dU07/ANLIabiJSuz1EdKWsGK018eNJ7qXULVvDRswkVkIsTLcbhly+Pu7cjGe9NsLTxEnjDU7m91G0l8OyQotnZpDiWKQAb2Z+4J3fmPTnI2OgorB0m11+LxNrc+p39rPok3lf2dbRxbZIML+83tjnLcjk/hTdAtPEUGta5Lrmo2l1pk0qNpsMMOx7eMZ3Bz/ABE/L+R9aAOgorA8M2niC2u9ZbxBqFpeW8t476esEOwwW/8ACjnA3MPWl8JWuv2kGoDxNqFrfTSXsklq1vF5YjtjjYjcDLD5ufegDeooooAK4b4tNt0fQ2JxjXLHn/tsK7muR+KGmf2v4TntDax3YZgfKkQOCQcg4PpQtAtc5wXP+0P++hWjNJaW1vbPMs7vMhb92y9sZ6keteM/8K9f/oXbT/wFT/Cu+Ph/VYdG0mDSbOyh8uHbKrxJ8uAMAAj61q6tzJUrHRzjLWrW28i4DFUkIDAgj3wetNmjuYELyxMq9znOK5bVfB9vq0mkLr1hZzXMZYSlI1KKmCR2+XJCjPGefTiHT/CUFlbap5PhqxsFltJE3JKsm/jhStHtQ9kdjHqBsp42jiba0YJErAbs9wRnipxKMyX2oLtVyNkKsCT0Htn1rgLzwnBPd+HPtOjWs8FrbxrIpgVhH09uAMfpUmr+CHuL28nn8P2d3LLOksV86Rkxxgg7eemBxS9p5D9n5nX3dglp41i1eLLImnvBJEDnAM0bbh9Npz+HvVm/v4b67g+z+bIiqwby0+Yk4xgHHTH61xWk+EL1LvSY20S1+z2VxLKZ08tgxb+IADIPv1pth4Ot7fx3LeWei2kUHzfvUt1A3FPmwceuf1oUwcDujCBbiXZe5LbfL8ob/rjPSobQC4kkA85ApI5UcY7Hnr7VwFv4Et1miceB7NGDBtxuEJBz1+7V3/hG0S41mX+zbQPcXExDeUu5wIpBnpnqQKPaC9mjr0YPLIqsVVd2VdlDjCBgSM9+arC5yPvD/voVzdj4ShXU3k+waaELTSJKluS6b48MMhdvbpnPGK43/hXrdvD1oR2P2RR/SmqvkDpHq32n/aX/AL6Fc/4QuAG8Q/MOdYmPUf8APKGuK/4V6/8A0Ltp/wCAqf4UyP4fSktnw7a9f+fVP8KftfIXsvM9Y+0/7Q/76FH2n/aH5ivKv+Fev/0Ltp/4Cp/hR/wr1/8AoXbT/wABU/wo9r5B7LzPVftP+0P++hR9p/2h/wB9CvKv+Fev/wBC7af+Aqf4Uf8ACvX/AOhdtP8AwFT/AAo9r5B7LzPVftP+0PzFVNXuR/ZN78w/1Encf3TXmv8Awr1/+hdtP/AVP8KRvh7IFOPDtr07Wqf4Ue18g9l5noPhK5A8JaANw4061H3h/wA8UrV+0/7Q/MV5RH8PZCoz4dtP/AVP8Kd/wr1/+hdtP/AVP8KFV8g9l5nqv2n/AGh+Yo+0/wC0P++hXlX/AAr1/wDoXbT/AMBU/wAKP+Fev/0Ltp/4Cp/hR7XyD2Xmeq/af9ofmKPtP+0P++hXlX/CvX/6F20/8BU/wo/4V6//AELtp/4Cp/hR7XyD2Xmdr4xuAYtG+ZeNYsT1H/Pda6D7T/tD/voV5PL8PpQBjw7a9e1qn+FPHw9f/oXbT/wFT/Cj2vkHstNz1X7T/tD8xQLkf3h/30K8q/4V6/8A0Ltp/wCAqf4Uf8K9f/oXbT/wFT/Cj2vkHsfM9V+0/wC0P++hR9p/2h/30K8q/wCFev8A9C7af+Aqf4Uf8K9f/oXbT/wFT/Cj2vkHsfM9V+0/7Q/MVgPcD/hYVsdy/wDIInHUf894K4n/AIV6/wD0Ltp/4Cp/hTD8PpPNH/FO2uP+vVP8KPa+QKlbqesfaf8AaH/fQo+0/wC0P++hXlX/AAr1/wDoXLT/AMBU/wAKP+Fev/0Ltp/4Cp/hR7XyD2Xmeq/af9of99Cj7SMYDD/voV5V/wAK9f8A6F20/wDAVP8ACj/hXr/9C7af+Aqf4Ue18g9l5nqv2n/aH/fQo+0/7Q/76FeVf8K9f/oXbT/wFT/Cj/hXr/8AQu2n/gKn+FHtfIPZeZ23hO4AufEvzDnV3PUf8+8Fb/2n/aH5ivJ0+H0hLZ8O2vX/AJ9U/wAKf/wr1/8AoXbT/wABU/woVXyB0r9T1X7T/tD8xR9p/wBof99CvKv+Fev/ANC7af8AgKn+FH/CvX/6F20/8BU/wo9r5B7HzPVftP8AtD/voUfaf9ofmK8q/wCFev8A9C7af+Aqf4Uf8K9f/oXbT/wFT/Cj2vkHsvM9Ov7kfYbj5h/q2/iHoazfBdwB4M8PAMONNth1H/PJa4Jvh7IFOPDtrn/r1T/Ckj+HsmwZ8O2v/gKn+FHtfIPZeZ6v9p/2h/30KPtI/vD8xXlX/CvX/wChdtP/AAFT/Cj/AIV6/wD0Ltp/4Cp/hR7XyD2Xmeq/af8AaH/fQo+0/wC0PzFeVf8ACvX/AOhdtP8AwFT/AAo/4V6//Qu2n/gKn+FHtfIPZeZ6r9p/2h+YrJ8TThrGyXcOdU0/v/09xVwH/CvX/wChdtP/AAFT/Ctnwd4Gey8S2FydCtoTFIHEgtkBU+oOOKTq30sCpWd7n0YOlFIvAFLWRsFFFFABRRRQAUUUUAFFFFACYHoKaYoycmNSfoKfRQA0IqjAUAewo8tP7i/kKdRQAm0f3R+VRiCEPvEMYf8AvbRmpaKAIpLaCU5lgjc+rKDT9i7duwbfTFOooAZ5Mf8AzyT/AL5FLtXGNox6Yp1FADSqkYKgj3FLgelLRQAmB6UYH90UtFACYHpRgelLRQAmB6UYHpS0UAJgelGB/dpaKAEwP7oowPSlooATA9KMD0paKAEwPSjA9KWigBMD+6KMD0paKAEwPSjA9KWigBMD0owPSlooATA9KMD+6KWigBMD0owPSlooATA9KMD0paKAEwPSjA9KWigBMD+6KMD0paKAEwPSjA9KWigBMD0owPSlooATA/uijA/uilooATA9KMD0paKAEwPSjA9KWigBMD0owPQUtFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFAH/9k=)

C[1]=a[1],c[2]=a[1]+a[2],….c[8]=a[1]+…+a[8],

树状数组有两个api,这两个api的时间复杂度都是O(logn)的，n为数组长度，具体实现略，有兴趣可以自行百度。

void add(int\* tree,int k,int num) // 在**a[k]**上增加num，更新树状数组tree

int get(int\* tree,int k) // 求a[1]+…+a[k]的和

再回到这道题，先求最小值和最大值，记为min和max，然后平移区间使得min=1,（若min不为1，则整个数组都减去min和1的差值）然后基于数组num(其中最小值修正为1，对应最大值为max-min+1) 构建树状数组tree[1…max-min+1]，其中对应的a数组的a[i]代表num数组中i出现的次数。

接下来逆向扫描num数组，每扫到一个元素num[i]，调用get函数求树状数组中a[1]到a[num[i]-1]的和，这个和值就是num数组中i右边比num[i]小的个数！！（这里最难理解，稍后说明），再调用add函数把num[i]加到a中。

时间复杂度：扫描一遍数组O(n),每个元素调用了两个O(logk)复杂度的api，其中k为树状数组长度，总复杂度为O(nlog(max-min)).

上面说了这么多有点抽象，下面举个栗子~~（看明白的童鞋或者嫌我墨迹的童鞋略过吧）

输入数组：[5,6,-1,1] (答案为:[2,2,0,0])

首先修正数组使得最小值为1(否则会出现数组越界):

nums[]=[6,8,1,3],min=1,max=8

然后构建tree[1..8]（因为tree的值很难写，就写图中下方的a数组）

逆向扫描数组：此时a数组初始化为全0

nums[i]=3,调用get函数求a[1]+a[2]为0（即1,2这两个数还没出现过），调用add函数使得a[3]++,

此时a数组：[0,0,1,0,0,0,0,0]

Nums[i]=1,调用get函数返回0（因为1左边没有数据了）,调用add函数使得a[1]++.

此时a数组：[1,0,1,0,0,0,0,0]

Nums[i]=8,调用get函数求a[1]+…+a[7]=2，调用add函数使得a[8]++

此时a数组：[1,0,1,0,0,0,0,1]

Nums[i]=6,调用get函数求a[1]+…+a[5]=2,调用add函数使得a[6]++.

此时a数组：[1,0,1,0,0,1,0,1]

从下往上读取get的返回值，得到数组[2,2,0,0]即为答案。

## 源码：（language：java）

public class Solution {

public List<Integer> countSmaller(int[] nums) {

LinkedList<Integer> res = new LinkedList<Integer>();

if (nums == null || nums.length == 0) {

return res;

}

// find min value and minus min by each elements, plus 1 to avoid 0 element

int min = Integer.MAX\_VALUE;

int max = Integer.MIN\_VALUE;

for (int i = 0; i < nums.length; i++) {

min = (nums[i] < min) ? nums[i]:min;

}

int[] nums2 = new int[nums.length];

for (int i = 0; i < nums.length; i++) {

nums2[i] = nums[i] - min + 1;

max = Math.max(nums2[i],max);

}

int[] tree = new int[max+1];

for (int i = nums2.length-1; i >= 0; i--) {

res.addFirst(get(nums2[i]-1,tree));

update(nums2[i],tree);

}

return res;

}

private int get(int i, int[] tree) {

int num = 0;

while (i > 0) {

num +=tree[i];

i -= i&(-i);

}

return num;

}

private void update(int i, int[] tree) {

while (i < tree.length) {

tree[i] ++;

i += i & (-i);

}

}

}

## 成绩：

8ms，beats 97.33%，众数11ms，8.79%

## Cmershen的碎碎念：

返回类型是List<Integer>,因为要从下往上读get函数的返回值，故使用链表的实现类LinkedList，因为提供了addFirst()方法.

# ****Hard-题目12：115. Distinct Subsequences****

## 题目原文：

Given a string S and a string T, count the number of distinct subsequences of T in S.

A subsequence of a string is a new string which is formed from the original string by deleting some (can be none) of the characters without disturbing the relative positions of the remaining characters. (ie, "ACE" is a subsequence of "ABCDE" while "AEC" is not).

Here is an example:

S = "rabbbit", T = "rabbit"

Return 3.

## 题目大意：

给出一个字符串s和t，其中t是s的子串，求出删除s中字符得到t的不同删除方法。（或者理解为从s中取出t的不同取法。）

例如S=”rabbbit”,T=”rabbit”

其中S中的3个b取出两个得到T，有C(3,2)=3种取法，返回3.

## 题目分析：

因为可以看做是S中部分串取出得到T中部分串的子问题，所以想到用dp。

构建dp数组，其中dp[i][j]表示s[0..i]取出t[0..j]字符的方法数。那么首先考虑初始化：

dp[0][0]显然等价于s[0]==t[0],而先初始化j=0的情况，因为这时只有一个字符，扫描s，只要s[i]==t[0]，则取出的方法数+1，否则不变（很好理解，因为多出的字符与t[0]不一样，这个多出的字符没有任何意义）。

接下来从j=1（2个字符）开始考虑转移方程：

如果s[i]==t[j],那么这个多出来的t[j]的来源有两种情况，一是取自s[i],那么只要从s[0…i-1]取出t[0…j-1]即可，二是不取s[i],那么相当于从s[0…i-1]取出t[0…j]，故这种情况下的转移方程为dp[i][j]=dp[i-1][j-1]+dp[i-1][j];如果s[i]!=t[j]，那么这个多出来的s[i]对取出t[0…j]没有任何贡献，还是要从s[0…i-1]中去寻找，故dp[i][j]=dp[i-1][j].剩下的就是对一些特殊的边界情况讨论。例如s.length<=t.length。

## 源码：（language：java）

public class Solution {

public int numDistinct(String s, String t) {

int slen = s.length(),tlen = t.length();

if(slen<tlen)

return 0;

else if(slen == tlen)

return s.equals(t)?1:0;

else {

int[][] dp = new int[slen][tlen];

dp[0][0] = s.charAt(0)==t.charAt(0)?1:0;

for(int i = 1;i<slen;i++) {

if(s.charAt(i)==t.charAt(0))

dp[i][0] = dp[i-1][0]+1;

else

dp[i][0] = dp[i-1][0];

}

for(int j = 1;j<tlen;j++) {

for(int i = j;i<slen;i++) {

if(s.charAt(i) == t.charAt(j))

dp[i][j] = dp[i-1][j]+dp[i-1][j-1];

else

dp[i][j] = dp[i-1][j];

}

}

return dp[slen-1][tlen-1];

}

}

}

## 成绩：

16ms,beats 62.01%,众数20ms,14.82%

## Cmershen的碎碎念：

这是一个非常典型的DP问题，而我一开始考虑复杂了，因为我是基于组合数公式C(n,k)=C(n-1,k-1)+C(n-1,k)做的，还增加了对s[i]和t[j]是否存在的考虑，但其实没有必要。因为如果t[j]出现了s中没出现过的字符，自然前一项也为0了。

# Hard-题目13：72. Edit Distance

## 题目原文：

Given two words word1 and word2, find the minimum number of steps required to convert word1 to word2. (each operation is counted as 1 step.)

You have the following 3 operations permitted on a word:

a) Insert a character

b) Delete a character

c) Replace a character

## 题目大意：

要把word1变成word2，总共分几步？

————赵本山小品台词迷之乱入。。。

每一步可以增加一个字符、减少一个字符、修改一个字符。求把字符串word1变成word2的最小步数。

## 题目分析：

设dp[i][j]表示把word1的前i个字符变成word2的前j个字符的最小步数，首先初始化dp[0][j]=j(显然如此，因为把空串变成一个长度为j的字符串只能增加)，同理dp[i][0]=i.

接下来转移方程亦不难理解：考虑dp[i][j]，如果word1[i]==word2[j]，那么这一位就没变，只需要把前面的字符以最小步数变过来就可以，因此dp[i][j]=dp[i-1][j-1]；如果不等，则只有三种情况：

1. 把word1的前i-1个字符变成word2的前j-1个字符，再修改word1[i]为word2[j]；
2. 把word1的前i个字符变成word2的前j-1个字符，再加上word2[j]；
3. 把word1的前i-1的字符变成word2的前j个字符，再删除word[i]。

因此dp[i][j]=min(dp[i-1][j-1],dp[i][j-1],dp[i-1][j])+1.

## 源码：（language：java）

public class Solution {

public int minDistance(String word1, String word2) {

int len1 = word1.length(),len2 = word2.length();

int[][] dp = new int[len1+1][len2+1];

for (int i = 1; i<=len1; i++)

dp[i][0] = i;

for (int j = 1; j<=len2; j++)

dp[0][j] = j;

for (int i = 1;i<=len1;i++) {

for(int j = 1;j<=len2;j++) {

if(word1.charAt(i-1)!=word2.charAt(j-1)) {

int min = Math.min(dp[i-1][j], Math.min(dp[i-1][j-1], dp[i][j-1]));

dp[i][j] = min+1;

}

else

dp[i][j] = dp[i-1][j-1];

}

}

return dp[len1][len2];

}

}

## 成绩：

13ms,beats 63.16%，众数13ms,19.74%

## Cmershen的碎碎念：

相传这个算法在斯坦福大学的NLP公开课上讲过，我也是在上学期的《计算机语言学》课上了解到这个算法的。既然先入为主了，我并不觉得这道题有Hard难度。（比之前面几题各种高级数据结构……匪夷所思的算法……）

# Hard-题目14：25. Reverse Nodes in k-Group

## 题目原文：

Given a linked list, reverse the nodes of a linked list k at a time and return its modified list.

If the number of nodes is not a multiple of k then left-out nodes in the end should remain as it is.

You may not alter the values in the nodes, only nodes itself may be changed.

Only constant memory is allowed.

For example,

Given this linked list: 1->2->3->4->5

For k = 2, you should return: 2->1->4->3->5

For k = 3, you should return: 3->2->1->4->5

## 题目大意：

给出一个链表，要求k个一组地进行翻转，如果数组长度不是k的倍数，则最后一组不用翻转。**要求使用常数的空间复杂度。**

## 题目分析：

使用双指针，分别指向头结点（记为p1）和头结点后第k个节点（记为p2，如果长度不足k，则直接返回头结点），翻转p1-p2的部分（又是一个双指针），然后递归翻转p2以后的部分。

## 源码：（language：cpp）

class Solution {

public:

ListNode \*reverseKGroup(ListNode \*head, int k) {

if (!head || !(head->next) || k < 2)

return head;

// count k nodes

ListNode \*nextgp = head;

for (int i = 0; i < k; i++)

if (nextgp)

nextgp = nextgp->next;

else

return head;

// reverse

ListNode \*prev = NULL, \*cur = head, \*next = NULL;

while (cur != nextgp) {

next = cur->next;

if (prev)

cur->next = prev;

else

cur->next = reverseKGroup(nextgp, k);

prev = cur;

cur = next;

}

return prev;

}

};

## 成绩：

24ms,beats 41.82%，众数24ms,58.05%

## Cmershen的碎碎念：

本题非常考验链表指针的细节操作，稍有不慎链表后面的信息就丢失了。

# Hard-题目15：239. Sliding Window Maximum

## 题目原文：

Given an array nums, there is a sliding window of size k which is moving from the very left of the array to the very right. You can only see the k numbers in the window. Each time the sliding window moves right by one position.

For example,

Given nums = [1,3,-1,-3,5,3,6,7], and k = 3.

Window position Max

--------------- -----

[1 3 -1] -3 5 3 6 7 3

1 [3 -1 -3] 5 3 6 7 3

1 3 [-1 -3 5] 3 6 7 5

1 3 -1 [-3 5 3] 6 7 5

1 3 -1 -3 [5 3 6] 7 6

1 3 -1 -3 5 [3 6 7] 7

Therefore, return the max sliding window as [3,3,5,5,6,7].

## 题目大意：

给出一个数组和一个k长度的滑动窗口，把滑动窗口从数组开头滑到结尾，求每个滑动窗口内子数组的最大值，组成一个新数组并返回。

## 题目分析：

朴素解法是暴力枚举每个滑动窗口的最大值，时间复杂度是O(nk),虽然也能ac，但一个hard难度的题不可能只要求到这步。

根据hint，考虑用双端队列，维持队列长度小于等于k，且队头永远为滑动窗口最大值，队列后面跟的是可能成为最大值的候选解。每次加入一个元素，先看队头元素的下标是否已经在滑动窗口之外，如果在则出队，接下来判断这个元素是否大于队尾的值，如果大于则从队尾一直弹出（因为有了这个更大的数，前面的数在往右滑的过程中不可能是解），每次记录下队头的值，即为当前滑动窗口的最大值。

那么还有一个问题，如何知道队头是否滑到了窗口外面呢？答案是，我们的deque只要存的是下标就可以了。因为队列的操作全都是常数时间的，这样的时间复杂度就降到了O(n).

## 源码：（language：java）

public class Solution {

public int[] maxSlidingWindow(int[] nums, int k) {

if(nums.length==0)

return new int[0];

int[] window = new int[nums.length-k+1];

int j=0;

Deque<Integer> deque = new LinkedList<>();

for(int i = 0;i<nums.length;i++) {

while (!deque.isEmpty() && nums[deque.getLast()] < nums[i]) {

deque.removeLast();

}

deque.addLast(i);

if(deque.getFirst() == i-k)

deque.removeFirst();

if(i>=k-1)

window[j++] = nums[deque.getFirst()];

}

return window;

}

}

## 成绩：

29ms,beats 62.07%,众数31ms,9.54%

## Cmershen的碎碎念：

这道题在Leetcode里面算是难题了，且对面试来说算是比较困难的一题，Leetcode的国内山寨版Lintcode的难度评分中将其评为Very Hard难度（lintcode里面very hard难度只有两题，另一题是涉及到线段树的skyline problem），足见此题对普通面试者的难度。

此外discuss中还有一个仅4ms的解法，有机会研读一下。

# Hard-题目16：164. Maximum Gap

## 题目原文：

Given an unsorted array, find the maximum difference between the successive elements in its sorted form.

Try to solve it in linear time/space.

Return 0 if the array contains less than 2 elements.

You may assume all elements in the array are non-negative integers and fit in the 32-bit signed integer range.

## 题目大意：

给出一个无序的数组，求出排序后相邻两个元素差的最大值。如果数组长度小于2，则返回0.

## 题目分析：

懒得做了，直接按题面要求做。

## 源码：（language：java）

public class Solution {

public int maximumGap(int[] nums) {

if(nums.length<2)

return 0;

Arrays.sort(nums);

int maxgap = Integer.MIN\_VALUE;

for(int i = 1;i<nums.length;i++) {

if(nums[i]-nums[i-1]>maxgap)

maxgap=nums[i]-nums[i-1];

}

return maxgap;

}

}

## 成绩：

4ms,beats 92.15%,众数6ms,27.29%

## Cmershen的碎碎念：

不知道leetcode后台的test case怎么设计的，有很多题用朴素解法比绞尽脑汁想出的低复杂度算法还要快。

# Hard-题目17：87. Scramble String

## 题目原文：

Given a string s1, we may represent it as a binary tree by partitioning it to two non-empty substrings recursively.

Below is one possible representation of s1 = "great":

great

/ \

gr eat

/ \ / \

g r e at

/ \

a t

To scramble the string, we may choose any non-leaf node and swap its two children.

For example, if we choose the node "gr" and swap its two children, it produces a scrambled string "rgeat".

rgeat

/ \

rg eat

/ \ / \

r g e at

/ \

a t

We say that "rgeat" is a scrambled string of "great".

Similarly, if we continue to swap the children of nodes "eat" and "at", it produces a scrambled string "rgtae".

rgtae

/ \

rg tae

/ \ / \

r g ta e

/ \

t a

We say that "rgtae" is a scrambled string of "great".

## 题目大意：

给出Scramble string的定义是，把s1从其中某处拆开，两边组成一棵二叉树的左子树和右子树，再递归进行下去，直到只有一个字符，这样组成了一棵二叉树，其中叶子节点的“轮廓”依次是字符串中的每个字符。如果存在一种二叉树，把其中的一个节点的左右孩子调换，得到的“轮廓”是s2，则称s1和s2是scramble。

给出两个字符串s1和s2，判断s1和s2是不是一对scramble string.

## 题目分析：

粗看起来很难，其实可以s1和s2是scramble string只有以下几种情况：

1. s1==s2.
2. 存在i，使得s1的前i个字符和s2的前i个字符是scramble，后半部分也是scramble。（相当于左子树和右子树不用调换）
3. 存在i，使得s1的前i个字符和s2的后i个字符是scramble，s1的后半部分和s2的前半部分是scramble。（相当于从第i个点处把s1拆开，再交换左右子树。）

接下来就是递归处理了。需要做一个剪枝处理，就是当s1和s2中的字符不能一一对应时，则一定不是scramble的。

## 源码：（language：java）

public class Solution {

public boolean isScramble(String s1, String s2) {

int len1 = s1.length(),len2 = s2.length();

if(len1 != len2)

return false;

else if(len1==1)

return s1.charAt(0)==s2.charAt(0);

else if(s1.equals(s2))

return true;

else {

char[] ca1 = s1.toCharArray(),ca2 = s2.toCharArray();

Arrays.sort(ca1);

Arrays.sort(ca2);

for(int i = 0;i<len1;i++)

if(ca1[i]!=ca2[i])

return false;

boolean result = false;

for(int i = 1;i<len1;i++) {

String s11 = s1.substring(0, i);

String s12 = s1.substring(i);

String s21 = s2.substring(0, i);

String s22 = s2.substring(i);

String s23 = s2.substring(0,len2-i);

String s24 = s2.substring(len2-i);

if(isScramble(s11,s21)&&isScramble(s12,s22) || (isScramble(s11,s24)&&isScramble(s12,s23))) {

result = true;

break;

}

}

return result;

}

}

}

## 成绩：

7ms,beats 54.91%，众数4ms,21.84%

## Cmershen的碎碎念：

这道题还可以用dp来消除递归，我一开始尝试的是记忆化搜索，但没想到Java中有什么合适的数据结构来记录搜索过的字符串。还有这个字符串的切分很适合用python写（比如用[i:],[:i]等很简洁的表示法），但我python写的太少了……语法不太熟练……

# Hard-题目18：51. N-Queens

## 题目原文：

The n-queens puzzle is the problem of placing n queens on an n×n chessboard such that no two queens attack each other.
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Given an integer n, return all distinct solutions to the n-queens puzzle.

Each solution contains a distinct board configuration of the n-queens' placement, where 'Q' and '.' both indicate a queen and an empty space respectively.

## 题目大意：

给出n，输出N皇后问题的所有解。（别告诉我没做过八皇后，计算机专业的都懂得……）

## 题目分析：

使用回溯，每放一个皇后判断一下这个位置是否可以被之前的皇后吃掉，如果可以就继续放下去，然后搜索下一行，直到最后一行放上了皇后。

## 源码：（language：java）

public class Solution {

public List<List<String>> solveNQueens(int n) {

List<List<String>> list = new ArrayList<List<String>>();

backtrack(n,0,list,new boolean[n][n]);

return list;

}

private void backtrack(int n,int queens,List<List<String>> list,boolean[][] chessboard) {

if(n==queens) {

list.add(convert(chessboard,n));

}

else {

for(int j = 0;j<n;j++) { // press a queen at chessboard[queens][j]

boolean canPress = true;

for(int s = 0;s<queens;s++) {

if(!canPress)

break;

for(int t = 0;t<n;t++) {

if(chessboard[s][t]) {

if(t==j || Math.abs(s-queens)==Math.abs(t-j)) {

canPress = false;

break;

}

}

}

}

if(canPress) {

chessboard[queens][j] = true;

backtrack(n, queens+1, list, chessboard);

chessboard[queens][j] = false;

}

}

}

}

private List<String> convert(boolean[][] chessboard,int n) {

List<String> list = new ArrayList<String>();

for(int i = 0;i<n;i++) {

String line = "";

for(int j = 0;j<n;j++) {

if(chessboard[i][j])

line+="Q";

else

line+=".";

}

list.add(line);

}

return list;

}

}

## 成绩：

31ms,beats 2.57%,众数6ms，19.35%

## Cmershen的碎碎念：

本题成绩较差，一是没有进行任何剪枝，二是构造了辅助数组chessBoard存储棋盘，每找到一个解就遍历棋盘转换成题目要求的格式。这两点都是开销很大的。

另外在此感叹一下，八皇后是一道非常经典的回溯问题，可以说是当年学习C语言时的第一道坎。四年前当我们的计导课第一次讲到八皇后的问题时，那是一道很多人为之倾倒、乃至为之刷夜的难题，但如今却可以写出优雅的回溯。说明我们编程能力真的已经得到很大的提升了。

# Hard-题目19：99. Recover Binary Search Tree

## 题目原文：

Two elements of a binary search tree (BST) are swapped by mistake.

Recover the tree without changing its structure.

Note:

A solution using O(n) space is pretty straight forward. Could you devise a constant space solution?

## 题目大意：

二叉排序树上的两个节点互换位置了。你能用O(1)的空间复杂度把这两个节点恢复过来吗？

## 题目分析：

抓住二叉排序树的重要性质——中序遍历递增来解决此题。中序遍历这棵树，如果发现了gap（当前节点比前驱节点值小）则记录下来，要分两种情况，如果gap为1个，就是相邻的两个节点互换了，如果为两个，就是第一个gap的左节点和第二个gap的右节点互换了，分别记录一下互换的节点就好了，每次用一个类成员变量记录上次访问的节点，故空间复杂度为O(1).

## 源码：（language：java）

public class Solution {

//private LinkedList<TreeNode> trace = new LinkedList<TreeNode>();

private int gap = 0;

private TreeNode lastvisit,node1,node2;

public void recoverTree(TreeNode root) {

if(root!=null) {

inOrderVisit(root);

}

int temp = node1.val;

node1.val = node2.val;

node2.val = temp;

}

private void inOrderVisit(TreeNode root) {

if(root!=null) {

inOrderVisit(root.left);

if(lastvisit!=null && root.val<lastvisit.val) {

if(gap == 0)

node1 = lastvisit;

node2 = root;

gap++;

}

lastvisit = root;

inOrderVisit(root.right);

}

}

}

## 成绩：

4ms,beats 42.88%,众数4ms,54.80%

## Cmershen的碎碎念：

本学妹不是很清楚，二叉树递归算O(logn)空间复杂度吗？

# Hard-题目20：138. Copy List with Random Pointer

## 题目原文：

A linked list is given such that each node contains an additional random pointer which could point to any node in the list or null.

Return a deep copy of the list.

## 题目大意：

深度拷贝一个链表，这个链表是普通单链表的基础上增加了一个random指针，可能指向链表的任何一个节点，故称为随机链表。

## 题目分析：

要遍历两遍原链表，第一遍不带random节点复制原链表，并用一个哈希表建立原链表和新链表的映射关系，其中原链表的第i个节点是key，新链表的第i个节点是value（想想为什么不能反过来？）。扫第二遍的时候复制random节点，原链表和新链表同时从头开始扫，令新链表当前节点的random值等于原链表random在哈希表中的映射。总复杂度O(n).

## 源码：（language：cpp）

class Solution {

public:

RandomListNode \*copyRandomList(RandomListNode \*head) {

map<RandomListNode \*,RandomListNode \*> m;

m[NULL]=NULL;

RandomListNode \*t=new RandomListNode(0);

RandomListNode \*p1=head,\*p2=t;

while(p1)

{

p2->next=new RandomListNode(p1->label);

m[p1]=p2->next;

p1=p1->next;

p2=p2->next;

}

p1=head;

p2=t->next;

while(p1)

{

p2->random=m[p1->random];

p1=p1->next;

p2=p2->next;

}

p2=t->next;

return p2;

}

};

## 成绩：

128ms,beats 19.31%,众数108ms,19.45%

## Cmershen的碎碎念：

一开始我的思路是用一个哈希表把链表的每个节点映射到[1,length]中，然后也是第一遍复制不带random的，第二遍并行扫两个链表，得到原来的random指向的“下标”，再在新链表里面从头开始找，但这样的时间复杂度就为O(n2)了，不可取。

# Hard-题目21：123. Best Time to Buy and Sell Stock III

## 题目原文：

Say you have an array for which the ith element is the price of a given stock on day i.

Design an algorithm to find the maximum profit. You may complete at most two transactions.

## 题目大意：

给出一个数组，代表一个股票每一天的股价。现在你最多可以买卖两次，求出最大利益。

## 题目分析：

使用两个dp数组，dp1从正向扫描，其中dp1[i]表示0~i天买卖**一次的最大收益，**dp2从反向扫描，dp2[i]表示第i~n-1天买卖**一次的最大收益**。然后再并行扫一遍dp1和dp2，计算dp1[i]+dp2[i+1]的最大值。

dp1因为是正向扫的，所以维护当前子序列的最小值min，可以由dp[i-1]推出dp[i]:

dp[i]=max(dp[i-1],prices[i]-min)，即如果在第i天卖了可以获得更大的收益，则在第i天卖掉，否则与在第i-1天之前卖是一样的。

同理，维护最大值max可以由dp2[i+1]推出dp2[i]:

dp2[i]=max(dp2[i+1],max-prices[i])，道理同上。

最后有的同学还会提出这样的问题：如果只买卖一次是最优的呢？

没关系，dp1[n-1]就是一次买卖的最大收益。

## 源码：（language：java）

public class Solution {

public int maxProfit(int[] prices) {

if(prices.length<2)

return 0;

int[] dp1 = new int[prices.length];

int[] dp2 = new int[prices.length];

int min = prices[0];

for (int i = 1; i < prices.length; i++) {

if (prices[i] < min)

min = prices[i];

dp1[i] = Math.max(dp1[i - 1], prices[i] - min);

}

int max = prices[prices.length - 1];

for (int i = prices.length - 2; i >= 0; i--) {

if (prices[i] > max)

max = prices[i];

dp2[i] = Math.max(dp2[i + 1], max - prices[i]);

}

int profit = Math.max(dp1[prices.length-1], dp2[0]);

for (int i = 0; i < prices.length-1; i++) {

if (dp1[i] + dp2[i+1] > profit)

profit = dp1[i] + dp2[i+1];

}

return profit;

}

}

## 成绩：

3ms,beats 42.07%,众数2ms,38.19%

## Cmershen的碎碎念：

一开始我想到的是套用股票第1题的函数求dp1和dp2，这样需要n2的复杂度，提交上去超时了。然后发现dp1可以用左边项来推，dp2也可以用右边项来推。这样就降到O(n)时间复杂度了。

# Hard-题目22：56. Merge Intervals

## 题目原文：

Given a collection of intervals, merge all overlapping intervals.

For example,

Given [1,3],[2,6],[8,10],[15,18],

return [1,6],[8,10],[15,18].

## 题目大意：

给出区间集合，求出并集。

## 题目分析：

空间换时间，先开一个数组代表数轴（经反复测试开到4000就够了），然后记录下原集合中有的数，再扫一遍这个数组，记录下新的区间即可。需要注意的是有单点的情况，如果是传统oj直接给出wa还真的不知道怎么办。。。。

## 源码：（language：java）

public class Solution {

public List<Interval> merge(List<Interval> intervals) {

boolean[] x = new boolean[4000];

boolean[] dots = new boolean[4000];

int max = Integer.MIN\_VALUE,min = Integer.MAX\_VALUE;

List<Interval> list = new ArrayList<Interval>();

for(Interval interval : intervals) {

for(int i=interval.start;i<interval.end;i++) {

x[i]=true;

if(i<min)

min=i;

if(i>max)

max=i;

}

}

int i = min;

while(i<=max) {

if(!x[i]) {

i++;

continue;

}

int start=i,end=start;

while(x[end])

end++;

list.add(new Interval(start,end));

i=end;

}

for(Interval interval : intervals) {

int start = interval.start,end = interval.end;

if(start==end && !dots[interval.start]) {

dots[start] = true;

if(start==0 && !x[0])

list.add(new Interval(start, end));

else if(!x[start] && !x[start-1])

list.add(new Interval(start, end));

}

}

return list;

}

}

## 成绩：

5ms,beats 98.15%,众数15ms,18.26%

## cmershen的碎碎念：、

其实，本题正常的做法应该是对区间排序，自定义一个Comparator，我采用了取巧的办法，当然也是因为test case 的数据太弱了，如果数据范围不是4000而是4亿，则此方法行不通。

# Hard-题目23：45. Jump Game II

## 题目原文：

Given an array of non-negative integers, you are initially positioned at the first index of the array.

Each element in the array represents your maximum jump length at that position.

Your goal is to reach the last index in the minimum number of jumps.

For example:

Given array A = [2,3,1,1,4]

The minimum number of jumps to reach the last index is 2. (Jump 1 step from index 0 to 1, then 3 steps to the last index.)

## 题目大意：

给出一个正整数数组，你最开始站在数组的开头，每个元素代表你一次跳的最远距离，问你至少需要多少次才能跳到终点？

## 题目分析：

使用一个变量nextMax记录当前count次跳跃能到达的最远点，并使用count记录已经跳跃的次数。

从头开始遍历数组，设遍历到第i个元素，则当i+num[i]>nextMax时，说明count 次跳跃已经不够用了，则更新nextMax和count。

## 源码：（language：c）

int jump(int\* nums, int numsSize) {

int count = 0, max = 0,nextMax = 0;

for (int i = 0 ; i <= max && i < numsSize - 1; i++) {

nextMax = nextMax> i + nums[i]?nextMax:i+nums[i];

if (i == max) {

max = nextMax;

count++;

}

}

return count;

}

## 成绩：

7ms,beats 70.37%,8ms,59.26%

# Hard-题目24：37. Sudoku Solver

## 题目原文：

Write a program to solve a Sudoku puzzle by filling the empty cells.

Empty cells are indicated by the character '.'.

You may assume that there will be only one unique solution.

## 题目大意：

写一个程序求标准数独。

## 题目分析：

注意是有返回值的dfs（如果有解或者解完了，则向下搜），没什么多说的。注意语言特性，要写C++而不是Java，因为Java是传值调用，那个棋盘传进下一层就不能带出来了。

## 源码：（language：cpp）

class Solution {

public:

void solveSudoku(vector<vector<char>>& board) {

backtrack(board, 0, 0);

}

bool backtrack(vector<vector<char>>& board, int row, int col){

if(row == 9)

return true;

if(col == 9)

return backtrack(board, row+1, 0);

if(board[row][col] != '.')

return backtrack(board, row, col+1);

for(char i='1'; i<='9'; i++){

if(isValid(board, row, col, i)){

board[row][col] = i;

if(backtrack(board, row, col+1))

return true;

board[row][col] = '.';

}

}

return false;

}

bool isValid(vector<vector<char>>& board, int row, int col, char k){

for(int i=0; i<9; i++){

if(board[i][col] == k)

return false;

if(board[row][i] == k)

return false;

}

for(int i=(row/3)\*3; i<(row/3)\*3+3; i++){

for(int j=(col/3)\*3; j<(col/3)\*3+3; j++){

if(board[i][j] == k)

return false;

}

}

return true;

}

};

## 成绩：

40ms,beats 66.04%,4ms,9.81%

# Hard-题目25：282. Expression Add Operators

## 题目原文：

Given a string that contains only digits 0-9 and a target value, return all possibilities to add binary operators (not unary) +, -, or \* between the digits so they evaluate to the target value.

Examples:

"123", 6 -> ["1+2+3", "1\*2\*3"]

"232", 8 -> ["2\*3+2", "2+3\*2"]

"105", 5 -> ["1\*0+5","10-5"]

"00", 0 -> ["0+0", "0-0", "0\*0"]

"3456237490", 9191 -> []

## 题目大意：

给出一个数字字符串和一个整数，求出在数字之间添加加、减、乘三种符号得到的表达式字符串的运算结果等于目标整数的所有解。

## 题目分析：

既然是求所有解，那就考虑dfs。首先开一个数组path，长度为数字串的2倍-1（因为最多添加n-1个运算符），dfs的参数用dfs(List<String> ret, char[] path, int len, long left, long cur, char[] digits, int pos, int target)表示，其中ret记录答案，path记录当前搜索路径，len表示path目前位置，left为之前计算结果，cur为当前计算结果，digits为输入的字符串对应的char[]数组，pos为digits目前位置，target为目标值。

若left+cur等于目标值且pos为digits末尾，则说明找到解，记录下答案。否则搜索，每找到一个数则分别尝试+，-，\*并向下搜索。有一个要注意的地方，就是乘法的顺序问题，所以搜索+、-时，都是把数更新在left上，乘法是更新在cur上。

## 源码：（language：java）

public class Solution {

private void dfs(List<String> ret, char[] path, int len, long left, long cur, char[] digits, int pos, int target) {

if (pos == digits.length) {

if (left + cur == target) ret.add(new String(path, 0, len));

return;

}

long n = 0;

int j = len + 1;

for (int i = pos; i < digits.length; i++) {

n = n \* 10 + digits[i] - '0';

path[j++] = digits[i];

path[len] = '+';

dfs(ret, path, j, left + cur, n, digits, i + 1, target);

path[len] = '-';

dfs(ret, path, j, left + cur, -n, digits, i + 1, target);

path[len] = '\*';

dfs(ret, path, j, left, cur \* n, digits, i + 1, target);

if (digits[pos] == '0') break;

}

}

public List<String> addOperators(String num, int target) {

List<String> ret = new LinkedList<>();

if (num.length() == 0) return ret;

char[] path = new char[num.length() \* 2 - 1];

char[] digits = num.toCharArray();

long n = 0;

for (int i = 0; i < digits.length; i++) {

n = n \* 10 + digits[i] - '0';

path[i] = digits[i];

dfs(ret, path, i + 1, 0, n, digits, i + 1, target);

if (n == 0) break;

}

return ret;

}

}

## 成绩：

18ms,beats 98.68%,241ms,2.21%

## cmershen的碎碎念：

有一个不太理解的地方，在搜减法的时候，dfs(ret, path, j, left + cur, -n, digits, i + 1, target);这一行改为dfs(ret, path, j, left - cur, n, digits, i + 1, target);为什么会wa？

# Hard-题目26：233. Number of Digit One

## 题目原文：

Given an integer n, count the total number of digit 1 appearing in all non-negative integers less than or equal to n.

For example:

Given n = 13,

Return 6, because digit 1 occurred in the following numbers: 1, 10, 11, 12, 13.

## 题目大意：

问[1,n]的整数里面有多少个数字1？

## 题目分析：

纯数学题，由@1401-高洪帆给出公式f(n)的数学形式,具体是什么我推不出来了，翻译成计算机代码将就看吧。

## 源码：（language：java）

public class Solution {

public int countDigitOne(int n) {

int[] powers = new int[]{0,10,100,1000,10000,100000,1000000,10000000,100000000,1000000000,2147483647};

int k=0;

if(n==2147483647)

k=10;

else {

while(powers[k]<=n)

k++;

}

if(n<=0)

return 0;

else if(n>=1 && n<10)

return 1;

else {

k--;

return countDigitOne(powers[k]-1)\*(n/powers[k])+countDigitOne(n%powers[k])+(n>=2\*powers[k]?powers[k]:n-powers[k]+1);

}

}

}

## 成绩：

0ms,7.97%,0ms,92.03%

## cmershen的碎碎念：

听说acm中有很多题可以直接推出数学公式，但求职的机试中好像还是更侧重计算机算法吧。

# Hard-题目27：84. Largest Rectangle in Histogram

## 题目原文：

Given n non-negative integers representing the histogram's bar height where the width of each bar is 1, find the area of largest rectangle in the histogram.

![http://www.leetcode.com/wp-content/uploads/2012/04/histogram.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAALwAAADMCAMAAAD+tTlYAAAAGXRFWHRTb2Z0d2FyZQBBZG9iZSBJbWFnZVJlYWR5ccllPAAAAD9QTFRFZrb//7ZmkDoA///b2///ADqQOpDbAGa2OgAA/9uQ25A6//+2ZgAAtmYAAAA6tv//AABmkNv/kJBmAAAA////GMlBmQAAAfxJREFUeNrs3W1PgzAUhuEONt6ZYvf/f6srxsRAmWvXIk+8m/jJD+fy5NBuDXk0N+FlwIMHn2mVhbXXSRPfNpezaufLotYdm9P1w9rUvd8L393nvR9q0c7b6v4XvL9J4tvGuNmZRB/Yy9n9aG6VbptPPDWcsODBgwcP/pVlH66j46N/CR48ePDgwSfDn+Yz06jijXLnjfjY1KJ4d6vUD5XwbjMub5XAZ8fPE7O+BuaB5YQFDx48ePCxvugbvSPgpTsPHjx48ODBgwcPHjx48ODBgwcPHjx48ODBgwcPHjx48ODBgwcPPhN+tNZWoniXN9A2le7YbIRtaOCFOz96XlKW6rzw2GykhBwe3w/mK2xDc6t0bzj6Q0I4YcGDBw9eF2/t7++2Hxf/RFXw4MGDB/+v8J0nNWIP/LpuOH68ThvpC3nxnrrB+LKowqNgE+B9deNmfp28sM/ML+rG4cfAOM9U+EXdGHxZhMZ5psGv6kbgI3Kbk+DXdcPxnQ1PDk6B7wLjHnz4tpm/pOz+wPrq8vEAPHjw4MF/4zPlRrxwoxeCP1pzwYMHDx48ePDg8+P7IWH08L549/9xZPE3X/wwePDgwefZKpcvOXLCggcPHrw+/i9uYek8ePDgwYMHDx48ePDgwYMHDx48ePDgwYN/Dq+2fuIlF3jwEetTgAEAJ5umQ4edUd0AAAAASUVORK5CYII=)

Above is a histogram where width of each bar is 1, given height = [2,1,5,6,2,3].

![http://www.leetcode.com/wp-content/uploads/2012/04/histogram_area.png](data:image/png;base64,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)

The largest rectangle is shown in the shaded area, which has area = 10 unit.

For example,

Given heights = [2,1,5,6,2,3],

return 10.

## 题目大意：

给出一个直方图，求图中最大矩形面积。

## 题目分析：

首先是朴素解法，遍历所有左端点为i，右端点为j的矩形的面积。复杂度O(n^2)，毫无疑问tle。

参考网上大神的解法，我理解如下：

维护一个递增的栈，遍历数组时，如果当前高度height[i]>stack.top则入栈，反之弹出栈直至栈顶元素<height[i],然后计算出最后弹出那个边“左右延伸”所得的矩形的面积，并更新最大值，然后height[i]入栈。

注意栈中存的是下标，这样便于计算宽度=下标差。

## 源码：（language：cpp）

class Solution {

public:

int largestRectangleArea(vector<int> &height) {

if(height.size() == 0) return 0;

stack<int> st;

int MAX = 0;

height.push\_back(0);

int leftarea = 0, rightarea = 0;

for(int i = 0; i < height.size(); ++i){

while(!st.empty() && height[st.top()] > height[i]){

int tmp = st.top();

st.pop();

leftarea = (st.empty() ? tmp + 1 : tmp - st.top()) \* height[tmp]; //以tmp为高度，tmp所在柱以及向左延伸出来的矩形面积

rightarea = (i - tmp - 1) \* height[tmp]; //以tmp为高度，向右边延伸出来的矩形面积

if((leftarea + rightarea) > MAX) MAX = (leftarea + rightarea);

}

st.push(i);

}

return MAX;

}

};

## 成绩：

24ms,18.83%,24ms,58.54%

## cmershen的碎碎念：

以后的问题大多超越我的能力范围，解题步骤均摘抄自他人博客。

# Hard-题目28：57. Insert Interval

## 题目原文：

Given a set of non-overlapping intervals, insert a new interval into the intervals (merge if necessary).

You may assume that the intervals were initially sorted according to their start times.

Example 1:

Given intervals [1,3],[6,9], insert and merge [2,5] in as [1,5],[6,9].

Example 2:

Given [1,2],[3,5],[6,7],[8,10],[12,16], insert and merge [4,9] in as [1,2],[3,10],[12,16].

This is because the new interval [4,9] overlaps with [3,5],[6,7],[8,10].

## 题目大意：

给出一个区间集合，插入一个区间并化简。

## 题目分析：

跟前面的[Hard-题目22：56. Merge Intervals](#_Hard-题目22：56._Merge_Intervals)是一回事，但是数据强了一些，要把数组开到40000.

## 源码：（language：java）

/\*\*

\* Definition for an interval.

\* public class Interval {

\* int start;

\* int end;

\* Interval() { start = 0; end = 0; }

\* Interval(int s, int e) { start = s; end = e; }

\* }

\*/

public class Solution {

private class IntervalComparator implements Comparator<Interval> {

@Override

public int compare(Interval o1, Interval o2) {

// TODO Auto-generated method stub

if(o1.start<o2.start)

return -1;

else if(o1.start>o2.start)

return 1;

else {

if(o1.end<o2.end)

return -1;

else if(o1.end>o2.end)

return 1;

else {

return 0;

}

}

}

}

public List<Interval> insert(List<Interval> intervals, Interval newInterval) {

intervals.add(newInterval);

List<Interval> temp = merge(intervals);

Collections.sort(temp, new IntervalComparator());

return temp;

}

public List<Interval> merge(List<Interval> intervals) {

boolean[] x = new boolean[40000];

boolean[] dots = new boolean[40000];

int max = Integer.MIN\_VALUE,min = Integer.MAX\_VALUE;

List<Interval> list = new ArrayList<Interval>();

for(Interval interval : intervals) {

for(int i=interval.start;i<interval.end;i++) {

x[i]=true;

if(i<min)

min=i;

if(i>max)

max=i;

}

}

int i = min;

while(i<=max) {

if(!x[i]) {

i++;

continue;

}

int start=i,end=start;

while(x[end])

end++;

list.add(new Interval(start,end));

i=end;

}

for(Interval interval : intervals) {

int start = interval.start,end = interval.end;

if(start==end && !dots[interval.start]) {

dots[start] = true;

if(start==0 && !x[0])

list.add(new Interval(start, end));

else if(!x[start] && !x[start-1])

list.add(new Interval(start, end));

}

}

return list;

}

}

## 成绩：

9ms,24.58%,5ms,26.17%

# Hard-题目29：41. First Missing Positive

## 题目原文：

Given an unsorted integer array, find the first missing positive integer.

For example,

Given [1,2,0] return 3,

and [3,4,-1,1] return 2.

## 题目大意：

给出一个未排序的整形数组，寻找第一个缺失的整数。

## 题目分析：

（这真是原创的）用hashset就好了，判断集合中是否有n却没有n+1.

## 源码：（language：java）

public class Solution {

public int firstMissingPositive(int[] nums) {

HashSet<Integer> set = new HashSet<Integer>();

int max=0;

for(int num:nums) {

set.add(num);

if(num>max)

max=num;

}

if(!set.contains(1))

return 1;

for(int i=1;i<max;i++) {

if(set.contains(i)&&!set.contains(i+1))

return i+1;

}

return max+1;

}

}

## 成绩：

3ms,3.77%，1ms,82.72%

## cmershen的碎碎念：

题目要求O(n)复杂度和O(1)空间复杂度，但这个算法用到了hashset，看网上的题解似乎是一种基于桶排序的算法，我也不理解。

# Hard-题目30：85. Maximal Rectangle

## 题目原文：

Given a 2D binary matrix filled with 0's and 1's, find the largest rectangle containing all ones and return its area.

## 题目大意：

给出一个0-1矩阵，求出最大的全1矩阵。

## 题目分析：

（这也是原创的）朴素解法就是dfs，复杂度貌似为O(4^n)就不谈了。

然后考虑DP，注意本题在Leetcode的题号是85题，好眼熟啊。刚才做到[Hard-题目27：84. Largest Rectangle in Histogram](#_Hard-题目27：84._Largest_Rectangle)是求直方图的最大面积。好像找到了什么关联对不对？没错，我们可以把这个0-1矩阵的第i行以上的子矩阵看做一个直方图，那么求每个子矩阵的直方图的面积最大值的最大值（好绕，看懂了么）就是题目的要求啦。

那么就好办了，直接调用Hard第27题的代码就行了。

## 源码：（language：java）

public class Solution {

public int maximalRectangle(char[][] matrix) {

if(matrix == null || matrix.length == 0 || matrix[0].length == 0) return 0;

int[] height = new int[matrix[0].length];

for(int i = 0; i < matrix[0].length; i ++){

if(matrix[0][i] == '1') height[i] = 1;

}

int result = largestInLine(height);

for(int i = 1; i < matrix.length; i ++){

resetHeight(matrix, height, i);

result = Math.max(result, largestInLine(height));

}

return result;

}

private void resetHeight(char[][] matrix, int[] height, int idx){

for(int i = 0; i < matrix[0].length; i ++){

if(matrix[idx][i] == '1') height[i] += 1;

else height[i] = 0;

}

}

public int largestInLine(int[] height) {

if(height == null || height.length == 0) return 0;

int len = height.length;

Stack<Integer> s = new Stack<Integer>();

int maxArea = 0;

for(int i = 0; i <= len; i++){

int h = (i == len ? 0 : height[i]);

if(s.isEmpty() || h >= height[s.peek()]){

s.push(i);

}else{

int tp = s.pop();

maxArea = Math.max(maxArea, height[tp] \* (s.isEmpty() ? i : i - 1 - s.peek()));

i--;

}

}

return maxArea;

}

}

## 成绩：

27ms,64.32%,32ms,8.41%

# Hard-题目31：23. Merge k Sorted Lists

## 题目原文：

Merge k sorted linked lists and return it as one sorted list. Analyze and describe its complexity.

## 题目大意：

把K个有序链表合并。

## 题目分析：

用一个重写比较器的优先队列，保证每次出队的都是最小的节点。

## 源码：（language：java）

/\*\*

\* Definition for singly-linked list.

\* public class ListNode {

\* int val;

\* ListNode next;

\* ListNode(int x) { val = x; }

\* }

\*/

public class Solution {

public ListNode mergeKLists(ListNode[] lists) {

if (lists==null||lists.length==0) return null;

PriorityQueue<ListNode> queue= new PriorityQueue<ListNode>(lists.length,new Comparator<ListNode>(){

@Override

public int compare(ListNode o1,ListNode o2){

if (o1.val<o2.val)

return -1;

else if (o1.val==o2.val)

return 0;

else

return 1;

}

});

ListNode dummy = new ListNode(0);

ListNode tail=dummy;

for (ListNode node:lists)

if (node!=null)

queue.add(node);

while (!queue.isEmpty()){

tail.next=queue.poll();

tail=tail.next;

if (tail.next!=null)

queue.add(tail.next);

}

return dummy.next;

}

}

## 成绩：

15ms,6.55%，4ms,17.34%

## cmershen的碎碎念：

其实较好的办法是归并排序，但我不会写。。。

大概看了一下jdk源码，PriorityQueue的底层好像是Heap……

# Hard-题目32：124. Binary Tree Maximum Path Sum

## 题目原文：

Given a binary tree, find the maximum path sum.

For this problem, a path is defined as any sequence of nodes from some starting node to any node in the tree along the parent-child connections. The path does not need to go through the root.

For example:

Given the below binary tree,

1

/ \

2 3

Return 6.

## 题目大意：

给出一棵二叉树，求出和最大的一条路径。

## 题目分析：

递归求出每棵子树的最大和，然后分为三种情况：最大和路径在左子树，最大和路径在右子树，最大和路径在根节点，据此更新所有递归过程的最大值即可。

## 源码：（language：java）

public class Solution {

public int max = Integer.MIN\_VALUE;

public int maxPathSum(TreeNode root) {

rec(root);

return max;

}

public int rec(TreeNode root){

if(root == null){

return 0;

}

int leftSubtreeMaxSum = rec(root.left); // 左子树的最大和

int rightSubtreeMaxSum = rec(root.right); // 右子树的最大和

int arch = leftSubtreeMaxSum + root.val + rightSubtreeMaxSum;

int maxPathAcrossRootToParent = Math.max(root.val, Math.max(leftSubtreeMaxSum, rightSubtreeMaxSum)+root.val);

max = Math.max(max, Math.max(arch, maxPathAcrossRootToParent));

return maxPathAcrossRootToParent;

}

}

## 成绩：

2ms,23.37%,2ms,76.33%

## cmershen的碎碎念：

算法实现起来很简单，但有点不易想到。本题还是二叉树递归性质的一种灵活应用，且感觉很贴近面试题。

# Hard-题目33：97. Interleaving String

## 题目原文：

Given s1, s2, s3, find whether s3 is formed by the interleaving of s1 and s2.

For example,

Given:

s1 = "aabcc",

s2 = "dbbca",

When s3 = "aadbbcbcac", return true.

When s3 = "aadbbbaccc", return false.

## 题目大意：

给出三个字符串s1,s2,s3，判断s3是不是s1和s2交错组合而成。

## 题目分析：

很明显这个问题可以缩减为下面的子问题：s1的前i个字符与s2的前j个字符能否交错构成s3的前i+j个字符。那么就用DP来做。

设dp(i,j)表示s1的前i个字符与s2的前j个字符能否交错构成s3的前i+j个字符。那么转移关系如下：

dp(I,j)=(dp(i-1,j)&&s1[i-1]==s3[i+j-1])||(dp(I,j-1)&&s2[j-1]==s3[i+j-1])

很好理解，如果dp(i-1,j)==true，则只需要看s3的第i+j个字符和s1的第i个字符是否一样，dp(I,j-1)==true的情况也同理。时间复杂度仅为O(s1.length\*s2.length).

## 源码：（language：cpp）

class Solution {

public:

bool isInterleave(string s1, string s2, string s3) {

int m = s1.size();

int n = s2.size();

if(m+n != s3.size())

return false;

vector<vector<bool> > path(m+1, vector<bool>(n+1, false));

for(int i = 0; i < m+1; i ++)

{

for(int j = 0; j < n+1; j ++)

{

if(i == 0 && j == 0)

// start

path[i][j] = true;

else if(i == 0)

path[i][j] = path[i][j-1] & (s2[j-1]==s3[j-1]);

else if(j == 0)

path[i][j] = path[i-1][j] & (s1[i-1]==s3[i-1]);

else

path[i][j] = (path[i][j-1] & (s2[j-1]==s3[i+j-1])) || (path[i-1][j] & (s1[i-1]==s3[i+j-1]));

}

}

return path[m][n];

}

};

## 成绩：

12ms,8.48%,8ms,28.70%

# Hard-题目34：135. Candy

## 题目原文：

There are N children standing in a line. Each child is assigned a rating value.

You are giving candies to these children subjected to the following requirements:

Each child must have at least one candy.

Children with a higher rating get more candies than their neighbors.

What is the minimum candies you must give?

## 题目大意：

有N个小朋友站成一片，每个小朋友有一个评分。

现在要给这N个小朋友发糖，要求每个小朋友至少一个糖，且相邻两个小朋友中，评分高者要比评分低者得到的糖多。

请问至少需要准备多少颗糖？

## 题目分析：

使用贪心法来做，首先给每个小朋友一个糖，然后从左到右扫描数组，如果i号小朋友的评分高于i-1号，则给i号小朋友的糖是i-1号小朋友+1，再从右到左扫描数组，如果i号小朋友比i+1号小朋友评分高，则给i号小朋友的糖数是i+1号小朋友和i-1号小朋友的糖数最大值+1.

## 源码：（language：cpp）

class Solution {

public:

int candy(vector<int> &ratings)

{

int size=ratings.size();

if(size<=1)

return size;

vector<int> num(size,1);

for (int i = 1; i < size; i++)

{

if(ratings[i]>ratings[i-1])

num[i]=num[i-1]+1;

}

for (int i= size-1; i>0 ; i--)

{

if(ratings[i-1]>ratings[i])

num[i-1]=max(num[i]+1,num[i-1]);

}

int result=0;

for (int i = 0; i < size; i++)

{

result+=num[i];

// cout<<num[i]<<" ";

}

return result;

}

};

## 成绩：

40ms,22.09%,40ms,65.85%

## Cmershen的碎碎念：

这道题好像今年alibaba的实习生机试里面考了原题，因此leetcode应重视，如果公司出题人懒，就直接从leetcode里面找题了。

# Hard-题目35：224. Basic Calculator

## 题目原文：

Implement a basic calculator to evaluate a simple expression string.

The expression string may contain open ( and closing parentheses ), the plus + or minus sign -, non-negative integers and empty spaces .

You may assume that the given expression is always valid.

Some examples:

"1 + 1" = 2

" 2-1 + 2 " = 3

"(1+(4+5+2)-3)+(6+8)" = 23

## 题目大意：

实现一个简易的计算器，对一个字符串求值。允许接受数字、+、-、括号。

## 题目分析：

用js中“危险的函数”eval水过去。

## 源码：略

## Cmershen的碎碎念：

附一个很优美的java实现本题的代码：（来自discuss中的qiyidk大神）

public int calculate(String s) {

if (s.length() == 0) return 0;

s = "(" + s + ")";

int[] p = {0};

return eval(s, p);

}

// calculate value between parentheses

private int eval(String s, int[] p){

int val = 0;

int i = p[0];

int oper = 1; //1:+ -1:-

int num = 0;

while(i < s.length()){

char c = s.charAt(i);

switch(c){

case '+': val = val + oper \* num; num = 0; oper = 1; i++; break;// end of number and set operator

case '-': val = val + oper \* num; num = 0; oper = -1; i++; break;// end of number and set operator

case '(': p[0] = i + 1; val = val + oper \* eval(s, p); i = p[0]; break; // start a new eval

case ')': p[0] = i + 1; return val + oper \* num; // end current eval and return. Note that we need to deal with the last num

case ' ': i++; continue;

default : num = num \* 10 + c - '0'; i++;

}

}

return val;

}

# Hard-题目36：32. Longest Valid Parentheses

## 题目原文：

Given a string containing just the characters '(' and ')', find the length of the longest valid (well-formed) parentheses substring.

For "(()", the longest valid parentheses substring is "()", which has length = 2.

Another example is ")()())", where the longest valid parentheses substring is "()()", which has length = 4.

## 题目大意：

给出一个括号字符串，求最长的合法匹配的子串的长度。

## 题目分析：

用一个栈维护，如果遇到左括号则把它的下标入栈，如果遇到右括号，则记录右括号和左括号间的长度记为curLen，并判断curlen是否大于最大值max，如果是则更新。总共扫描一遍就可以了。

## 源码：（language：cpp）

class Solution {

public:

// Using a stack. One pass

int longestValidParentheses(string s) {

vector<int> stack;

int maxLen = 0;

for (int i = 0; i < s.size(); ++i)

{

if (s[i] == '(')

stack.push\_back(i);

else {

if (!stack.empty() && s[stack.back()] == '(') {

stack.pop\_back();

int lastPos = -1;

if (!stack.empty())

lastPos = stack.back();

int curLen = i - lastPos;

maxLen = (maxLen < curLen) ? curLen : maxLen;

} else

stack.push\_back(i);

}

}

return maxLen;

}

};

## 成绩：

12ms,15.70%,8ms，43.95%

## cmershen的碎碎念：

遇到表达式计算、括号匹配这类问题时，经常要考虑堆栈的特性。

# Hard-题目37：218. The Skyline Problem

## 题目原文：

A city's skyline is the outer contour of the silhouette formed by all the buildings in that city when viewed from a distance. Now suppose you are given the locations and height of all the buildings as shown on a cityscape photo (Figure A), write a program to output the skyline formed by these buildings collectively (Figure B).
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Buildings Skyline Contour

The geometric information of each building is represented by a triplet of integers [Li, Ri, Hi], where Li and Ri are the x coordinates of the left and right edge of the ith building, respectively, and Hi is its height. It is guaranteed that 0 ≤ Li, Ri ≤ INT\_MAX, 0 < Hi ≤ INT\_MAX, and Ri - Li > 0. You may assume all buildings are perfect rectangles grounded on an absolutely flat surface at height 0.

For instance, the dimensions of all buildings in Figure A are recorded as: [ [2 9 10], [3 7 15], [5 12 12], [15 20 10], [19 24 8] ] .

The output is a list of "key points" (red dots in Figure B) in the format of [ [x1,y1], [x2, y2], [x3, y3], ... ] that uniquely defines a skyline. A key point is the left endpoint of a horizontal line segment. Note that the last key point, where the rightmost building ends, is merely used to mark the termination of the skyline, and always has zero height. Also, the ground in between any two adjacent buildings should be considered part of the skyline contour.

For instance, the skyline in Figure B should be represented as:[ [2 10], [3 15], [7 12], [12 0], [15 10], [20 8], [24, 0] ].

Notes:

The number of buildings in any input list is guaranteed to be in the range [0, 10000].

The input list is already sorted in ascending order by the left x position Li.

The output list must be sorted by the x position.

There must be no consecutive horizontal lines of equal height in the output skyline. For instance, [...[2 3], [4 5], [7 5], [11 5], [12 7]...] is not acceptable; the three lines of height 5 should be merged into one in the final output as such: [...[2 3], [4 5], [12 7], ...]

## 题目大意：

题干很长，就不直接翻译了。

大致是：有一些楼房，在平面直角坐标系上用矩形表示（其中y=0代表地面），**按横坐标从小到大顺序**求出这些大楼重叠起来的轮廓线的关键点（即可以描绘出轮廓的节点，在图B中用红点表示）。

例如，图A中的输入为：

2 9 10

3 7 15

5 12 12

15 20 10

19 24 8

输出（对应图B）为：

2 10

3 15

7 12

12 0

15 10

20 8

24 0

## 题目分析：

看着题目好长，而且暴力求解每一个x值对应的y值显然会超时，于是在discuss中找了一段神代码，是基于线段树的，大概意思是，先把区间离散化，然后在线段树中记录每个区间的最大高度，再遍历一遍线段树得到每个点的高度height[],，再把每个高度变化的点记录到最后返回的数组。

## 源码：（language：cpp）

#define left(i) (i<<1)

#define right(i) ((i<<1) + 1)

struct Node {

int nodel, noder, nodeh;

};

struct Segment {

int begin, end;

};

class Solution {

public:

vector<pair<int, int>> getSkyline(vector<vector<int>>& buildings) {

if(buildings.size() == 0) return {};

int sz = buildings.size();

vector<int> nums;

for (int i = 0; i<sz; i++) {

nums.push\_back(buildings[i][0]);

nums.push\_back(buildings[i][1]);

}

sort(nums.begin(), nums.end());

int pre = 0;

int numssz = nums.size();

map<int, int> m;

for (int i = 0; i < numssz; i++) {

if (pre < nums[i]) segments.push\_back({ pre, nums[i] - 1 });

segments.push\_back({ nums[i], nums[i] });

int idx = segments.size()-1;

m[nums[i]] = idx;

pre = nums[i]+1;

}

int segmentsnum = segments.size();

tree = vector<Node>(segmentsnum << 2, { 0, 0, 0 });

heights = vector<int>(segmentsnum+1, 0);

buildTree(1, 0, segmentsnum);

for (int i = 0; i<sz; i++) {

set(1, m[buildings[i][0]], m[buildings[i][1]]-1, buildings[i][2]);

}

getHeights();

vector<pair<int, int>> ret;

for (int i = 0; i < segmentsnum; i++) {

if (i == 0 && heights[i] != 0 || i != 0 && heights[i] != heights[i - 1]) ret.push\_back(make\_pair(segments[i].begin, heights[i]));

}

if (heights[segmentsnum - 1] != 0) ret.push\_back(make\_pair(segments[segmentsnum - 1].begin, 0));

return ret;

}

private:

vector<Node> tree;

vector<int> heights;

vector<Segment> segments;

void buildTree(int idx, int l, int r) {

tree[idx].nodel = l;

tree[idx].noder = r;

tree[idx].nodeh = 0;

if (l == r)

{

return;

}

int mid = (l + r) / 2;

buildTree(left(idx), l, mid);

buildTree(right(idx), mid + 1, r);

}

void update(int idx) {

if (tree[idx].nodel == tree[idx].noder) return;

if (tree[left(idx)].nodeh < tree[idx].nodeh) {

tree[left(idx)].nodeh = tree[idx].nodeh;

}

if (tree[right(idx)].nodeh < tree[idx].nodeh) {

tree[right(idx)].nodeh = tree[idx].nodeh;

}

tree[idx].nodeh = 0;

}

void set(int idx, int l, int r, int h) {

if (tree[idx].nodel >= l && tree[idx].noder <= r) {

tree[idx].nodeh = max(tree[idx].nodeh, h);

return;

}

int mid = (tree[idx].nodel + tree[idx].noder) / 2;

update(idx);

if (mid >= l) {

set(left(idx), l, r, h);

}

if (mid<r) {

set(right(idx), l, r, h);

}

}

void getHeights() {

queue<int> q;

q.push(1);

while (!q.empty()) {

int idx = q.front();

q.pop();

update(idx);

if (tree[idx].nodel == tree[idx].noder)

{

heights[tree[idx].nodel] = tree[idx].nodeh;

continue;

}

q.push(left(idx));

q.push(right(idx));

}

}

};

## 成绩：

112ms,100%,836ms,10.74%

## cmershen的碎碎念：

线段树在是acm中比较常见的数据结构，常用于区间查询和更改，但leetcode中涉及的不多。这道题的题解里面大多是用优先队列来做。

# Hard-题目38：188. Best Time to Buy and Sell Stock IV

## 题目原文：

Say you have an array for which the ith element is the price of a given stock on day i.

Design an algorithm to find the maximum profit. You may complete at most k transactions.

## 题目大意：

又是买卖股票。这次进一步延伸，你至多只能进行k次交易。（买和卖都算一次）

## 题目分析：

又是直接不会。摘抄Grandyang的微博如下：

这道题实际上是之前那道 Best Time to Buy and Sell Stock III 买股票的最佳时间之三的一般情况的推广，还是需要用动态规划Dynamic programming来解决，具体思路如下：

这里我们需要两个递推公式来分别更新两个变量local和global，参见网友Code Ganker的博客，我们其实可以求至少k次交易的最大利润。我们定义local[i][j]为在到达第i天时最多可进行j次交易并且最后一次交易在最后一天卖出的最大利润，此为局部最优。然后我们定义global[i][j]为在到达第i天时最多可进行j次交易的最大利润，此为全局最优。它们的递推式为：

local[i][j] = max(global[i - 1][j - 1] + max(diff, 0), local[i - 1][j] + diff)

global[i][j] = max(local[i][j], global[i - 1][j])，

其中局部最优值是比较前一天并少交易一次的全局最优加上大于0的差值，和前一天的局部最优加上差值后相比，两者之中取较大值，而全局最优比较局部最优和前一天的全局最优。

但这道题还有个坑，就是如果k的值远大于prices的天数，比如k是好几百万，而prices的天数就为若干天的话，上面的DP解法就非常的没有效率，应该直接用Best Time to Buy and Sell Stock II 买股票的最佳时间之二的方法来求解，所以实际上这道题是之前的二和三的综合体，

## 源码：（language：cpp）

class Solution {

public:

int maxProfit(int k, vector<int> &prices) {

if (prices.empty()) return 0;

// if (k >= prices.size()) return solveMaxProfit(prices);

int g[k + 1] = {0};

int l[k + 1] = {0};

for (int i = 0; i < prices.size() - 1; ++i) {

int diff = prices[i + 1] - prices[i];

for (int j = k; j >= 1; --j) {

l[j] = max(g[j - 1] + max(diff, 0), l[j] + diff);

g[j] = max(g[j], l[j]);

}

}

return g[k];

}

int solveMaxProfit(vector<int> &prices) {

int res = 0;

for (int i = 1; i < prices.size(); ++i) {

if (prices[i] - prices[i - 1] > 0) {

res += prices[i] - prices[i - 1];

}

}

return res;

}

};

## 成绩：

8ms,63.62%,12ms,41.65%

# Hard-题目39：10. Regular Expression Matching

## 题目原文：

Implement regular expression matching with support for '.' and '\*'.

## 题目大意：

实现支持 ‘.’和’\*’的简易正则表达式。

## 题目分析：

既然java已经提供了实现复杂正则表达式的接口，那就水过去好了。

## 源码：略

# Hard-题目40：132. Palindrome Partitioning II

## 题目原文：

Given a string s, partition s such that every substring of the partition is a palindrome.

Return the minimum cuts needed for a palindrome partitioning of s.

For example, given s = "aab",

Return 1 since the palindrome partitioning ["aa","b"] could be produced using 1 cut.

## 题目大意：

给出一个字符串s，求出最小的切分数使得切分后的每个子串都是回文的。

## 题目分析：

我还是不会，摘抄大神的博客如下：

从后往前构造二维数组isPalin，用于存储已经确定的回文子串。isPalin[i][j]==true代表s[i,...,j]是回文串。

在构造isPalin的同时使用动态规划计算从后往前的最小切分数，记录在min数组中。min[i]代表s[i,...,n-1]的最小切分数。

（上述两步分开做会使得代价翻倍，容易TLE）

关键步骤：

1、min[i]初始化为min[i+1]+1，即初始化s[i]与s[i+1]之间需要切一刀。这里考虑边界问题，因此min数组设为n+1长度。

2、从i到n-1中间如果存在位置j，同时满足：(1)s[i,...,j]为回文串;(2)1+min[j+1] < min[i]。

那么min[i]=1+min[j+1]，也就是说一刀切在j的后面比切在i的后面要好。

## 源码：（language：cpp）

class Solution {

public:

int minCut(string s) {

int n = s.size();

vector<vector<bool> > isPalin(n, vector<bool>(n, false));

vector<int> min(n+1, -1); //min cut from end

for(int i = 0; i < n; i ++)

{

isPalin[i][i] = true;

}

for(int i = n-1; i >= 0; i --)

{

min[i] = min[i+1] + 1;

for(int j = i+1; j < n; j ++)

{

if(s[i] == s[j])

{

if(j == i+1 || isPalin[i+1][j-1] == true)

{

isPalin[i][j] = true;

if(j == n-1)

min[i] = 0;

else if(min[i] > min[j+1]+1)

min[i] = min[j+1] + 1;

}

}

}

}

return min[0];

}

};

## 成绩：

80ms,45.15%,12ms,16.23%

# Hard-题目41：76. Minimum Window Substring

## 题目原文：

Given a string S and a string T, find the minimum window in S which will contain all the characters in T in complexity O(n).

For example,

S = "ADOBECODEBANC"

T = "ABC"

Minimum window is "BANC"

## 题目大意：

给出一个字符串S和字符串T，在S中寻找一个长度最短的子串，使其包含T中所有的字符，要求在O(n)内完成。

## 题目分析：

首先使用HashMap记录T串中每个字母出现的次数（也可以简化为char数组）. 在S中用[l,r]代表滑动窗口。S中，每次循环r右移1位，然后判断r右移之后所指向的字符是否在Hash表中出现过：如果出现过，则表示在T中。此时通过计数器cnt判断T中字符是否都出现过，如果是，则记录l和r之间子串长度，并与最短长度比较。然后逐步右移l并在Hash表中删除l指向的字符直到计数器cnt小于T中字符数量。

注意一下，由于T中同一字符的数量可能减到负值，因此需要2重判断：先判断是否出现此字符，在判断此字符出现的具体数量。

## 源码：（language：cpp）

class Solution

{

public:

string minWindow(string S, string T)

{

int c[128] = {0};

bool flag[128] = {false};

for(int i = 0; i < T.size(); ++ i)

{

flag[T[i]] = true;

++ c[T[i]];

}

int cnt = 0, l = 0, minl = 0, minsize = S.size() + 1;

for(int r = 0; r < S.size(); ++ r)

if(flag[S[r]])

{

if(-- c[S[r]] >= 0)

++ cnt;

while(cnt == T.size())

{

if(r - l + 1 < minsize)

minl = l, minsize = r - l + 1;

if(flag[S[l]])

if(++ c[S[l]] > 0)

-- cnt;

++ l;

}

}

if(minsize > S.size())

return "";

return S.substr(minl, minsize);

}

};

## 成绩：

16ms,53.63%,12ms,23.77%

# Hard-题目42：321. Create Maximum Number

## 题目原文：

Given two arrays of length m and n with digits 0-9 representing two numbers. Create the maximum number of length k <= m + n from digits of the two. The relative order of the digits from the same array must be preserved. Return an array of the k digits. You should try to optimize your time and space complexity.

Example 1:

nums1 = [3, 4, 6, 5]

nums2 = [9, 1, 2, 5, 8, 3]

k = 5

return [9, 8, 6, 5, 3]

Example 2:

nums1 = [6, 7]

nums2 = [6, 0, 4]

k = 5

return [6, 7, 6, 0, 4]

Example 3:

nums1 = [3, 9]

nums2 = [8, 9]

k = 3

return [9, 8, 9]

## 题目大意：

给出两个0-9数字组成的数组nums1和nums2，和一个整数k，求出从nums1和nums2中拿出k个数组成的最大数，其中原来数字在nums1和nums2中的顺序还要保持不变。（见例2，答案是67604而不是76640）。

## 题目分析：

约束很多的一道麻烦题，看了discuss也不是很能理解，大致意思是枚举所有0-k之间的i，从nums1中取最大的i个子序列，从nums2中取k-i个（如果有这么多个），再将二者以最大字典序归并，维护最大值。具体细节还是没太看懂。

## 源码：（language：java）

public class Solution {

public int[] maxNumber(int[] nums1, int[] nums2, int k) {

int n = nums1.length;

int m = nums2.length;

int[] ans = new int[k];

for (int i = Math.max(0, k - m); i <= k && i <= n; ++i) {

int[] candidate = merge(maxArray(nums1, i), maxArray(nums2, k - i), k);

if (greater(candidate, 0, ans, 0)) ans = candidate;

}

return ans;

}

private int[] merge(int[] nums1, int[] nums2, int k) {

int[] ans = new int[k];

for (int i = 0, j = 0, r = 0; r < k; ++r)

ans[r] = greater(nums1, i, nums2, j) ? nums1[i++] : nums2[j++];

return ans;

}

public boolean greater(int[] nums1, int i, int[] nums2, int j) {

while (i < nums1.length && j < nums2.length && nums1[i] == nums2[j]) {

i++;

j++;

}

return j == nums2.length || (i < nums1.length && nums1[i] > nums2[j]);

}

public int[] maxArray(int[] nums, int k) {

int n = nums.length;

int[] ans = new int[k];

for (int i = 0, j = 0; i < n; ++i) {

while (n - i + j > k && j > 0 && ans[j - 1] < nums[i]) j--;

if (j < k) ans[j++] = nums[i];

}

return ans;

}

}

## 成绩：

22ms,57.46%,21ms,7.61%

# Hard-题目43：174. Dungeon Game

## 题目原文：

The demons had captured the princess (P) and imprisoned her in the bottom-right corner of a dungeon. The dungeon consists of M x N rooms laid out in a 2D grid. Our valiant knight (K) was initially positioned in the top-left room and must fight his way through the dungeon to rescue the princess.

The knight has an initial health point represented by a positive integer. If at any point his health point drops to 0 or below, he dies immediately.

Some of the rooms are guarded by demons, so the knight loses health (negative integers) upon entering these rooms; other rooms are either empty (0's) or contain magic orbs that increase the knight's health (positive integers).

In order to reach the princess as quickly as possible, the knight decides to move only rightward or downward in each step.

Write a function to determine the knight's minimum initial health so that he is able to rescue the princess.

For example, given the dungeon below, the initial health of the knight must be at least 7 if he follows the optimal path RIGHT-> RIGHT -> DOWN -> DOWN.

-2 (K) -3 3

-5 -10 1

10 30 -5 (P)

Notes:

The knight's health has no upper bound.

Any room can contain threats or power-ups, even the first room the knight enters and the bottom-right room where the princess is imprisoned.

## 题目大意：

给一个二维数组，代表一个网格型的地牢（Dungeon），公主被关在右下角，勇士从左上角开始，一次只能向下或向右走一格，每走一格，他的血量会增加或减少（变化值为数组的对应值），若血量小于等于0，则勇士会死。问要想在最短时间（走最短路径）救出公主，勇士的初始血量至少是多少？

## 题目分析：

典型的不能再典型的DP，设数组的规模为m\*n.

记dp[i][j]为从[I,j]点出发救出公主最少所需血量。首先初始化dp[m][n]=max(1,1-dungeon[m][n]).因为如果右下角血量的变化值为正数，则到此点是加血的，只需血量为1点即可，而如果是负数，则必须保证扣血之后至少剩1点血。

接下来逆向从右下向左上搜索，转移方程dp[i][j] = max(min(dp[i][j+1], dp[i+1][j]) - dungeon[i][j], 0)+1，因为(i,j)点可以从下面来，也可以从右面来，取要求血量最小的一个，再加上扣血值，并保证至少1点血量。如此递推直至dp[1][1]即为所求。

## 源码：（language：cpp）

class Solution {

public:

int calculateMinimumHP(vector<vector<int> > &dungeon) {

if(dungeon.empty())

return 0;

vector<vector<int> > dp(dungeon.size());

for(int i = 0; i < dp.size(); i++) {

dp[i].reserve(dungeon[i].size());

}

int m = dungeon.size();

int n = dungeon[0].size();

if(dungeon[m - 1][n - 1] >= 0) {

dp[m - 1][n - 1] = 1;

} else {

dp[m - 1][n - 1] = 1 - dungeon[m - 1][n - 1];

}

for(int i = m - 2; i >= 0; i--) {

dp[i][n - 1] = max(dp[i + 1][n - 1] - dungeon[i][n - 1], 1);

}

for(int j = n - 2; j >= 0; j--) {

dp[m - 1][j] = max(dp[m - 1][j + 1] - dungeon[m - 1][j], 1);

}

for(int i = m - 2; i >= 0; i--) {

for(int j = n - 2; j >= 0; j--) {

dp[i][j] = max(min(dp[i + 1][j], dp[i][j + 1]) - dungeon[i][j], 1);

}

}

return dp[0][0];

}

};

## 成绩：

8ms,100.00%,16ms,65.51%

## Cmershen的碎碎念：

这题是Hard后期为数不多的一道还算比较容易想出思路的题，但是比较懒，直接摘抄代码了。

# Hard-题目44：30. Substring with Concatenation of All Words

## 题目原文：

You are given a string, s, and a list of words, words, that are all of the same length. Find all starting indices of substring(s) in s that is a concatenation of each word in words exactly once and without any intervening characters.

For example, given:

s: "barfoothefoobarman"

words: ["foo", "bar"]

You should return the indices: [0,9].

(order does not matter).

## 题目大意：

给出一个字符串s和一个单词列表words，其中它们的长度都相同。求出所有子串的起始点坐标，使得这个子串是words列表中单词的“无缝连接”。

例如

s: "barfoothefoobarman"

words: ["foo", "bar"]

则答案为[0,9]

因为s从0开始的子串为”barfoo”,从9开始的子串为”foobar”

## 题目分析：

来自discuss里面一位大神写的代码，有时间慢慢看吧。。。。。。。。。。。。。。

## 源码：（language：java）

public class Solution {

public List<Integer> findSubstring(String s, String[] words) {

int N = s.length();

List<Integer> indexes = new ArrayList<Integer>(s.length());

if (words.length == 0) {

return indexes;

}

int M = words[0].length();

if (N < M \* words.length) {

return indexes;

}

int last = N - M + 1;

//map each string in words array to some index and compute target counters

Map<String, Integer> mapping = new HashMap<String, Integer>(words.length);

int [][] table = new int[2][words.length];

int failures = 0, index = 0;

for (int i = 0; i < words.length; ++i) {

Integer mapped = mapping.get(words[i]);

if (mapped == null) {

++failures;

mapping.put(words[i], index);

mapped = index++;

}

++table[0][mapped];

}

//find all occurrences at string S and map them to their current integer, -1 means no such string is in words array

int [] smapping = new int[last];

for (int i = 0; i < last; ++i) {

String section = s.substring(i, i + M);

Integer mapped = mapping.get(section);

if (mapped == null) {

smapping[i] = -1;

} else {

smapping[i] = mapped;

}

}

//fix the number of linear scans

for (int i = 0; i < M; ++i) {

//reset scan variables

int currentFailures = failures; //number of current mismatches

int left = i, right = i;

Arrays.fill(table[1], 0);

//here, simple solve the minimum-window-substring problem

while (right < last) {

while (currentFailures > 0 && right < last) {

int target = smapping[right];

if (target != -1 && ++table[1][target] == table[0][target]) {

--currentFailures;

}

right += M;

}

while (currentFailures == 0 && left < right) {

int target = smapping[left];

if (target != -1 && --table[1][target] == table[0][target] - 1) {

int length = right - left;

//instead of checking every window, we know exactly the length we want

if ((length / M) == words.length) {

indexes.add(left);

}

++currentFailures;

}

left += M;

}

}

}

return indexes;

}

}

## 成绩：

12ms,96.98%,20ms,9.38%

# Hard-题目45：140. Word Break II

## 题目原文：

Given a string s and a dictionary of words dict, add spaces in s to construct a sentence where each word is a valid dictionary word.

Return all such possible sentences.

For example, given

s = "catsanddog",

dict = ["cat", "cats", "and", "sand", "dog"].

A solution is ["cats and dog", "cat sand dog"].

## 题目大意：

给出一个字符串s和单词数组dict，求出所有s在字典dict下分词的结果。

## 题目分析：

看起来还是好麻烦，找了一个比较笨但是好理解一些的办法：

令dp[i]表示s[0…i-1]子串的所有分词下的最后一个单词的所有情况，因此dp开成List<String>数组。

如对于上面的例子: s.length()=10, 则 dp[10] = {“cat”}, dp[7]={“and”,”sand”}, dp[4]={“cats”}, dp[3]={“cat”}, dp[0]={}, 其它的都为null。

首先从前往后扫一遍字符串，如果扫到i时，发现[0,i]分是可分词的(即dp[i]!=null)且i下标后面又恰好跟了一个单词word，结尾是end，则把word加入dp[end]中。

构造完dp数组后，从后向前深度优先遍历字符串，一直记录分词的路径，如果找到dp[0]则加入答案，否则回退继续找。

## 源码：（language：java）

public class Solution {

public static List<String> wordBreak(String s, Set<String> dict) {

List<String> dp[] = new ArrayList[s.length()+1];

dp[0] = new ArrayList<String>();

for(int i=0; i<s.length(); i++){

//i是开始位置

if( dp[i] == null ) continue; //前面的部分必须是可以匹配的

for(String word:dict){

int len = word.length();

int end = i+len;

if(end > s.length()) continue;

if(s.substring(i,end).equals(word)){

if(dp[end] == null){

dp[end] = new ArrayList<String>();

}

dp[end].add(word);//记录上一个位置

}

}

}

List<String> ans = new LinkedList<String>();

if(dp[s.length()] == null) return ans;

ArrayList<String> tmp = new ArrayList<String>();

dfs(dp,s.length(),ans, tmp);

return ans;

}

public static void dfs(List<String> dp[],int end,List<String> res, ArrayList<String> tmp){

if(end <= 0){

String ans = tmp.get(tmp.size()-1);

for(int i=tmp.size()-2; i>=0; i--)

ans += (" " + tmp.get(i) );

res.add(ans);

return;

}

for(String str:dp[end]){

tmp.add(str);

dfs(dp,end-str.length(), res, tmp);

tmp.remove(tmp.size()-1);

}

}

}

## 成绩：

28ms,7.71%,16ms,12.53%

## Cmershen的碎碎念：

NLP中的分词多是基于前向最大匹配算法、后向最大匹配算法等，比本题的暴力解法增加了概率模型。

# Hard-题目46：214. Shortest Palindrome

## 题目原文：

Given a string S, you are allowed to convert it to a palindrome by adding characters in front of it. Find and return the shortest palindrome you can find by performing this transformation.

For example:

Given "aacecaaa", return "aaacecaaa".

Given "abcd", return "dcbabcd".

## 题目大意：

给出一个字符串s，在左边添加尽可能少的字符，使得增加后的字符串是回文串。

## 题目分析：

本题的关键是求以s[0]开头的最长回文子串，再把剩下的部分翻转搬到前面即可。首先考虑暴力解法，提交显然tle。根据前面题的经验，可以使用manacher算法在O(n)内求出一个字符串的最大回文子串。那么加一个限定p[i]==i就可以得出s[0]开头的最长回文字串。（别问我为什么 我也不知道，我连manacher算法怎么回事都不知道）

## 源码：（language：cpp）

class Solution {

public:

int longestPalindrom(string s) {

string s1;

s1.resize(2 \* s.length() + 2);

int idx = 0;

s1[idx++] = '$';

s1[idx++] = '#';

for (char a : s) {

s1[idx++] = a;

s1[idx++] = '#';

}

vector<int> p(s1.length(), 0);

int res = 0;

for (int id = 0, i = 1; i < s1.length(); ++i) {

if (i < id + p[id]) p[i] = min(p[2 \* id - i], id + p[id] - i);

else p[i] = 1;

while (s1[i + p[i]] == s1[i - p[i]]) ++p[i];

if (id + p[id] < i + p[i]) id = i;

if (p[i] == i) res = max(res, i);

}

return res - 1;

}

string shortestPalindrome(string s) {

int pos = longestPalindrom(s);

string res;

for (int i = s.length() - 1; i >= pos; --i) res.push\_back(s[i]);

return res + s;

}

};

## 成绩：

12ms,25.88%,8ms,47.74%

## Cmershen的碎碎念：

可能是本题的数据还是有点弱，似乎这个O(n)比很多O(n2)的提交还慢。当然Manacher本来就是很复杂的O(n)算法。

# Hard-题目47：336. Palindrome Pairs

## 题目原文：

Given a list of unique words. Find all pairs of distinct indices (i, j) in the given list, so that the concatenation of the two words, i.e. words[i] + words[j] is a palindrome.

Example 1:

Given words = ["bat", "tab", "cat"]

Return [[0, 1], [1, 0]]

The palindromes are ["battab", "tabbat"]

Example 2:

Given words = ["abcd", "dcba", "lls", "s", "sssll"]

Return [[0, 1], [1, 0], [3, 2], [2, 4]]

The palindromes are ["dcbaabcd", "abcddcba", "slls", "llssssll"]

## 题目大意：

给出一个单词列表，其中每个单词都是不同的。寻找所有的不同的索引对(I,j)使得words[i]+words[j]是回文串。

## 题目分析：

对于n个元素的单词列表，单词长度不超过k，很容易想到暴力解法，复杂度为O(kn^2)，提交显然tle。

看到discuss中一位大神的解法，大致理解如下：

把每个字符串翻转后构建Trie树，trie树的每个节点增加两个信息：

int index，如果该点是单词，则记录在原列表的下标，如果不是，该值为-1

List<Integer> list, 这个列表有点难理解，先摘抄原文如下：

Here I take another strategy: add an integer list to each TrieNode; the list will record the indices of all words satisfying the following two conditions: each word has a suffix represented by the current Trie node; the rest of the word forms a palindrome.

我是这样理解这段话的：list记录的是索引值，其中索引值对应的单词均以这个Trie节点为后缀（因为这棵trie树是反向构造的，所以这点代表的前缀对应为单词的后缀），并且该字符串去掉这一点对应串的后缀是个回文串。

构建完这样的trie树后，遍历单词列表，带上下标i放到trie树中搜索，因为trie树是反着存的，所以如果存在这样的回文串，必定能正向查找到一个节点j（例如列表里有abc和cba两个词，则trie树里存了abc这个节点），再看trie树中的abc节点的list，其中记录了所有以cba为结尾，剩下部分是回文串的下标，**很显然这些字符串前面加上abc必是回文串！！！！！！！！**

这里有两个trick，第一个是trie树的root节点是空，但列表中可能有空串，这样的情况下只需要看words[i]是不是回文即可。第二个trick是i本身若是回文串，则(i,i)也是回文的，但观察标程的输出发现i不能等于j（这个题目好像没有说清，不知道是不是我没理解好题意）。

## 源码：（language：java）

public class Solution {

class TrieNode {

TrieNode[] next;

int index;

List<Integer> list;

TrieNode() {

next = new TrieNode[26];

index = -1;

list = new ArrayList<>();

}

}

public List<List<Integer>> palindromePairs(String[] words) {

List<List<Integer>> res = new ArrayList<>();

TrieNode root = new TrieNode();

for (int i = 0; i < words.length; i++)

addWord(root, words[i], i);

for (int i = 0; i < words.length; i++)

search(words, i, root, res);

return res;

}

private void addWord(TrieNode root, String word, int index) {

for (int i = word.length() - 1; i >= 0; i--) {

if (root.next[word.charAt(i) - 'a'] == null)

root.next[word.charAt(i) - 'a'] = new TrieNode();

if (isPalindrome(word, 0, i))

root.list.add(index);

root = root.next[word.charAt(i) - 'a'];

}

root.list.add(index);

root.index = index;

}

private void search(String[] words, int i, TrieNode root, List<List<Integer>> list) {

for (int j = 0; j < words[i].length(); j++) {

if (root.index >= 0 && root.index != i && isPalindrome(words[i], j, words[i].length() - 1))

list.add(Arrays.asList(i, root.index));

root = root.next[words[i].charAt(j) - 'a'];

if (root == null) return;

}

for (int j : root.list) {

if (i != j)

list.add(Arrays.asList(i, j));

}

}

private boolean isPalindrome(String word, int i, int j) {

while (i < j) {

if (word.charAt(i++) != word.charAt(j--))

return false;

}

return true;

}

}

## 成绩：

63ms

## Cmershen的碎碎念：

好题，很考验数据结构和算法设计能力。trie树是acm中的一种比较基础的数据结构，这题借助反向构建trie树来寻找回文串，应该在求职机试中会是难题，而且把如果数据出严一点，个人感觉放在acm竞赛里面也绝对不是一道水题。

Leetcode是面向面试的，如果哪位大仙能在面试的短时间和高心理压力下想得到这个算法，真的是大神了……

# Hard-题目48：212. Word Search II

## 题目原文：

Given a 2D board and a list of words from the dictionary, find all words in the board.

Each word must be constructed from letters of sequentially adjacent cell, where "adjacent" cells are those horizontally or vertically neighboring. The same letter cell may not be used more than once in a word.

For example,

Given words = ["oath","pea","eat","rain"] and board =

[

['o','a','a','n'],

['e','t','a','e'],

['i','h','k','r'],

['i','f','l','v']

]

Return ["eat","oath"].

Note:

You may assume that all inputs are consist of lowercase letters a-z.

## 题目大意：

给出一个由字母组成的二维矩阵，和一串单词，求哪些单词能用矩阵的一条路径表示。

## 题目分析：

本题是[Middle-题目108：79. Word Search](#_Middle-题目108：79._Word_Search)的延伸，如果简单的用一个for循环再调用第一题的函数，显然tle没商量。很容易想到是因为前缀相同的单词都进行了重复的搜索。那么针对相同前缀优化想到了什么？没错Trie树！

参考了discuss中一个最快的代码，大致意思是从矩阵的每一个点开始深搜，dfs的搜索路径和Trie树的搜索路径保持一致（即搜索到某一字符串时，当前dfs函数下的trie树节点也要对应一致），如果当前路径在trie树上是空节点，则直接退出；如果找到了一个Trie树节点它是单词，就加入答案并从Trie树上删掉这个单词。这样相同前缀的单词就只搜索了一次。

## 源码：（language:java）

public class Solution {

public List<String> findWords(char[][] board, String[] words) {

List<String> res = new ArrayList<>();

TrieNode root = buildTrie(words);

for(int i = 0; i < board.length; i++) {

for(int j = 0; j < board[0].length; j++) {

dfs(board, i, j, root, res);

}

}

return res;

}

public void dfs(char[][] board, int i, int j, TrieNode p, List<String> res) {

char c = board[i][j];

if(c == '#' || p.next[c - 'a'] == null) return;

p = p.next[c - 'a'];

if(p.word != null) { // found one

res.add(p.word);

p.word = null; // de-duplicate

}

board[i][j] = '#';

if(i > 0) dfs(board, i - 1, j ,p, res);

if(j > 0) dfs(board, i, j - 1, p, res);

if(i < board.length - 1) dfs(board, i + 1, j, p, res);

if(j < board[0].length - 1) dfs(board, i, j + 1, p, res);

board[i][j] = c;

}

public TrieNode buildTrie(String[] words) {

TrieNode root = new TrieNode();

for(String w : words) {

TrieNode p = root;

for(char c : w.toCharArray()) {

int i = c - 'a';

if(p.next[i] == null) p.next[i] = new TrieNode();

p = p.next[i];

}

p.word = w;

}

return root;

}

class TrieNode {

TrieNode[] next = new TrieNode[26];

String word;

}

}

## 成绩：

19ms,91.42%,21ms，4.36%

# Hard-题目49：273. Integer to English Words

## 题目原文：

Convert a non-negative integer to its english words representation. Given input is guaranteed to be less than 231 - 1.

For example,

123 -> "One Hundred Twenty Three"

12345 -> "Twelve Thousand Three Hundred Forty Five"

1234567 -> "One Million Two Hundred Thirty Four Thousand Five Hundred Sixty Seven"

## 题目大意：

给出一个int类型的数字，输出英文读法。

## 题目分析：

难得一道原创代码。本题可以说毫无难度（我觉得应该放在easy里面，假期的时候是medium，不知道何时改成hard了）。大模拟而已，就是奇葩情况太多了（毕竟读数字乃是人脑思维），wa时对着test case一点点调试就好了。

## 源码：（language：java）

public class Solution {

public String[][] words = {

{"","One","Two","Three","Four","Five","Six","Seven","Eight","Nine"}, // 0 stand for 0-9

{"Eleven","Twelve","Thirteen","Fourteen","Fifteen","Sixteen","Seventeen","Eighteen","Nineteen"}, //1 stands for 11-19

{"Ten","Twenty","Thirty","Forty","Fifty","Sixty","Seventy","Eighty","Ninety"} //2 stands for 10-90,please remember 'ninty' is WRONG.

};

public String numberToWords(int num) {

if(num == 0)

return "Zero";

String result = "";

if(num > 0 && num < 1000) {

result=numberToWords\_1\_1000(num);

}

else if(num >= 1000 && num < 1000000) {

result = numberToWords\_1\_1000(num/1000)+" Thousand";

if(num%1000!=0)

result = result + " "+numberToWords\_1\_1000(num%1000);

}

else if(num >= 1000000 && num < 1000000000) {

result = numberToWords\_1\_1000(num/1000000)+" Million";

if((num%1000000)/1000!=0)

result=result+" "+numberToWords\_1\_1000((num%1000000)/1000)+" Thousand";

if(num%1000!=0)

result=result+" "+numberToWords\_1\_1000(num%1000);

}

else {

result = numberToWords\_1\_1000(num/1000000000)+" Billion";

if((num%1000000000)/1000000!=0)

result=result+" "+numberToWords\_1\_1000((num%1000000000)/1000000) + " Million";

if((num%1000000)/1000!=0)

result=result+" "+ numberToWords\_1\_1000((num%1000000)/1000)+" Thousand";

if(num%1000!=0)

result=result+" "+numberToWords(num%1000);

}

return result;

}

private String numberToWords\_1\_100(int num) {

if(num<10) // num=0 is a special case,return "" in order to recrusively call it.

return words[0][num];

else if(num == 10)

return words[2][0]; //return "Ten"

else if(num < 20) // 11~19

return words[1][num-11];

else if(num % 10 == 0) // 20,30,...90

return words[2][num/10-1];

else

return words[2][num/10-1]+" "+words[0][num%10];

}

private String numberToWords\_1\_1000(int num) {

if(num<100)

return numberToWords\_1\_100(num);

else if(num==100)

return "One Hundred";

else if(num%100==0)

return words[0][num/100]+" Hundred";

else if(num>100 && num<200)

return "One Hundred "+numberToWords\_1\_100(num%100);

else

return words[0][num/100]+" Hundred "+numberToWords\_1\_100(num%100);

}

}

## 成绩：

6ms,12.89%,5ms,44.43%

## cmershen的碎碎念：

其实这道题有问题，小学英语老师就教过，百和十之间要有and，同理10^5和10^4,10^8和10^7之间也有，类似于1e6+5这样的数，规范读法是one million and five，在本题中and也省略了。另外测试用例中也没有负数，因此上述代码能够ac（但观察标程的输出可知，标程考虑了负数）

另外再次为大家补习一下小学甚至幼儿园的英语单词：19是nineteen,90是ninety！！！！！！！

ninteen和ninty根本不存在！也不知道谁教出来的这两个词，尤其是ninty。

不知道有多少高中生、大学生甚至研究生还犯这种低级错误……

# Hard-题目50：4. Median of Two Sorted Arrays

## 题目原文：

There are two sorted arrays nums1 and nums2 of size m and n respectively. Find the median of the two sorted arrays. The overall run time complexity should be O(log (m+n)).

## 题目大意：

求两个排序好的数组合并起来的中位数。

## 题目分析：

这是一道经典题，那也用经典的代码解决。，

这个findKth()函数写的非常精彩，几乎所有的博文用的都是这个函数。思路如下：

1. 保持A是短的那一个数组，B是长的

2. 平分k, 一半在A，一半在B （如果A的长度不足K/2,那就pa就指到最后一个）

3. 如果pa的值 < pb的值，那证明第K个数肯定不会出现在pa之前，递归，把A数组pa之前的砍掉，同理递归砍B数组。

4. 递归到 m == 0 （短的数组用完了） 就返回 B[k - 1], 或者k == 1（找第一个数）就返回min(A第一个数，B第一个数）。

不过直接把网上的经典代码丢进去会Compile Error，经过我的简单改装，得到了可以直接用的ac代码

## 源码：（language：c）

#define min(a,b) a<b?a:b

double findKth(int \*a, int m, int \*b, int n, int k)

{

//always assume that m is equal or smaller than n

if (m > n)

return findKth(b, n, a, m, k);

if (m == 0)

return b[k - 1];

if (k == 1)

return min(a[0], b[0]);

//divide k into two parts

int pa = min(k / 2, m), pb = k - pa;

if (a[pa - 1] < b[pb - 1])

return findKth(a + pa, m - pa, b, n, k - pa);

else if (a[pa - 1] > b[pb - 1])

return findKth(a, m, b + pb, n - pb, k - pb);

else

return a[pa - 1];

}

double findMedianSortedArrays(int\* nums1, int nums1Size, int\* nums2, int nums2Size) {

int total = nums1Size + nums2Size;

if (total%2)

return findKth(nums1, nums1Size, nums2, nums2Size, total / 2 + 1);

else

return (findKth(nums1, nums1Size, nums2, nums2Size, total / 2)

+ findKth(nums1, nums1Size, nums2, nums2Size, total / 2 + 1)) / 2;

}

## 成绩：

20ms,66.18%,24ms,44.85%

## cmershen的碎碎念：

这道题属于比较老的经典题，这个findKth算法又很具有普遍性（寻找两个数组中第k大的数）应该是面试的重点，且此题应该也是难点。

# Hard-题目51：44. Wildcard Matching

## 题目原文：

Implement wildcard pattern matching with support for '?' and '\*'.

'?' Matches any single character.

'\*' Matches any sequence of characters (including the empty sequence).

The matching should cover the entire input string (not partial).

The function prototype should be:

bool isMatch(const char \*s, const char \*p)

Some examples:

isMatch("aa","a") → false

isMatch("aa","aa") → true

isMatch("aaa","aa") → false

isMatch("aa", "\*") → true

isMatch("aa", "a\*") → true

isMatch("ab", "?\*") → true

isMatch("aab", "c\*a\*b") → false

## 题目大意：

实现含有通配符的正则匹配。

## 题目分析：

这次不能用java的matches函数水过去，就参考一下discuss中大神的解法吧！

众所周知正则匹配默认是贪婪匹配，所以本题也跟贪心有关系。

原文：

Loop

keep two pointers in S and P here i and j

if S[i] == P[j] or P[j] == '?' we keep moving

if '\*' exist in P then we mark the position in P as star and mark position in s as s\_star

Loop over s until S[i] == P[star + 1] otherwise False

理解如下：两个指针i和j分别从s和p开始，如果s[i]==p[j]或者p[j]==’?’则I,j同时往右推，如果p[j]是’\*’，那么记录下当前I,j的位置分别为sstar和star，然后令j指向star+1，sstar一直向后推，直到新的s[i]==p[j]||p[j]==’?’出现（举例：s=”aaaaaaaaaaaaaaaabbbbbb”,t=”a\*b\*，遇到第一个\*的时候j指向b，i如果是a就一直向后推，直到遇见b或’?’为止,遇到其他字符则匹配错误）就好理解了。

要注意的是，\*可以多次出现，如果s扫完了p后面还有’\*’则也是true，如果出现了其他字符则错误。

## 源码：（language：python）

class Solution(object):

def isMatch(self, s, p):

"""

:type s: str

:type p: str

:rtype: bool

"""

i = 0

j = 0

star = -1

s\_star = 0

s\_len = len(s)

p\_len = len(p)

while i < s\_len:

if i < s\_len and j < p\_len and (s[i] == p[j] or p[j] == '?'):

i += 1

j += 1

elif j < p\_len and p[j] == '\*':

star = j

s\_star = i

j += 1

elif star != -1:

j = star + 1

s\_star += 1

i = s\_star

else:

return False

while j < p\_len and p[j] == '\*':

j += 1

return j == p\_len

## 成绩：

116ms,85.49%,124ms,7.50%

## cmershen的碎碎念：

本算法也不是很难理解，但是对于\*的处理确实很巧妙。这道题似乎还有一种基于DP的解法。

# Hard-题目52：68. Text Justification

## 题目原文：

Given an array of words and a length L, format the text such that each line has exactly L characters and is fully (left and right) justified.

You should pack your words in a greedy approach; that is, pack as many words as you can in each line. Pad extra spaces ' ' when necessary so that each line has exactly L characters.

Extra spaces between words should be distributed as evenly as possible. If the number of spaces on a line do not divide evenly between words, the empty slots on the left will be assigned more spaces than the slots on the right.

For the last line of text, it should be left justified and no extra space is inserted between words.

For example,

words: ["This", "is", "an", "example", "of", "text", "justification."]

L: 16.

Return the formatted lines as:

[

"This is an",

"example of text",

"justification. "

]

Note: Each word is guaranteed not to exceed L in length.

## 题目大意：

题目的大意就是对一个字符串数组进行格式化调整，输出对应的句子。

要求有：

1、每一行的字符串长度不能超过一个固定长度maxWidth

2、每两个单词之间必须有一个空格，如果一行之间的单词之间空格不能细分，那么必须左边的空格多，右边的少。并且，空格多的地方只比右边少的多一个

3、最后一行不适用2的空格方式，正常的每个单词空一格就好，最后留白就好

## 题目分析：

每次maxWidth都要减去当前单词的长度，再减一。这是找每一行。跳出条件为i超出数组元素，或者当前行位置已经不足。

自己维护两个变量， start和end来判断当前这行的开始单词和结束单词。并根据这两个元素来判断有多少个间隔。

还需要注意的地方有两个：

1. 比如这行有6个空格，4个间隔，那么左1，左2的空格长度为2。这个自己是取模然后作为remain传递，这样知道补几次extra space。

2. 最后一行如果有两个以上单词，则间隔为1，在末尾补空格。

## 源码：（language：java）

public class Solution {

public List<String> fullJustify(String[] words, int maxWidth) {

List<String> res = new ArrayList<String>();

if(words == null || words.length==0){

res.add(""); return res;

}

int i = 0;

while(true){

int c1 = maxWidth; int wordLen = 0; int start = i;

while(i<=words.length-1 && c1>=words[i].length()){

wordLen += words[i].length();

c1=c1-words[i++].length(); c1--;

}

int end = i-1;

if(i!=words.length){ // c1 < next word length

if(end==start){

placeRes(res, words, start, end, 0, maxWidth - wordLen); continue;

}

int space = (maxWidth - wordLen)/(end - start);

placeRes(res, words, start, end, (maxWidth - wordLen)%(end - start), space);

}else{ // last line

if(end==start){

// one word

placeRes(res, words, start, end, 0, maxWidth - wordLen);

}else{

// "shall be. "

StringBuilder sb = new StringBuilder(maxWidth);

for(; start<end; start++){

sb.append(words[start]); sb.append(' ');

}

sb.append(words[start]);

while(sb.length()!=maxWidth) sb.append(' ');

res.add(sb.toString());

}

return res;

}

}

}

void placeRes(List<String> res, String[] words, int start, int end, int remain, int spaceLen){

StringBuilder sb = new StringBuilder(); sb.append(words[start]);

if(end==start){

while(spaceLen>0){

sb.append(' '); spaceLen--;

}

res.add(sb.toString()); return;

}

for(int i=start+1; i<=end; i++){

for(int j=0; j<spaceLen; j++) sb.append(' ');

if(remain-->0) sb.append(' ');

sb.append(words[i]);

}

res.add(sb.toString()); return;

}

}

## 成绩：

1ms,33.42%,1ms,66.58%

# Hard-题目53：149. Max Points on a Line

## 题目原文：

Given n points on a 2D plane, find the maximum number of points that lie on the same straight line.

## 题目大意：

给出2维坐标系内的n个点，求出最多有多少个点共线。

## 题目分析：

对每个点，使用一个hashmap记录<斜率，点数>，这样就知道与这个点共线的点最多有多少个，然后维护最大值即可。

有几个坑，第一斜率要用double而不是int，第二有重复的点，那么该点的hashmap的所有value都+1，第三有斜率不存在的情况，用一个特殊值记录。

## 源码：（language：java）

public class Solution {

public int maxPoints(Point[] points) {

if(points.length <= 0) return 0;

if(points.length <= 2) return points.length;

int result = 0;

for(int i = 0; i < points.length; i++){

HashMap<Double, Integer> hm = new HashMap<Double, Integer>();

int samex = 1;

int samep = 0;

for(int j = 0; j < points.length; j++){

if(j != i){

if((points[j].x == points[i].x) && (points[j].y == points[i].y)){

samep++;

}

if(points[j].x == points[i].x){

samex++;

continue;

}

double k = (double)(points[j].y - points[i].y) / (double)(points[j].x - points[i].x);

if(hm.containsKey(k)){

hm.put(k,hm.get(k) + 1);

}else{

hm.put(k, 2);

}

result = Math.max(result, hm.get(k) + samep);

}

}

result = Math.max(result, samex);

}

return result;

}

}

## 成绩：

46ms,17.98%,27ms,7.06%

## cmershen的碎碎念：

粗看还以为是传说中的计算几何，其实也是比较水的一道题，但考虑用hashmap存储斜率的思路还是不太好想到的。

# Hard-题目54：126. Word Ladder II

## 题目原文：

Given two words (beginWord and endWord), and a dictionary's word list, find all shortest transformation sequence(s) from beginWord to endWord, such that:

Only one letter can be changed at a time

Each intermediate word must exist in the word list

For example,

Given:

beginWord = "hit"

endWord = "cog"

wordList = ["hot","dot","dog","lot","log"]

Return

[

["hit","hot","dot","dog","cog"],

["hit","hot","lot","log","cog"]

]

## 题目大意：

给出两个单词，及一个词典，输出所有从单词start到单词end的转换序列，要求：

1. 每次只能转换一个字母；
2. 每个中间单词都必须出现在字典中。

## 题目分析：

这道题传说是leetcode的最难一题，对时间和空间的要求都非常严格。我只能理解朴素解法，即把start，end，和词典中每个单词都看做顶点，相邻单词（只差一个字母的单词）都看做边，然后从start开始跑一遍dijkstra即可。

但这样做会超时，中间又有很多优化的过程。限于水平真的无法理解。

## 源码：（language：java）

public class Solution {

public List<List<String>> findLadders(String beginWord, String endWord, Set<String> wordList) {

HashMap<String, ArrayList<String>> h = new HashMap();

Set<String> set1 = new HashSet(), set2 = new HashSet();

set1.add(beginWord); set2.add(endWord);

BFS(set1, set2, wordList, h, true);

List<List<String>> ans = new ArrayList();

List<String> cur = new ArrayList();

cur.add(beginWord);

DFS(beginWord, endWord, h, cur, ans);

return ans;

}

private void BFS(Set<String> set1, Set<String> set2, Set<String> wordList, HashMap<String, ArrayList<String>> h, boolean forward) {

if (set1.size() > set2.size()) {

BFS(set2, set1, wordList, h, !forward);

return;

}

wordList.removeAll(set1);

wordList.removeAll(set2);

boolean connected = false;

Set<String> set3 = new HashSet();

for (String s : set1) {

char[] c = s.toCharArray();

for (int i = 0, len = c.length; i < len; i++) {

char ch = c[i];

for (char x = 'a'; x <= 'z'; x++)

if (x != ch) {

c[i] = x;

String cand = new String(c);

if (set2.contains(cand) || (!connected && wordList.contains(cand))) {

if (set2.contains(cand))

connected = true;

else

set3.add(cand);

String cand1 = forward ? cand : s;

String s1 = forward ? s : cand;

ArrayList<String> cur = h.containsKey(s1) ? h.get(s1) : new ArrayList();

cur.add(cand1);

h.put(s1, cur);

}

}

c[i] = ch;

}

}

if (!connected && !set3.isEmpty())

BFS(set3, set2, wordList, h, forward);

}

private void DFS(String str, String ed, HashMap<String, ArrayList<String>> h, List<String> cur, List<List<String>> ans) {

if (str.equals(ed)) {

ans.add(new ArrayList(cur));

return;

}

if (!h.containsKey(str)) return;

List<String> next = h.get(str);

for (String i : next) {

cur.add(i);

DFS(i, ed, h, cur, ans);

cur.remove(cur.size() - 1);

}

}

}

## 成绩：

26ms,99.87%,147ms,1.59%

# Hard-题目55：65. Valid Number

## 题目原文：

Validate if a given string is numeric.

Some examples:

"0" => true

" 0.1 " => true

"abc" => false

"1 a" => false

"2e10" => true

## 题目大意：

判断输入是否是合法数字。

## 题目分析：

这是leetcode里面最坑的一道题，奇葩用例非常多，也有很多不可思议的解。discuss中某位大神终于写出了一个合法约束题意的正则式。

## 源码：（language：java）

public class Solution {

public boolean isNumber(String s) {

return s.matches("^\\s\*[\\+\\-]?((\\.[0-9]+)|([0-9]+(\\.[0-9]\*)?))(e[\\+\\-]?[0-9]+)?\\s\*$");

}

}

## 成绩：

51ms,5.65%,4ms,25.87%