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程序员并不会凭空一下子写出整个程序.不如说,程序是慢慢演化的.在工业界的软件开发过程中,软件演化的复杂过程是通过程序版本的签入来控制的.对演化过程中的程序的验证就成了一个很大的问题.据说维护一个软件与管理它的演化的开销要占去整个项目的90%.

为了解决这样的问题,前人已经在软件测试方法学方面进行了长时间的研究.回归测试就是一个众所周知的概念.在最简单的情况下,就是在程序改变后用原来的测试用例再次进行测试.但是即使测试中出现了错误,也无法定位错误产生的真正原因.

假设一个修改过的程序P’在没有通过一个测试t,而原程序P通过了,则我们的目标就是生成一个bug报告Rep(t,P,P’)来解释为什么P’不能通过测试t而P能.实际上,我们并不要求P’和P是同一个程序,只要求P和P’对于他们通常的输入来说是等价的.

现有的方法有以下几种:

1. 变化检测,检查P’中改变了的地方,这些地方很可能就与bug有关.但是这种方法无法处理P和P’是两种完全不同的实现的情况.
2. 踪迹比较,将成功执行的测试的踪迹和失败时的踪迹进行比较.

在本文中,作者提出了一种自动化,并且可伸缩的解决方案,用于定位回归测试中发现的bug.

基本的思路如下:

1. 对于一个在P’中失败而在P中通过的测试t,比较t在P和P’中的踪迹
2. 自动生成另一个测试用例t’满足:1)t’和t在P中的路径一致;2)t’和t在P’中的路径不一致.
3. 通过比较t’和t在P’中的不同路径得出bug报告.

对于三种常见的错误类型:

1. 分支错误,由于这种方法就是基于控制流的,因此天然地适合定位分支错误.
2. 赋值错误,对于不影响控制流的错误,这种方法无法直接定位到根源,但是可以用一种策略将这种错误转化为分支错误.
3. 代码缺失,通常代码缺失会导致P比P’中有更多的路径,通过比较t在P和P’中的踪迹可以生成t’,进而定位bug.