SQL

1. SQL的执行顺序

* FROM
* WHERE
* GROUP BY
* HAVING
* SELECT
* DISTINCT
* UNION
* ORDER BY

SELECT 是在大部分语句执行了之后才执行的，严格的说是在 FROM 和 GROUP BY 之后执行的。理解这一点是非常重要的，这就是你不能在 WHERE 中使用在 SELECT 中设定别名的字段作为判断条件的原因。

SELECT A.x + A.y AS z

FROM A

WHERE z = 10 -- z 在此处不可用，因为SELECT是最后执行的语句！

![](data:image/png;base64,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)

## 2.  SQL 语言的核心是对表的引用（table references）

FROM 语句的“输出”是一张联合表，来自于所有引用的表在某一维度上的联合。上面这句 FROM 语句的输出是一张联合表，联合了表 a 和表 b 。如果 a 表有三个字段， b 表有 5 个字段，那么这个“输出表”就有 8 （ =5+3）个字段。

这个联合表里的数据是 a\*b，即 a 和 b 的笛卡尔积。换句话说，也就是 a 表中的每一条数据都要跟 b 表中的每一条数据配对。如果 a 表有3 条数据， b 表有 5 条数据，那么联合表就会有 15 （ =5\*3）条数据。

FROM 输出的结果被 WHERE 语句筛选后要经过 GROUP BY 语句处理，从而形成新的输出结果。

## 3. SQL 语句中不同的连接操作

SQL 语句中，表连接的方式从根本上分为五种：

* EQUI JOIN
* SEMI JOIN
* ANTI JOIN
* CROSS JOIN
* DIVISION

**EQUI JOIN**

这是一种最普通的 JOIN 操作，它包含两种连接方式：

* INNER JOIN（或者是 JOIN ）
* OUTER JOIN（包括： LEFT 、 RIGHT、 FULL OUTER JOIN）

left join(左联接) 返回包括左表中的所有记录和右表中联结字段相等的记录   
right join(右联接) 返回包括右表中的所有记录和左表中联结字段相等的记录  
inner join(等值连接) 只返回两个表中联结字段相等的行

举例如下：   
--------------------------------------------  
表A记录如下：  
aID　　　　　aNum  
1　　　　　a20050111  
2　　　　　a20050112  
3　　　　　a20050113  
4　　　　　a20050114  
5　　　　　a20050115

表B记录如下:  
bID　　　　　bName  
1　　　　　2006032401  
2　　　　　2006032402  
3　　　　　2006032403  
4　　　　　2006032404  
8　　　　　2006032408

--------------------------------------------  
**1.left join**  
 sql语句如下:   
 select \* from A left join B on A.aID = B.bID

结果如下:

aID　　　　　aNum　　　　　bID　　　　　bName  
1　　　　　a20050111　　　　1　　　　　2006032401  
2　　　　　a20050112　　　　2　　　　　2006032402  
3　　　　　a20050113　　　　3　　　　　2006032403  
4　　　　　a20050114　　　　4　　　　　2006032404  
5　　　　　a20050115　　　　NULL　　　　　NULL

（所影响的行数为 5 行）  
结果说明:  
left join是以A表的记录为基础的,A可以看成左表,B可以看成右表,left join是以左表为准的.  
换句话说,左表(A)的记录将会全部表示出来,而右表(B)只会显示符合搜索条件的记录(例子中为: A.aID = B.bID).  
B表记录不足的地方均为NULL.  
--------------------------------------------  
**2.right join**  
 sql语句如下:   
 select \* from A right join B on A.aID = B.bID

结果如下:  
aID　　　　　aNum　　　　　bID　　　　　bName  
1　　　　　a20050111　　　　1　　　　　2006032401  
2　　　　　a20050112　　　　2　　　　　2006032402  
3　　　　　a20050113　　　　3　　　　　2006032403  
4　　　　　a20050114　　　　4　　　　　2006032404  
NULL　　　　　NULL　　　　　8　　　　　2006032408

（所影响的行数为 5 行）  
结果说明:  
仔细观察一下,就会发现,和left join的结果刚好相反,这次是以右表(B)为基础的,A表不足的地方用NULL填充.  
--------------------------------------------  
**3.inner join**  
 sql语句如下:   
select \* from A innerjoin B on A.aID = B.bID

结果如下:  
aID　　　　　aNum　　　　　bID　　　　　bName  
1　　　　　a20050111　　　　1　　　　　2006032401  
2　　　　　a20050112　　　　2　　　　　2006032402  
3　　　　　a20050113　　　　3　　　　　2006032403  
4　　　　　a20050114　　　　4　　　　　2006032404

结果说明:  
很明显,这里只显示出了 A.aID = B.bID的记录.这说明inner join并不以谁为基础,它只显示符合条件的记录.

**4.full outer join**  
全外连接返回参与连接的两个数据集合中的全部数据，无论它们是否具有与之相匹配的行。在功能上，它等价于对这两个数据集合分别进行左外连接和右外连接，然后再使用消去重复行的并操作将上述两个结果集合并为一个结果集。

**Semi join**

所谓的semi-join是指semi-join子查询。 当一张表在另一张表找到匹配的记录之后，半连接（semi-jion）返回第一张表中的记录。与条件连接相反，即使在右节点中找到几条匹配的记录，左节点 的表也只会返回一条记录。另外，右节点的表一条记录也不会返回。半连接通常使用IN  或 EXISTS 作为连接条件。 该子查询具有如下结构：

SELECT ... FROM outer\_tables WHERE expr IN (SELECT ... FROM inner\_tables ...) AND ...

即在where条件的“IN”中的那个子查询。  
这种查询的特点是我们只关心outer\_table中与semi-join相匹配的记录。  
换句话说，最后的结果集是在outer\_tables中的，而semi-join的作用只是对outer\_tables中的记录进行筛选。这也是我们进行 semi-join优化的基础，即我们只需要从semi-join中获取到最少量的足以对outer\_tables记录进行筛选的信息就足够了。

select \* from Country

where

Country.Code in

(select City.country

from City

where City.Population>**1**\***1000**\***1000**);

**当中的semi-join：**

select City.country

from City

where City.Population>**1**\***1000**\***1000**

**ANTI JOIN**

这种连接的关系跟 SEMI JOIN 刚好相反。在 IN 或者 EXISTS 前加一个 NOT 关键字就能使用这种连接。

**CROSS JOIN**

这个连接过程就是两个连接的表的乘积：即将第一张表的每一条数据分别对应第二张表的每条数据。我们之前见过，这就是逗号在 FROM 语句中的用法。在实际的应用中，很少有地方能用到 CROSS JOIN，但是一旦用上了，你就可以用这样的 SQL语句表达：

SELECT \* FROM A CROSS JOIN B;== SELECT \* FROM A, B;

## 4.SQL 中如同变量的派生表

所谓的派生表就是在括号之中的子查询：FROM (SELECT \* FROM author)

有些时候我们可以给派生表定义一个相关名（即我们所说的别名）。

FROM (SELECT \* FROM author) a

注意：Every derived table must have its own alias

这句话的意思是说每个派生出来的表都必须有一个自己的别名

一般在多表查询时，会出现此错误。

因为，进行嵌套查询的时候子查询出来的的结果是作为一个派生表来进行上一级的查询的，所以子查询的结果必须要有一个别名

把MySQL语句改成：select count(\*) from (select \* from ……) as total;

问题就解决了，虽然只加了一个没有任何作用的别名total，但这个别名是必须的

## 5.SQL 语句中 GROUP BY 是对表的引用进行的操作

**GROUP BY，是在表的引用上进行了操作，将其转换为一种新的引用方式。**

**在MYSQL中使用GROUP BY对表中的数据进行分组时，**  
**GROUP BY X意思是将所有具有相同X字段值的记录放到一个分组里，**  
**GROUP BY X, Y意思是将所有具有相同X字段值和Y字段值的记录放到一个分组里。**

## 6. SQL 语句中的 SELECT 实质上是对关系的映射

通过 SELECT语句，你能对每一个字段进行操作，通过复杂的表达式生成所需要的数据。

SELECT 语句有很多特殊的规则，至少你应该熟悉以下几条：

你仅能够使用那些能通过表引用而得来的字段；

.如果你有 GROUP BY 语句，你只能够使用 GROUP BY 语句后面的字段或者聚合函数；

.当你的语句中没有 GROUP BY 的时候，可以使用开窗函数代替聚合函数；

.当你的语句中没有 GROUP BY 的时候，你不能同时使用聚合函数和其它函数；

.有一些方法可以将普通函数封装在聚合函数中；

其他语句的作用其实就是对表的不同形式的引用。而 SELECT 语句则把这些引用整合在了一起，通过逻辑规则将源表映射到目标表，而且这个过程是可逆的，我们可以清楚的知道目标表的数据是怎么来的。

**DISTINCT**：mysql提供有distinct这个关键字来过滤掉多余的重复记录只保留一条。

select distinct name, id from A实际上是根据“name+id”来去重，distinct同时作用在了name和id上

select id, distinct name from A; --会提示错误，因为distinct必须放在开头

① select \* from table limit 2,1;

//含义是跳过2条取出1条数据，limit后面是从第2条开始读，读取1条信息，即读取第3条数据

② select \* from table limit 2 offset 1;

//含义是从第1条（不包括）数据开始取出2条数据，limit后面跟的是2条数据，offset后面是从第1条开始读取，即读取第2,3条

ORDER BY 语句

ORDER BY 语句用于根据指定的列对结果集进行排序。

ORDER BY 语句默认按照升序对记录进行排序。

如果您希望按照降序对记录进行排序，可以使用 DESC 关键字。

以逆字母顺序显示公司名称，并以数字顺序显示顺序号：

SELECT Company, OrderNumber FROM Orders ORDER BY Company DESC, OrderNumber ASC

UNION 和 UNION ALL 操作符

UNION 操作符用于合并两个或多个 SELECT 语句的结果集。

请注意，UNION 内部的 SELECT 语句必须拥有相同数量的列。列也必须拥有相似的数据类型。同时，每条 SELECT 语句中的列的顺序必须相同。

注释：默认地，UNION 操作符选取不同的值。如果允许重复的值，请使用 UNION ALL。

SQL 分为两个部分：数据操作语言 (DML) 和 数据定义语言 (DDL)。

SQL (结构化查询语言)是用于执行查询的语法。但是 SQL 语言也包含用于更新、插入和删除记录的语法。

查询和更新指令构成了 SQL 的 DML 部分：

SELECT - 从数据库表中获取数据

UPDATE - 更新数据库表中的数据

DELETE - 从数据库表中删除数据

INSERT INTO - 向数据库表中插入数据

SQL 的数据定义语言 (DDL) 部分使我们有能力创建或删除表格。我们也可以定义索引（键），规定表之间的链接，以及施加表间的约束。

SQL 中最重要的 DDL 语句:

CREATE DATABASE - 创建新数据库

ALTER DATABASE - 修改数据库

CREATE TABLE - 创建新表

ALTER TABLE - 变更（改变）数据库表

DROP TABLE - 删除表

CREATE INDEX - 创建索引（搜索键）

DROP INDEX - 删除索引

INSERT INTO table\_name (列1, 列2,...) VALUES (值1, 值2,....)

UPDATE 表名称 SET 列名称 = 新值 WHERE 列名称 = 某值

DELETE FROM 表名称 WHERE 列名称 = 值

SELECT TOP 2 \* FROM Persons --返回前两条数据

SELECT TOP 50 PERCENT \* FROM Persons –返回50%的数据

SELECT column\_name(s)列名

FROM table\_name表名

WHERE column\_name LIKE pattern（匹配的模式） eg：%hello%

|  |  |
| --- | --- |
| **通配符** | **描述** |
| % | 替代一个或多个字符 |
| \_ | 仅替代一个字符 |
| [charlist] | 字符列中的任何单一字符 |
| [^charlist]  或者  [!charlist] | 不在字符列中的任何单一字符 |

BETWEEN ... AND 会选取介于两个值之间的数据范围。这些值可以是数值、文本或者日期

CREATE TABLE 表名称

(

列名称1 数据类型,

列名称2 数据类型,

列名称3 数据类型,

....

)

数据类型（data\_type）规定了列可容纳何种数据类型。下面的表格包含了SQL中最常用的数据类型：

|  |  |
| --- | --- |
| **数据类型** | **描述** |
| * integer(size) * int(size) * smallint(size) * tinyint(size) | 仅容纳整数。在括号内规定数字的最大位数。 |
| * decimal(size,d) * numeric(size,d) | 容纳带有小数的数字。  "size" 规定数字的最大位数。"d" 规定小数点右侧的最大位数。 |
| char(size) | 容纳固定长度的字符串（可容纳字母、数字以及特殊字符）。  在括号中规定字符串的长度。 |
| varchar(size) | 容纳可变长度的字符串（可容纳字母、数字以及特殊的字符）。  在括号中规定字符串的最大长度。 |
| date(yyyymmdd) | 容纳日期。 |

**SQL函数**

**1.** **AVG() 函数返回数值列的平均值。NULL 值不包括在计算中。**

**2.** **COUNT() 函数返回匹配指定条件的行数。**

**3.** **FIRST() 函数返回指定的字段中第一个记录的值。**

**4.** **LAST() 函数返回指定的字段中最后一个记录的值。**

**5.** **MAX() 函数返回一列中的最大值。NULL 值不包括在计算中。**

**6.** **MIN ()函数返回一列中的最小值。NULL 值不包括在计算中。**

**7.** **SUM ()函数返回数值列的总数（总额）。**

**8.** **在 SQL 中增加 HAVING 子句原因是，WHERE 关键字无法与合计函数一起使用。**

**9.** **UCASE ()函数把字段的值转换为大写。**

**10.** **LCASE ()函数把字段的值转换为小写。**

**11.** **LEN ()函数返回文本字段中值的长度。**

**12.** **ROUND 函数用于把数值字段舍入为指定的小数位数。**

SELECT ROUND(column\_name,decimals) FROM table\_name

|  |  |
| --- | --- |
| **参数** | **描述** |
| column\_name | 必需。要舍入的字段。 |
| decimals | 必需。规定要返回的小数位数。 |

**13.** **NOW ()函数返回当前的日期和时间。**

**14.** **FORMAT 函数用于对字段的显示进行格式化。**

**SELECT FORMAT(column\_name,format) FROM table\_name**

|  |  |
| --- | --- |
| **参数** | **描述** |
| column\_name | 必需。要格式化的字段。 |
| format | 必需。规定格式。 |