**数据统计管理文档**

此项目主要是用来理清etl依赖关系，主要是从5张表里面进行数据的提取和处理。项目功能主要分两块：表层级详细和表层级关系。

主要依靠图这个数据结构来对各个节点(表)及其依赖关系进行存储。NubiaetlGraphHandler：用来处理5层，生成图的类。主要的函数是init()生成图。过程是这样的：分别遍历这5张表，然后遍历每张表的每一行的每一个sql。发现数据库名和表名，然后为每个table来new一个node出来，并添加进图，然后根据from来进行依赖关系的发现，然后添加到图的，以边的形式来展示。

表层级详细主要是靠NubiaetlGraphHandler来生成图，然后把相关数据传到前端，进行显示。

表层级关系ArborjsGraphController前端主要依靠Arbor 这个插件来进行显示<http://arborjs.org/halfviz/#/a-new-hope>

相关的git：<https://github.com/samizdatco/arbor>

通过这种格式来进行展示

101->100

100->101

100 {color:red,shape:dot,label:dog}

101 {color:black,shape:dot,label:cat}

![](data:image/png;base64,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)

分为其他四层，因为报表层太多了，把报表层进行一个区分。

对于其他四层基础层，每深一层都要显示之前那一层。就是显示是递增的。

细微的技术点：

public List<Object[]> reader(String tableName) {  
 List<Object[]> result = (List<Object[]>) dao.execute(new SessionCallback() {  
 @Override  
 public Object doInSession(Session session) {  
 SQLQuery sqlquery = session.createSQLQuery("SELECT \* FROM " + tableName);  
 List<Object[]> result = sqlquery.addScalar("title", StandardBasicTypes.*STRING*)  
 .addScalar("description", StandardBasicTypes.*TEXT*)  
 .addScalar("template", StandardBasicTypes.*TEXT*).list();  
 return result;  
 }  
 });

1. 通过execute(new SessionCallback(){});重写doInSession来执行我自己的特定方法。

sess.createSQLQuery("SELECT ID, NAME, BIRTHDATE FROM CATS").list();

它们都将返回一个Object数组(Object[])组成的List，数组每个元素都是CATS表的一个字段值。Hibernate会使用ResultSetMetadata来判定返回的标量值的实际顺序和类型。

如果要避免过多的使用ResultSetMetadata,或者只是为了更加明确的指名返回值，可以使用addScalar()。

sess.createSQLQuery("SELECT \* FROM CATS").addScalar("ID", Hibernate.LONG).addScalar("NAME", Hibernate.STRING).addScalar("BIRTHDATE", Hibernate.DATE)

这个查询指定了:

* SQL查询字符串
* 要返回的字段和类型

它仍然会返回Object数组,但是此时不再使用ResultSetMetdata,而是明确的将ID,NAME和BIRTHDATE按照Long,String和Short类型从resultset中取出。同时，也指明了就算query是使用\*来查询的，可能获得超过列出的这三个字段，也仅仅会返回这三个字段。

详解请看<http://www.cnblogs.com/biGpython/archive/2012/03/26/2417926.html>

1. Collections.unmodifiableSet()方法返回指定set的不可修改视图。

注册注解处理器

• 方式一:bean

<bean class="org.springframework.beans.factory.annotation.

AutowiredAnnotationBeanPostProcessor"/>

• 方式二: 命名空间<context:annotation-config />

<context:annotationconfig /> 将隐式地向Spring 容器注册AutowiredAnnotationBeanPostProcessor、CommonAnnotationBeanPostProcessor 、 PersistenceAnnotationBeanPostProcessor 以及RequiredAnnotationBeanPostProcessor 这4 个BeanPostProcessor 。

• 方式三: 命名空间<context:component-scan />

如果要使注解工作，则必须配置component-scan ，实际上不需要再配置annotation-config。

base-package 属性指定了需要扫描的类包，类包及其递归子包中所有的类都会被处理。还允许定义过滤器将基包下的某些类纳入或排除。

开启mvc注解然后分别扫描到DAO、service、controller层。

<mvc:annotation-driven/>  
<context:component-scan base-package="controller" />。。。。