// reset App.js

import React from 'react';

// import PropTypes from "prop-types";

class App extends React.Component{

  state = {

    isLoding: true

  };

  //componentDidMount -> render 후에 작동

  // 6초 뒤 바뀐다!

  componentDidMount(){

    setTimeout(() => {

      this.setState({isLoding:false})

    }, 6000)

  }

  render() {

    const {isLoding} = this.state;

    return <div>{isLoding ? "Loading": "We are ready"}

    </div>;

  }

}

export default App;

**\*\* componentDidMount \*\***

setState가 true가 되는 “We are ready” 자리에 코드를 넣으면 된다!

**\*\* State 자리에 초기화할 필요 없이 setState에서 state 변수를 시작해도 된다.**

**취향 차이 \*\***

fetch() vs **axios**

axios = fetch 위에 있는 layer

**npm install axios**

**yts.lt -> 여기에서 movie api 사용 ( 토렌트 사이트 )**

**-> 하단의 api 누르고 List Movies의 json을 활용 할건데..**

**-> url이 종종 바뀌니까** [**https://yts-proxy.now.sh/list\_movies.json**](https://yts-proxy.now.sh/list_movies.json)

**-> 으로 해서 쓴다.**

  getMovies = async () => {

    const {data:{data:{movies}}} = await axios.get("https://yts-proxy.now.sh/list\_movies.json?sort\_by=rating")

  }

  componentDidMount(){

    this.getMovies();

  }

**비동기 방식 axios -> 끝날 때까지 기다린다.**

**<< json control >>**

**파일명.키.키.... => movies.data.data.movies**

    const {data:{data:{movies}}} = await axios.get("https://yts-proxy.now.sh/list\_movies.json")

    console.log(movies)

**위에서처럼 {키:{키:{키{...}}}}**

최종 키값이 변수로 사용된다.

**src/Movie.js**

import React from "react";

import PropTypes from "prop-types";

function Movie({id, year, title, summary, poster}){

    return <h5>{title}</h5>

}

Movie.propTypes = {

    id: PropTypes.number.isRequired,

    year: PropTypes.number.isRequired,

    title: PropTypes.string.isRequired,

    summary: PropTypes.string.isRequired,

    poster: PropTypes.string.isRequired

};

export default Movie;

- propTypes를 통해 변수의 타입 고정

- function에서 Movie의 동작을 선언

- 파라미터 여러 개 입력할 때, **{ } 없어서 30분 날려먹음**

얘로 불러오고 ( 경로 맞춰서 )

import Movie from "./Movie";

**App.js > render()**

  render() {

    const {isLoding, movies} = this.state;

    return (

      <div>

        {isLoding ? "Loading..."

        : movies.map(movie => {

          return (

            <Movie

              key={movie.id}

              id={movie.id}

              year={movie.year}

              title={movie.title}

              summary={movie.summary}

              poster={movie.medium\_cover\_image}

            />

          );

        })}

      </div>

    );

  }

}

- 삼항 연산자를 통해 **isLoading( F/T )**의 상태 분기 **– getMovies가 끝나면 setState**

  getMovies = async () => {

    const {data:{data:{movies}}} = await axios.get("https://yts-proxy.now.sh/list\_movies.json?sort\_by=rating")

    console.log(movies)

    // this.setState({movies:movies}) // 아래의 movies와 동일한 코드...

    this.setState({movies, isLoding:false})

  }

- state를 가져올 때는 **const { state명 , ... } = this.state;**

**-** map을 통해 movie마다 **<Movie />**를 선언하는데,

**파라미터를 다 넣어주어야 한다. -> isRequired이기 때문에**
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**위 에러가 콘솔에 뜰 것이다! -> map은 unique key값이 필요하다.**

**movie에서는 id값이 키로 사용가능하다.**

              key={movie.id}

끝