INDEX

|  |  |  |  |
| --- | --- | --- | --- |
| **Sr.No** | **Date** | **Practical** | **Signature** |
| 1 |  | Port 17 is known as the ‘Quote of the day service’. When a client connects to port 17 on a server, the server responds with a quote for that day. Write a server program so that it delivers a quote of the day. The quotes should be printable ASCII characters and should contain fewer than 512 characters, although multiple lines are allowed. Since port 17 is considered well known and therefore unavailable, have your server listen to port 6017.  Write the client code used to read the quotes returned by the server. |  |
| 2 |  | Write a client–server application using Java sockets that allows a client to write a message (as a String) to a socket.  A server will read this message, count the number of characters and digits in the message, and send these two counts back to the client.  The server will listen to port 6100.  The client can obtain the String message that it is to pass to the server either from the command line or by using a prompt to the user.  One strategy for sending the two counts back to the client is for the server to construct an object containing:  a. The message it receives from the client.  b. A count of the number of characters in the message.  c. A count of the number of digits in the message |  |
| 3 |  | Servers can be designed to limit the number of open connections. For example, a server may wish to have only N socket connections open at any point in time.  After N connections have been made, the server will not accept another incoming connection until an existing connection is released.  Write Java programs to demonstrate the scenario. |  |
| 4 |  | Assuming that a system has a 32-bit virtual address. Write a Java program i.e. passed. (1)The size of a page and (2) The virtual address. Your program will report the page number and offset of the given virtual address with the specified page size.  Page sizes must be specified as a power of 2 and within the range 1024-16384 (inclusive).  Assuming such a program is named address, it would run as follows:-  Java Address 4096 19986 and the correct output would appear as:-  The address 19986 contains:- Page Number = 4 offset =  3602 |  |
| 5 |  | Write a program that implements the FIFO and LRU page-replacement algorithms presented in this chapter. First, generate a random page reference string where page numbers range from 0 to 9. Apply the random page reference string to each algorithm, and record the number of page faults incurred by each algorithm.  Implement the replacement algorithms so that the number of page frames can vary as well. Assume that demand paging is used. Design and implement two classes—LRU and FIFO—that extend ReplacementAlgorithm. Each of these classes will implement the insert() method, one class using the LRU page-replacement algorithm and the other using the FIFO algorithm. Test your algorithm with suitable Java programs |  |
|  |  |  |  |

**PRACTICAL NO: 1**

**Aim:** Port 17 is known as the ‘Quote of the day service’. When a client connects to port 17 on a server, the server responds with a quote for that day. Write a server program so that it delivers a quote of the day. The quotes should be printable ASCII characters and should contain fewer than 512 characters, although multiple lines are allowed. Since port 17 is considered well known and therefore unavailable, have your server listen to port 6017.

Write the client code used to read the quotes returned by the server.

**INPUT:-**

Server:

import java.io.\*;

import java.net.\*;

import java.util.Random;

public class server {

private static final int PORT = 12068;

private static final String[] QUOTES = {

"The only limit to our realization of tomorrow is our doubts of today. - Franklin D. Roosevelt",

"Do not wait to strike till the iron is hot; but make it hot by striking. - William Butler Yeats",

"Whether you think you can or think you can't, you're right. - Henry Ford",

"The future belongs to those who believe in the beauty of their dreams. - Eleanor Roosevelt",

"It does not matter how slowly you go as long as you do not stop. - Confucius",

"Life is what happens when you're busy making other plans. - John Lennon"

};

public static void main(String[] args) {

System.out.println("Quote of the Day Server is running.");

try (ServerSocket serverSocket = new ServerSocket(PORT)) {

while (true) {

try (Socket clientSocket = serverSocket.accept();

PrintWriter out = new PrintWriter(clientSocket.getOutputStream(), true)) {

String quote = getRandomQuote();

out.println(quote);

} catch (IOException e) {

System.err.println("Error handling client connection: " + e.getMessage());

}

}

} catch (IOException e) {

System.err.println("Could not start server on port " + PORT);

e.printStackTrace();

}

}

private static String getRandomQuote() {

Random random = new Random();

int index = random.nextInt(QUOTES.length);

return QUOTES[index];

}

}

Client:

import java.io.\*;

import java.net.\*;

public class client {

private static final String SERVER\_ADDRESS = "localhost";

private static final int PORT = 12068;

public static void main(String[] args) {

try (Socket socket = new Socket(SERVER\_ADDRESS, PORT);

BufferedReader in = new BufferedReader(new InputStreamReader(socket.getInputStream()))) {

String quote;

while ((quote = in.readLine()) != null) {

System.out.println("Quote of the Day: " + quote);

}

} catch (IOException e) {

System.err.println("Error connecting to server: " + e.getMessage());

e.printStackTrace();

}

}

}

**OUTPUT:-**

**![](data:image/png;base64,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)**

**PRACTICAL NO: 2**

**Aim:** Write a client–server application using Java sockets that allows a client to write a message (as a String) to a socket.

A server will read this message, count the number of characters and digits in the message, and send these two counts back to the client.

The server will listen to port 6100.

The client can obtain the String message that it is to pass to the server either from the command line or by using a prompt to the user.

One strategy for sending the two counts back to the client is for the server to construct an object containing:

a. The message it receives from the client.

b. A count of the number of characters in the message.

c. A count of the number of digits in the message.

**INPUT:-**

Server:

import java.io.\*;

import java.net.\*;

class MessageInfo implements Serializable {

private String message;

private int characterCount;

private int digitCount;

public MessageInfo(String message, int characterCount, int digitCount) {

this.message = message;

this.characterCount = characterCount;

this.digitCount = digitCount;

}

public String getMessage() {

return message;

}

public int getCharacterCount() {

return characterCount;

}

public int getDigitCount() {

return digitCount;

}

}

public class server {

public static void main(String[] args) {

int port = 12068;

try (ServerSocket serverSocket = new ServerSocket(port)) {

System.out.println("Server listening on port " + port);

while (true) {

try (Socket clientSocket = serverSocket.accept();

ObjectInputStream in = new ObjectInputStream(clientSocket.getInputStream());

ObjectOutputStream out = new ObjectOutputStream(clientSocket.getOutputStream())) {

String message = (String) in.readObject();

int characterCount = 0;

int digitCount = 0;

for (char c : message.toCharArray()) {

if (Character.isDigit(c)) {

digitCount++;

} else if (Character.isLetter(c)) {

characterCount++;

}

}

MessageInfo messageInfo = new MessageInfo(message, characterCount, digitCount);

out.writeObject(messageInfo);

} catch (IOException | ClassNotFoundException e) {

System.err.println("Error in communication with client: " + e.getMessage());

}

}

} catch (IOException e) {

System.err.println("Error starting server: " + e.getMessage());

}

}

}

Client:

import java.io.\*;

import java.net.\*;

public class client {

public static void main(String[] args) {

String host = "localhost";

int port = 12068;

String message;

if (args.length > 0) {

message = args[0];

} else {

BufferedReader reader = new BufferedReader(new InputStreamReader(System.in));

System.out.print("Enter message: ");

try {

message = reader.readLine();

} catch (IOException e) {

System.err.println("Error reading input: " + e.getMessage());

return;

}

}

try (Socket socket = new Socket(host, port);

ObjectOutputStream out = new ObjectOutputStream(socket.getOutputStream());

ObjectInputStream in = new ObjectInputStream(socket.getInputStream())) {

out.writeObject(message);

MessageInfo messageInfo = (MessageInfo) in.readObject();

System.out.println("Message: " + messageInfo.getMessage());

System.out.println("Character Count: " + messageInfo.getCharacterCount());

System.out.println("Digit Count: " + messageInfo.getDigitCount());

} catch (IOException | ClassNotFoundException e) {

System.err.println("Error in communication with server: " + e.getMessage());

}

}

}

**OUTPUT:-**

![](data:image/png;base64,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)

**PRACTICAL NO: 3**

**Aim:** Servers can be designed to limit the number of open connections. For example, a server may wish to have only N socket connections open at any point in time.

After N connections have been made, the server will not accept another incoming connection until an existing connection is released.

Write Java programs to demonstrate the scenario.

**INPUT:-**

Server:

import java.io.\*;

import java.net.\*;

import java.util.concurrent.Semaphore;

public class server {

private static final int PORT = 6017;

private static final int MAX\_CONNECTIONS = 3; // Limit to 3 simultaneous connections

private static final Semaphore semaphore = new Semaphore(MAX\_CONNECTIONS);

public static void main(String[] args) {

System.out.println("Server is running on port " + PORT);

try (ServerSocket serverSocket = new ServerSocket(PORT)) {

while (true) {

try {

semaphore.acquire(); // Acquire a permit

Socket clientSocket = serverSocket.accept();

new Thread(new ClientHandler(clientSocket)).start();

} catch (InterruptedException e) {

System.err.println("Semaphore acquisition interrupted: " + e.getMessage());

}

}

} catch (IOException e) {

System.err.println("Could not start server on port " + PORT);

e.printStackTrace();

}

}

private static class ClientHandler implements Runnable {

private final Socket clientSocket;

public ClientHandler(Socket clientSocket) {

this.clientSocket = clientSocket;

}

@Override

public void run() {

try (Socket socket = clientSocket; // Explicitly initialize within try-with-resources

PrintWriter out = new PrintWriter(socket.getOutputStream(), true)) {

out.println("You are connected to the server!");

// Simulate some server processing

Thread.sleep(5000);

} catch (IOException | InterruptedException e) {

System.err.println("Error handling client connection: " + e.getMessage());

} finally {

semaphore.release(); // Release the permit

} } } }

Client:

import java.io.\*;

import java.net.\*;

public class client {

private static final String SERVER\_ADDRESS = "localhost";

private static final int PORT = 6017;

public static void main(String[] args) {

try (Socket socket = new Socket(SERVER\_ADDRESS, PORT);

BufferedReader in = new BufferedReader(new InputStreamReader(socket.getInputStream()))) {

String message;

while ((message = in.readLine()) != null) {

System.out.println("Server says: " + message);

}

} catch (IOException e) {

System.err.println("Error connecting to server: " + e.getMessage());

e.printStackTrace();

} } }

**OUTPUT:-**

![](data:image/png;base64,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)

**PRACTICAL NO: 4**

**Aim:** Assuming that a system has a 32-bit virtual address. Write a Java program i.e. passed.

(1)The size of a page and

(2) The virtual address. Your program will report the page number and offset of the given virtual address with the specified page size. Page sizes must be specified as a power of 2 and within the range 1024-16384 (inclusive).

Assuming such a program is named address, it would run as follows:-

Java Address 4096 19986 and the correct output would appear as:-

The address 19986 contains:- Page Number = 4offset=3602

**INPUT:-**

import java.io.BufferedReader;

import java.io.InputStreamReader;

public class Address

{

public static final int ADDRESS\_SIZE=32; public static void main(String[]args)

{

try

{

if(args.length!=2)

{

System.out.println("Usage:java Address<page size><address>");

}

System.out.println("Please enter the parameters <pagesize><address>"); BufferedReader bt=new BufferedReader(new InputStreamReader(System.in)); int pageSize=Integer.parseInt(bt.readLine().trim());

int address=Integer.parseInt(bt.readLine().trim()); int pageBits=0;

int pageMask=0; int offsetMask=0; switch(pageSize)

{

case 1024: pageBits=10;

offsetMask=0x000003ff; pageMask=0xfffffc00; break; case 2048:

pageBits=11;

offsetMask=0x000007ff; pageMask=0xfffff800; break; case 4096:

pageBits=12; offsetMask=0x00000fff;

pageMask=0xfffff000; break;

case 8192: pageBits=13; offsetMask=0x00001fff; pageMask=0xffffe000; break;

case 16384: pageBits=14; offsetMask=0x000003ff; pageMask=0xfffffc00; break;

}

int pageNumber=(address & pageMask)>>pageBits; int offset=(address & offsetMask);

System.out.println("For address"+address+":pageNumber="+pageNumber+"offset="+offset);

}

catch(Exception e){}

}

}

**OUTPUT:-**

![](data:image/png;base64,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)

**PRACTICAL NO: 5**

**Aim:** Write a program that implements the FIFO and LRU page-replacement algorithms presented in this chapter. First, generate a random page reference string where page numbers range from 0 to 9. Apply the random page reference string to each algorithm, and record the number of page faults incurred by each algorithm.

Implement the replacement algorithms so that the number of page frames can vary as well. Assume that demand paging is used. Design and implement two classes—LRU and FIFO—that extend ReplacementAlgorithm. Each of these classes will implement the insert() method, one class using the LRU page-replacement algorithm and the other using the FIFO algorithm. Test your algorithm with suitable Java programs

**INPUT:-**

FIFO:

import java.util.\*;

class FIFO extends ReplacementAlgorithm {

private final Queue<Integer> queue;

public FIFO(int capacity) {

super(capacity);

queue = new LinkedList<>();

}

@Override

public void insert(int page) {

if (!queue.contains(page)) {

if (queue.size() == capacity) {

queue.poll(); // Remove oldest page

}

queue.add(page);

pageFaults++;

}

updateFrames(queue);

}

private void updateFrames(Queue<Integer> queue) {

int i = 0;

for (int page : queue) {

frames[i++] = page;

}

while (i < capacity) {

frames[i++] = -1;

}

}

}

LRU:

import java.util.\*;

class LRU extends ReplacementAlgorithm {

private final LinkedHashMap<Integer, Boolean> map;

public LRU(int capacity) {

super(capacity);

map = new LinkedHashMap<>(capacity, 0.75f, true);

}

@Override

public void insert(int page) {

if (!map.containsKey(page)) {

if (map.size() == capacity) {

Iterator<Integer> iterator = map.keySet().iterator();

iterator.next();

iterator.remove();

}

map.put(page, true);

pageFaults++;

} else {

// Access the page to make it most recently used

map.get(page);

}

updateFrames();

}

private void updateFrames() {

int i = 0;

for (int page : map.keySet()) {

frames[i++] = page;

}

while (i < capacity) {

frames[i++] = -1;

}

}

}

ReplacementAlgorithm:

import java.util.\*;

abstract class ReplacementAlgorithm {

protected int pageFaults;

protected int[] frames;

protected int capacity;

public ReplacementAlgorithm(int capacity) {

this.capacity = capacity;

this.frames = new int[capacity];

Arrays.fill(this.frames, -1); // Initialize frame with -1, indicating empty frame

this.pageFaults = 0;

}

public abstract void insert(int page);

public int getPageFaults() {

return pageFaults;

}

}

PageReplacementTest:

import java.util.Random;

public class PageReplacementTest {

public static void main(String[] args) {

int numPages = 10; // Pages are numbered from 0 to 9

int numFrames = 3; // Number of page frames

int numReferences = 20; // Number of page references

int[] pageReferenceString = generateRandomPageReferenceString(numReferences, numPages);

System.out.println("Page Reference String: ");

for (int page : pageReferenceString) {

System.out.print(page + " ");

}

System.out.println();

// Test FIFO algorithm

FIFO fifo = new FIFO(numFrames);

for (int page : pageReferenceString) {

fifo.insert(page);

}

System.out.println("FIFO - Number of page faults: " + fifo.getPageFaults());

// Test LRU algorithm

LRU lru = new LRU(numFrames);

for (int page : pageReferenceString) {

lru.insert(page);

}

System.out.println("LRU - Number of page faults: " + lru.getPageFaults());

}

private static int[] generateRandomPageReferenceString(int length, int numPages) {

Random random = new Random();

int[] pageReferenceString = new int[length];

for (int i = 0; i < length; i++) {

pageReferenceString[i] = random.nextInt(numPages);

}

return pageReferenceString;

}

}

**OUTPUT:-**
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