INDEX

|  |  |  |  |
| --- | --- | --- | --- |
| **Sr.No** | **Date** | **Practicals** | **Signature** |
| 1 |  | Write a program to convert the given NDFA to DFA |  |
| 2 |  | Write a program to convert the given Right Linear Grammar to Left Linear Grammar form. |  |
| 3 |  | Write a program to illustrate the generation on SPM for the input grammar. |  |
| 4 |  | Write a program to illustrate the generation on OPM for the input operator Grammar |  |
|  |  |  |  |

**PRACTICAL NO: 1**

**Aim:** Write a program to convert the given NDFA to DFA

**INPUT:-**

class NDFA:

def \_\_init\_\_(self, states, alphabet, start\_state, accept\_states, transitions):

self.states = states

self.alphabet = alphabet

self.start\_state = start\_state

self.accept\_states = accept\_states

self.transitions = transitions

class DFA:

def \_\_init\_\_(self, states, alphabet, start\_state, accept\_states, transitions):

self.states = states

self.alphabet = alphabet

self.start\_state = start\_state

self.accept\_states = accept\_states

self.transitions = transitions

def ndfa\_to\_dfa(ndfa):

start\_state = frozenset(epsilon\_closure(ndfa, {ndfa.start\_state}))

dfa\_states, unprocessed\_states = {start\_state}, [start\_state]

dfa\_transitions, dfa\_accept\_states = {}, set()

while unprocessed\_states:

current\_state = unprocessed\_states.pop()

dfa\_transitions[current\_state] = {}

if any(state in ndfa.accept\_states for state in current\_state):

dfa\_accept\_states.add(current\_state)

for symbol in ndfa.alphabet:

next\_state = frozenset(epsilon\_closure(ndfa, move(ndfa, current\_state, symbol)))

dfa\_transitions[current\_state][symbol] = next\_state

if next\_state not in dfa\_states:

dfa\_states.add(next\_state)

unprocessed\_states.append(next\_state)

return DFA(dfa\_states, ndfa.alphabet, start\_state, dfa\_accept\_states, dfa\_transitions)

def epsilon\_closure(ndfa, states):

closure, stack = set(states), list(states)

while stack:

state = stack.pop()

if (state, '') in ndfa.transitions:

for next\_state in ndfa.transitions[(state, '')]:

if next\_state not in closure:

closure.add(next\_state)

stack.append(next\_state)

return closure

def move(ndfa, states, symbol):

next\_states = set()

for state in states:

next\_states.update(ndfa.transitions.get((state, symbol), []))

return next\_states

# Example NDFA definition

ndfa = NDFA(

{'q0', 'q1', 'q2'}, # States

{'a', 'b'}, # Alphabet

'q0', # Start state

{'q2'}, # Accept states

{ # Transitions

('q0', 'a'): {'q0', 'q1'},

('q0', ''): {'q1'},

('q1', 'b'): {'q2'},

('q2', 'a'): {'q2'}

}

)

# Convert the NDFA to DFA

dfa = ndfa\_to\_dfa(ndfa)

# Print DFA details

print("DFA States:", dfa.states)

print("DFA Alphabet:", dfa.alphabet)

print("DFA Start State:", dfa.start\_state)

print("DFA Accept States:", dfa.accept\_states)

print("DFA Transitions:", dfa.transitions)

**OUTPUT:-**

**![](data:image/png;base64,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)**

**PRACTICAL NO: 2**

**Aim:** Write a program to convert the given Right Linear Grammar to Left Linear Grammar form.

**INPUT:-**

class Grammar:

def \_\_init\_\_(self, non\_terminals, terminals, start\_symbol, productions):

self.non\_terminals = non\_terminals

self.terminals = terminals

self.start\_symbol = start\_symbol

self.productions = productions

def reverse\_production(production):

"""

Reverses the right-hand side of a production.

For example, A -> aB becomes A -> Ba

"""

lhs, rhs = production

reversed\_rhs = ''.join(reversed(rhs))

return lhs, reversed\_rhs

def convert\_rlg\_to\_llg(rlg):

"""

Converts a Right Linear Grammar (RLG) to a Left Linear Grammar (LLG).

"""

llg\_productions = []

for production in rlg.productions:

lhs, rhs = production

# Reverse each production's right-hand side

new\_rhs = ''.join(reversed(rhs))

# If the new right-hand side starts with a terminal followed by a non-terminal, swap them

if len(new\_rhs) == 2 and new\_rhs[0] in rlg.terminals and new\_rhs[1] in rlg.non\_terminals:

new\_rhs = new\_rhs[1] + new\_rhs[0]

llg\_productions.append((lhs, new\_rhs))

return Grammar(rlg.non\_terminals, rlg.terminals, rlg.start\_symbol, llg\_productions)

# Example Right Linear Grammar

rlg = Grammar(

non\_terminals={'S', 'A'},

terminals={'a', 'b'},

start\_symbol='S',

productions=[

('S', 'aS'),

('S', 'bA'),

('S', 'a'),

('A', 'aA'),

('A', 'b')

]

)

# Convert RLG to LLG

llg = convert\_rlg\_to\_llg(rlg)

# Print LLG details

print("LLG Non-terminals:", llg.non\_terminals)

print("LLG Terminals:", llg.terminals)

print("LLG Start Symbol:", llg.start\_symbol)

print("LLG Productions:")

for production in llg.productions:

print(f"{production[0]} -> {production[1]}")

**OUTPUT:-**

**![](data:image/png;base64,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)**

**PRACTICAL NO: 3**

**Aim:** Write a program to illustrate the generation on SPM for the input grammar.

**INPUT:-**

# Define a class to represent the grammar

class Grammar:

def \_\_init\_\_(self, non\_terminals, terminals, start\_symbol, productions):

self.non\_terminals = non\_terminals

self.terminals = terminals

self.start\_symbol = start\_symbol

self.productions = productions

# Function to compute the first set for a given symbol

def compute\_first(symbol, productions, first\_sets):

if symbol not in first\_sets:

first\_sets[symbol] = set()

if symbol in grammar.terminals:

first\_sets[symbol].add(symbol)

return first\_sets[symbol]

for production in productions:

if production[0] == symbol:

rhs = production[1]

if rhs == '':

first\_sets[symbol].add('')

else:

for sym in rhs:

first\_sets[symbol].update(compute\_first(sym, productions, first\_sets))

if '' not in first\_sets[sym]:

break

return first\_sets[symbol]

# Function to compute the follow set for a given symbol

def compute\_follow(symbol, productions, follow\_sets, first\_sets, start\_symbol):

if symbol not in follow\_sets:

follow\_sets[symbol] = set()

if symbol == start\_symbol:

follow\_sets[symbol].add('$') # End of input marker

for production in productions:

lhs, rhs = production

for i, sym in enumerate(rhs):

if sym == symbol:

if i + 1 < len(rhs):

next\_sym = rhs[i + 1]

follow\_sets[symbol].update(first\_sets[next\_sym] - {''})

if '' in first\_sets[next\_sym]:

follow\_sets[symbol].update(compute\_follow(lhs, productions, follow\_sets, first\_sets,

start\_symbol))

else:

follow\_sets[symbol].update(compute\_follow(lhs, productions, follow\_sets, first\_sets,

start\_symbol))

return follow\_sets[symbol]

# Function to generate the Simple Precedence Matrix (SPM)

def generate\_spm(grammar):

first\_sets = {}

follow\_sets = {}

for non\_terminal in grammar.non\_terminals:

compute\_first(non\_terminal, grammar.productions, first\_sets)

for non\_terminal in grammar.non\_terminals:

compute\_follow(non\_terminal, grammar.productions, follow\_sets, first\_sets,

grammar.start\_symbol)

spm = {}

symbols = list(grammar.non\_terminals) + list(grammar.terminals) + ['$']

for sym1 in symbols:

spm[sym1] = {}

for sym2 in symbols:

spm[sym1][sym2] = ' '

for lhs, rhs in grammar.productions:

for i in range(len(rhs) - 1):

if rhs[i] in grammar.terminals and rhs[i+1] in grammar.terminals:

spm[rhs[i]][rhs[i+1]] = '='

if rhs[i] in grammar.terminals and rhs[i+1] in grammar.non\_terminals:

for sym in first\_sets[rhs[i+1]]:

if sym:

spm[rhs[i]][sym] = '<'

if rhs[i] in grammar.non\_terminals and rhs[i+1] in grammar.terminals:

for sym in follow\_sets[rhs[i]]:

if sym:

spm[sym][rhs[i+1]] = '>'

return spm

# Example Grammar

non\_terminals = {'S', 'A'}

terminals = {'a', 'b'}

start\_symbol = 'S'

productions = [

('S', 'aA'),

('A', 'b'),

('A', '')

]

grammar = Grammar(non\_terminals, terminals, start\_symbol, productions)

# Generate the Simple Precedence Matrix

spm = generate\_spm(grammar)

# Print the SPM

print("Simple Precedence Matrix:")

symbols = list(non\_terminals) + list(terminals) + ['$']

print(" ", " ".join(symbols))

for sym1 in symbols:

row = [sym1]

for sym2 in symbols:

row.append(spm[sym1][sym2])

print(" ".join(row))

**OUTPUT:-**

![](data:image/png;base64,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)

**PRACTICAL NO: 4**

**Aim:** Write a program to illustrate the generation on OPM for the input operator Grammar

**INPUT:-**

# Define operator precedence and associativity

precedence = {

'+': 1,

'-': 1,

'\*': 2,

'/': 2,

'^': 3

}

associativity = {

'+': 'left',

'-': 'left',

'\*': 'left',

'/': 'left',

'^': 'right'

}

# Function to generate Operator Precedence Matrix (OPM)

def generate\_opm(operators):

n = len(operators)

opm = [[None] \* n for \_ in range(n)] # Matrix size is n x n now

# Fill diagonal with '='

for i in range(n):

opm[i][i] = '='

# Fill matrix based on precedence and associativity

for i in range(n):

for j in range(n):

if i == j:

continue

op\_i = operators[i]

op\_j = operators[j]

if precedence[op\_i] > precedence[op\_j]:

opm[i][j] = '>'

elif precedence[op\_i] < precedence[op\_j]:

opm[i][j] = '<'

else: # Same precedence, check associativity

if associativity[op\_i] == 'left':

opm[i][j] = '>'

else:

opm[i][j] = '<'

return opm

# Example usage:

operators = ['+', '-', '\*', '/', '^']

# Generate Operator Precedence Matrix

opm = generate\_opm(operators)

# Print Operator Precedence Matrix

print("Operator Precedence Matrix (OPM):")

header\_row = ' ' + ' '.join(operators)

print(header\_row)

print('-' \* len(header\_row))

for i in range(len(opm)):

row = operators[i] + ' '

for j in range(len(opm[i])):

if opm[i][j] is None:

row += ' ' # Add empty space for None values

else:

row += opm[i][j] + ' '

print(row)

**OUTPUT:**

**![](data:image/png;base64,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)**