## 楼梯问题

【题目描述】楼梯问题（Staircases）URAL 1017

有一个用数目为N的砖块堆起来的楼梯，楼梯的每层严格由不同个数的砖块按照由大到小的次序排列。在排列中，不允许各层有相同的高度，每个楼梯至少有两层，每层至少有一块。

图4.7给出N＝11和N＝5的时的摆法：
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图4.7

你的任务是写一个程序，输入砖块数N，打印出共有多少种不同的摆法。

【输入格式】

砖块数N（3≤N≤500）。

【输出格式】一个整数，表示共有多少种不同的摆法。

【输入样例】

5

【输出样例】

2

### 算法1★

设F[i][j]表示把i划分后，最大的数为j（j＜i）时的方案数，则问题转化为剩余的数即i－j划分后，最大的数小于j时的方案数，动态转移方程为：

F[i][j] ＝ ![](data:image/x-wmf;base64,183GmgAAAAAAAKAJYAQBCQAAAADQUwEACQAAA50BAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCYASgCRIAAAAmBg8AGgD/////AAAQAAAAwP///6b///9gCQAABgQAAAsAAAAmBg8ADABNYXRoVHlwZQAA4AAcAAAA+wLA/QAAAAAAAJABAAAAAgQCABBTeW1ib2wAd1IjCvTQfVgAGPEYANiUB3eAAQt3oxtmpgQAAAAtAQAACAAAADIK+AI3AAEAAADleRwAAAD7AiD/AAAAAAAAkAEAAAACBAIAEFN5bWJvbAB3fw8KAfB9WAAY8RgA2JQHd4ABC3ejG2amBAAAAC0BAQAEAAAA8AEAAAgAAAAyChoBywABAAAALXkIAAAAMgoOBNcAAQAAAD15HAAAAPsCgP4AAAAAAACQAQAAAAIEAgAQU3ltYm9sAHdSIwr10H1YABjxGADYlAd3gAELd6MbZqYEAAAALQEAAAQAAADwAQEACAAAADIKoAKpBAEAAAAteRwAAAD7AiD/AAAAAAAAkAEAAACGBAIAAMvOzOUAAQt3fw8KAvB9WAAY8RgA2JQHd4ABC3ejG2amBAAAAC0BAQAEAAAA8AEAAAgAAAAyChoBSgEBAAAAMXkIAAAAMgoaAVAAAQAAAGp5CAAAADIKDgRWAQEAAAAxeQgAAAAyCg4ETgABAAAAa3kcAAAA+wKA/gAAAAAAAJABAAAAhgQCAADLzszlAAELdwsRCt/QfVgAGPEYANiUB3eAAQt3oxtmpgQAAAAtAQAABAAAAPABAQAIAAAAMgqgAtgIAQAAAF15CAAAADIKoAIfCAEAAABreQgAAAAyCqACpQYCAAAAXVsIAAAAMgqgAgQGAQAAAGpbCAAAADIKoAJgAwEAAABpWwgAAAAyCqACvgIBAAAAW1sIAAAAMgqgAjQCAQAAAEZbCgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAhgECAiJTeXN0ZW0ApqMbZqYAAAoAOACKAQAAAAABAAAAMPMYAAQAAAAtAQEABAAAAPABAAADAAAAAAA=)

参考程序如下所示。

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23 | //楼梯问题 — 算法1  #include <bits/stdc++.h>  **using** **namespace** std**;**  long long f**[**501**][**501**];**  int main**()**  **{**  int n**;**  long long sum**=**0**;**  scanf**(**"%d"**,&**n**);**  **for(**int i**=**1**;**i**<=**n**;**i**++)**  f**[**i**][**i**]=**1**;** //把i划分，最大数为i，方案数显然为1  **for(**int i**=**1**;**i**<=**n**;**i**++)** 　 //枚举数n  **for(**int j**=**1**;**j**<**i**;**j**++)** //枚举j  **for(**int k**=**1**;**k**<=**min**(**i**-**j**,**j**-**1**);**k**++)**  **if(**i**-**j**>=**k**)**  f**[**i**][**j**]+=**f**[**i**-**j**][**k**];**  **for(**int i**=**1**;**i**<**n**;**i**++)**  sum**+=**f**[**n**][**i**];**  printf**(**"%lld\n"**,**sum**);**  **return** 0**;**  **}** |

### 算法2★

设f[n][k]表示将n个砖头分为若干列且其中最大列不超过k的方案数，则可能的情况有两种，一种是最大列数恰好为k，一种是最大数列小于k，则动态转移方程为：

f[n][k]＝f[n－k][k－1]＋f[n][k－1]

参考程序如下所示。

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22 | //楼梯问题 — 算法2  #include <bits/stdc++.h>  using namespace std;  long long f[505][505];  int main()  {  int n;  scanf("%d",&n);  for(int i=0;i<=n;++i)  f[0][i]=1;  for(int i=1;i<n;++i)  {  for(int j=i;j<=n;++j)  f[j][i]=f[j-i][i-1]+f[j][i-1];  for(int j=1;j<i;++j)  f[j][i]=f[j][i-1];  }  printf("%lld\n",f[n][n-1]);  return 0;  } |

### 算法3★

设f[i][j]表示i块砖头中最多的那一行最多有j块的方案数，则动态转移方程为：

f[i][j]＝f[i－j][j－1]＋f[i－j][j]

此方法类似于方法2，只是动规算法2由列入手，动规算法3由行入手。如图12.2，当N＝5时，有两种情况，一种情况是去掉最底层一行后（此行砖头数必等于列数i），剩下各行的砖头数均小于i，因此仅剩下了i－1列，一种情况是去掉最底层一行后，剩下的各行的砖头数至少还有一行数等于i。
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图12.2

边界条件为：f[1][1]＝1；

最后答案要从列数k从2到n（虽然n列、n－1列、n－2列可能是0）求和。

参考程序如下所示。

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19 | //楼梯问题 — 算法3  #include<bits/stdc++.h>  using namespace std;  long long f[505][505],ans;  int n;  int main()  {  cin>>n;  f[1][1]=1;  for(int i=2; i<=n; ++i)  for(int j=1; j<i; ++j)  f[i][j]=f[i-j][j]+f[i-j][j-1];  for(int k=2; k<n; ++k)  ans+=f[n][k];  cout<<ans<<endl;  return 0;  } |

### 算法4★

　　设f[i][j]表示将i分解且分解出的最大数字不超过j时分解的方案有多少。则动态转移方程为：

　　f[i][j]＝ ![](data:image/x-wmf;base64,183GmgAAAAAAAEAMYAQACQAAAAAxVgEACQAAA50BAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCYARADBIAAAAmBg8AGgD/////AAAQAAAAwP///6b///8ADAAABgQAAAsAAAAmBg8ADABNYXRoVHlwZQAA4AAcAAAA+wLA/QAAAAAAAJABAAAAAgQCABBTeW1ib2wAd/AYCvgQflgAGPEYANiUB3eAAQt3ci9mMgQAAAAtAQAACAAAADIK+QI3AAEAAADleRwAAAD7AiD/AAAAAAAAkAEAAAACBAIAEFN5bWJvbAB3WBsKBzB+WAAY8RgA2JQHd4ABC3dyL2YyBAAAAC0BAQAEAAAA8AEAAAgAAAAyCg8E2AABAAAAPXkcAAAA+wKA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAd/AYCvkQflgAGPEYANiUB3eAAQt3ci9mMgQAAAAtAQAABAAAAPABAQAIAAAAMgqgAo8JAQAAAC15CAAAADIKoAKfBAEAAAAteRwAAAD7AiD/AAAAAAAAkAEAAACGBAIAAMvOzOUAAQt3WBsKCDB+WAAY8RgA2JQHd4ABC3dyL2YyBAAAAC0BAQAEAAAA8AEAAAgAAAAyChoBywABAAAAankIAAAAMgoPBGYBAQAAADF5CAAAADIKDwQ/AAEAAABreRwAAAD7AoD+AAAAAAAAkAEAAACGBAIAAMvOzOUAAQt38BgK+hB+WAAY8RgA2JQHd4ABC3dyL2YyBAAAAC0BAAAEAAAA8AEBAAgAAAAyCqACcQsBAAAAXXkIAAAAMgqgAtUKAQAAADF5CAAAADIKoAI3CAEAAABreQgAAAAyCqACvQYCAAAAXVsIAAAAMgqgAgMGAQAAAGtbCAAAADIKoAJfAwEAAABpWwgAAAAyCqACvQIBAAAAW1sIAAAAMgqgAjkCAQAAAGZbCgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAhgECAiJTeXN0ZW0AMnIvZjIAAAoAOACKAQAAAAABAAAAMPMYAAQAAAAtAQEABAAAAPABAAADAAAAAAA=)

　　这个方程时间复杂度是O（![](data:image/x-wmf;base64,183GmgAAAAAAAKABAAICCQAAAACzXQEACQAAA8kAAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCAAKgARIAAAAmBg8AGgD/////AAAQAAAAwP///6z///9gAQAArAEAAAsAAAAmBg8ADABNYXRoVHlwZQAAIAAcAAAA+wIg/wAAAAAAAJABAAAAhgQCAADLzszlAAEBd4IgCq9QrWkAGPEYANiU/XaAAQF3qSRmSQQAAAAtAQAACAAAADIKFAH/AAEAAAAzeRwAAAD7AoD+AAAAAAAAkAEAAACGBAIAAMvOzOUAAQF3MxcKlpCqaQAY8RgA2JT9doABAXepJGZJBAAAAC0BAQAEAAAA8AEAAAgAAAAyCsABNAABAAAAbnkKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQBJqSRmSQAACgA4AIoBAAAAAAAAAAAw8xgABAAAAC0BAAAEAAAA8AEBAAMAAAAAAA==)），我们用数学方法进行优化：

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAY0AAABRCAIAAAChTm1mAAAAAXNSR0IArs4c6QAAAAlwSFlzAAAOxAAADsQBlSsOGwAAC/NJREFUeF7tnb2LE1sYxmevgmKhoKhYCArJRRbBziIW1rs2t9FCi9tlEYTd5nYiCHY2BhU01ja3snGDf8CmVhDRTdRGERs/wY/rx953zmSSmWQm5z0fc3Jm55nGXfedc5739548OefMJDO3sbER4AABEAABjwn84bE2SAMBEACBkAB8CuMABEDAdwLwKd8rBH0gAALwKYwBEAAB3wnAp3yvEPSBAAjApzAGQAAEfCcAn/K9QtAHAiAAn8IYAAEQ8J0AfMr3CkEfCIAAfApjAARAwHcC8CnfKwR9IAAC8CmMARAAAd8JFOdT/daJOXEsdcYhiD+daPXlcPiRU9qyokSutfiITZOIRVQmTKyMLk4uzjpKinFDxlFqRflUZ6m+0m2u0rcxbNxeIHqdpci0xuwp47/5kZwREvbMUiJtjAqStFaW8uFQSeSdk5+0fwuJJOSM3j5YiQh1cgLyJCxH2Cquqiw5CvUyc6vD02qLDH94SHXJoU1pInQS+0fvWiMIIpuKjtVm+vdkl2Fw41pPOZIlW0lJdouhdnGMRA4CpypP9ix+TpyePtFJItTlSIDQkyiQpARcAqxELAZZKK6qGi6KaQM+o0+F6rAU2yXDf4WavYLyUytqPiU117IE0PvJlXny0OH4ZArvt/5e6Tau/RNOJoOgtnyxGXRXrk4sgZmtWQirLa+tLdcGDQk9QfseR48uAQuafWuiOBTa1fEN0aQeK9AK8KlwpkhLLXoZLGZvT4ULCCf7UzaULNzeGL28FQZF70k3aJw5FRtDsPAXGcPjddmeXIhmckPPRiJj2uvz4YyKc+gRyE6E099ETGFMcsdhnng9FGLFzBzwg+SZ1XFPJrM40/eadaGluirAp0jXRmLaKbanZnPMUEl//XEQHP1zaFNBEA697pOeFgn7ifTv/0s+Ol/XkuPFSfaZeJGWEGFWnc1IpgCfclfu4R7fYI8+/mdyQuJO06CncDrl8dG5ShPe5sXhOtBjqRWUhupMFL3UPhW+cWQdM5zC6b2qRoYbLpij9XLOmlmvg9RZtFpYbNMmegGY5ImIiPiNJP+XxBVisYlQNJMQkFy8BfjSJuTV8UOnNBGrAfo+9fPnz//EsVmeBJG6Lpx125dV8KnGRoYbLphH10n1nGR6IuKCNV3502tbwsBiIhabCldS8d18U94A7PaYR8q8OnZ1csgwR77FpsZ7VPYpcqVPnz69ffv2zp07p0+fPnfu3Js3b5h52A6zu+6jSy7JyZnZ61hshKa2zcXGupMNoSmJiDdrMimtSwNWyideZDHb/F+s9JVoxGpxjcT5Vh2LZCw2ZexT3W738uXLZFXkUO12++bNm/v37zcqnP7JHq/7aqfOpLfNO/faqet/+llrn0kmJW55nZ1JaUuvwImozrQiq82nvn379uDBg0OHDtXr9Z07d5JD7du3b8uWLRUYRqopijuU2ouDnZh+6wrtCDH2rcO3JLOZXJ7Q+AblYlqf6NViIhabYlbRfY961XGvkwnQepiaT71+/frdu3fHjx+3rsPbBuO1Je08042adYX9bZrtrTYH+7/1laOrBfkPj5wwyviWtuHlUdaFUX0CPGkliioKhUF1/KdnBZqaT/348ePXr187duyQ0REr1dx3bvFX/uojdRuSrOfxv5sqyVxbcuckiZO5p+TmZ5bI2NbBYCOOJcqIgGq51OLNmER9qYwuIxRTOjKoTg4wt2SmMjSCFqen5lPRG/Hv37/VhpN+tLvNZ32NOLOsBJyNLmcd2aoEXzA/0kibmk8ZdRXdA5P+OhcxJxQfskkdcWRi8zknUk9RhhLVhiTK85tDIqqoFePZxbV3aYM/jBVzie7pmnyBqDYTxeuQ8SU11qev46CnT5+eP3/+4cOHSmepB0cf56dj4hsK1NvCGSCQJuBsdDnryFaF+YL5kXa0zSndpfns2bNWq7W0tHTs2DE9S8dZIAACIKBKwOW6T1Ub4kEABEAgJACfwjgAARDwnQB8yvcKQR8IgICaT9G1B0KmtKUFxCAAAiBgSEDNp75///7+/fs9e/YY9orTQQAEQIBPQMGnPn/+TB/uo0/2HTx4kN8BIkEABEDAkIDkvoSPHz/evXu31+vt3r17cXGRPt938uTJXbt2GfaK00EABECAT0Ayn6LvQti7d++BAwdevnx548YN+hkmxYeLSBAAASsEuPd50s7Uo0ePXr16RTej0/dPRRvqOEAABEDAAQHu/tS2bdvo61yOHDlCEytaBjpQhi5AAARAICLA9akoeuvWrfT1eF++fAE+EAABEHBGQM2nos8UYtHnrDzoCARAQHk+BWQgAAIg4J6A2nzKvT70CAIgAALwKYwBEAAB3wnAp3yvEPSBAAjApzAGQAAEfCcAn/K9QtAHAiCg41O4LwHjBgRAwCUBNZ+im6fo+X3wKZcVQl8gAAJqPkVPbK/Vap1OhwGu3zqR9/Bg8af0A7JyGuRHMhRxQ6wo53ZWZNymScQWJBMgzoais45sUXXRjppPbd++/ezZs/To9lu3bj1//vzDhw9fv37NlNlZooeONVfD29fFQ3fjhzdnPb8vtLORa+VESmFQeZPWp9sMKWUpt6BnUuLwdZQAMsNEEnLm5uJnvGfoyZFoqyJS1MwAW5VldjcMk3NQrzG3NKpavY3XeLzW+vr6hQsX6FsT1tbWXrx4kdWCeLxXZFPRsdpM/548KQwePahvWmS22PAMcUw87S/dMitVJeVmesYyTfYsfk6kM4NEqMuRgOhxbaOCSkpmtSKssjGCLFSW0UsqhMtBccwrlEZVsa/xavOpyA7oKz2vX79+6dKlRqNx+PDh2VowvRVdme9FRujDoaun3/p7pdu49k84+QyC2vLFZtBducpZYBeUdW15bW25Nmhc6Ana9zh6dAmY5BFOSEzOL+Lc4jhol6aINN20qeNTEmXhmBFPmhaPiR6uFxJn8Vfg8siF2xujl5MhMxvKdfX0nnSDxplTsTEEC3+RMTxe70tSCgHFK7JRqI1Exjquzw8eUS1lrEcgOxFpZ4MA6nMj+rEwILlDMU+5HocoA97u7SB5fmm4OP2LK8CnwjGTmGOL7alyHDNU3l9/HARH/xzaFM1ayRi6T/S+6ct+Iv37/5KPztfLUcgJlfaB+AOi5KXhgSzAp3gdzyJquF0ZXYgcHpMTEufqwumUx0fnKk2QmxeH60CPpVZNWjVKUymfCt9Vs44STfmiV+HIcMMFdrS+zlljW3jZ0kJksU2b6AVgkiaSXATl/TxIMULgAoj7EuRVscDSWBg4FpsokU+lLsVm7ntZ5MJoaoZ6RoYbLrBHl+H0nGR6IuJqPl3502tbwtFmItE7UPFAopRsKs+HNMPSMF4BDkNK5FN0lSM5GdJ43dhd95nrSdRZ7IWmts3FxrqTDaEpiYj3azIpa5cqVIe20DboPe9n1Tal8VYrK+1tWoDPpTFKTPXkEvmUamqT8R6v+2qnzqS3zTv32qnrf+bZK7dAJiVueZ2ZSSkrrswJlStNpXzK52Es7lBqLw629PutK7QjxNi3Dt9wNWaWDBLx3dvFtD4hwFYittphEBqEuO/RcWn4KIqLLL1PxWs52umlGyPrRe4ns6qgr4dme6vNwZ54feXoakH+w8qCbuIho4xvgVO7MKpPgCetLFFFcTAoTVnQTeosyKfEujr3nTi50cBAl7qtaDw+cy1nMAcwVW6kJ3GyQQoRIrNExjZGBhuDLFFGBBjDQTfEDEjU69ShOCbMiMOUjgxKo4tu9ucV5FO2EnO3mWxLMdrZpAScDUVnHZWpUC59Sqxp0l/nIubG4kM2qSOONNhMzmlZrzYZylUbkmSa3xwSUUWtEs+urMFQHNNTkjGvQtFBrJcfkI4+nk/HxDcgeCkXojYvAWdD0VlHpazVHKl24IboAgRAAAS0Cbhc92mLxIkgAAKVJgCfqnT5kTwIlIIAfKoUZYJIEKg0AfhUpcuP5EGgFATgU6UoE0SCQKUJwKcqXX4kDwKlIACfKkWZIBIEKk0APlXp8iN5ECgFAfhUKcoEkSBQaQLwqUqXH8mDQCkIwKdKUSaIBIFKE4BPVbr8SB4ESkHgf6Q7iP9/SouTAAAAAElFTkSuQmCC)

　　则f[i][j]－f[i][j－1]＝f[i－j][j－1]

　　即：f[i][j]＝f[i][j－1]＋f[i－j][j－1]

　　这里我们是将决策集合列出，并和以前得到的结果进行比较寻找相似的集合并直接引用以前的结果，达到优化决策的目的。幸运的是，我们发现原状态数组中就是保存的决策集合，但是有的时候并没有这么巧合，我们可以重新定义一个优化数组来保存决策的集合，并在每次求出某个状态后用常数的时间来维护这个数组，以便达到优化常数甚至O（1）的决策。

### 算法5★

　　其实该题的实质就是把一个整数N拆分为几部分，各部分的值互不相同。因此对于某一部分的数t（1≤t≤N）来讲，t或者不出现，或者只出现一次，因此我们完全可以用经典的0/1背包的模型解决该题。

整数N可以看成是背包的最大承重量，可装的各物品重量值分别为1~N－1，则根据优化的0/1背包方程可写出代码如下。

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15 | //楼梯问题 — 算法5  #include <bits/stdc++.h>  using namespace std;  int main()  {  int n;  scanf("%d",&n);  long long f[1005]={1};  for(int i=1;i<n;++i)  for(int j=n;j>=i;--j)  f[j]+=f[j-i];  printf("%lld\n",f[n]);  return 0;  } |

### 算法6★

参照数的划分问题的动规算法3。

参考程序如下所示。

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20 | //楼梯问题 — 算法6  #include <bits/stdc++.h>  using namespace std;  long long g[501][501];  int main()  {  int m;  scanf("%d",&m);  for(int i=1;i<=m;++i)  g[i-1][0]=1;  for(int i=1;i<m;++i)  for(int j=1;j<=m;++j)  if(j>=i)  g[i][j]=g[i-1][j]+g[i-1][j-i];  else g[i][j]=g[i-1][j];  printf("%lld\n",g[m-1][m]);  return 0;  } |

### 母函数算法★★

　　我们先来看下面两个例子：

　　【引例1】

　　有2个骰子掷出6点，共有多少方法？

　　我们可以设想把骰子出现的点数1，2，…，6和t，t2，…，t6对应起来，则第一个骰子可能出现的点数就与(t＋t2＋…＋t6)中的t的各次幂一一对应。

　　若有两个骰子，则（t＋t2＋…＋t6）×（t＋t2＋…＋t6）＝t2＋2t3＋3t4＋4t5＋5t6＋…中的t6的系数为5，显然是t1×t5＝t6，t2×t4＝t6，t3×t3＝t6，t4×t2＝t6，t5×t1＝t6，诸乘积都产生了t6这一方案数。

　　故两个骰子掷出6点的方法数等价于f(t)＝（t＋t2＋…＋t6）2 中t6的系数5。f(t)为母函数。这种对应把组合问题的加法法则和幂级数的t的乘幂的相加对应了起来。

母函数的思想实质就是把离散数列和幂级数一一对应起来，把离散数列间的相互结合关系对应成为幂级数间的运算关系，最后由幂级数形式来确定离散数列的构造。

　　【引例2】

　　有1克、2克、3克、4克的砝码各一枚，能称出哪几种重量？每种重量各有几种可能方案？

　　分析：我们假设x表示砝码，x的指数表示砝码的重量，这样：

　　1个1克的砝码可以用函数1＋x表示；

　　1个2克的砝码可以用函数1＋x2表示；

　　1个3克的砝码可以用函数1＋x3表示；

　　1个4克的砝码可以用函数1＋x4表示。

　　这四个式子是什么意思呢？我们拿1＋x2来说，前面已经说过，x表示砝码，x的指数表示重量，则1＋x2表示了两种情况：1表示质量为2的砝码取0个的情况，x2表示质量为2的砝码取1个的情况。“把组合问题的加法法则和幂级数的t的乘幂的相加对应起来”，明白了么？

　　几种砝码的组合可以称重的情况，可以用以上几个函数的乘积表示：

　　(1＋x)(1＋x2)(1＋x3)(1＋x4)

　　=(1＋x＋x2＋x3)(1＋x)(1＋x3＋x4＋x7)

　　=1＋x＋x2＋2x3＋2x4＋2x5＋2x6＋2x7＋x8＋x9＋x10

　　从上面的函数知道：可称出从1克到10克，系数便是方案数。

　　【母函数算法】

　　有了上面两个引例的基础，考虑到选取第i块都有两种情况：选和不选，我们可以写出楼梯问题的母函数即：

　　F（x）＝(1＋x)(1＋x2)(1＋x3)…(１＋xn）

　　F(x)的展开式中xn的系数就是各个分部量不同的整数拆分问题。其中要减掉1×xn（因为至少两列）的这种拆分情况，也就是最终结果的xn的系数减1即是答案。

参考程序如下所示。

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17 | //楼梯问题 —— 母函数算法  #include <bits/stdc++.h>  using namespace std;  long long ans[510]={1,1}; //ans[i]存x^i的系数，起始为（1+x）,0和1的系数均为1  int main()  {  int N;  scanf("%d",&N);  for(int i=2;i<=N;i++) //依次从(1+x^2)、(1+x^3)……开始往里乘  for(int j=N;j>=0;j--) //更新乘进去后的所有可能系数  if(i+j<=N) //无需考虑超过N的系数  ans[i+j]+=ans[j];  printf("%lld\n",ans[N]-1);  return 0;  } |