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**一、简介**

【问题描述】设计一个程序，用二叉树来表示代数表达式，树的每一个节点包括一个运算符或运算数。代数表达式中只包含“+”，“-”，“\*”，“/”和一位整数且没有错误。按照先乘除后加减的原则构造二叉树，并求出表达式的值。

【提示】

建立运算符栈OPTR，来暂存已经扫描到的还未处理的运算符

表达式树栈EXPT，来暂存已建立好的表达式树的根结点，以便其作为另一个运算符结点的子树而被引用。
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如图，该树就是代数表达式“1+2\*3-4/5”对应的二叉树。

**二、算法说明**

建立过程：从算式头部开始扫描，若字符串没有终止，则创建一个二叉树节点，

若为数字，则将数字存入节点，将指针计入表达式数栈EXPT。

若为加减，则将运算符存入节点，将其指针暂存至OPTR，直至遇到下一个加减符号或终止符号再取出，再将左、右孩子置为栈EXPT顶的两个节点，并将两个孩子节点出栈，将这个运算符节点的指针计入表达式数栈EXPT，再将其从OPTR出栈；

若为乘除，则将运算符存入节点，将其指针暂存至OPTR，将EXPT栈顶元素和其后的元素分别置为左右孩子节点，然后取出EXPT栈顶元素。再将这个运算符节点的指针存入EXPT，再将OPTR栈顶元素出栈。

如果OPTR栈中仍然存在元素，那么肯定是+或者-，则只需按照+或-对其进行处理即可。

至此二叉树建立完成。

运算方式：采用后序遍历的方法，对二叉树进行扫描，用变量result记录结果，并将临时结果用栈st存储，最终得到的栈顶元素就是结果

至此可以打印结果。

**三、测试结果**

由于代数表达式中只包含“+”，“-”，“\*”，“/”和一位整数且没有错误，进行测验的时候只需要对只含单个运算符和两个运算符的算式进行测试即可：

下面是测试的方案及运算结果：

|  |  |
| --- | --- |
| 算式 | 结果 |
| 1+1 | 2 |
| 1-1 | 0 |
| 3\*5 | 15 |
| 4/2 | 2 |
| 1+1-3 | -1 |
| 3\*4/6 | 2 |
| 1+2\*3 | 7 |
| 6/2-1 | 2 |

**四、分析与探讨**

由于题意前提是没有输入错误，并且只允许输入一位数字和四则运算符，所以相对来说比较简单，但是如果想要实现更为复杂的功能也是可以的，比如说对算式的正确性进行检测（顺序是否正确，除数不应为0），或者允许更大的整数，甚至是浮点数进行运算，也可以考虑引入括弧……

对于这个程序而言，其时间复杂度为O(n),因为扫描算式时需要将所有字符遍历一遍，空间复杂度为O(log2(n+1))。

**附录：源代码**

#include<stdio.h>

#include<stdlib.h>

#define Maxsize 12//其值减一为表达式的最大长度

int result;//表达式的结果

typedef struct

{

int top;

int value[Maxsize];

}stack;//运算时用来存储临时结果的栈

stack st;

typedef struct btnode

{

char data;

struct btnode \*lchild;

struct btnode \*rchild;

}BTNode;//声明二叉树节点结构

BTNode \*CreateBTNode(char \*str)

{

BTNode \* EXPT[Maxsize];//定义栈EXPT，用于存储未处理的算式

BTNode \* OPTR[Maxsize];//定义栈OPTR，用于处理未处理的算符

BTNode \*b;//定义二叉树的根节点

int topEXPT = -1;//EXPT栈顶指针

int topOPTR = -1;//OPTR栈顶指针

int j = 0;

char ch=str[j];//定义字符数组，记录表达式

while (ch != '\0')//遍历运算表达式的每一个字符

{

BTNode \*node;

node = (BTNode \*)malloc(sizeof(BTNode));//生成一个新的二叉树节点

switch (ch)

{

case'+':

case'-':node->data = ch;

if (topOPTR != -1)//处理操作符栈内的加减运算符

{

OPTR[topOPTR]->rchild = EXPT[topEXPT];

OPTR[topOPTR]->lchild = EXPT[topEXPT - 1];

topEXPT--;

EXPT[topEXPT] = OPTR[topOPTR];

topOPTR--;

}

topOPTR++;

OPTR[topOPTR] = node;//记录该节点的内容

break;

case'\*':

case'/':node->data = ch;

node->lchild = EXPT[topEXPT];

topOPTR++;

OPTR[topOPTR] = node;//记录该节点的内容

break;

default:node->data = ch;

node->lchild = node->rchild = NULL;

topEXPT++;

EXPT[topEXPT] = node;//记录该节点的内容

if (topOPTR>-1 &&(OPTR[topOPTR]->data == '\*' || OPTR[topOPTR]->data == '/'))

//处理乘除运算符前后的两个数

{

OPTR[topOPTR]->rchild = EXPT[topEXPT];

topEXPT--;

EXPT[topEXPT] = OPTR[topOPTR];

topOPTR--;

}

}

j++;

ch = str[j];

}

if (topOPTR != -1)//如果最后一个运算符是加减运算符，则进行相应的处理

{

OPTR[topOPTR]->rchild = EXPT[topEXPT];

OPTR[topOPTR]->lchild = EXPT[topEXPT - 1];

topEXPT--;

EXPT[topEXPT] = OPTR[topOPTR];

topOPTR--;

}

b = EXPT[topEXPT];

return b;

}

void PostOrder(BTNode \*&b)

//进行遍历和运算，找到需要进行运算的每一个元素，如果扫描的双亲节点为运算符，那么就根据运算符的内容对数值进行操作。

{

if (b != NULL)

{

PostOrder(b->lchild);

PostOrder(b->rchild);

switch (b->data)

{

case '+':result = st.value[st.top] + st.value[st.top - 1];

st.top--;

st.value[st.top] = result; break;

case '-':result = st.value[st.top-1] - st.value[st.top];

st.top--;

st.value[st.top] = result; break;

case '\*':result = st.value[st.top] \* st.value[st.top - 1];

st.top--;

st.value[st.top] = result; break;

case '/':result = st.value[st.top-1] / st.value[st.top];

st.top--;

st.value[st.top] = result; break;

default:st.top++;

st.value[st.top] = b->data-48;//将字符还原为对应的数值

}

}

}

void CalculateBTNode(BTNode \*b)//运算算法

{

st.top = -1;

result = 0;

PostOrder(b);

printf("\n该算式的运算结果是:%d\n",result);

}

int main()

{

BTNode \*b;

char str[Maxsize];

printf("下面是用二叉树表示的算式的运算结果\n");

printf("请输入运算表达式，只能包含加减乘除和数字,且不要试图使除数为0,长度不超过%d\n", Maxsize - 1);

scanf\_s("%s", str, Maxsize - 1);

b=CreateBTNode(str);//创建算式二叉树

CalculateBTNode(b);//进行运算

system("PAUSE");

return 0;

}