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**TASK 1**

**AIM:** PROGRAM TO DEMONSTRATE DIFFERENT NUMBERS OF DATA TYPES IN PYTHON

**INPUT:**

#int

a = 12

print("integer value: ",a)          #integer value: 12

print("Type is: ", type(a) ,"\n")   #Type is: <class int 'int'>

#float

c = 3.09

print("float value: ",c)           #float value: 3.09

print("Type is: ", type(c), "\n")  #Type is: <class 'float'>

#complex

b = 3 + 5j

print("complex value: ", b)        #complex value: (3+5j)

print("Type is: ", type(b), "\n")  #Type is: <class 'complex'>

**OUTPUT:**

![](data:image/png;base64,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)

**TASK 2**

**AIM:** PROGRAM TO PERFORM DIFFERENT ARITHMETIC OPERATIONS ON NUMBERS IN PYTHON

**INPUT:**

number\_1 = 20

number\_2 = 10

print()

print("first number: ", number\_1) #first number: 20

print("second number: ", number\_2) #second number: 10

#Addition

print("Addition: " ,number\_1 + number\_2) #Addition: 30

#subtraction

print("subtraction: " ,number\_1 - number\_2) #Subtraction: 10

#Multiplication

print("Multiplication: " ,number\_1 \* number\_2) #Multiplication: 200

#Division

print("Division: " ,number\_1 / number\_2) #Division: 2.0

#flow division

print("Flow division: " ,number\_1 // number\_2) #Flow division: 2

#Modulus

print("Modulus: " ,number\_1 % number\_2) #Modulus: 0

#Power

print("Power: " ,number\_1 ^ number\_2) #Power: 30

**OUTPUT:**
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**TASK 3**

**AIM:** PROGRAM TO CREATE, CONCATENATE AND PRINT A STRING AND ACCESSING SUB-STRING FROM A GIVEN STRING.

**INPUT:**

print("#Three methods to create a string-------\n") -

#method 1

method\_1 = "\"Abhishek\""

print("Method 1- (double quotes method): ", method\_1)

#Method 1- (double quotes method): "Abhishek"

#method 2

method\_2 = '\'Tiwari\''

print("Method 2- (single quotes method): ", method\_2)

#Method 2- (single quotes method): 'Tiwari '

#method 3

method\_3 = """\"""This is multi-line string

Line 2 of multiline string\""" """

print("Method 3- (multiline string method): ", method\_3)

#Method 3- (multiline string method): """This is multi-line string

#Line 2 of multiline string"""

print("\n#String Operations--------- \n")

string\_1 = "Hawlet"

string\_2 = "Packered"

print("String 1: ", string\_1)

print("String 2: ", string\_2)

#concatenation

concatenated = string\_1 + " " + string\_2

print("Concatenated String: ",concatenated)

#Concatenated String: Hawlet Packered

#accesing substring

substring = concatenated[0:5]

print("Substring (first 5 characters): ", substring)

#Substring (first 5 characters): Hawle

#using negative indexing

substring\_negative = concatenated[-5:]

print("Substring negative (last 5 characters): ", substring\_negative)

#Substring negative (last 5 characters): kered

**OUTPUT:**
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**TASK 4**

**AIM:** WRITE A PYTHON SCRIPT TO PRINT THE CURRENT DATE IN THE FOLLOWING FORMAT “SUN MAY 29 02:26:23 IST 2017”

**INPUT:**

#importing time library

import time

print()

#fetching and formatting time

print("Date and time fetched from OS")

current\_time = time.strftime("%a %b %d %H:%M:%S %Z %Y")

#printing date and time

print("current date and time is: ",current\_time) #current date and time is: Wed Aug 28 23:04:51 India Standard Time 2024

**OUTPUT:**
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**TASK 5**

**AIM:** **WRITE A PROGRAM TO CREATE, APPEND, AND REMOVE LISTS IN PYTHON.**

**INPUT:**

#list creation

print("#Creating a list--------- ")

list = [1,2,3,4]

print("My list: ",list) #My list: [1, 2, 3, 4]

#append list

print("Append 5 on list")

list.append(5)

print(list) #Append 5 on list

#extend list

print("Extend list with [6,7,8]")

list.extend([6,7,8])

print(list) #[1, 2, 3, 4, 5, 6, 7, 8]

#pop from list

print("#Popping an element---------")

print("last element popped", list.pop())

print(list) #[1, 2, 3, 4, 5, 6, 7]

print("element at index 2 popped: ", list.pop(2))

print(list) #[1, 2, 4, 5, 6, 7]

#insert element to list

print("#inserting an element---------")

print("23 inserted at 4th index")

list.insert(4,23)

print(list) #[1, 2, 4, 5, 23, 6, 27]

#deleting element form list

print("#Deleting an element---------")

del list[4]

print("deleted from 4th index ")

print(list) #[1, 2, 4, 5, 6, 7]

**OUTPUT:**
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**TASK 6**

**AIM:** WRITE A PROGRAM TO DEMONSTRATE WORKING WITH TUPLES IN PYTHON.

**INPUT:**

print("#Creating new tupple")

tuple = (1,2,3,4)

print("My tuple: ", tuple) #(1, 2, 3, 4)

print("#accessing element from tuple")

print("value at index 3 is ", tuple[3]) #4

#tuple slicing

print("Slicing tuple [3:6]: ", tuple[1:3]) #(2, 3)

#unpacking

a,b,c,d = tuple

print("unpacked\_tuple : ", a,b,c,d) #1 2 3 4

#Concatenation

concatenated\_tuple = tuple + ('a','b','c','d')

print("Concatenated tuple: ", concatenated\_tuple) #(1, 2, 3, 4, 'a', 'b', 'c', 'd')

#check element is exist in tuple or not using Membership operator

print("let's check 4 in exist in my concatenated\_tuple ")

if (4 in concatenated\_tuple):

print("Yes 4 is found in concatenated\_tuple") #true condition

else:

print("No 4 is not found") #false condition

**OUTPUT:**
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**TASK 7**

**AIM:** WRITE A PROGRAM TO DEMONSTRATE WORKING WITH DICTIONARIES IN PYTHON.

**INPUT:**

#creating key value pair

print("\nMy Dictionary")

student = {

'Name':'abhishek',

'Branch':'BTech CSE',

'Roll No.':'2207775'

}

print(student,'\n')

#Accessing values by key

print("Value of Name: ", student['Name']) #Value of Name: abhishek

print()

#add or update keys

student['Department'] = 'UIET'

print("New key aded: ", student)

#{'Name': 'abhishek', 'Branch': 'BTech CSE', 'Roll No.': '2207775', 'Department': 'UIET'}

student['Roll No.'] = '2207778'

print("Roll No. changed: ", student)

#{'Name': 'abhishek', 'Branch': 'BTech CSE', 'Roll No.': '2207778', 'Department': 'UIET'}

print()

#removing key:value pair using del

del student['Roll No.']

print("Dictionary after deleting Roll No. using del: ", student)

#{'Name': 'abhishek', 'Branch': 'BTech CSE', 'Department': 'UIET'}

#removing key:value pair using pop

student.pop('Branch')

print("Dictionary after deleting Branch using pop: ", student)

#{'Name': 'abhishek', 'Department': 'UIET'}

print()

#printing all keys

print("all keys: ")

for keys in student:

print(student[keys])

#abhishek

#UIET

print()

#printing all values

print("all values: ")

for values in student.values():

print(values)

#abhishek

#UIET

print()

#iterating key:value pairs

print("Looping through key:value pair")

for keys, values in student.items():

print(keys,values)

#Name abhishek

#Department UIET

print()

#checking if a key is exist

print("let's check a key 'Roll No.' exist in student ")

if ('Roll No.' in student[keys]):

print("Yeh! key found") #true condition

else:

print("Oh no key does'nt exist") #false condition

**OUTPUT:**
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**TASK 8**

**AIM:** WRITE A PYTHON PROGRAM TO FIND LARGEST OF THREE NUMBERS.

**INPUT:**

def find\_max(a, b, c):

if (a>=b) & (a>=c):

return a

elif (b>=a) & (b>=c):

return b

else:

return c

#main

a = 200

b = 300

c = 150

print("Values: ",a,b,c)

print(f"{find\_max(a,b,c)} is largest") #300 is largest

**OUTPUT:**
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**TASK 9**

**AIM:** WRITE A PYTHON PROGRAM TO CONVERT TEMPERATURES TO AND FROM CELSIUS, FAHRENHEIT. [ Formula: c/5 = f-32/9]

**INPUT:**

print("Program of conversion between Celsius and Fahrenheit\n")

#function to calculate celsius to fahrenheit

def celsius\_to\_fahrenheit(celsius):

fahrenheit = (celsius \* 9/5) + 32

return fahrenheit

#function to calculate celsius fahrenheit to celsius

def fahrenheit\_to\_celsius(fahrenheit):

celsius = (fahrenheit - 32) \* 5/9

return celsius

# Example Conversion

celsius = 25 # Celsius temperature

fahrenheit = 77 # Fahrenheit temperature

# Directly print both conversions

print(f"{celsius}°C is equal to {celsius\_to\_fahrenheit(celsius):.2f}°F")

#25°C is equal to 77.00°F

print(f"{fahrenheit}°F is equal to {fahrenheit\_to\_celsius(fahrenheit):.2f}°C")

#77°F is equal to 25.00°C

**OUTPUT:**
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**TASK 10**

**AIM:** WRITE A PYTHON PROGRAM TO CONSTRUCT THE FOLLOWING PATTERN, USING A NESTED FOR LOOP.

\*

\*

\* \*

\* \* \*

\* \* \* \*

\* \* \*

\* \*

\*

\*

**INPUT:**

n = 4 # The middle row count (max stars)

print("\*")

# First part: increasing stars

for i in range(1, n + 1):

print("\* " \* i)

# Second part: decreasing stars

for i in range(n - 1, 0, -1):

print("\* " \* i)

print("\*")

**OUTPUT:**
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**TASK 11**

**AIM:** WRITE A PYTHON SCRIPT THAT PRINTS PRIME NUMBERS LESS THAN 20.

**INPUT:**

#function to print prime numbers

def is\_prime(num):

if num < 2:

return False

for i in range(2, num):

if num % i == 0:

return False

return True

# Print prime numbers less than 20

print("Prime numbers less than 20 are:")

for number in range(2, 20):

if is\_prime(number):

print(number, end=" ")

# 2 3 5 7 11 13 17 19

**OUTPUT:**
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**TASK 12**

**AIM:** WRITE A PYTHON PROGRAM TO FIND FACTORIAL OF A NUMBER USING RECURSION.

**INPUT:**

#function to find factorial of a number

def factorial(num):

if num == 1:

return 1

else:

return num \* factorial(num-1)

#main

number = 5

print(f"factorial of {number} is {factorial(number)}")

#factorial of 5 is 120

**OUTPUT:**
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**TASK 13**

**AIM:** WRITE A PROGRAM THAT ACCEPTS THE LENGTHS OF THREE SIDES OF A TRIANGLE AS INPUTS. THE PROGRAM OUTPUT SHOULD INDICATE WHETHER OR NOT THE TRIANGLE IS A RIGHT TRIANGLE

**INPUT:**

def is\_right\_traingle(a, b, c):

sides = sorted([a,b,c])

if sides[0]\*\*2 + sides[1]\*\*2 == sides[2]\*\*2: #Pythagorean Theorem P2 + B2 = H2

return True

else:

return False

#main

a = 3

b = 5

c = 4

if is\_right\_traingle(a,b,c):

print(f"The traingle with sides {a ,b, c} is right triangle.") #True Condition

else:

print(f"The traingle with sides {a ,b, c} is not a right triangle.") #False Condition

**OUTPUT:**

![](data:image/png;base64,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)

**TASK 14**

**AIM:** WRITE A PYTHON PROGRAM TO DEFINE A MODULE TO FIND FIBONACCI NUMBERS AND IMPORT THE MODULE TO ANOTHER PROGRAM.

**INPUT (module: practical\_14\_module.py):**

#This program is a module

#funtion to find fibonacci sequence of a given number

def fibonacci(num):

if num <= 1:

return num

else:

return fibonacci(num-1) + fibonacci(num-2)

**INPUT (main):**

import practical\_14\_module as f

num = 5

print(f"fibonacci sequece for {num} is: ")

for i in range(num):

print(f.fibonacci(i), end=" ")

# 0 1 1 2 3 5 8 13 21 34

**OUTPUT (main):**
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**TASK 15**

**AIM:** WRITE A PYTHON PROGRAM TO DEFINE A MODULE AND IMPORT A SPECIFIC FUNCTION IN THAT MODULE TO ANOTHER PROGRAM.

**INPUT (module: practical\_15\_module.py):**

def find\_max(list):

return max(list)

def add(num\_1, num\_2):

return num\_1 + num\_2

**INPUT (main):**

from practical\_15\_module import find\_max

list = [23,56,23,76,45,54,65,76,45]

print(list)

print(f"maximum number for list is {find\_max(list)}")

#Maximum number for list is 76

**OUTPUT (main):**
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**TASK 16**

**AIM:** WRITE A SCRIPT NAMED COPYFILE.PY. THIS SCRIPT SHOULD PROMPT THE USER FOR THE NAMES OF TWO TEXT FILES. THE CONTENTS OF THE FIRST FILE SHOULD BE INPUT AND WRITTEN TO THE SECOND FILE.

**INPUT:**

#funtion to copy conent from a file to another file

def copycontent(r\_file, w\_file):

with open(r\_file, 'r') as file:

content = file.read()

with open(w\_file, 'w') as file:

file.write(content)

print("Content succesfully copied.")

#main code starts here

r\_file = input("Enter file name (with extention) from you want to copy: ")

w\_file = input("Enter file name (with extention) where you want to write: ")

copycontent(r\_file, w\_file) #calling function

**OUTPUT:**
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**Copy.txt**

hello sir i am jarvis

**text.txt**

hello sir i am jarvis

**TASK 17**

**AIM:** WRITE A PROGRAM THAT INPUTS A TEXT FILE. THE PROGRAM SHOULD PRINT ALL OF THE UNIQUE WORDS IN THE FILE IN ALPHABETICAL ORDER.

**INPUT:**

#function to print sorted and unrepeated alphabets

def print\_order(text\_file):

with open(text\_file, 'r') as file:

content = file.read()

print("File content: \n", content)

seen = set() #creating a set named seen

for char in content:

if char.isalpha():

seen.add(char) #adding the unrepeated alphabets into seen

sorted\_seen = sorted(seen) #sorting all alphabets

print("\nOrdered alphabets: ")

for char in sorted\_seen:

print(char, end=" ")

#main code starts here

print\_order('text.txt') #a e h i j l m o r s v

**OUTPUT:**

**text.txt**

hello sir i am jarvis
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