**Java**

**Immutability**

1. What do you mean by immutability?

Immutable class or object, Immutable objects are those, whose state cannot be changed

1. What is the use of immutable objects

* Immutable object not only guarantees safe publication of object’s state, but also can be shared among other threads without any external synchronization.
* Immutable objects are by default thread safe, can be shared without synchronization in concurrent environment.

1. Example of Immutable classes in Java.

All wrapper classes in java.lang are immutable –   
String, Integer, Boolean, Character, Byte, Short, Long, Float, Double, BigDecimal, BigInteger

1. How to construct Immutable objects.

* All fields of Immutable class should be final.
* Object should be final in order to restrict sub-class for altering immutability of parent class.

1. Will constructor be public or private for Immutable class.
2. Example of **simple** immutable class in java

public final class Contacts {

private final String name;

private final String mobile;

public Contacts(String name, String mobile) {

this.name = name;

this.mobile = mobile;

}

public String getName(){

return name;

}

public String getMobile(){

return mobile;

}

}

1. Example of Immutable class with complex object like **Date** or **HashMap**

Its advised to **return copy of original object**

public final class ImmutableReminder{

private final Date remindingDate;

public ImmutableReminder (Date remindingDate) {

if(remindingDate.getTime() < System.currentTimeMillis()){

throw new IllegalArgumentException("Can not set reminder” +

“ for past time: " + remindingDate);

}

this.remindingDate = new Date(remindingDate.getTime());

}

public Date getRemindingDate() {

return (Date) remindingDate.clone();

}

}

1. Why String is popular HashMap key in Java?

Since String is immutable, its hashcode is cached at the time of creation and it doesn’t need to be calculated again. This makes it a great candidate for key in a Map and it’s processing is fast than other HashMap key objects. This is why String is mostly used Object as HashMap keys.

**Exception**

1. What is the purpose of the throw and throws keywords?

The **throws** keyword is used to specify that a method may raise an exception during its execution. It enforces explicit exception handling when calling a method:

public void simpleMethod() throws Exception {

// ...

}

The **throw** keyword allows us to throw an exception object to interrupt the normal flow of the program. This is most commonly used when a program fails to satisfy a given condition:

if (task.isTooComplicated()) {

throw new TooComplicatedException("The task is too complicated");

}

1. What are checked and unchecked exceptions, with Examples.

* A checked exception must be handled within a try-catch block or declared in a throws clause; whereas an unchecked exception is not required to be handled nor declared.
* Checked and unchecked exceptions are also known as compile-time and runtime exceptions respectively.
* All exceptions are checked exceptions, except those indicated by Error, RuntimeException, and their subclasses.

1. Can we create our own Exception class, if yes how.
2. What is a stacktrace and how does it relate to an exception?

* A stack trace provides the names of the classes and methods that were called, from the start of the application to the point an exception occurred.
* It’s a very useful debugging tool since it enables us to determine exactly where the exception was thrown in the application and the original causes that led to it.

1. Difference between final, finally and finalize
2. Try-catch and try-finally combination, what is required.
3. Exception hierarchy
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1. Can we have an empty catch block?

Yes

1. Can we create our own error class, if Yes how.
2. Simples program to throw an error

**Collections**

1. ***What type of Collections have you used.***
2. ***Explain the difference between LinkedList and ArrayList.***

* **ArrayList** is an implementation of the List interface that is based on an array.
* ArrayList internally handles resizing of this array when the elements are added or removed. You can access its elements in constant time by their index in the array.
* However, inserting or removing an element infers shifting all consequent elements which may be slow if the array is huge and the inserted or removed element is close to the beginning of the list.

1. ***What is the difference between HashSet and TreeSet?***

Both ***HashSet*** and ***TreeSet*** classes implement the *Set* interface and represent sets of distinct elements. Additionally, *TreeSet* implements the *NavigableSet* interface. This interface defines methods that take advantage of the ordering of elements.

*HashSet* is internally based on a *HashMap*, and *TreeSet* is backed by a *TreeMap* instance, which defines their properties:

*HashSet* does not keep elements in any particular order. Iteration over the elements in a *HashSet* produces them in a shuffled order. *TreeSet*, on the other hand, produces elements in order according to some predefined *Comparator*.

1. ***How is HashMap implemented in Java? How does its implementation use hashCode and equals methods of objects? What is the time complexity of putting and getting an element from such structure?***

The HashMap class represents a typical hash map data structure with certain design choices.

The HashMap is **backed by a resizable array that has a size of power-of-two**. When the element is added to a HashMap, **first its hashCode is calculated** (an int value). Then a **certain number of lower bits of this value are used as an array index**. This **index directly points to the cell of the array (called a bucket)** where this key-value pair should be placed. Accessing an element by its index in an array is a very **fast O(1) operation**, which is the main feature of a hash map structure.

A hashCode is not unique, however, and even for different hashCodes, we may receive the same array position. This is called a **collision**. There is more than one way of resolving collisions in the hash map data structures. In Java’s HashMap, **each bucket actually refers not to a single object, but to a red-black tree of all objects that landed in this bucket** (prior to Java 8, this was a linked list).

So when the HashMap has determined the bucket for a key, it has to traverse this tree to put the key-value pair in its place. If a pair with such key already exists in the bucket, it is replaced with a new one.

To retrieve the object by its key, the HashMap again has to calculate the hashCode for the key, find the corresponding bucket, traverse the tree, call equals on keys in the tree and find the matching one.

HashMap has O(1) complexity, or constant-time complexity, of putting and getting the elements. Of course, lots of collisions could degrade the performance to O(log(n)) time complexity in the worst case, when all elements land in a single bucket. This is usually solved by providing a good hash function with a uniform distribution.

When the HashMap internal array is filled (more on that in the next question), it is automatically resized to be twice as large. This operation infers rehashing (rebuilding of internal data structures), which is costly, so you should plan the size of your HashMap beforehand.

1. ***What is the purpose of the initial capacity and load factor parameters of a HashMap? What are their default values?***

The initialCapacity argument of the HashMap constructor affects the size of the internal data structure of the HashMap, but reasoning about the actual size of a map is a bit tricky. The HashMap‘s internal data structure is an array with the power-of-two size. So the initialCapacity argument value is increased to the next power-of-two (for instance, if you set it to 10, the actual size of the internal array will be 16).

The load factor of a HashMap is the ratio of the element count divided by the bucket count (i.e. internal array size). For instance, if a 16-bucket HashMap contains 12 elements, its load factor is 12/16 = 0.75. A high load factor means a lot of collisions, which in turn means that the map should be resized to the next power of two. So the loadFactor argument is a maximum value of the load factor of a map. When the map achieves this load factor, it resizes its internal array to the next power-of-two value.

The initialCapacity is 16 by default, and the loadFactor is 0.75 by default, so you could put 12 elements in a HashMap that was instantiated with the default constructor, and it would not resize. The same goes for the HashSet, which is backed by a HashMap instance internally.

1. ***What is the difference between fail-fast and fail-safe iterators?***

Iterators for different collections are either fail-fast or fail-safe, depending on how they react to concurrent modifications. The concurrent modification is not only a modification of collection from another thread but also modification from the same thread but using another iterator or modifying the collection directly.

**Fail-fast** iterators (those returned by HashMap, ArrayList, and other non-thread-safe collections) iterate over the collection’s internal data structure, and they throw ConcurrentModificationException as soon as they detect a concurrent modification.

**Fail-safe** iterators (returned by thread-safe collections such as ConcurrentHashMap, CopyOnWriteArrayList) create a copy of the structure they iterate upon. They guarantee safety from concurrent modifications. Their drawbacks include excessive memory consumption and iteration over possibly out-of-date data in case the collection was modified.

1. ***How can you use Comparable and Comparator interfaces to sort collections?***

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| |  |  |  | | --- | --- | --- | | **No.** | **Comparable** | **Comparator** | | 1) | Comparable provides only one sort of sequence. | Comparator provides multiple sort of sequences. | | 2) | It provides one method named compareTo(). | It provides one method named compare(). | | 3) | It is found in java.lang package. | it is found in java.util package. | | 4) | If we implement Comparable interface, actual class is modified. | Actual class is not modified. | |

1. [***Difference between Java Collection and Collections***](https://stackoverflow.com/questions/1796275/difference-between-java-collection-and-collections)

Collection is a base interface for most collection classes, whereas Collections is a utility class. I recommend you read the documentation.

1. ***What is the difference between Set and List in Java?***

Set doesn't allowed duplicate while List does and List maintains insertion order while Set doesn't.

1. ***What is CopyOnWriteArrayList, how it is different than ArrayList***

CopyOnWriteArrayList is new List implementation introduced in Java 1.5 which provides better concurrent access than Synchronized List. better concurrency is achieved by Copying ArrayList over each write and replace with original instead of locking. Also CopyOnWriteArrayList doesn't throw any ConcurrentModification Exception. Its different than ArrayList because its thread-safe and ArrayList is not thread-safe

# Working of Collections.synchronizedMap

* Collections class defines a private nested static class named SynchronizedMap.
* SynchronizedMap has two instance variables **mutex** and **m.**
* **mutex**serves the purpose of a mutex variable in working of [Collections.synchronizedMap](https://docs.oracle.com/javase/8/docs/api/java/util/Collections.html#synchronizedMap-java.util.Map-) and **m**server the purpose of holding original collection.

This is how SynchronizedMap is defined roughly.

private static class SynchronizedMap<K,V>

implements Map<K,V>, Serializable {

private final Map<K,V> m; // references original map

final Object mutex; // server the purpose of mutex in sychronized methods.

}

* Note that we are passing a **map** created as **HashMap**to **Collections.synchronizedMap(map);**
* It instantiates **SynchronizedMap** and passes **m** which refers to object referred by **map.**So, **m**is backing **map** now.
* **mutex**refers to current **SynrozniedMap** instance internally. We can see the same in source code itself.

## Calling map.put() method:

Note that **Collections.synchronizedMap** returns an instance of type **SynchronizedMap.**so when you call **map.put(1,null);** due to polymorphism, SynchronizedMap.put() method is called which is synchronized on **mutex,**i.e. current instance of **SynchronizedMap.**

public V put(K key, V value) {

synchronized (mutex) {return m.put(key, value);}

}

**ConcurrentHashMap:** It allows concurrent access to the map. Part of the map called Segment (internal data structure) is only getting locked while adding or updating the map. So ConcurrentHashMap allows concurrent threads to read the value without locking at all. This data structure was introduced to improve performance.

A ConcurrentHashMap is divided into number of segments, and the example which I am explaining here used default as 32 on initialization.

A ConcurrentHashMap has internal final class called Segment so we can say that ConcurrentHashMap is internally divided in segments of size 32, so at max 32 threads can work at a time. It means each thread can work on a each segment during high concurrency and atmost 32 threads can operate at max which simply maintains 32 locks to guard each bucket of the ConcurrentHashMap.

**Synchronized vs Concurrent Collections**  
Though both Synchronized and Concurrent Collection classes provide thread-safety, the differences between them comes  in **performance**, **scalability** and how they achieve thread-safety. Synchronized collections like synchronized HashMap, Hashtable, HashSet, Vector, and synchronized ArrayList are much slower than their concurrent counterparts e.g. ConcurrentHashMap, CopyOnWriteArrayList, and CopyOnWriteHashSet. Main reason for this slowness is **locking;** synchronized collections locks the whole collection e.g. whole Map or List while concurrent collection never locks the whole Map or List.

**Multi Threading**

### How can we make sure main() is the last thread to finish in Java Program?

We can use Thread join() method to make sure all the threads created by the program is dead before finishing the main function.

### Why wait(), notify() and notifyAll() methods have to be called from synchronized method or block?

When a Thread calls wait() on any Object, it must have the monitor on the Object that it will leave and goes in wait state until any other thread call notify() on this Object. Similarly when a thread calls notify() on any Object, it leaves the monitor on the Object and other waiting threads can get the monitor on the Object. Since all these methods require Thread to have the Object monitor, that can be achieved only by synchronization, they need to be called from synchronized method or block.

### Why Thread sleep() and yield() methods are static?

Thread sleep() and yield() methods work on the currently executing thread. So there is no point in invoking these methods on some other threads that are in wait state. That’s why these methods are made static so that when this method is called statically,

### What is ThreadLocal?

Java ThreadLocal is used to create thread-local variables. We know that all threads of an Object share it’s variables, so if the variable is not thread safe, we can use synchronization but if we want to avoid synchronization, we can use ThreadLocal variables.  
Every thread has it’s own ThreadLocal variable and they can use it’s get() and set() methods to get the default value or change it’s value local to Thread.

### What is BlockingQueue?

java.util.concurrent.BlockingQueue is a Queue that supports operations that wait for the queue to become non-empty when retrieving and removing an element, and wait for space to become available in the queue when adding an element.

### What is Callable and Future?

### What does join() method?

The join() method waits for a thread to die. In other words, it causes the currently running threads to stop executing until the thread it joins with completes its task.

**What is the difference between notify() and notifyAll()?**  
A) notify() wakes up the first thread that called wait() on the same object, whereas the notifyAll() method wakes up all the waiting threads.

**What is the difference between start and run method in Java Thread?**

**What is the difference between CountDownLatch and CyclicBarrier in Java?**

The key point to mention, while answering this question is that CountDownLatch is not reusable once the count reaches to zero, while CyclicBarrier can be reused even after the barrier is broken.

**What is the difference between submit() and execute() method of Executor and ExecutorService in Java?**  
The main difference between submit and execute method from ExecutorService interface is that former return a result in the form of a Future object, while later doesn't return a result.

**What is atomic operation/classes and CAS**

**What are Reentrant Locks?**

The ReentrantLock class implements the Lock interface and provides synchronization to methods while accessing shared resources. The code which manipulates the shared resource is surrounded by calls to lock and unlock method. This gives a lock to the current working thread and blocks all other threads which are trying to take a lock on the shared resource.

ReentrantLock allow threads to enter into lock on a resource more than once. When the thread first enters into lock, a hold count is set to one. Before unlocking the thread can re-enter into lock again and every time hold count is incremented by one. For every unlock request, hold count is decremented by one and when hold count is 0, the resource is unlocked.

Reentrant Locks also offer a fairness parameter, by which the lock would abide by the order of the lock request i.e. after a thread unlocks the resource, the lock would go to the thread which has been waiting for the longest time. This fairness mode is set up by passing true to the constructor of the lock.

**What do we understand by fair locks?**

A fair lock takes the waiting time of the threads into account when choosing the next thread that passes the barrier to some exclusive resource. An example implementation of a fair lock is provided by the Java SDK: java.util.concurrent.locks.ReentrantLock. If the constructor with the boolean flag set to true is used, the ReentrantLock grants access to the longest-waiting thread.

**Which Java classes use the CAS operation?**

The SDK classes in the package java.util.concurrent.atomic like AtomicInteger or AtomicBoolean use internally the CAS operation to implement concurrent incrementation.

public class CounterAtomic {

private AtomicLong counter = new AtomicLong();

public void increment() {

counter.incrementAndGet();

}

public long get() {

return counter.get();

}

}

**What happens when you submit() a new task to an ExecutorService instance whose queue is already full?**

As the method signature of submit() indicates, the ExecutorService implementation is supposed to throw a RejectedExecutionException.

**Yield VS Sleep**

sleep() causes the thread to definitely stop executing for a given amount of time; if no other thread or process needs to be run, the CPU will be idle (and probably enter a power saving mode).

yield() basically means that the thread is not doing anything particularly important and if any other threads or processes need to be run, they should. Otherwise, the current thread will continue to run.

### ****What is a volatile field****

A read of a volatile variable is guaranteed to observe the last write to this variable, according to this order.

If you have a field that is accessed from multiple threads, with at least one thread writing to it, then you should consider making it volatile, or else there is a little guarantee to what a certain thread would read from this field.

### ****If two threads call a synchronized method on different object instances simultaneously, could one of these threads block? What if the method is static?****

If the method is an instance method, then the instance acts as a monitor for the method. Two threads calling the method on different instances acquire different monitors, so none of them gets blocked.

If the method is static, then the monitor is the Class object. For both threads, the monitor is the same, so one of them will probably block and wait for another to exit the synchronized method.

### What is Executors in java Executor Framework?

Executors is a factory that provides the methods to return ExecutorService, ScheduledExecutorService, ThreadFactory. Find some method details.

**newFixedThreadPool()**: It returns the pool with fixed number of size. We need to pass the number of threads to this method. If concurrently task are submitted more than the pool size, then rest of task need to wait in queue. It returns ExecutorService.

**newScheduledThreadPool**: This also creates a fixed size pool but it can schedule the thread to run after some defined delay. It is useful to schedule the task. It returns ScheduledExecutorService.

**newCachedThreadPool()**: There is no fixed size of this pool. Thread will be created at run time and if there is no task it will alive for 60 second and then die. For short lived threads this pool works good. It returns ExecutorService.

**Method Overloading Rules**

1. First and important rule to overload a method in java is to **change method signature**. Method signature is made of **number of arguments, type of arguments and order of arguments** if they are of different types.
2. Return type of method is never part of method signature, so only **changing the return type of method does not amount to method overloading**.
3. Thrown exceptions from methods are also not considered when overloading a method. So your overloaded method throws the same exception, a different exception or it simply does no throw any exception; **no effect at all on method loading**.

**Method Overriding Rules**

1. The method **argument list in overridden and overriding methods must be exactly same** If they don’t match, you will end up with an overloaded method.
2. The **return type of overriding method can be child class of return type declared in overridden method**.
3. Above all rules, **private, static and final methods can not be overridden** in java in any way. As simple as that !!
4. **Overriding method can not throw checked Exception higher in hierarchy** than thrown by overridden method
5. Also note that **overriding method can not reduce the access scope of overridden method**

**JAVA 8**

### forEach() method in Iterable interface

### default and static methods in Interfaces

### Functional Interfaces and Lambda Expressions

Functional interfaces are new concept introduced in Java 8. An interface with exactly one abstract method becomes Functional Interface. We don’t need to use @FunctionalInterface annotation to mark an interface as Functional Interface

### Java Stream API for Bulk Data Operations on Collections

Stream API will allow sequential as well as parallel execution.

### Java Time API

**Scenarios Based**

1. Several request are hitting your function, maintain a count in multi threading environment.
2. Method m1() calls m2(), has taken lock in m1(), will acquire new lock for m2()..??

**Database**

## How a database index work

So, what is an index? Well, an index is a data structure (most commonly a B- tree) that stores the values for a specific column in a table. An index is created on a column of a *table*. B- trees are the most commonly used data structures for indexes.

The reason B- trees are the most popular data structure for indexes is due to the fact that they are time efficient – because look-ups, deletions, and insertions can all be done in logarithmic time. And, another major reason B- trees are more commonly used is because the data that is stored inside the B- tree can be **sorted**.

B- trees are the most commonly used data structures for indexes. The reason B- trees are the most popular data structure for indexes is due to the fact that they are time efficient – because look-ups, deletions, and insertions can all be done in logarithmic time. And, another major reason B- trees are more commonly used is because the data that is stored inside the B- tree can be **sorted**.

## How does a database know when to use an index?

When a query like “SELECT \* FROM Employee WHERE Employee\_Name = ‘Jesus’ ” is run, the database will check to see if there is an index on the column(s) being queried. Assuming the Employee\_Name column does have an index created on it, the database will have to decide whether it actually makes sense to use the index to find the values being searched – because there are some scenarios where it is actually less efficient to use the database index, and more efficient just to scan the entire table.

## Can you force the database to use an index on a query?

Generally, you will not tell the database when to actually use an index – that decision will be made by the database itself.

## How to create an index in SQL:

Here’s what the actual SQL would look like to create an index on the Employee\_Name column from our example earlier:

CREATE INDEX name\_index

ON Employee (Employee\_Name)

## How to create a multi-column index in SQL:

We could also create an index on two of the columns in the Employee table , as shown in this SQL:

CREATE INDEX name\_index

ON Employee (Employee\_Name, Employee\_Age)

**Database Replication**

**1. IO thread**

This process called *IO thread* connects to a master, reads binary log events from the master as they come in and just copies them over to a local log file called **relay log**. That’s all.

Even though there’s only one thread reading binary log from the master and one writing relay log on the slave, very rarely copying of replication events is a slower element of the replication. There could be a network delay, causing a steady delay of few hundred milliseconds, but that’s about it.

**2. SQL thread**

The second process – *SQL thread* – reads events from a relay log stored locally on the replication slave (the file that was written by IO thread) and then applies them as fast as possible.

**Clustered Vs Non Clustered Index**

A clustered index alters the way that the rows are stored. When you create a clustered index on a column (or a number of columns), SQL server sorts the table’s rows by that column(s). It is like a dictionary, where all words are sorted in alphabetical order in the entire book.

A non-clustered index, on the other hand, does not alter the way the rows are stored in the table. It creates a completely different object within the table that contains the column(s) selected for indexing and a pointer back to the table’s rows containing the data.

**Miscellaneous**

**What are various types of Class loaders used by JVM ?**

Bootstrap - Loads JDK internal classes, java.\* packages.

Extensions - Loads jar files from JDK extensions directory - usually lib/ext directory of the JRE

System  - Loads classes from system classpath.