# Mybatis

环境搭建：

<?xml version=*"1.0"* encoding=*"UTF-8"* ?>

<!DOCTYPE configuration

PUBLIC "-//mybatis.org//DTD Config 3.0//EN"

"http://mybatis.org/dtd/mybatis-3-config.dtd">

<configuration>

<!--定义别名，类名作别名 -->

<typeAliases>

<package name=*"com.jun.mybatis.pojo"* />

</typeAliases>

<!--定义数据源 default引用environment的id，当前使用的环境 -->

<environments default=*"development"*>

<!--声明开发环境节点，可以配置多个节点，id切换 -->

<environment id=*"development"*>

<!-- 事务管理 ：使用原生jdbc事务-->

<transactionManager type=*"JDBC"* />

<!-- 数据源 -->

<dataSource type=*"POOLED"*>

<property name=*"driver"* value=*"com.mysql.jdbc.Driver"* />

<property name=*"url"*  value=*"jdbc:mysql://localhost:3306/mybatistest?chara cterEncoding=UTF-8"* />

<property name=*"username"* value=*"root"* />

<property name=*"password"* value=*"admin"* />

</dataSource>

</environment>

</environments>

<!--映射文件 -->

<mappers>

<mapper resource=*"com/jun/mybatis/pojo/teacherMapper.xml"*/>

<!-- <package name="com/jun/mybatis/mapper" /> -->

</mappers>

</configuration>

环境搭建详解：

1. 事务管理

<!-- 事务管理 ：使用原生jdbc事务管理方式-->

<transactionManager type=*"JDBC"* />

<!-- 把事务管理转交给其他容器：转交给sping管理 -->

<transactionManager type="MANAGED"></transactionManager>

1. 数据源

<!-- 数据源 dataSource：POOLED(使用数据库连接池)，-->

<dataSource type=*"POOLED"*>

**数据库连接池**：在web项目的META-INF中存放context.xml，在context.xml中编写数据库链接池相关的属性

<?xml version=*"1.0"* encoding=*"UTF-8"*?>

<Context>

<Resource

driverClassName=*"com.mysql.jdbc.Driver"*

url=*"jdbc:mysql://localhost:3306/"*

username=*"root"*

password=*"admin"*

MaxActive=*"50" ：最大连接数*

MaxIdel=*"20" ：最大空闲数*

name=*"test" ：连接池名称*

auth=*"Container" ：*

maxWait=*"10000" ：最大等待时间 ms*

/>

</Context>

使用jndi获取数据库连接池中对象：

Context cxt = new InitialContext();

DataSource ds =(DataSource)cxt.lookup(*"java:comp/env/test"*);

Connection conn = ds.getConnection();

三种查询方式：

1. selectList() 返回值：List<resultType属性控制>

适用于查询结果都需要遍历的需求

**Xml:**

<select id=*"listTeachers"* resultType=*"Teacher"*>

select \* from teacher

</select>

**测试类：**

List<Teacher> teachers = session.selectList("listTeachers");

**for** (Teacher teacher : teachers) {

System.***out***.println(teacher);}

1. selectOne() 返回值：Object

适用于返回结果只是变量或一行数据时

**Xml:**

<!-- 查询总数量 -->

<select id="selTeacherCount" resultType="int">

select count(\*) from teacher

</select>

**测试类：**

**int** count = session.selectOne("selTeacherCount");

System.***out***.println(count);

1. selectMap() 返回值：Map()

适用于需要在查询结果中通过某列的值取到数据需求

**Xml:**

<select id=*"listTeachers2"* resultType=*"Teacher"*>

select \* from teacher

</select>

=================================================================

**测试类：**

Map<Object, Object> map = session.selectMap("listTeachers2", "teacher\_name");

System.***out***.println(map);

**Map<k,v>:k："teacher\_name" V由resultType=*"Teacher"控制***

### <settings>标签

1. 在mybatis全局配置文件中通过<settings>标签控制mybatis全局开关
2. 在mybatis.xml中开启log4j

必须要有log4j.jar,在src下有log4j.properties

<!--开启log4j日志 -->

<settings >

<setting name=*"logImpl"* value=*"LOG4J"*/>

</settings>

**log4j.properties**

//输出级别：fatal(致命错误)>erro(错误)>warn(警告)>info(普通信息)>debug

// log4j.rootCategory=INFO, CONSOLE，LOGFILE 显示在控制台且保存 //到LOGFILE文件

log4j.rootCategory=INFO, CONSOLE

//输出目的地

log4j.appender.CONSOLE=org.apache.log4j.ConsoleAppender

log4j.appender.CONSOLE.layout=org.apache.log4j.PatternLayout

//%C：输出类 %d{YYYY-MM-DD HH:mm:ss}:时间 %m：输出信息 %n：换行符

log4j.appender.CONSOLE.layout.ConversionPattern=- %m%n

log4j.appender.LOGFILE=org.apache.log4j.FileAppender

//文件地址

log4j.appender.LOGFILE.File=axis.log

log4j.appender.LOGFILE.Append=true

log4j.appender.LOGFILE.layout=org.apache.log4j.PatternLayout

log4j.appender.LOGFILE.layout.ConversionPattern=%C %m %n

1. log4j中可以输出指定内容的日志（控制某个局部内容的日志级别）

* 命名级别（包级别）：namespace的值

先设置总体级别调成Error不输出无用信息，再设置某个指定位置级别为debug

![](data:image/png;base64,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)

* 类级别：naspacespace后接类名
* 方法级别：naspacespace+类名+id属性值

### parameterType属性

1. sqlSession的selectList()和selectOne()的第二个参数，selectMap()的第三个参数都表示方法的参数

**parameterType**：参数类型

**#{}获取参数内容**：从0开始：#{0}，也可以：#{param1}表 示第一个参数

<select id=*"selById"* resultType=*"Teacher"* parameterType=*"Integer"*>

select \* from teacher where teacher\_id = **#{0}**

</select>

//2表示传入的id为2

Teacher teacher = session.selectOne("selById", 2);

如果**参数是map**:写成#{key}

<select id=*"selByIdName"* resultType=*"Teacher"* parameterType=*"map"*>

select \* from teacher where teacher\_id = #{**id**} and teacher\_name=#{**name**}

</select>

Map<String, Object> map = **new** HashMap();

map.put("**id**", 2);

map.put("**name**", "张三丰");

Teacher teacher = session.selectOne("selByIdName", map);

1. 分页查询

<!-- 分页查询 -->

<select id=*"selPage"* resultType=*"Teacher"* parameterType=*"map"*>

select \* from teacher limit #{pageStart},#{pageSize}

</select>

// 一页显示几个

**int** pageSize = 3;

// 第几页

**int** pageNumber = 1;

// 如果希望传递多个参数，可以使用对象或map

Map<String, Object> map = **new** HashMap();

map.put("pageSize", pageSize);

map.put("pageStart", pageSize \* (pageNumber - 1));

List<Teacher> teacher = session.selectList("selPage", map);

## Mybatis实现新增

1. 概念
   * 功能：从应用程序角度出发，软件具有哪些功能
   * 业务：完成功能是的逻辑
   * 事务：从数据库角度出发，完成业务时需要执行的SQL集合

<!--增加一个老师 -->

<insert id=*"addTeacher"* parameterType=*"String"*>

insert into teacher (teacher\_name) values(#{teacher\_name});

</insert>

**int** insert = session.insert("addTeacher", "zxm");

<!--增加一个老师 -->

<insert id=*"addTeacher2"* parameterType=*"Teacher"*>

insert into teacher values(default,#{teacher\_name});

</insert>

teacher.setTeacher\_name("zxm");

int insert = session.insert("addTeacher2", teacher);

## Mybatis接口绑定

实现步骤：

1. 接口包名和接口名与mapper.xml中<mapper>namespace相同
2. 接口中的方法名和mapper.xml标签的id属性相同
3. 在mybatis.xml中使用<package>进行接口扫描

**//接口中定义mapper中的id方法**

//1.1

List<Account> selAccIn2(String accIn, String accOut);

//2.1 @Param("accIn") 引号中的内容一定要和#{}中的内容相同

List<Account> selAccIn2(@Param("accIn")String accIn,@Param("accOut")String accOut);

**//xxxMapper.xml中com.jun.service.AccountService为接口全名**

<mapper namespace="com.jun.service.AccountService">

//1.1

</select>

<select id=*"selAccIn2"* resultType=*"Account"* >

select \* from account where accno=#{0} and name=#{1}

</select>

//2.1

<select id=*"selAccIn3"* resultType=*"Account"* >

select \* from account where accno=#{accIn} and name=#{accOut}

</select>

/**/mybatis-config.xml中 直接映射包名**

<mappers>

<package name="com/jun/mapper" />

</mappers>

## 动态sql

1. **If**标签：模糊查询，这时参数可以为任意组合。若都为null，则查询全部

**public** List<Log> selByAccInNoAccOutNo(@Param("accOutNo") String accOutNo, @Param("accInNo") String accInno);

<select id=*"selByAccInNoAccOutNo"* resultType=*"Log"*>

select \* from log where 1=1

<if test=*"accInNo!=null and accInNo !=''"*> **参数要和方法中的参数一致**

and accInNo=${accInNo}

</if>

<if test=*"accOutNo!=null and accOutNo!=''"*>

and accOutNo=${accOutNo}

</if>

</select>

1. **Where :**当编写where标签时，如果内容中第一个是**and,**则去掉第一个and，如果标签中有内容，则会**生成where关键字，**没有 就不生成

<select id=*"selByAccInNoAccOutNo2"* resultType=*"Log"*>

select \* from log

<where>

<if test=*"accInNo!=null and accInNo!=''"*>

and accInNo=${accInNo}

</if>

<if test=*"accOutNo!=null and accInNo!=''"*>

and accOutNo=${accOutNo}

</if>

</where>

</select>

**不传入参数时会sql异常**

只传入一个参数 ：select \* from log WHERE accInNo=3

同时传入两个参数：select \* from log WHERE accInNo=3 and accOutNo=1

1. **choose、when、otherwise: 只要有一个成立，其他都不执行**

<select id=*"selByAccInNoAccOutNo3"* resultType=*"Log"*>

select \* from log

<where>

<choose>

<when test=*"accOutNo!=null and accOutNo!=''"*>

and accOutNo=${accOutNo}

</when>

<when test=*"accInNo!=null and accInNo!=''"*>

and accInNo=${accInNo}

</when>

</choose>

</where>

</select>

当传入两个参数时，若第一个成立，则只执行第一个

select \* from log WHERE accOutNo=1

1. **set:**在修改sql中set从句 作用：去掉最后一个逗号，如果set里面有内容则生成set关键字，没有则不生成

<update id=*"update"* parameterType=*"Log"*>

update log

<set>

id=${id},<-- 防止不生成set关键字，根据sql语法要求需要“，” -->

<if test=*"accOutNo!=null and accOutNo!=''"*>

accInNo=${accInNo},

</if>

<if test=*"accInNo!=null and accInNo!=''"*>

accOutNo=${accOutNo},

</if>

</set>

where id=${id}

</update>

5）**trim：**其中有四个参数：

只输入id时：update log SET id=1 where id=1

输入id，且输入2个参数时：update log SET id=1, accInNo=3, accOutNo=1 where id=1

* + prefix=“a” ：在前面加 a
  + prefixOverrides=“a”：在前面去掉a
  + suffix=“a”:在后面加 a
  + suffixOverrides=“a” 在后面去掉 a

6）**bind：**重新设置值 ： <bind name=*"money"* value=*"'$'+money"*/>

输出时会输出：**$100.0**

7）**foreach：**循环参数内容，在内容前后添加内容，添加分隔符功能

适用于：in查询（select \* from log where id in(1,2,3) id=1，2,3的全部查询出来）

<select id=*"selIn"* parameterType=*"list"* resultType=*"Log"*>

select \* from log where id in

<foreach collection=*"list"* item=*"aaa"* open=*"("* close=*")"* separator=*","*>

#{aaa}

</foreach>

</select>

select \* from log where id in ( ? , ? )

item：迭代变量 open/ close：前面/后面 需要加的内容 separator：分隔符

## Mybatis多表联合查询

#### resultMap属性

1. resultMap实现单表映射

<resultMap type=*"teacher"* id=*"mymap"*>

<!--主键使用 id 标签配置映射关系 property:对应实体类中的属性 -->

<id column=*"t\_id"* property=*"t\_id"*/>

<!--其他列使用 result 标签配置映射关系 -->

<result column=*"t\_name"* property=*"t\_name"*/>

</resultMap>

<select id=*"selAll"* resultMap=*"mymap"*>

select \* from teacher

</select>

1. resultMap实现关联单个对象（N+1方式）

N+1查询方式：先查询出某个表的全部信息，根据这个标的信息查询另一个表的信息（全部由mybatis完成）

步骤：

* 在Student实体类中包含一个Teacher对象
* 在TeacherMapper中提供一个查询

<select id=*"selById"* resultType=*"Teacher"* parameterType=*"int"*>

select \* from teacher where id=#{0}

</select>

* 在studentMapper中:

< **association>：**关联一个对像时使用

Property:对象在类中的属性名

Select:通过那个查询查询出这个对象的信息

Column：把当前表的哪列值作为参数传给另一个查询

<resultMap type=*"Student"* id=*"stuMap"*>

<--<id column=*"s\_id"* property=*"s\_id"*/>

<result column=*"s\_name"* property=*"s\_name"*/>-->可省略

<result column=*"t\_id"* property=*"t\_id"*/>

<!-- 如果关联一个对象，使用 association pro-->

**<association property=*"teacher"* select=*"com.jun.mapper.TeacherMapper.selById"* column=*"tid"*>**

**</association>**

</resultMap>

<select id=*"selAll"* resultMap=*"stuMap"*>

select \* from student

</select>

1. resultMap实现关联多个对象（一对多）

<resultMap type=*"teacher"* id=*"mymap2"*>

<id column=*"t\_id"* property=*"t\_id"*/>

<result column=*"t\_name"* property=*"t\_name"*/>

<!--**collection：关联多个对象使用** ofType：泛型中的类型 -->

**<collection property=*"students"* ofType=*"Student"* select=*"com.jun.mapper.StudentMapper.selById"* column=*"t\_id"* >**

**</collection>**

</resultMap>

1. resultMap 实现联合查询

<resultMap type=*"Teacher"* id=*"mymap3"*>

<id column=*"t\_id"* property=*"t\_id"*/>

<result column=*"t\_name"* property=*"t\_name"*/>

**<collection property=*"students"* ofType=*"Student"*>**

**<id column=*"s\_id"* property=*"s\_id"*/>**

**<result column=*"s\_name"* property=*"s\_name"*/>**

**</collection>**

</resultMap>

<select id=*"selAll3"* resultMap=*"mymap3"*>

select t.t\_id,t\_name,s\_id,s\_name,s.t\_id

from teacher t **left join student s on t.t\_id=s.t\_id**

</select>

## 编写OpenSessionInView

**Util类编写**

**public** **class** MybatisUtil {

**private** **static** SqlSessionFactory *sqlSessionFactory* = **null**;

**private** **static** ThreadLocal<SqlSession> *tl* = **new** ThreadLocal<>();

**static** {

**try** {

InputStream in = Resources.*getResourceAsStream*("mybatis-config.xml");

*sqlSessionFactory* = **new** SqlSessionFactoryBuilder().build(in);

} **catch** (IOException e) {

e.printStackTrace();

}

}

**public** **static** SqlSession getSqlSession() {

// 先从线程中获取session，如过没获取到 则开启session放入线程中

SqlSession session = *tl*.get();

**if** (session == **null**) {

session = *sqlSessionFactory*.openSession();

// 放入线程

*tl*.set(session);

}

**return** *tl*.get();

}

// 关闭session

**public** **static** **void** closeSession() {

SqlSession session = *tl*.get();

**if** (session != **null**) {

session.close();

}

*tl*.set(**null**);

}

}

**过滤器类编写**

@WebFilter("/\*")

**public** **class** OpenSessionInView **implements** Filter {

@Override

**public** **void** doFilter(ServletRequest request, ServletResponse response, FilterChain chain)

**throws** IOException, ServletException {

SqlSession session = MybatisUtil.*getSqlSession*();

**try** {

chain.doFilter(request, response);

} **catch** (Exception e) {

session.rollback();

e.printStackTrace();

} **finally** {

MybatisUtil.*closeSession*();

}

}

## Mybatis注解

作用：简化mapper.xml文件，但涉及动态sql的部分仍使用mapper.xml

@Select("select \* from teacher")

**public** List<Teacher> selAll4();

@Insert("insert into teacher values(default,#{t\_name})")

**public** **int** insTeacher(Teacher teacher);

@Delete("delete from teacher where t\_id=#{0}")

**public** **int** delTeacherById(**int** t\_id);