file <- file.choose()  
library(readxl)

## Warning: package 'readxl' was built under R version 4.2.2

data <- read\_excel(file, sheet =1)

#checking null/NA values   
table(is.na(data))

##   
## FALSE   
## 868

## Removing NA values  
which(is.na(data))

## integer(0)

#renaming the price to target  
colnames(data)[1] <- "Target"  
#balancing the data sets  
summary(data$Target)

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 13000 15800 16300 17251 18000 22800

library(ROSE)  
  
FData <- data  
FullData <- data  
sampledata <- data

#plotting graphs for analysis and better visualization #Price vs KM

library(ggplot2)  
  
p1<-ggplot(data=data, aes(x=Target,   
 y=`KM`, fill=`KM`)) +  
 geom\_point( stat="identity")  
  
p1
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p2<-ggplot(data=data, aes(x=Target,   
 y=`Age`, fill=`Age`)) +  
 geom\_point( stat="identity")  
  
p2
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p3<-ggplot(data=data, aes(x=Target,   
 y=`HP`, fill=`HP`)) +  
 geom\_point( stat="identity")  
p3
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p4<-ggplot(data=data, aes(x=Target,   
 y=`Colour`, fill=`Colour`)) +  
 geom\_point( stat="identity")  
p4
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p5<-ggplot(data=data, aes(x=Target,   
 y=`Wght`, fill=`Wght`)) +  
 geom\_point( stat="identity")  
p5
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df1 <- data.frame(sampledata$Age, sampledata$KM,sampledata$HP, sampledata$MC, sampledata$CC, sampledata$Auto, sampledata$Drs, sampledata$Wght, data$G\_P, sampledata$Mfr\_G, sampledata$ABS, sampledata$Abag\_1, sampledata$Abag\_2, sampledata$AC, sampledata$Comp, sampledata$CD, sampledata$Clock, sampledata$Pw, sampledata$PStr, sampledata$Radio, sampledata$SpM, sampledata$M\_Rim, sampledata$Tow\_Bar)  
df1.cor = cor(df1 , use = "pairwise.complete.obs")

## Warning in cor(df1, use = "pairwise.complete.obs"): the standard deviation is  
## zero

library(corrplot)

## corrplot 0.92 loaded

corrplot(df1.cor)
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df3 <- data.frame(sampledata$Age, sampledata$KM,sampledata$HP, sampledata$MC, sampledata$CC, sampledata$Auto, sampledata$Wght, data$G\_P, sampledata$Mfr\_G, sampledata$Abag\_2)  
df3.cor = cor(df3 , use = "pairwise.complete.obs")  
corrplot(df3.cor)
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#based on the analysis- we ommit the one's that are not correlated.  
  
library(apaTables)  
apa.cor.table(df3,"APA correlation Table1.doc")

##   
##   
## Means, standard deviations, and correlations with confidence intervals  
##   
##   
## Variable M SD 1 2 3   
## 1. sampledata.Age 27.94 3.02   
##   
## 2. sampledata.KM 33627.68 13967.30 .04   
## [-.32, .39]   
##   
## 3. sampledata.HP 126.90 37.83 .16 -.06   
## [-.20, .49] [-.41, .30]   
##   
## 4. sampledata.MC 0.65 0.49 .35 -.07 -.22   
## [-.01, .62] [-.41, .29] [-.54, .14]  
##   
## 5. sampledata.CC 1574.19 152.68 .29 .07 .89\*\*   
## [-.08, .58] [-.29, .42] [.79, .95]   
##   
## 6. sampledata.Auto 0.03 0.18 .13 .14 -.07   
## [-.24, .46] [-.23, .47] [-.41, .29]  
##   
## 7. sampledata.Wght 1129.97 36.09 .25 -.01 .92\*\*   
## [-.12, .55] [-.36, .34] [.84, .96]   
##   
## 8. data.G\_P 4.90 3.18 -.16 -.26 .01   
## [-.49, .21] [-.56, .10] [-.35, .36]  
##   
## 9. sampledata.Mfr\_G 0.90 0.30 .40\* .10 .16   
## [.05, .66] [-.26, .44] [-.21, .49]  
##   
## 10. sampledata.Abag\_2 0.94 0.25 .04 .34 .14   
## [-.32, .39] [-.01, .62] [-.22, .47]  
##   
## 4 5 6 7 8 9   
##   
##   
##   
##   
##   
##   
##   
##   
##   
##   
##   
## -.13   
## [-.46, .24]   
##   
## -.25 .03   
## [-.55, .12] [-.33, .38]   
##   
## -.21 .85\*\* .23   
## [-.52, .16] [.70, .92] [-.14, .54]   
##   
## .08 .05 -.05 -.04   
## [-.28, .43] [-.31, .40] [-.40, .31] [-.39, .32]   
##   
## -.01 .09 .06 .33 -.46\*\*   
## [-.37, .34] [-.27, .43] [-.30, .41] [-.03, .61] [-.70, -.13]   
##   
## -.19 .13 .05 .17 -.85\*\* .36\*   
## [-.51, .17] [-.24, .46] [-.31, .40] [-.19, .50] [-.92, -.71] [.00, .63]  
##   
##   
## Note. M and SD are used to represent mean and standard deviation, respectively.  
## Values in square brackets indicate the 95% confidence interval.  
## The confidence interval is a plausible range of population correlations   
## that could have caused the sample correlation (Cumming, 2014).  
## \* indicates p < .05. \*\* indicates p < .01.  
##

#checking the model for all the data

library(dplyr)  
fullnormalization <- function(x)  
{  
 (x - min(x))/ (max(x)-min(x))  
}  
FullData <- FullData %>% mutate\_if(is.numeric, fullnormalization)  
summary(FullData)

## Target Age KM Fuel   
## Min. :0.0000 Min. :0.0000 Min. :0.0000 Length:31   
## 1st Qu.:0.2857 1st Qu.:0.3000 1st Qu.:0.2710 Class :character   
## Median :0.3367 Median :0.5000 Median :0.3880 Mode :character   
## Mean :0.4338 Mean :0.4935 Mean :0.4123   
## 3rd Qu.:0.5102 3rd Qu.:0.7000 3rd Qu.:0.5605   
## Max. :1.0000 Max. :1.0000 Max. :1.0000   
##   
## HP MC Colour Auto   
## Min. :0.0000 Min. :0.0000 Length:31 Min. :0.00000   
## 1st Qu.:0.0000 1st Qu.:0.0000 Class :character 1st Qu.:0.00000   
## Median :0.1368 Median :1.0000 Mode :character Median :0.00000   
## Mean :0.2832 Mean :0.6452 Mean :0.03226   
## 3rd Qu.:0.1368 3rd Qu.:1.0000 3rd Qu.:0.00000   
## Max. :1.0000 Max. :1.0000 Max. :1.00000   
##   
## CC Drs Cyl Grs Wght   
## Min. :0.0000 Min. : NA Min. : NA Min. :0.0000 Min. :0.0000   
## 1st Qu.:0.0000 1st Qu.: NA 1st Qu.: NA 1st Qu.:0.0000 1st Qu.:0.2917   
## Median :0.5000 Median : NA Median : NA Median :0.0000 Median :0.4583   
## Mean :0.4355 Mean :NaN Mean :NaN Mean :0.1935 Mean :0.5081   
## 3rd Qu.:0.5000 3rd Qu.: NA 3rd Qu.: NA 3rd Qu.:0.0000 3rd Qu.:0.6667   
## Max. :1.0000 Max. : NA Max. : NA Max. :1.0000 Max. :1.0000   
## NA's :31 NA's :31   
## G\_P Mfr\_G ABS Abag\_1   
## Min. :0.00000 Min. :0.0000 Min. : NA Min. : NA   
## 1st Qu.:0.00000 1st Qu.:1.0000 1st Qu.: NA 1st Qu.: NA   
## Median :0.00000 Median :1.0000 Median : NA Median : NA   
## Mean :0.05645 Mean :0.9032 Mean :NaN Mean :NaN   
## 3rd Qu.:0.00000 3rd Qu.:1.0000 3rd Qu.: NA 3rd Qu.: NA   
## Max. :1.00000 Max. :1.0000 Max. : NA Max. : NA   
## NA's :31 NA's :31   
## Abag\_2 AC Comp CD   
## Min. :0.0000 Min. :0.0000 Min. :0.0000 Min. :0.0000   
## 1st Qu.:1.0000 1st Qu.:0.0000 1st Qu.:1.0000 1st Qu.:0.0000   
## Median :1.0000 Median :1.0000 Median :1.0000 Median :1.0000   
## Mean :0.9355 Mean :0.5484 Mean :0.9032 Mean :0.6129   
## 3rd Qu.:1.0000 3rd Qu.:1.0000 3rd Qu.:1.0000 3rd Qu.:1.0000   
## Max. :1.0000 Max. :1.0000 Max. :1.0000 Max. :1.0000   
##   
## Clock Pw PStr Radio   
## Min. :0.0000 Min. :0.0000 Min. : NA Min. :0.00000   
## 1st Qu.:1.0000 1st Qu.:1.0000 1st Qu.: NA 1st Qu.:0.00000   
## Median :1.0000 Median :1.0000 Median : NA Median :0.00000   
## Mean :0.9032 Mean :0.9032 Mean :NaN Mean :0.06452   
## 3rd Qu.:1.0000 3rd Qu.:1.0000 3rd Qu.: NA 3rd Qu.:0.00000   
## Max. :1.0000 Max. :1.0000 Max. : NA Max. :1.00000   
## NA's :31   
## SpM M\_Rim Tow\_Bar   
## Min. :0.0000 Min. :0.0000 Min. :0.0000   
## 1st Qu.:1.0000 1st Qu.:0.0000 1st Qu.:0.0000   
## Median :1.0000 Median :0.0000 Median :0.0000   
## Mean :0.8065 Mean :0.3871 Mean :0.1613   
## 3rd Qu.:1.0000 3rd Qu.:1.0000 3rd Qu.:0.0000   
## Max. :1.0000 Max. :1.0000 Max. :1.0000   
##

#creating a dummy variable to tackle colour  
  
GreynBlue<-ifelse(FullData$Colour == 'Grey' | FullData$Colour == 'Blue',1,0)  
FullData <- subset (FullData, select = -c(4,7,10,11,16,17,24))  
FullData <- FullData %>% mutate(  
 Target,  
 Age,  
 KM,  
 HP,  
 CC,  
 Grs=as.factor(Grs),  
 Wght,  
 G\_P,  
 Auto=as.factor(Auto),  
 MC=as.factor(MC),  
 Mfr\_G=as.factor(Mfr\_G),  
 AC=as.factor(AC),  
 Abag\_2=as.factor(Abag\_2),  
 AC=as.factor(AC),  
 CD=as.factor(CD),  
 Comp=as.factor(Comp),  
 Clock=as.factor(Clock),  
 Pw=as.factor(Pw),  
 Radio=as.factor(Radio),  
 SpM=as.factor(SpM),  
 M\_Rim=as.factor(M\_Rim),  
 Tow\_Bar=as.factor(Tow\_Bar),  
 GreynBlue=as.factor(GreynBlue)  
)  
#removed pstr as all are 1  
# divide into test and training data set  
set.seed(124)  
indfull <- sample(2, nrow(FullData), replace = T, prob = c(0.7, 0.3))  
trainfull <- FullData[indfull == 1, ]  
testfull <- FullData[indfull == 2, ]  
str(FullData)

## tibble [31 × 22] (S3: tbl\_df/tbl/data.frame)  
## $ Target : num [1:31] 0.816 0.714 0.679 0.872 0.974 ...  
## $ Age : num [1:31] 0.3 0 0.3 0.9 1 0.6 0.8 0.2 0.2 0.8 ...  
## $ KM : num [1:31] 0.375 0.585 0.387 0.229 0.421 ...  
## $ HP : num [1:31] 1 1 1 1 1 ...  
## $ MC : Factor w/ 2 levels "0","1": 1 1 1 2 2 1 2 2 1 2 ...  
## $ Auto : Factor w/ 2 levels "0","1": 1 1 1 1 1 1 1 1 1 1 ...  
## $ CC : num [1:31] 1 1 1 1 1 1 1 0.5 0.5 0.5 ...  
## $ Grs : Factor w/ 2 levels "0","1": 2 2 2 2 2 2 1 1 1 1 ...  
## $ Wght : num [1:31] 1 1 1 1 1 ...  
## $ G\_P : num [1:31] 0.375 0 0 0 0 0 0 1 0 0 ...  
## $ Mfr\_G : Factor w/ 2 levels "0","1": 2 2 2 2 2 2 2 1 1 2 ...  
## $ Abag\_2 : Factor w/ 2 levels "0","1": 2 2 2 2 2 2 2 1 2 2 ...  
## $ AC : Factor w/ 2 levels "0","1": 2 2 2 2 2 2 2 1 2 1 ...  
## $ Comp : Factor w/ 2 levels "0","1": 1 2 2 2 2 2 2 1 2 2 ...  
## $ CD : Factor w/ 2 levels "0","1": 2 1 1 2 2 1 2 1 2 2 ...  
## $ Clock : Factor w/ 2 levels "0","1": 2 2 2 2 2 2 2 2 2 2 ...  
## $ Pw : Factor w/ 2 levels "0","1": 2 2 2 2 2 2 2 2 2 2 ...  
## $ Radio : Factor w/ 2 levels "0","1": 1 1 1 1 1 1 1 2 1 1 ...  
## $ SpM : Factor w/ 2 levels "0","1": 1 2 2 2 2 2 1 1 1 2 ...  
## $ M\_Rim : Factor w/ 2 levels "0","1": 2 2 2 2 2 2 2 1 1 1 ...  
## $ Tow\_Bar : Factor w/ 2 levels "0","1": 1 1 1 1 1 1 1 2 1 1 ...  
## $ GreynBlue: Factor w/ 2 levels "0","1": 1 1 1 1 2 2 2 2 2 2 ...

library(nnet)  
nnModelfull<- nnet(Target~ ., data = trainfull, linout = T, size = 10, decay = 0.01, maxit = 1000)

## # weights: 231  
## initial value 11.391039   
## iter 10 value 0.425949  
## iter 20 value 0.133393  
## iter 30 value 0.092372  
## iter 40 value 0.086703

……..  
## iter 460 value 0.083099  
## iter 460 value 0.083099  
## iter 460 value 0.083099  
## final value 0.083099   
## converged

summary(nnModelfull)

## a 21-10-1 network with 231 weights  
## options were - linear output units decay=0.01  
## b->h1 i1->h1 i2->h1 i3->h1 i4->h1 i5->h1 i6->h1 i7->h1 i8->h1 i9->h1   
## 0.05 -0.18 0.09 -0.22 0.01 0.00 -0.10 0.00 -0.11 -0.09   
## i10->h1 i11->h1 i12->h1 i13->h1 i14->h1 i15->h1 i16->h1 i17->h1 i18->h1 i19->h1   
## 0.10 -0.04 0.11 -0.09 -0.03 -0.05 -0.05 0.09 0.11 -0.01   
## i20->h1 i21->h1   
## -0.04 -0.10   
## b->h2 i1->h2 i2->h2 i3->h2 i4->h2 i5->h2 i6->h2 i7->h2 i8->h2 i9->h2   
## 0.05 -0.18 0.09 -0.22 0.01 0.00 -0.10 0.00 -0.11 -0.09   
## i10->h2 i11->h2 i12->h2 i13->h2 i14->h2 i15->h2 i16->h2 i17->h2 i18->h2 i19->h2   
## 0.10 -0.04 0.11 -0.09 -0.03 -0.05 -0.05 0.09 0.11 -0.01   
## i20->h2 i21->h2   
## -0.04 -0.10   
## b->h3 i1->h3 i2->h3 i3->h3 i4->h3 i5->h3 i6->h3 i7->h3 i8->h3 i9->h3   
## 0.05 -0.18 0.09 -0.22 0.01 0.00 -0.10 0.00 -0.11 -0.09   
## i10->h3 i11->h3 i12->h3 i13->h3 i14->h3 i15->h3 i16->h3 i17->h3 i18->h3 i19->h3   
## 0.10 -0.04 0.11 -0.09 -0.03 -0.05 -0.05 0.09 0.11 -0.01   
## i20->h3 i21->h3   
## -0.04 -0.10   
## b->h4 i1->h4 i2->h4 i3->h4 i4->h4 i5->h4 i6->h4 i7->h4 i8->h4 i9->h4   
## -0.03 0.16 -0.07 0.19 0.00 0.00 0.09 0.00 0.10 0.08   
## i10->h4 i11->h4 i12->h4 i13->h4 i14->h4 i15->h4 i16->h4 i17->h4 i18->h4 i19->h4   
## -0.08 0.04 -0.09 0.08 0.03 0.05 0.05 -0.07 -0.09 0.02   
## i20->h4 i21->h4   
## 0.03 0.09   
## b->h5 i1->h5 i2->h5 i3->h5 i4->h5 i5->h5 i6->h5 i7->h5 i8->h5 i9->h5   
## -0.06 0.38 -0.26 0.54 -0.20 0.00 0.28 0.18 0.30 0.21   
## i10->h5 i11->h5 i12->h5 i13->h5 i14->h5 i15->h5 i16->h5 i17->h5 i18->h5 i19->h5   
## -0.18 0.12 -0.17 0.19 -0.06 0.15 0.15 -0.18 -0.13 0.10   
## i20->h5 i21->h5   
## 0.08 -0.24   
## b->h6 i1->h6 i2->h6 i3->h6 i4->h6 i5->h6 i6->h6 i7->h6 i8->h6 i9->h6   
## 0.05 -0.18 0.09 -0.22 0.01 0.00 -0.10 0.00 -0.11 -0.09   
## i10->h6 i11->h6 i12->h6 i13->h6 i14->h6 i15->h6 i16->h6 i17->h6 i18->h6 i19->h6   
## 0.10 -0.04 0.11 -0.09 -0.03 -0.05 -0.05 0.09 0.11 -0.01   
## i20->h6 i21->h6   
## -0.04 -0.10   
## b->h7 i1->h7 i2->h7 i3->h7 i4->h7 i5->h7 i6->h7 i7->h7 i8->h7 i9->h7   
## -0.03 0.16 -0.07 0.19 0.00 0.00 0.09 0.00 0.10 0.08   
## i10->h7 i11->h7 i12->h7 i13->h7 i14->h7 i15->h7 i16->h7 i17->h7 i18->h7 i19->h7   
## -0.08 0.04 -0.09 0.08 0.03 0.05 0.05 -0.07 -0.09 0.02   
## i20->h7 i21->h7   
## 0.03 0.09   
## b->h8 i1->h8 i2->h8 i3->h8 i4->h8 i5->h8 i6->h8 i7->h8 i8->h8 i9->h8   
## 0.05 -0.19 0.09 -0.22 0.01 0.00 -0.10 0.00 -0.11 -0.09   
## i10->h8 i11->h8 i12->h8 i13->h8 i14->h8 i15->h8 i16->h8 i17->h8 i18->h8 i19->h8   
## 0.10 -0.04 0.11 -0.09 -0.03 -0.05 -0.05 0.09 0.11 -0.01   
## i20->h8 i21->h8   
## -0.04 -0.10   
## b->h9 i1->h9 i2->h9 i3->h9 i4->h9 i5->h9 i6->h9 i7->h9 i8->h9 i9->h9   
## -0.03 0.16 -0.07 0.19 0.00 0.00 0.09 0.00 0.10 0.08   
## i10->h9 i11->h9 i12->h9 i13->h9 i14->h9 i15->h9 i16->h9 i17->h9 i18->h9 i19->h9   
## -0.08 0.04 -0.09 0.08 0.03 0.05 0.05 -0.07 -0.09 0.02   
## i20->h9 i21->h9   
## 0.03 0.09   
## b->h10 i1->h10 i2->h10 i3->h10 i4->h10 i5->h10 i6->h10 i7->h10   
## -0.03 0.16 -0.07 0.19 0.00 0.00 0.09 0.00   
## i8->h10 i9->h10 i10->h10 i11->h10 i12->h10 i13->h10 i14->h10 i15->h10   
## 0.10 0.08 -0.08 0.04 -0.09 0.08 0.03 0.05   
## i16->h10 i17->h10 i18->h10 i19->h10 i20->h10 i21->h10   
## 0.05 -0.07 -0.09 0.02 0.03 0.09   
## b->o h1->o h2->o h3->o h4->o h5->o h6->o h7->o h8->o h9->o h10->o   
## -0.01 -0.47 -0.47 -0.47 0.40 0.99 -0.47 0.40 -0.47 0.40 0.40

nnModelfull

## a 21-10-1 network with 231 weights  
## inputs: Age KM HP MC1 Auto1 CC Grs1 Wght G\_P Mfr\_G1 Abag\_21 AC1 Comp1 CD1 Clock1 Pw1 Radio1 SpM1 M\_Rim1 Tow\_Bar1 GreynBlue1   
## output(s): Target   
## options were - linear output units decay=0.01

library(NeuralNetTools)

plotnet(nnModelfull)
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nn.predsfull <- as.factor(predict(nnModelfull, testfull))  
nn.predsfull

## [1] 0.484072144750884 0.471060642832115 0.447890760999887   
## [4] 0.332599586829393 0.297394758030447 0.34001100018864   
## [7] 0.347288279037332 0.311538880101122 0.40202492114654   
## [10] -0.0205091688767445  
## 10 Levels: -0.0205091688767445 0.297394758030447 ... 0.484072144750884

#hidden neurons

set.seed(156)  
indxfull <- sample(2, nrow(trainfull), replace = T, prob = c(0.5, 0.5))  
train2full <- trainfull[indxfull == 1,]  
validationfull <- trainfull[indxfull == 2, ]  
  
errfull <- vector("numeric", 300)  
dfull <- seq(0.001, .1, length.out = 30)  
sizesfull <- seq(1,10, length.out = 10)  
k =1  
errfull\_df <- data.frame(  
 size=integer(),  
 decay=numeric(),  
 error = numeric()  
)  
  
for (s in sizesfull) {  
 for (i in dfull)  
 {  
 print(paste("K:", k, "i:", i,"size: ", s))  
 mymodelfull <-  
 nnet(  
 Target ~ .,  
 data = train2full,  
 decay = i,  
 size = s,  
 maxit = 1000,  
 trace = F  
 )  
 pred.classfull <- predict(mymodelfull, newdata = validationfull)  
 errfull\_tmp <-  
 round((sqrt(mean((pred.classfull - validationfull$Target) ^ 2  
 )) / mean(validationfull$Target)) \* 100, 2)  
 errfull\_df[nrow(errfull\_df)+1,] <- c(s,i,errfull\_tmp)  
 print(errfull\_tmp)  
 errfull[k]<-errfull\_tmp  
 k <- k + 1  
 }  
}

## [1] "K: 1 i: 0.001 size: 1"  
## [1] 36.04  
## [1] "K: 2 i: 0.00441379310344828 size: 1"  
## [1] 30.95  
## [1] "K: 3 i: 0.00782758620689655 size: 1"  
## [1] 29.63  
## [1] "K: 4 i: 0.0112413793103448 size: 1"  
## [1] 30.81  
## [1] "K: 5 i: 0.0146551724137931 size: 1"  
## [1] 29.19  
## [1] "K: 6 i: 0.0180689655172414 size: 1"  
## [1] 31.58  
## [1] "K: 7 i: 0.0214827586206897 size: 1"  
## [1] 32.2  
## [1] "K: 8 i: 0.0248965517241379 size: 1"  
## [1] 30.4  
## [1] "K: 9 i: 0.0283103448275862 size: 1"  
## [1] 31.03  
## [1] "K: 10 i: 0.0317241379310345 size: 1"  
## [1] 34.47  
and so on….

One can see the output in the rmd file

min(errfull)

## [1] 29.19

#check for the index of the minimum value and note the decay and size value  
View(errfull\_df)

#error for training data  
errtrainfull <- vector("numeric", 300)  
dtrainfull <- seq(0.001, .1, length.out = 30)  
sizestrainfull <- seq(1,10, length.out = 10)  
ktrainfull =1  
errtrainfull\_df <- data.frame(  
 size=integer(),  
 decay=numeric(),  
 error = numeric()  
)  
  
for (strainfull in sizestrainfull) {  
 for (itrainfull in dtrainfull)  
 {  
 print(paste("K:", ktrainfull, "i:", itrainfull,"size: ", strainfull))  
 mymodelfull\_train <-  
 nnet(  
 Target ~ .,  
 data = trainfull,  
 decay = itrainfull,  
 size = strainfull,  
 maxit = 1000,  
 trace = F  
 )  
 pred.classtrainfull <- predict(mymodelfull\_train, newdata = trainfull)  
 errtrainfull\_tmp <-  
 round((sqrt(mean((pred.classtrainfull - trainfull$Target) ^ 2  
 )) / mean(trainfull$Target)) \* 100, 2)  
 errtrainfull\_df[nrow(errtrainfull\_df)+1,] <- c(strainfull,itrainfull,errtrainfull\_tmp)  
 print(errtrainfull\_tmp)  
 errtrainfull[ktrainfull]<-errtrainfull\_tmp  
 ktrainfull <- ktrainfull + 1  
 }  
}

## [1] "K: 1 i: 0.001 size: 1"  
## [1] 9.85  
## [1] "K: 2 i: 0.00441379310344828 size: 1"  
## [1] 13.98  
## [1] "K: 3 i: 0.00782758620689655 size: 1"  
## [1] 16.31  
## [1] "K: 4 i: 0.0112413793103448 size: 1"  
## [1] 18.18  
## [1] "K: 5 i: 0.0146551724137931 size: 1"  
## [1] 19.84  
## [1] "K: 6 i: 0.0180689655172414 size: 1"  
## [1] 21.82  
## [1] "K: 7 i: 0.0214827586206897 size: 1"  
## [1] 22.95  
## [1] "K: 8 i: 0.0248965517241379 size: 1"  
## [1] 23.72  
## [1] "K: 9 i: 0.0283103448275862 size: 1"  
## [1] 24.73  
## [1] "K: 10 i: 0.0317241379310345 size: 1"  
## [1] 25.66  
…and so on

min(errtrainfull)

## [1] 4.73

View(errtrainfull\_df)

#error for test data

errtestfull <- vector("numeric", 300)  
dtestfull <- seq(0.001, .1, length.out = 30)  
sizestestfull <- seq(1,10, length.out = 10)  
ktestfull =1  
errtestfull\_df <- data.frame(  
 size=integer(),  
 decay=numeric(),  
 error = numeric()  
)  
  
for (stestfull in sizestestfull) {  
 for (itestfull in dtestfull)  
 {  
 print(paste("K:", ktestfull, "i:", itestfull,"size: ", stestfull))  
 mymodelfull\_test <-  
 nnet(  
 Target ~ .,  
 data = testfull,  
 decay = itestfull,  
 size = stestfull,  
 maxit = 1000,  
 trace = F  
 )  
 pred.classtestfull <- predict(mymodelfull\_test, newdata = testfull)  
 errtestfull\_tmp <-  
 round((sqrt(mean((pred.classtestfull - testfull$Target) ^ 2  
 )) / mean(testfull$Target)) \* 100, 2)  
 errtestfull\_df[nrow(errtestfull\_df)+1,] <- c(stestfull,itestfull,errtestfull\_tmp)  
 print(errtestfull\_tmp)  
 errtestfull[ktestfull]<-errtestfull\_tmp  
 ktestfull <- ktestfull + 1  
 }  
}

## [1] "K: 1 i: 0.001 size: 1"  
## [1] 4.87  
## [1] "K: 2 i: 0.00441379310344828 size: 1"  
## [1] 10.24  
## [1] "K: 3 i: 0.00782758620689655 size: 1"  
## [1] 14.29  
## [1] "K: 4 i: 0.0112413793103448 size: 1"  
## [1] 17.41  
## [1] "K: 5 i: 0.0146551724137931 size: 1"  
## [1] 19.95  
## [1] "K: 6 i: 0.0180689655172414 size: 1"  
## [1] 22.05  
## [1] "K: 7 i: 0.0214827586206897 size: 1"  
## [1] 23.74  
## [1] "K: 8 i: 0.0248965517241379 size: 1"  
## [1] 25.01  
## [1] "K: 9 i: 0.0283103448275862 size: 1"  
## [1] 25.88  
## [1] "K: 10 i: 0.0317241379310345 size: 1"  
## [1] 26.43  
…and so on  
testerrfull<-min(errtestfull)  
testerrfull

## [1] 2.81

View(errtestfull\_df)

#based on the d and size value for min error in training data set, we calculate

library(nnet)  
nnModelfullbest<- nnet(Target~ ., data = trainfull, linout = T, size = 5, decay = 0.00100, maxit = 1000)

## # weights: 116  
## initial value 9.882837   
## iter 10 value 0.133487  
## iter 20 value 0.050852  
## iter 30 value 0.032759  
## iter 40 value 0.026549  
## iter 50 value 0.021695

………………………….

## iter 570 value 0.015265  
## iter 580 value 0.015265  
## final value 0.015265   
## converged

summary(nnModelfullbest)

## a 21-5-1 network with 116 weights  
## options were - linear output units decay=0.001  
## b->h1 i1->h1 i2->h1 i3->h1 i4->h1 i5->h1 i6->h1 i7->h1 i8->h1 i9->h1   
## -0.01 0.05 -0.03 0.10 0.11 0.00 0.09 0.01 0.04 0.02   
## i10->h1 i11->h1 i12->h1 i13->h1 i14->h1 i15->h1 i16->h1 i17->h1 i18->h1 i19->h1   
## -0.04 0.07 -0.07 0.11 0.13 0.08 0.08 -0.08 0.01 0.03   
## i20->h1 i21->h1   
## 0.02 0.18   
## b->h2 i1->h2 i2->h2 i3->h2 i4->h2 i5->h2 i6->h2 i7->h2 i8->h2 i9->h2   
## -0.03 -0.07 0.08 0.06 0.26 0.00 0.08 -0.06 0.01 0.00   
## i10->h2 i11->h2 i12->h2 i13->h2 i14->h2 i15->h2 i16->h2 i17->h2 i18->h2 i19->h2   
## -0.11 0.14 -0.10 0.22 0.25 0.15 0.15 -0.18 0.08 -0.05   
## i20->h2 i21->h2   
## 0.03 0.46   
## b->h3 i1->h3 i2->h3 i3->h3 i4->h3 i5->h3 i6->h3 i7->h3 i8->h3 i9->h3   
## 0.27 -0.82 0.75 -0.08 -0.29 0.00 -0.06 0.20 0.08 -0.06   
## i10->h3 i11->h3 i12->h3 i13->h3 i14->h3 i15->h3 i16->h3 i17->h3 i18->h3 i19->h3   
## 0.31 0.05 0.40 -0.05 -0.39 0.00 0.00 0.21 0.28 0.12   
## i20->h3 i21->h3   
## -0.04 -0.18   
## b->h4 i1->h4 i2->h4 i3->h4 i4->h4 i5->h4 i6->h4 i7->h4 i8->h4 i9->h4   
## -0.09 0.80 -0.54 0.65 -0.41 0.00 0.53 0.46 0.34 0.10   
## i10->h4 i11->h4 i12->h4 i13->h4 i14->h4 i15->h4 i16->h4 i17->h4 i18->h4 i19->h4   
## -0.15 0.21 -0.19 0.26 -0.15 0.24 0.24 -0.30 -0.03 0.27   
## i20->h4 i21->h4   
## -0.11 -0.67   
## b->h5 i1->h5 i2->h5 i3->h5 i4->h5 i5->h5 i6->h5 i7->h5 i8->h5 i9->h5   
## 0.21 0.78 -0.51 -0.33 0.39 0.00 -0.13 -0.21 -0.09 -0.12   
## i10->h5 i11->h5 i12->h5 i13->h5 i14->h5 i15->h5 i16->h5 i17->h5 i18->h5 i19->h5   
## 0.30 0.19 0.50 0.08 0.33 0.12 0.12 0.03 0.31 -0.48   
## i20->h5 i21->h5   
## -0.31 -0.52   
## b->o h1->o h2->o h3->o h4->o h5->o   
## 0.16 0.42 0.76 -1.15 1.53 -1.05

nnModelfullbest

## a 21-5-1 network with 116 weights  
## inputs: Age KM HP MC1 Auto1 CC Grs1 Wght G\_P Mfr\_G1 Abag\_21 AC1 Comp1 CD1 Clock1 Pw1 Radio1 SpM1 M\_Rim1 Tow\_Bar1 GreynBlue1   
## output(s): Target   
## options were - linear output units decay=0.001

library(NeuralNetTools)  
plotnet(nnModelfullbest)

![](data:image/png;base64,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)

nn.predsfullbest <- as.factor(predict(nnModelfullbest, testfull))  
nn.predsfullbest

## [1] 0.508454870908436 0.413527994906599 0.322599303281996   
## [4] 0.317530711627343 0.342408023677569 0.418164788340756   
## [7] 0.237976056078388 0.346091516678538 0.624073035982511   
## [10] -0.0482889130719366  
## 10 Levels: -0.0482889130719366 0.237976056078388 ... 0.624073035982511

# we worked on another model by removing the variables that were low in correlation

library(dplyr)  
mynormalization <- function(x)  
{  
 (x - min(x))/ (max(x)-min(x))  
}  
FData <- FData %>% mutate\_if(is.numeric, mynormalization)  
summary(FData)

## Target Age KM Fuel   
## Min. :0.0000 Min. :0.0000 Min. :0.0000 Length:31   
## 1st Qu.:0.2857 1st Qu.:0.3000 1st Qu.:0.2710 Class :character   
## Median :0.3367 Median :0.5000 Median :0.3880 Mode :character   
## Mean :0.4338 Mean :0.4935 Mean :0.4123   
## 3rd Qu.:0.5102 3rd Qu.:0.7000 3rd Qu.:0.5605   
## Max. :1.0000 Max. :1.0000 Max. :1.0000   
##   
## HP MC Colour Auto   
## Min. :0.0000 Min. :0.0000 Length:31 Min. :0.00000   
## 1st Qu.:0.0000 1st Qu.:0.0000 Class :character 1st Qu.:0.00000   
## Median :0.1368 Median :1.0000 Mode :character Median :0.00000   
## Mean :0.2832 Mean :0.6452 Mean :0.03226   
## 3rd Qu.:0.1368 3rd Qu.:1.0000 3rd Qu.:0.00000   
## Max. :1.0000 Max. :1.0000 Max. :1.00000   
##   
## CC Drs Cyl Grs Wght   
## Min. :0.0000 Min. : NA Min. : NA Min. :0.0000 Min. :0.0000   
## 1st Qu.:0.0000 1st Qu.: NA 1st Qu.: NA 1st Qu.:0.0000 1st Qu.:0.2917   
## Median :0.5000 Median : NA Median : NA Median :0.0000 Median :0.4583   
## Mean :0.4355 Mean :NaN Mean :NaN Mean :0.1935 Mean :0.5081   
## 3rd Qu.:0.5000 3rd Qu.: NA 3rd Qu.: NA 3rd Qu.:0.0000 3rd Qu.:0.6667   
## Max. :1.0000 Max. : NA Max. : NA Max. :1.0000 Max. :1.0000   
## NA's :31 NA's :31   
## G\_P Mfr\_G ABS Abag\_1   
## Min. :0.00000 Min. :0.0000 Min. : NA Min. : NA   
## 1st Qu.:0.00000 1st Qu.:1.0000 1st Qu.: NA 1st Qu.: NA   
## Median :0.00000 Median :1.0000 Median : NA Median : NA   
## Mean :0.05645 Mean :0.9032 Mean :NaN Mean :NaN   
## 3rd Qu.:0.00000 3rd Qu.:1.0000 3rd Qu.: NA 3rd Qu.: NA   
## Max. :1.00000 Max. :1.0000 Max. : NA Max. : NA   
## NA's :31 NA's :31   
## Abag\_2 AC Comp CD   
## Min. :0.0000 Min. :0.0000 Min. :0.0000 Min. :0.0000   
## 1st Qu.:1.0000 1st Qu.:0.0000 1st Qu.:1.0000 1st Qu.:0.0000   
## Median :1.0000 Median :1.0000 Median :1.0000 Median :1.0000   
## Mean :0.9355 Mean :0.5484 Mean :0.9032 Mean :0.6129   
## 3rd Qu.:1.0000 3rd Qu.:1.0000 3rd Qu.:1.0000 3rd Qu.:1.0000   
## Max. :1.0000 Max. :1.0000 Max. :1.0000 Max. :1.0000   
##   
## Clock Pw PStr Radio   
## Min. :0.0000 Min. :0.0000 Min. : NA Min. :0.00000   
## 1st Qu.:1.0000 1st Qu.:1.0000 1st Qu.: NA 1st Qu.:0.00000   
## Median :1.0000 Median :1.0000 Median : NA Median :0.00000   
## Mean :0.9032 Mean :0.9032 Mean :NaN Mean :0.06452   
## 3rd Qu.:1.0000 3rd Qu.:1.0000 3rd Qu.: NA 3rd Qu.:0.00000   
## Max. :1.0000 Max. :1.0000 Max. : NA Max. :1.00000   
## NA's :31   
## SpM M\_Rim Tow\_Bar   
## Min. :0.0000 Min. :0.0000 Min. :0.0000   
## 1st Qu.:1.0000 1st Qu.:0.0000 1st Qu.:0.0000   
## Median :1.0000 Median :0.0000 Median :0.0000   
## Mean :0.8065 Mean :0.3871 Mean :0.1613   
## 3rd Qu.:1.0000 3rd Qu.:1.0000 3rd Qu.:0.0000   
## Max. :1.0000 Max. :1.0000 Max. :1.0000   
##

#creating a dummy variable to tackle colour  
  
GreynBlue<-ifelse(FData$Colour == 'Grey' | FData$Colour == 'Blue',1,0)  
  
  
set.seed(123)  
#remove redundant variables   
FData <- subset (FData, select = -c(4,7,10,11,16,17,18,20,23,25,24))  
FData <- FData %>% mutate(  
 Target,  
 Age,  
 KM,  
 HP,  
 CC,  
 Grs=as.factor(Grs),  
 Wght,  
 G\_P,  
 Auto=as.factor(Auto),  
 MC=as.factor(MC),  
 Mfr\_G=as.factor(Mfr\_G),  
 AC=as.factor(AC),  
 CD=as.factor(CD),  
 Clock=as.factor(Clock),  
 SpM=as.factor(SpM),  
 M\_Rim=as.factor(M\_Rim),  
 Tow\_Bar=as.factor(Tow\_Bar),  
 GreynBlue=as.factor(GreynBlue)  
)  
# divide into test and training data set  
set.seed(124)  
ind <- sample(2, nrow(FData), replace = T, prob = c(0.7, 0.3))  
train <- FData[ind == 1, ]  
test <- FData[ind == 2, ]  
str(FData)

## tibble [31 × 18] (S3: tbl\_df/tbl/data.frame)  
## $ Target : num [1:31] 0.816 0.714 0.679 0.872 0.974 ...  
## $ Age : num [1:31] 0.3 0 0.3 0.9 1 0.6 0.8 0.2 0.2 0.8 ...  
## $ KM : num [1:31] 0.375 0.585 0.387 0.229 0.421 ...  
## $ HP : num [1:31] 1 1 1 1 1 ...  
## $ MC : Factor w/ 2 levels "0","1": 1 1 1 2 2 1 2 2 1 2 ...  
## $ Auto : Factor w/ 2 levels "0","1": 1 1 1 1 1 1 1 1 1 1 ...  
## $ CC : num [1:31] 1 1 1 1 1 1 1 0.5 0.5 0.5 ...  
## $ Grs : Factor w/ 2 levels "0","1": 2 2 2 2 2 2 1 1 1 1 ...  
## $ Wght : num [1:31] 1 1 1 1 1 ...  
## $ G\_P : num [1:31] 0.375 0 0 0 0 0 0 1 0 0 ...  
## $ Mfr\_G : Factor w/ 2 levels "0","1": 2 2 2 2 2 2 2 1 1 2 ...  
## $ AC : Factor w/ 2 levels "0","1": 2 2 2 2 2 2 2 1 2 1 ...  
## $ CD : Factor w/ 2 levels "0","1": 2 1 1 2 2 1 2 1 2 2 ...  
## $ Clock : Factor w/ 2 levels "0","1": 2 2 2 2 2 2 2 2 2 2 ...  
## $ SpM : Factor w/ 2 levels "0","1": 1 2 2 2 2 2 1 1 1 2 ...  
## $ M\_Rim : Factor w/ 2 levels "0","1": 2 2 2 2 2 2 2 1 1 1 ...  
## $ Tow\_Bar : Factor w/ 2 levels "0","1": 1 1 1 1 1 1 1 2 1 1 ...  
## $ GreynBlue: Factor w/ 2 levels "0","1": 1 1 1 1 2 2 2 2 2 2 ...

library(nnet)  
nnModel<- nnet(Target~ ., data = train, linout = T, size = 10, decay = 0.01, maxit = 1000)

## # weights: 191  
## initial value 3.880534   
## iter 10 value 0.245082  
## iter 20 value 0.110357  
## iter 30 value 0.099268

……………………..  
## iter 220 value 0.097612  
## iter 230 value 0.097611  
## iter 240 value 0.097611  
## final value 0.097611   
## converged

summary(nnModel)

## a 17-10-1 network with 191 weights  
## options were - linear output units decay=0.01  
## b->h1 i1->h1 i2->h1 i3->h1 i4->h1 i5->h1 i6->h1 i7->h1 i8->h1 i9->h1   
## 0.04 -0.16 0.06 -0.17 -0.01 0.00 -0.09 0.07 -0.09 0.00   
## i10->h1 i11->h1 i12->h1 i13->h1 i14->h1 i15->h1 i16->h1 i17->h1   
## 0.10 0.09 -0.07 -0.13 0.05 -0.06 0.03 -0.12   
## b->h2 i1->h2 i2->h2 i3->h2 i4->h2 i5->h2 i6->h2 i7->h2 i8->h2 i9->h2   
## 0.04 -0.16 0.06 -0.17 -0.01 0.00 -0.09 0.07 -0.09 0.00   
## i10->h2 i11->h2 i12->h2 i13->h2 i14->h2 i15->h2 i16->h2 i17->h2   
## 0.10 0.09 -0.07 -0.13 0.05 -0.06 0.03 -0.12   
## b->h3 i1->h3 i2->h3 i3->h3 i4->h3 i5->h3 i6->h3 i7->h3 i8->h3 i9->h3   
## -0.04 0.17 -0.06 0.18 0.01 0.00 0.09 -0.07 0.09 0.00   
## i10->h3 i11->h3 i12->h3 i13->h3 i14->h3 i15->h3 i16->h3 i17->h3   
## -0.11 -0.10 0.07 0.13 -0.06 0.06 -0.03 0.12   
## b->h4 i1->h4 i2->h4 i3->h4 i4->h4 i5->h4 i6->h4 i7->h4 i8->h4 i9->h4   
## -0.04 0.17 -0.06 0.18 0.01 0.00 0.09 -0.07 0.09 0.00   
## i10->h4 i11->h4 i12->h4 i13->h4 i14->h4 i15->h4 i16->h4 i17->h4   
## -0.11 -0.10 0.07 0.14 -0.06 0.06 -0.03 0.12   
## b->h5 i1->h5 i2->h5 i3->h5 i4->h5 i5->h5 i6->h5 i7->h5 i8->h5 i9->h5   
## 0.00 -0.37 0.23 -0.62 0.37 0.00 -0.38 -0.11 -0.37 0.01   
## i10->h5 i11->h5 i12->h5 i13->h5 i14->h5 i15->h5 i16->h5 i17->h5   
## 0.19 0.12 0.27 -0.45 -0.19 -0.32 0.05 0.18   
## b->h6 i1->h6 i2->h6 i3->h6 i4->h6 i5->h6 i6->h6 i7->h6 i8->h6 i9->h6   
## -0.04 0.17 -0.06 0.18 0.01 0.00 0.09 -0.07 0.09 0.00   
## i10->h6 i11->h6 i12->h6 i13->h6 i14->h6 i15->h6 i16->h6 i17->h6   
## -0.11 -0.10 0.07 0.14 -0.06 0.06 -0.03 0.12   
## b->h7 i1->h7 i2->h7 i3->h7 i4->h7 i5->h7 i6->h7 i7->h7 i8->h7 i9->h7   
## -0.04 0.17 -0.06 0.18 0.01 0.00 0.09 -0.07 0.09 0.00   
## i10->h7 i11->h7 i12->h7 i13->h7 i14->h7 i15->h7 i16->h7 i17->h7   
## -0.11 -0.10 0.07 0.13 -0.06 0.06 -0.03 0.12   
## b->h8 i1->h8 i2->h8 i3->h8 i4->h8 i5->h8 i6->h8 i7->h8 i8->h8 i9->h8   
## -0.04 0.17 -0.06 0.18 0.01 0.00 0.09 -0.07 0.09 0.00   
## i10->h8 i11->h8 i12->h8 i13->h8 i14->h8 i15->h8 i16->h8 i17->h8   
## -0.11 -0.10 0.07 0.14 -0.06 0.06 -0.03 0.12   
## b->h9 i1->h9 i2->h9 i3->h9 i4->h9 i5->h9 i6->h9 i7->h9 i8->h9 i9->h9   
## -0.04 0.17 -0.06 0.18 0.01 0.00 0.09 -0.07 0.09 0.00   
## i10->h9 i11->h9 i12->h9 i13->h9 i14->h9 i15->h9 i16->h9 i17->h9   
## -0.11 -0.10 0.07 0.14 -0.06 0.06 -0.03 0.12   
## b->h10 i1->h10 i2->h10 i3->h10 i4->h10 i5->h10 i6->h10 i7->h10   
## 0.04 -0.16 0.06 -0.17 -0.01 0.00 -0.09 0.07   
## i8->h10 i9->h10 i10->h10 i11->h10 i12->h10 i13->h10 i14->h10 i15->h10   
## -0.09 0.00 0.10 0.09 -0.07 -0.13 0.05 -0.06   
## i16->h10 i17->h10   
## 0.03 -0.12   
## b->o h1->o h2->o h3->o h4->o h5->o h6->o h7->o h8->o h9->o h10->o   
## 0.01 -0.39 -0.39 0.42 0.42 -1.12 0.42 0.42 0.42 0.42 -0.39

nnModel

## a 17-10-1 network with 191 weights  
## inputs: Age KM HP MC1 Auto1 CC Grs1 Wght G\_P Mfr\_G1 AC1 CD1 Clock1 SpM1 M\_Rim1 Tow\_Bar1 GreynBlue1   
## output(s): Target   
## options were - linear output units decay=0.01

library(NeuralNetTools)  
plotnet(nnModel)

![](data:image/png;base64,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)

nn.preds <- as.factor(predict(nnModel, test))  
nn.preds

## [1] 0.41516682316512 0.378916227959371 0.514198564213712   
## [4] 0.334769606437482 0.281643636484912 0.427609488087814   
## [7] 0.417854220776309 0.326364876017335 0.346225185063257   
## [10] -0.0352068040274442  
## 10 Levels: -0.0352068040274442 0.281643636484912 ... 0.514198564213712

#nested for loop for decay and size  
#library(plyr)  
#df <- ldply(output, data.frame)  
#setNames(df, c("", "Values"))

set.seed(156)  
indx <- sample(2, nrow(train), replace = T, prob = c(0.5, 0.5))  
train2 <- train[indx == 1,]  
validation <- train[indx == 2, ]  
  
err <- vector("numeric", 300)  
d <- seq(0.001, .1, length.out = 30)  
sizes <- seq(1,10, length.out = 10)  
k =1  
err\_df <- data.frame(  
 size=integer(),  
 decay=numeric(),  
 error = numeric()  
)  
  
for (s in sizes) {  
 for (i in d)  
 {  
 print(paste("K:", k, "i:", i,"size: ", s))  
 mymodel <-  
 nnet(  
 Target ~ .,  
 data = train2,  
 decay = i,  
 size = s,  
 maxit = 1000,  
 trace = F  
 )  
 pred.class <- predict(mymodel, newdata = validation)  
 err\_tmp <-  
 round((sqrt(mean((pred.class - validation$Target) ^ 2  
 )) / mean(validation$Target)) \* 100, 2)  
 err\_df[nrow(err\_df)+1,] <- c(s,i,err\_tmp)  
 print(err\_tmp)  
 err[k]<-err\_tmp  
 k <- k + 1  
 }  
}

## [1] "K: 1 i: 0.001 size: 1"  
## [1] 34.23  
## [1] "K: 2 i: 0.00441379310344828 size: 1"  
## [1] 30.03  
## [1] "K: 3 i: 0.00782758620689655 size: 1"  
## [1] 28.67  
## [1] "K: 4 i: 0.0112413793103448 size: 1"  
## [1] 28.27  
## [1] "K: 5 i: 0.0146551724137931 size: 1"  
## [1] 30.08  
## [1] "K: 6 i: 0.0180689655172414 size: 1"  
## [1] 30.64  
## [1] "K: 7 i: 0.0214827586206897 size: 1"  
## [1] 31.34  
## [1] "K: 8 i: 0.0248965517241379 size: 1"  
## [1] 32.13  
## [1] "K: 9 i: 0.0283103448275862 size: 1"  
## [1] 32.97  
## [1] "K: 10 i: 0.0317241379310345 size: 1"  
## [1] 31.25  
…and so on for 300 iterations

min(err)

## [1] 28.27

#check for the index of the minimum value and note the decay and size value  
View(err\_df)

#error for training data

errtrain <- vector("numeric", 300)  
dtrain <- seq(0.001, .1, length.out = 30)  
sizestrain <- seq(1,10, length.out = 10)  
ktrain =1  
errtrain\_df <- data.frame(  
 size=integer(),  
 decay=numeric(),  
 error = numeric()  
)  
  
for (strain in sizestrain) {  
 for (itrain in dtrain)  
 {  
 print(paste("K:", ktrain, "i:", itrain,"size: ", strain))  
 mymodel\_train <-  
 nnet(  
 Target ~ .,  
 data = train,  
 decay = itrain,  
 size = strain,  
 maxit = 1000,  
 trace = F  
 )  
 pred.classtrain <- predict(mymodel\_train, newdata = train)  
 errtrain\_tmp <-  
 round((sqrt(mean((pred.classtrain - train$Target) ^ 2  
 )) / mean(train$Target)) \* 100, 2)  
 errtrain\_df[nrow(errtrain\_df)+1,] <- c(strain,itrain,errtrain\_tmp)  
 print(errtrain\_tmp)  
 errtrain[ktrain]<-errtrain\_tmp  
 ktrain <- ktrain + 1  
 }  
}

## [1] "K: 1 i: 0.001 size: 1"  
## [1] 11.31  
## [1] "K: 2 i: 0.00441379310344828 size: 1"  
## [1] 14.5  
## [1] "K: 3 i: 0.00782758620689655 size: 1"  
## [1] 17.28  
## [1] "K: 4 i: 0.0112413793103448 size: 1"  
## [1] 19.41  
## [1] "K: 5 i: 0.0146551724137931 size: 1"  
## [1] 21.07  
## [1] "K: 6 i: 0.0180689655172414 size: 1"  
## [1] 22.32  
## [1] "K: 7 i: 0.0214827586206897 size: 1"  
## [1] 23.13  
## [1] "K: 8 i: 0.0248965517241379 size: 1"  
## [1] 24.43  
## [1] "K: 9 i: 0.0283103448275862 size: 1"  
## [1] 25.39  
## [1] "K: 10 i: 0.0317241379310345 size: 1"  
## [1] 26.31  
…and so on for 300 iterations

min(errtrain)

## [1] 5.09

View(errtrain\_df)

#error for test data

errtest <- vector("numeric", 300)  
dtest <- seq(0.001, .1, length.out = 30)  
sizestest <- seq(1,10, length.out = 10)  
ktest =1  
errtest\_df <- data.frame(  
 size=integer(),  
 decay=numeric(),  
 error = numeric()  
)  
  
for (stest in sizestest) {  
 for (itest in dtest)  
 {  
 print(paste("K:", ktest, "i:", itest,"size: ", stest))  
 mymodel\_test <-  
 nnet(  
 Target ~ .,  
 data = test,  
 decay = itest,  
 size = stest,  
 maxit = 1000,  
 trace = F  
 )  
 pred.classtest <- predict(mymodel\_test, newdata = test)  
 errtest\_tmp <-  
 round((sqrt(mean((pred.classtest - test$Target) ^ 2  
 )) / mean(test$Target)) \* 100, 2)  
 errtest\_df[nrow(errtest\_df)+1,] <- c(stest,itest,errtest\_tmp)  
 print(errtest\_tmp)  
 errtest[ktest]<-errtest\_tmp  
 ktest <- ktest + 1  
 }  
}

## [1] "K: 1 i: 0.001 size: 1"  
## [1] 5.7  
## [1] "K: 2 i: 0.00441379310344828 size: 1"  
## [1] 11.37  
## [1] "K: 3 i: 0.00782758620689655 size: 1"  
## [1] 15.54  
## [1] "K: 4 i: 0.0112413793103448 size: 1"  
## [1] 18.69  
## [1] "K: 5 i: 0.0146551724137931 size: 1"  
## [1] 21.21  
## [1] "K: 6 i: 0.0180689655172414 size: 1"  
## [1] 23.22  
## [1] "K: 7 i: 0.0214827586206897 size: 1"  
## [1] 24.75  
## [1] "K: 8 i: 0.0248965517241379 size: 1"  
## [1] 25.79  
## [1] "K: 9 i: 0.0283103448275862 size: 1"  
## [1] 26.42  
## [1] "K: 10 i: 0.0317241379310345 size: 1"  
## [1] 26.8  
….and so on for 300 iterations

testerr<-min(errtest)  
testerr

## [1] 3.3

View(errtest\_df)

library(nnet)  
nnModelbest<- nnet(Target~ ., data = train, linout = T, size = 9, decay = 0.00100, maxit = 1000)

## # weights: 172  
## initial value 41.895806   
## iter 10 value 0.112112  
## iter 20 value 0.051770  
## iter 30 value 0.038879  
## iter 40 value 0.030584  
## iter 50 value 0.024596  
## iter 60 value 0.021530  
## iter 70 value 0.020451  
## iter 80 value 0.019900  
## iter 90 value 0.019387

…………………………………  
## iter 430 value 0.016957  
## iter 440 value 0.016957  
## final value 0.016957   
## converged

summary(nnModelbest)

## a 17-9-1 network with 172 weights  
## options were - linear output units decay=0.001  
## b->h1 i1->h1 i2->h1 i3->h1 i4->h1 i5->h1 i6->h1 i7->h1 i8->h1 i9->h1   
## -0.05 0.31 -0.45 0.11 -0.16 0.00 -0.07 0.28 0.07 0.18   
## i10->h1 i11->h1 i12->h1 i13->h1 i14->h1 i15->h1 i16->h1 i17->h1   
## 0.10 -0.02 -0.71 -0.56 -0.53 0.09 -0.09 -1.00   
## b->h2 i1->h2 i2->h2 i3->h2 i4->h2 i5->h2 i6->h2 i7->h2 i8->h2 i9->h2   
## 0.01 0.04 -0.08 0.02 0.02 0.00 0.05 -0.05 0.00 0.00   
## i10->h2 i11->h2 i12->h2 i13->h2 i14->h2 i15->h2 i16->h2 i17->h2   
## -0.04 -0.09 0.05 0.04 -0.02 0.05 0.02 0.05   
## b->h3 i1->h3 i2->h3 i3->h3 i4->h3 i5->h3 i6->h3 i7->h3 i8->h3 i9->h3   
## 0.01 0.04 -0.08 0.02 0.02 0.00 0.05 -0.05 0.00 -0.01   
## i10->h3 i11->h3 i12->h3 i13->h3 i14->h3 i15->h3 i16->h3 i17->h3   
## -0.04 -0.09 0.05 0.04 -0.02 0.05 0.02 0.05   
## b->h4 i1->h4 i2->h4 i3->h4 i4->h4 i5->h4 i6->h4 i7->h4 i8->h4 i9->h4   
## 0.01 0.04 -0.08 0.02 0.02 0.00 0.05 -0.05 0.00 0.00   
## i10->h4 i11->h4 i12->h4 i13->h4 i14->h4 i15->h4 i16->h4 i17->h4   
## -0.04 -0.09 0.05 0.04 -0.02 0.05 0.02 0.05   
## b->h5 i1->h5 i2->h5 i3->h5 i4->h5 i5->h5 i6->h5 i7->h5 i8->h5 i9->h5   
## -0.06 0.34 -0.47 -0.04 0.11 0.00 0.12 -0.28 -0.11 -0.03   
## i10->h5 i11->h5 i12->h5 i13->h5 i14->h5 i15->h5 i16->h5 i17->h5   
## -0.23 -0.40 0.25 0.09 -0.16 0.11 0.08 0.11   
## b->h6 i1->h6 i2->h6 i3->h6 i4->h6 i5->h6 i6->h6 i7->h6 i8->h6 i9->h6   
## 0.01 0.04 -0.08 0.02 0.02 0.00 0.05 -0.05 0.00 0.00   
## i10->h6 i11->h6 i12->h6 i13->h6 i14->h6 i15->h6 i16->h6 i17->h6   
## -0.04 -0.09 0.05 0.04 -0.02 0.05 0.02 0.05   
## b->h7 i1->h7 i2->h7 i3->h7 i4->h7 i5->h7 i6->h7 i7->h7 i8->h7 i9->h7   
## -0.07 -1.06 0.73 -0.62 0.39 0.00 -0.87 -0.29 -0.34 0.12   
## i10->h7 i11->h7 i12->h7 i13->h7 i14->h7 i15->h7 i16->h7 i17->h7   
## 0.25 0.09 0.31 -0.31 -0.14 -0.30 0.48 0.71   
## b->h8 i1->h8 i2->h8 i3->h8 i4->h8 i5->h8 i6->h8 i7->h8 i8->h8 i9->h8   
## 0.01 0.04 -0.08 0.02 0.02 0.00 0.05 -0.05 0.00 0.00   
## i10->h8 i11->h8 i12->h8 i13->h8 i14->h8 i15->h8 i16->h8 i17->h8   
## -0.04 -0.09 0.05 0.04 -0.02 0.05 0.02 0.05   
## b->h9 i1->h9 i2->h9 i3->h9 i4->h9 i5->h9 i6->h9 i7->h9 i8->h9 i9->h9   
## -0.11 -0.50 0.34 0.17 -0.22 0.00 0.13 0.00 -0.01 0.04   
## i10->h9 i11->h9 i12->h9 i13->h9 i14->h9 i15->h9 i16->h9 i17->h9   
## -0.32 -0.63 -0.11 -0.05 -0.34 0.55 0.27 0.13   
## b->o h1->o h2->o h3->o h4->o h5->o h6->o h7->o h8->o h9->o   
## 0.14 -1.23 0.22 0.22 0.22 0.85 0.22 -1.57 0.22 0.96

nnModelbest

## a 17-9-1 network with 172 weights  
## inputs: Age KM HP MC1 Auto1 CC Grs1 Wght G\_P Mfr\_G1 AC1 CD1 Clock1 SpM1 M\_Rim1 Tow\_Bar1 GreynBlue1   
## output(s): Target   
## options were - linear output units decay=0.001

library(NeuralNetTools)  
plotnet(nnModelbest)
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nn.predsbest <- as.factor(predict(nnModelbest, test))  
nn.predsbest

## [1] 0.484905947221432 0.298792630902601 0.44449645721807   
## [4] 0.39829659646864 0.405425758882406 0.598870728849939   
## [7] 0.368428042587192 0.344600789840269 0.561268712106879   
## [10] -0.0347688946819508  
## 10 Levels: -0.0347688946819508 0.298792630902601 ... 0.598870728849939