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## Задание

## Задание

Написать программу ввода и оперирования полиномами, состоящими из термов. Для этого разработать классы Term and Polynomial, описание которых представлено ниже.

### Ввод полинома

* Термы полинома могут вводиться в любом порядке.
* Во вводимом терме может присутствовать отрицательные коэффициенты, например, -1.
* Терм (член полинома одного порядка) может складываться с другим термом. Например: 3x^2 – x^2, -3x^2 + x^2.
* Пробелы при вводе могут появляться где угодно.

К СВЕДЕНИЮ

Обратите внимание, что по заданию вы должны уметь работать со строками такого вида:

3x^2 - x^2 - 3x^2 + x ^2 + 5x^5 - 4x^3 +x^2 - 7

Пробелы расставлены в случайном порядке.

Результат разбора такой строки - полином. Этот разбор вы можете сделать в перегрузке ввода у полинома. В рамках данной перегрузки строку можно сначала разобрать на термы, потом термы сложить, и получить полином. При сложении вы можете вызывать перегрузку сложения полинома с термом.

### Класс Term

* Целые члены-данные для коэффициента и показателя степени.
* Три конструктора (можно обойтись одним):
  + Без параметров для представления
    - 0x0
  + С одним параметром, например 3, для представления
    - 3x0
  + С двумя параметрами, например 3 и 2, для представления
    - 3x2
* Перегруженный operator+, который получает 2 терма как параметры и возвращает терм-результат.
* Перегруженную операцию istream>> для поддержки ввода полинома в виде, определенном выше в разделе "Ввод полинома".
* Перегруженную операцию ostream<< для печати терма в виде:
  + 3x0 как 3,
  + 3x1 как 3x,
  + 1x3 как x^3,
  + −3x2 как -3x^2.
* Дружественный класс Polynomial.

К СВЕДЕНИЮ

Продемонстрируйте работу с классом Term в функции main() отдельно от Polynomial.

### Класс Polynomial

* Члены-данные poly (динамический массив или сортированный список), и целое degree (степень)
* Три конструктора:
  + Без параметров для представления полинома 0
  + С одним целым параметром, например 3, для представления полинома 3.
  + С одним параметром-термом, например Term(3, 2), для представления полинома 3x2
* Конструктор копирования и операторы присваивания =, +=, \*=.
* Скрытый член order\_ для указания способа хранения термов:
  + по возрастанию степени;
  + по убыванию степени.
* Друзья класса: operator\*, operator+ , каждый из которых получает 2 полинома как параметры и возвращает полином-результат.
* Перегруженную операцию istream>> для ввода полинома в виде, определенном выше в разделе "Ввод полинома".
* Друг класса ostream<< для печати полинома
* 5x5−4x3+1x2+0x1−7x0 в виде: 5x^5 - 4x^3 +x^2 - 7.

**Разработка алгоритма**

Библиотека math:

* Класс Term:
  + Поля:
    - int multiplier; - множитель
    - int power; - степень
  + Методы:
    - Term() - конструктор без параметров, устанавливает значения 0 и 0 для множителя и степени соответственно
    - Term(int \_multiplier) - конструктор с параметром int, устанавливает значения \_multiplier и 0 для множителя и степени соответственно
    - Term(int \_multiplier, int \_power) - конструктор с параметрами int и int, устанавливает значения \_multiplier и \_power для множителя и степени соответственно
    - Term operator + (const Term &t) const; - перегрузка оператора + для Term + Term
  + Друзья класса:
    - friend std::istream& operator >> (std::istream &in, Term &t); - перегрузка ввода Term
    - friend std::ostream& operator << (std::ostream &out, const Term &t); - перегрузка вывода Term
    - friend std::ostream& operator << (std::ostream &out, const Polynomial &p); - перегрузка вывода Polynomial
    - friend std::istream& operator >> (std::istream &in, Polynomial &p); - перегрузка ввода Polynomial
    - friend Polynomial operator \* (const Polynomial &p1, const Polynomial &p2); - перегрузка оператора \* для Polynomial \* Polynomial
    - friend Polynomial operator + (const Polynomial &p1, const Polynomial &p2); - перегрузка оператора + для Polynomial + Polynomial
    - friend class Polynomial; - дружественный класс Polynomial
* Класс Polynomial:
  + Поля:
    - Term \*poly; - массив одночленов
    - int size; - размер массива
    - int degree; - степень многочлена
    - bool order\_increase = false; - отвечает за вывод по возрастанию(true)/убыванию(false) степени
  + Методы:
    - Polynomial() - конструктор без параметров, заполняет поля нулевыми значениями
    - Polynomial(int multiplier); - конструктор с параметром int, создает массив одночленов и записывает туда multiplier\*x^0, заполняет остальные поля соответствующими значениями
    - Polynomial(const Term &t); - конструктор с параметром Term, создает массив одночленов и записывает туда переданный одночлен, заполняет остальные поля соответствующими значениями
    - Polynomial(const Polynomial &p); - конструктор копирования, создает многочлен со значениями из передаваемого многочлена
    - ~Polynomial() - деструктор, удаляет динамическую память(массив одночленов)
    - Polynomial& operator = (const Polynomial &p); - перегрузка оператора = для Polynomial = Polynomial
    - Polynomial& operator += (const Polynomial &p); - перегрузка оператора += для Polynomial += Polynomial
    - Polynomial& operator \*= (const Polynomial &p); - перегрузка оператора \*= для Polynomial \*= Polynomial
  + Друзья класса:
    - friend Polynomial operator \* (const Polynomial &p1, const Polynomial &p2); - перегрузка оператора \* для Polynomial \* Polynomial
    - friend Polynomial operator + (const Polynomial &p1, const Polynomial &p2); - перегрузка оператора + для Polynomial + Polynomial
    - friend std::istream& operator >> (std::istream &in, Polynomial &p); - перегрузка ввода многочлена
    - friend std::ostream& operator << (std::ostream &out, const Polynomial &p); - перегрузка вывода многочлена

**Текст программы**

**Библиотека math:**

**CMakeLists.txt**

cmake\_minimum\_required(VERSION 3.23)

set(project "math")

project(${project})

set(CMAKE\_CXX\_STANDARD 17)

set(${project}\_SOURCES

Term.cpp

Polynomial.cpp)

set(${project}\_HEADERS

Term.h

Polynomial.h)

set(${project}\_SOURCE\_LIST

${${project}\_SOURCES}

${${project}\_HEADERS})

add\_library(${project}

STATIC

${${project}\_SOURCE\_LIST})

**Term.h**

#pragma once

#include <iostream>

class Polynomial;

class Term{

private:

int multiplier;

int power;

public:

Term() : multiplier(0), power(0) {}

Term(int \_multiplier) : multiplier(\_multiplier), power(0) {}

Term(int \_multiplier, int \_power) : multiplier(\_multiplier), power(\_power) {}

Term operator + (const Term &t) const;

friend std::istream& operator >> (std::istream &in, Term &t);

friend std::ostream& operator << (std::ostream &out, const Term &t);

friend std::ostream& operator << (std::ostream &out, const Polynomial &p);

friend std::istream& operator >> (std::istream &in, Polynomial &p);

friend Polynomial operator \* (const Polynomial &p1, const Polynomial &p2);

friend Polynomial operator + (const Polynomial &p1, const Polynomial &p2);

friend class Polynomial;

};

**Term.cpp**

#include "Term.h"

Term Term::operator + (const Term &t) const{

if (power != t.power) return Term();

return Term(multiplier + t.multiplier, power);

}

std::istream& operator >> (std::istream &in, Term &t) {

char str[1000], cur\_term[100];

bool is\_pos = true, is\_power = false, is\_0\_power = true;

int ind = 0, cur\_mul = 1, cur\_power = 0;

in.getline(str, 1000);

for (int i = 0; i < strlen(str); i++) {

if (str[i] == ' ' && (str[i + 1] == '+' || str[i + 1] == '-')) {

if (is\_0\_power) {

cur\_power = 0;

cur\_term[ind] = '\0';

cur\_mul = atoi(cur\_term);

}

else if (is\_power) {

cur\_term[ind] = '\0';

cur\_power = atoi(cur\_term);

}

else {

cur\_power = 1;

}

if (!is\_pos) cur\_mul \*= -1;

t.multiplier = cur\_mul;

t.power = cur\_power;

return in;

}

else {

if (str[i] == '-') is\_pos = false;

else if (str[i] == '+') is\_pos = true;

else if (str[i] == 'x') {

cur\_term[ind] = '\0';

if (ind == 0) cur\_mul = 1;

else cur\_mul = atoi(cur\_term);

is\_0\_power = false;

}

else if (str[i] == '^') {

ind = 0;

is\_power = true;

}

else if (str[i] >= '0' && str[i] <= '9') cur\_term[ind++] = str[i];

}

}

if (!is\_power) {

cur\_term[ind] = '\0';

if (ind == 0) cur\_mul = 1;

else cur\_mul = atoi(cur\_term);

if (!is\_0\_power) cur\_power = 1;

}

else {

if (is\_0\_power) cur\_power = 0;

else {

cur\_term[ind] = '\0';

if (ind == 0) cur\_power = 1;

else cur\_power = atoi(cur\_term);

}

}

if (!is\_pos) cur\_mul \*= -1;

t.multiplier = cur\_mul;

t.power = cur\_power;

return in;

}

std::ostream& operator << (std::ostream &out, const Term &t) {

if (t.multiplier == 0) return out;

if (t.power == 0) {

out << t.multiplier;

}

else {

if (t.multiplier == 1) out << 'x';

else if (t.multiplier == -1) out << "-x";

else out << t.multiplier << 'x';

if (t.power > 1) out << '^' << t.power;

}

return out;

}

**Polynomial.h**

#include "Term.h"

class Polynomial{

private:

Term \*poly;

int size;

int degree;

bool order\_increase = false;

public:

Polynomial() : poly(nullptr), degree(0), size(0) {}

Polynomial(int multiplier);

Polynomial(const Term &t);

Polynomial(const Polynomial &p);

~Polynomial() { delete[] poly; }

Polynomial& operator = (const Polynomial &p);

Polynomial& operator += (const Polynomial &p);

Polynomial& operator \*= (const Polynomial &p);

friend Polynomial operator \* (const Polynomial &p1, const Polynomial &p2);

friend Polynomial operator + (const Polynomial &p1, const Polynomial &p2);

friend std::istream& operator >> (std::istream &in, Polynomial &p);

friend std::ostream& operator << (std::ostream &out, const Polynomial &p);

};

**Polynomial.cpp**

#include "Polynomial.h"

Polynomial::Polynomial(int multiplier) {

poly = new Term[1];

poly[0].multiplier = multiplier;

poly[0].power = 0;

degree = 0;

size = 1;

}

Polynomial::Polynomial(const Term &t) {

poly = new Term[1];

poly[0] = t;

degree = t.power;

size = 1;

}

Polynomial::Polynomial(const Polynomial &p) {

poly = new Term[p.size];

for (int i = 0; i < p.size; i++) {

poly[i] = p.poly[i];

}

degree = p.degree;

size = p.size;

}

Polynomial& Polynomial::operator = (const Polynomial &p) {

if (size > 0) {

delete[] poly;

}

poly = new Term[p.size];

for (int i = 0; i < p.size; i++) {

poly[i] = p.poly[i];

}

degree = p.degree;

size = p.size;

return \*this;

}

Polynomial& Polynomial::operator += (const Polynomial &p) {

\*this = \*this + p;

return \*this;

}

Polynomial& Polynomial::operator \*= (const Polynomial &p) {

\*this = \*this \* p;

return \*this;

}

Polynomial operator + (const Polynomial &p1, const Polynomial &p2) {

Polynomial tmp;

int k = tmp.order\_increase ? -1 : 1;

tmp.poly = new Term[p1.size + p2.size];

int i1 = 0, i2 = 0, i = 0;

while (i1 < p1.size && i2 < p2.size) {

if (p1.poly[i1].power \* k < p2.poly[i2].power \* k) {

tmp.poly[i++] = p1.poly[i1++];

}

else if (p1.poly[i1].power == p2.poly[i2].power) {

tmp.poly[i++] = p1.poly[i1++] + p2.poly[i2++];

}

else {

tmp.poly[i++] = p2.poly[i2++];

}

}

while (i1 < p1.size) {

tmp.poly[i++] = p1.poly[i1++];

}

while (i2 < p2.size) {

tmp.poly[i++] = p2.poly[i2++];

}

tmp.degree = (p1.degree > p2.degree) ? p1.degree : p2.degree;

tmp.size = i;

return tmp;

}

Polynomial operator \* (const Polynomial &p1, const Polynomial &p2) {

Polynomial tmp;

for (int i = 0; i < p1.size; i++) {

for (int j = 0; j < p2.size; j++) {

tmp += Term(p1.poly[i].multiplier \* p2.poly[j].multiplier, p1.poly[i].power + p2.poly[j].power);

}

}

return tmp;

}

std::istream& operator >> (std::istream &in, Polynomial &p) {

if (p.size > 0) {

delete[] p.poly;

p.size = 0;

}

char str[1000], cur\_term[100];

bool is\_pos = true, is\_power = false, is\_0\_power = true;

int ind = 0, cur\_mul = 1, cur\_power = 0;

in.getline(str, 1000);

for (int i = 0; i < strlen(str); i++) {

if (str[i] == '+' || str[i] == '-') {

if (is\_0\_power) {

cur\_power = 0;

cur\_term[ind] = '\0';

cur\_mul = atoi(cur\_term);

}

else if (is\_power) {

cur\_term[ind] = '\0';

cur\_power = atoi(cur\_term);

}

else {

cur\_power = 1;

}

if (!is\_pos) cur\_mul \*= -1;

Term t(cur\_mul, cur\_power);

p += t;

ind = 0;

is\_pos = (str[i] == '+');

is\_0\_power = true;

is\_power = false;

cur\_mul = 1;

cur\_power = 0;

}

else {

if (str[i] == 'x') {

cur\_term[ind] = '\0';

if (ind == 0) cur\_mul = 1;

else cur\_mul = atoi(cur\_term);

is\_0\_power = false;

}

else if (str[i] == '^') {

ind = 0;

is\_power = true;

}

else if (str[i] >= '0' && str[i] <= '9') cur\_term[ind++] = str[i];

}

}

if (!is\_power) {

cur\_term[ind] = '\0';

if (ind == 0) cur\_mul = 1;

else cur\_mul = atoi(cur\_term);

if (!is\_0\_power) cur\_power = 1;

}

else {

if (is\_0\_power) cur\_power = 0;

else {

cur\_term[ind] = '\0';

if (ind == 0) cur\_power = 1;

else cur\_power = atoi(cur\_term);

}

}

if (!is\_pos) cur\_mul \*= -1;

Term t(cur\_mul, cur\_power);

p += t;

return in;

}

std::ostream& operator << (std::ostream &out, const Polynomial &p) {

int ind = 0;

while (ind < p.size - 1 && p.poly[ind].multiplier == 0) ind++;

out << p.poly[ind];

for (int i = ind + 1; i < p.size; i++) {

if (p.poly[i].multiplier < 0) out << p.poly[i];

else if (p.poly[i].multiplier > 0) out << '+' << p.poly[i];

}

return out;

}

**CMakeLists.txt проекта**

cmake\_minimum\_required(VERSION 3.23)

set(project "lab06")

project(${project})

set(CMAKE\_CXX\_STANDARD 17)

set(${project}\_SOURCES

main.cpp)

add\_subdirectory(math)

set(${project}\_SOURCE\_LIST

${${project}\_SOURCES})

add\_executable(${project}

${${project}\_SOURCE\_LIST})

target\_link\_libraries(${project} math)

**main.cpp**

#include "math/Polynomial.h"

int main() {

Term t1(1, 2), t2(1, 1);

Polynomial p1(t1), p2(t2);

p1 += p2;

std::cout << p1 << '\n';

p1 += Polynomial(Term(2, 2));

p1 += Polynomial(Term(-2, 5));

std::cout << p1 << '\n';

Polynomial p3(Term(1, 1));

p1 \*= p3;

std::cout << p1 << '\n';

Term t(-5, 2);

std::cout << t << '\n';

Polynomial p;

std::cin >> p;

std::cout << p;

return 0;

}

**Анализ результатов**

**![](data:image/png;base64,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)**